**Lesson: Generics (Updated)**

In any nontrivial software project, bugs are simply a fact of life. Careful planning, programming, and testing can help reduce their pervasiveness, but somehow, somewhere, they'll always find a way to creep into your code. This becomes especially apparent as new features are introduced and your code base grows in size and complexity.

Fortunately, some bugs are easier to detect than others. Compile-time bugs, for example, can be detected early on; you can use the compiler's error messages to figure out what the problem is and fix it, right then and there. Runtime bugs, however, can be much more problematic; they don't always surface immediately, and when they do, it may be at a point in the program that is far removed from the actual cause of the problem.

Generics add stability to your code by making more of your bugs detectable at compile time. After completing this lesson, you may want to follow up with the [Generics](https://docs.oracle.com/javase/tutorial/extra/generics/index.html) tutorial by Gilad Bracha.

# Why Use Generics?

In a nutshell, generics enable types (classes and interfaces) to be parameters when defining classes, interfaces and methods. Much like the more familiar formal parameters used in method declarations, type parameters provide a way for you to re-use the same code with different inputs. The difference is that the inputs to formal parameters are values, while the inputs to type parameters are types.

Code that uses generics has many benefits over non-generic code:

* Stronger type checks at compile time.
* A Java compiler applies strong type checking to generic code and issues errors if the code violates type safety. Fixing compile-time errors is easier than fixing runtime errors, which can be difficult to find.
* Elimination of casts.
* The following code snippet without generics requires casting:
* List list = new ArrayList();
* list.add("hello");
* String s = **(String)** list.get(0);

When re-written to use generics, the code does not require casting:

List<String> list = new ArrayList<String>();

list.add("hello");

String s = list.get(0); // no cast

* Enabling programmers to implement generic algorithms.
* By using generics, programmers can implement generic algorithms that work on collections of different types, can be customized, and are type safe and easier to read.

# Generic Types

A generic type is a generic class or interface that is parameterized over types. The following Box class will be modified to demonstrate the concept.

## A Simple Box Class

Begin by examining a non-generic Box class that operates on objects of any type. It needs only to provide two methods: set, which adds an object to the box, and get, which retrieves it:

public class Box {

private Object object;

public void set(Object object) { this.object = object; }

public Object get() { return object; }

}

Since its methods accept or return an Object, you are free to pass in whatever you want, provided that it is not one of the primitive types. There is no way to verify, at compile time, how the class is used. One part of the code may place an Integer in the box and expect to get Integers out of it, while another part of the code may mistakenly pass in a String, resulting in a runtime error.

## A Generic Version of the Box Class

A generic class is defined with the following format:

class name<T1, T2, ..., Tn> { /\* ... \*/ }

The type parameter section, delimited by angle brackets (<>), follows the class name. It specifies the type parameters (also called type variables) T1, T2, ..., and Tn.

To update the Box class to use generics, you create a generic type declaration by changing the code "public class Box" to "public class Box<T>". This introduces the type variable, T, that can be used anywhere inside the class.

With this change, the Box class becomes:

/\*\*

\* Generic version of the Box class.

\* @param <T> the type of the value being boxed

\*/

public class Box<T> {

// T stands for "Type"

private T t;

public void set(T t) { this.t = t; }

public T get() { return t; }

}

As you can see, all occurrences of Object are replaced by T. A type variable can be any **non-primitive** type you specify: any class type, any interface type, any array type, or even another type variable.

This same technique can be applied to create generic interfaces.

## Type Parameter Naming Conventions

By convention, type parameter names are single, uppercase letters. This stands in sharp contrast to the variable [naming](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/variables.html#naming) conventions that you already know about, and with good reason: Without this convention, it would be difficult to tell the difference between a type variable and an ordinary class or interface name.

The most commonly used type parameter names are:

* E - Element (used extensively by the Java Collections Framework)
* K - Key
* N - Number
* T - Type
* V - Value
* S,U,V etc. - 2nd, 3rd, 4th types

You'll see these names used throughout the Java SE API and the rest of this lesson.

## Invoking and Instantiating a Generic Type

To reference the generic Box class from within your code, you must perform a generic type invocation, which replaces T with some concrete value, such as Integer:

Box<Integer> integerBox;

You can think of a generic type invocation as being similar to an ordinary method invocation, but instead of passing an argument to a method, you are passing a type argument — Integer in this case — to the Box class itself.

**Type Parameter and Type Argument Terminology:** Many developers use the terms "type parameter" and "type argument" interchangeably, but these terms are not the same. When coding, one provides type arguments in order to create a parameterized type. Therefore, the T in Foo<T> is a type parameter and the String in Foo<String> f is a type argument. This lesson observes this definition when using these terms.

Like any other variable declaration, this code does not actually create a new Box object. It simply declares that integerBox will hold a reference to a "Box of Integer", which is how Box<Integer> is read.

An invocation of a generic type is generally known as a parameterized type.

To instantiate this class, use the new keyword, as usual, but place <Integer> between the class name and the parenthesis:

Box<Integer> integerBox = new Box<Integer>();

## The Diamond

In Java SE 7 and later, you can replace the type arguments required to invoke the constructor of a generic class with an empty set of type arguments (<>) as long as the compiler can determine, or infer, the type arguments from the context. This pair of angle brackets, <>, is informally called the diamond. For example, you can create an instance of Box<Integer> with the following statement:

Box<Integer> integerBox = new Box<>();

For more information on diamond notation and type inference, see [Type Inference](https://docs.oracle.com/javase/tutorial/java/generics/genTypeInference.html).

## Multiple Type Parameters

As mentioned previously, a generic class can have multiple type parameters. For example, the generic OrderedPair class, which implements the generic Pair interface:

public interface Pair<K, V> {

public K getKey();

public V getValue();

}

public class OrderedPair<K, V> implements Pair<K, V> {

private K key;

private V value;

public OrderedPair(K key, V value) {

this.key = key;

this.value = value;

}

public K getKey() { return key; }

public V getValue() { return value; }

}

The following statements create two instantiations of the OrderedPair class:

Pair<String, Integer> p1 = new OrderedPair<String, Integer>("Even", 8);

Pair<String, String> p2 = new OrderedPair<String, String>("hello", "world");

The code, new OrderedPair<String, Integer>, instantiates K as a String and V as an Integer. Therefore, the parameter types of OrderedPair's constructor are String and Integer, respectively. Due to [autoboxing](https://docs.oracle.com/javase/tutorial/java/data/autoboxing.html), it is valid to pass a String and an int to the class.

As mentioned in [The Diamond](https://docs.oracle.com/javase/tutorial/java/generics/types.html#diamond), because a Java compiler can infer the K and V types from the declaration OrderedPair<String, Integer>, these statements can be shortened using diamond notation:

OrderedPair<String, Integer> p1 = new OrderedPair**<>**("Even", 8);

OrderedPair<String, String> p2 = new OrderedPair**<>**("hello", "world");

To create a generic interface, follow the same conventions as for creating a generic class.

## Parameterized Types

You can also substitute a type parameter (i.e., K or V) with a parameterized type (i.e., List<String>). For example, using the OrderedPair<K, V> example:

OrderedPair<String, **Box<Integer>**> p = new OrderedPair<>("primes", new Box<Integer>(...));

# Raw Types

A raw type is the name of a generic class or interface without any type arguments. For example, given the generic Box class:

public class Box<T> {

public void set(T t) { /\* ... \*/ }

// ...

}

To create a parameterized type of Box<T>, you supply an actual type argument for the formal type parameter T:

Box<Integer> intBox = new Box<>();

If the actual type argument is omitted, you create a raw type of Box<T>:

Box rawBox = new Box();

Therefore, Box is the raw type of the generic type Box<T>. However, a non-generic class or interface type is not a raw type.

Raw types show up in legacy code because lots of API classes (such as the Collections classes) were not generic prior to JDK 5.0. When using raw types, you essentially get pre-generics behavior — a Box gives you Objects. For backward compatibility, assigning a parameterized type to its raw type is allowed:

Box<String> stringBox = new Box<>();

Box rawBox = stringBox; // OK

But if you assign a raw type to a parameterized type, you get a warning:

Box rawBox = new Box(); // rawBox is a raw type of Box<T>

Box<Integer> intBox = rawBox; // warning: unchecked conversion

You also get a warning if you use a raw type to invoke generic methods defined in the corresponding generic type:

Box<String> stringBox = new Box<>();

Box rawBox = stringBox;

rawBox.set(8); // warning: unchecked invocation to set(T)

The warning shows that raw types bypass generic type checks, deferring the catch of unsafe code to runtime. Therefore, you should avoid using raw types.

The [Type Erasure](https://docs.oracle.com/javase/tutorial/java/generics/erasure.html) section has more information on how the Java compiler uses raw types.

## Unchecked Error Messages

As mentioned previously, when mixing legacy code with generic code, you may encounter warning messages similar to the following:

Note: Example.java uses unchecked or unsafe operations.

Note: Recompile with -Xlint:unchecked for details.

This can happen when using an older API that operates on raw types, as shown in the following example:

public class WarningDemo {

public static void main(String[] args){

Box<Integer> bi;

bi = createBox();

}

static Box createBox(){

return new Box();

}

}

The term "unchecked" means that the compiler does not have enough type information to perform all type checks necessary to ensure type safety. The "unchecked" warning is disabled, by default, though the compiler gives a hint. To see all "unchecked" warnings, recompile with -Xlint:unchecked.

Recompiling the previous example with -Xlint:unchecked reveals the following additional information:

WarningDemo.java:4: warning: [unchecked] unchecked conversion

found : Box

required: Box<java.lang.Integer>

bi = createBox();

^

1 warning

To completely disable unchecked warnings, use the -Xlint:-unchecked flag. The @SuppressWarnings("unchecked") annotation suppresses unchecked warnings. If you are unfamiliar with the @SuppressWarnings syntax, see [Annotations](https://docs.oracle.com/javase/tutorial/java/annotations/index.html).

# Generic Methods

Generic methods are methods that introduce their own type parameters. This is similar to declaring a generic type, but the type parameter's scope is limited to the method where it is declared. Static and non-static generic methods are allowed, as well as generic class constructors.

The syntax for a generic method includes a type parameter, inside angle brackets, and appears before the method's return type. For static generic methods, the type parameter section must appear before the method's return type.

The Util class includes a generic method, compare, which compares two Pair objects:

public class Util {

**public static <K, V> boolean compare(Pair<K, V> p1, Pair<K, V> p2)** {

return p1.getKey().equals(p2.getKey()) &&

p1.getValue().equals(p2.getValue());

}

}

public class Pair<K, V> {

private K key;

private V value;

public Pair(K key, V value) {

this.key = key;

this.value = value;

}

public void setKey(K key) { this.key = key; }

public void setValue(V value) { this.value = value; }

public K getKey() { return key; }

public V getValue() { return value; }

}

The complete syntax for invoking this method would be:

Pair<Integer, String> p1 = new Pair<>(1, "apple");

Pair<Integer, String> p2 = new Pair<>(2, "pear");

boolean same = Util.**<Integer, String>**compare(p1, p2);

The type has been explicitly provided, as shown in bold. Generally, this can be left out and the compiler will infer the type that is needed:

Pair<Integer, String> p1 = new Pair<>(1, "apple");

Pair<Integer, String> p2 = new Pair<>(2, "pear");

boolean same = Util.compare(p1, p2);

This feature, known as type inference, allows you to invoke a generic method as an ordinary method, without specifying a type between angle brackets. This topic is further discussed in the following section, [Type Inference](https://docs.oracle.com/javase/tutorial/java/generics/genTypeInference.html).

# Bounded Type Parameters

There may be times when you want to restrict the types that can be used as type arguments in a parameterized type. For example, a method that operates on numbers might only want to accept instances of Number or its subclasses. This is what *bounded type parameters* are for.

To declare a bounded type parameter, list the type parameter's name, followed by the extends keyword, followed by its *upper bound*, which in this example is Number. Note that, in this context, extends is used in a general sense to mean either "extends" (as in classes) or "implements" (as in interfaces).

public class Box<T> {

private T t;

public void set(T t) {

this.t = t;

}

public T get() {

return t;

}

public <U **extends Number**> void inspect(U u){

System.out.println("T: " + t.getClass().getName());

System.out.println("U: " + u.getClass().getName());

}

public static void main(String[] args) {

Box<Integer> integerBox = new Box<Integer>();

integerBox.set(new Integer(10));

integerBox.inspect("some text"); // **error: this is still String!**

}

}

By modifying our generic method to include this bounded type parameter, compilation will now fail, since our invocation of inspect still includes a String:

Box.java:21: <U>inspect(U) in Box<java.lang.Integer> cannot

be applied to (java.lang.String)

integerBox.inspect("10");

^

1 error

In addition to limiting the types you can use to instantiate a generic type, bounded type parameters allow you to invoke methods defined in the bounds:

public class NaturalNumber<T extends Integer> {

private T n;

public NaturalNumber(T n) { this.n = n; }

public boolean isEven() {

return **n.intValue()** % 2 == 0;

}

// ...

}

The isEven method invokes the intValue method defined in the Integer class through n.

## Multiple Bounds

The preceding example illustrates the use of a type parameter with a single bound, but a type parameter can have multiple bounds:

<T extends B1 & B2 & B3>

A type variable with multiple bounds is a subtype of all the types listed in the bound. If one of the bounds is a class, it must be specified first. For example:

Class A { /\* ... \*/ }

interface B { /\* ... \*/ }

interface C { /\* ... \*/ }

class D <T extends A & B & C> { /\* ... \*/ }

If bound A is not specified first, you get a compile-time error:

class D <T extends B & A & C> { /\* ... \*/ } // compile-time error

# Generic Methods and Bounded Type Parameters

Bounded type parameters are key to the implementation of generic algorithms. Consider the following method that counts the number of elements in an array T[] that are greater than a specified element elem.

public static <T> int countGreaterThan(T[] anArray, T elem) {

int count = 0;

for (T e : anArray)

if (e > elem) // compiler error

++count;

return count;

}

The implementation of the method is straightforward, but it does not compile because the greater than operator (>) applies only to primitive types such as short, int, double, long, float, byte, and char. You cannot use the > operator to compare objects. To fix the problem, use a type parameter bounded by the Comparable<T> interface:

public interface Comparable<T> {

public int compareTo(T o);

}

The resulting code will be:

public static <T extends Comparable<T>> int countGreaterThan(T[] anArray, T elem) {

int count = 0;

for (T e : anArray)

if (e.compareTo(elem) > 0)

++count;

return count;

}

# Generics, Inheritance, and Subtypes

As you already know, it is possible to assign an object of one type to an object of another type provided that the types are compatible. For example, you can assign an Integer to an Object, since Object is one of Integer's supertypes:

Object someObject = new Object();

Integer someInteger = new Integer(10);

someObject = someInteger; // OK
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public void someMethod(Number n) { /\* ... \*/ }

someMethod(new Integer(10)); // OK

someMethod(new Double(10.1)); // OK

The same is also true with generics. You can perform a generic type invocation, passing Number as its type argument, and any subsequent invocation of add will be allowed if the argument is compatible with Number:

Box<Number> box = new Box<Number>();

box.add(new Integer(10)); // OK

box.add(new Double(10.1)); // OK

Now consider the following method:

public void boxTest(Box<Number> n) { /\* ... \*/ }
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This is a common misunderstanding when it comes to programming with generics, but it is an important concept to learn.

Box<Integer> is not a subtype of Box<Number> even though Integer is a subtype of Number.

![diagram showing a sample collections hierarchy: ArrayList<String> is a subtype of List<String>, which is a subtype of Collection<String>.](data:image/gif;base64,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)**Note:** Given two concrete types A and B (for example, Number and Integer), MyClass<A> has no relationship to MyClass<B>, regardless of whether or not A and B are related. The common parent of MyClass<A> and MyClass<B> is Object.

For information on how to create a subtype-like relationship between two generic classes when the type parameters are related, see [Wildcards and Subtyping](https://docs.oracle.com/javase/tutorial/java/generics/subtyping.html).

## Generic Classes and Subtyping

You can subtype a generic class or interface by extending or implementing it. The relationship between the type parameters of one class or interface and the type parameters of another are determined by the extends and implements clauses.

Using the Collections classes as an example, ArrayList<E> implements List<E>, and List<E> extends Collection<E>. So ArrayList<String> is a subtype of List<String>, which is a subtype of Collection<String>. So long as you do not vary the type argument, the subtyping relationship is preserved between the types.

A sample Collections hierarchy

Now imagine we want to define our own list interface, PayloadList, that associates an optional value of generic type P with each element. Its declaration might look like:

interface PayloadList<E,P> extends List<E> {

void setPayload(int index, P val);

...

}

The following parameterizations of PayloadList are subtypes of List<String>:

* PayloadList<String,String>
* PayloadList<String,Integer>
* PayloadList<String,Exception>

A sample PayloadList hierarchy

# Type Inference

Type inference is a Java compiler's ability to look at each method invocation and corresponding declaration to determine the type argument (or arguments) that make the invocation applicable. The inference algorithm determines the types of the arguments and, if available, the type that the result is being assigned, or returned. Finally, the inference algorithm tries to find the most specific type that works with all of the arguments.

To illustrate this last point, in the following example, inference determines that the second argument being passed to the pick method is of type Serializable:

static <T> T pick(T a1, T a2) { return a2; }

Serializable s = pick("d", new ArrayList<String>());

## Type Inference and Generic Methods

[Generic Methods](https://docs.oracle.com/javase/tutorial/java/generics/methods.html) introduced you to type inference, which enables you to invoke a generic method as you would an ordinary method, without specifying a type between angle brackets. Consider the following example, [BoxDemo](https://docs.oracle.com/javase/tutorial/java/generics/examples/BoxDemo.java), which requires the [Box](https://docs.oracle.com/javase/tutorial/java/generics/examples/Box.java) class:

public class BoxDemo {

public static <U> void addBox(U u,

java.util.List<Box<U>> boxes) {

Box<U> box = new Box<>();

box.set(u);

boxes.add(box);

}

public static <U> void outputBoxes(java.util.List<Box<U>> boxes) {

int counter = 0;

for (Box<U> box: boxes) {

U boxContents = box.get();

System.out.println("Box #" + counter + " contains [" +

boxContents.toString() + "]");

counter++;

}

}

public static void main(String[] args) {

java.util.ArrayList<Box<Integer>> listOfIntegerBoxes =

new java.util.ArrayList<>();

BoxDemo.<Integer>addBox(Integer.valueOf(10), listOfIntegerBoxes);

BoxDemo.addBox(Integer.valueOf(20), listOfIntegerBoxes);

BoxDemo.addBox(Integer.valueOf(30), listOfIntegerBoxes);

BoxDemo.outputBoxes(listOfIntegerBoxes);

}

}

The following is the output from this example:

Box #0 contains [10]

Box #1 contains [20]

Box #2 contains [30]

The generic method addBox defines one type parameter named U. Generally, a Java compiler can infer the type parameters of a generic method call. Consequently, in most cases, you do not have to specify them. For example, to invoke the generic method addBox, you can specify the type parameter with a type witness as follows:

BoxDemo.**<Integer>**addBox(Integer.valueOf(10), listOfIntegerBoxes);

Alternatively, if you omit the type witness,a Java compiler automatically infers (from the method's arguments) that the type parameter is Integer:

BoxDemo.addBox(Integer.valueOf(20), listOfIntegerBoxes);

## Type Inference and Instantiation of Generic Classes

You can replace the type arguments required to invoke the constructor of a generic class with an empty set of type parameters (<>) as long as the compiler can infer the type arguments from the context. This pair of angle brackets is informally called [the diamond](https://docs.oracle.com/javase/tutorial/java/generics/types.html#diamond).

For example, consider the following variable declaration:

Map<String, List<String>> myMap = new HashMap<String, List<String>>();

You can substitute the parameterized type of the constructor with an empty set of type parameters (<>):

Map<String, List<String>> myMap = new HashMap<>();

Note that to take advantage of type inference during generic class instantiation, you must use the diamond. In the following example, the compiler generates an unchecked conversion warning because the HashMap() constructor refers to the HashMap raw type, not the Map<String, List<String>> type:

Map<String, List<String>> myMap = new HashMap(); // unchecked conversion warning

## Type Inference and Generic Constructors of Generic and Non-Generic Classes

Note that constructors can be generic (in other words, declare their own formal type parameters) in both generic and non-generic classes. Consider the following example:

class MyClass<X> {

<T> MyClass(T t) {

// ...

}

}

Consider the following instantiation of the class MyClass:

new MyClass<Integer>("")

This statement creates an instance of the parameterized type MyClass<Integer>; the statement explicitly specifies the type Integer for the formal type parameter, X, of the generic class MyClass<X>. Note that the constructor for this generic class contains a formal type parameter, T. The compiler infers the type String for the formal type parameter, T, of the constructor of this generic class (because the actual parameter of this constructor is a String object).

Compilers from releases prior to Java SE 7 are able to infer the actual type parameters of generic constructors, similar to generic methods. However, compilers in Java SE 7 and later can infer the actual type parameters of the generic class being instantiated if you use the diamond (<>). Consider the following example:

MyClass<Integer> myObject = new MyClass<>("");

In this example, the compiler infers the type Integer for the formal type parameter, X, of the generic class MyClass<X>. It infers the type String for the formal type parameter, T, of the constructor of this generic class.

**Note:** It is important to note that the inference algorithm uses only invocation arguments, target types, and possibly an obvious expected return type to infer types. The inference algorithm does not use results from later in the program.

## Target Types

The Java compiler takes advantage of target typing to infer the type parameters of a generic method invocation. The target type of an expression is the data type that the Java compiler expects depending on where the expression appears. Consider the method Collections.emptyList, which is declared as follows:

static <T> List<T> emptyList();

Consider the following assignment statement:

List<String> listOne = Collections.emptyList();

This statement is expecting an instance of List<String>; this data type is the target type. Because the method emptyList returns a value of type List<T>, the compiler infers that the type argument T must be the value String. This works in both Java SE 7 and 8. Alternatively, you could use a type witness and specify the value of T as follows:

List<String> listOne = Collections.<String>emptyList();

However, this is not necessary in this context. It was necessary in other contexts, though. Consider the following method:

void processStringList(List<String> stringList) {

// process stringList

}

Suppose you want to invoke the method processStringList with an empty list. In Java SE 7, the following statement does not compile:

processStringList(Collections.emptyList());

The Java SE 7 compiler generates an error message similar to the following:

List<Object> cannot be converted to List<String>

The compiler requires a value for the type argument T so it starts with the value Object. Consequently, the invocation of Collections.emptyList returns a value of type List<Object>, which is incompatible with the method processStringList. Thus, in Java SE 7, you must specify the value of the value of the type argument as follows:

processStringList(Collections.<String>emptyList());

This is no longer necessary in Java SE 8. The notion of what is a target type has been expanded to include method arguments, such as the argument to the method processStringList. In this case, processStringList requires an argument of type List<String>. The method Collections.emptyList returns a value of List<T>, so using the target type of List<String>, the compiler infers that the type argument T has a value of String. Thus, in Java SE 8, the following statement compiles:

processStringList(Collections.emptyList());

See [Target Typing](https://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html#target-typing) in [Lambda Expressions](https://docs.oracle.com/javase/tutorial/java/javaOO/lambdaexpressions.html) for more information.

# Wildcards

In generic code, the question mark (?), called the wildcard, represents an unknown type. The wildcard can be used in a variety of situations: as the type of a parameter, field, or local variable; sometimes as a return type (though it is better programming practice to be more specific). The wildcard is never used as a type argument for a generic method invocation, a generic class instance creation, or a supertype.

The following sections discuss wildcards in more detail, including upper bounded wildcards, lower bounded wildcards, and wildcard capture.

# Upper Bounded Wildcards

You can use an upper bounded wildcard to relax the restrictions on a variable. For example, say you want to write a method that works on List<Integer>, List<Double>, and List<Number>; you can achieve this by using an upper bounded wildcard.

To declare an upper-bounded wildcard, use the wildcard character ('?'), followed by the extends keyword, followed by its upper bound. Note that, in this context, extends is used in a general sense to mean either "extends" (as in classes) or "implements" (as in interfaces).

To write the method that works on lists of Number and the subtypes of Number, such as Integer, Double, and Float, you would specify List<? extends Number>. The term List<Number> is more restrictive than List<? extends Number> because the former matches a list of type Number only, whereas the latter matches a list of type Number or any of its subclasses.

Consider the following process method:

public static void process(List**<? extends Foo>** list) { /\* ... \*/ }

The upper bounded wildcard, <? extends Foo>, where Foo is any type, matches Foo and any subtype of Foo. The process method can access the list elements as type Foo:

public static void process(List<? extends Foo> list) {

for (Foo elem : list) {

// ...

}

}

In the foreach clause, the elem variable iterates over each element in the list. Any method defined in the Foo class can now be used on elem.

The sumOfList method returns the sum of the numbers in a list:

public static double sumOfList(List<? extends Number> list) {

double s = 0.0;

for (Number n : list)

s += n.doubleValue();

return s;

}

The following code, using a list of Integer objects, prints sum = 6.0:

List<Integer> li = Arrays.asList(1, 2, 3);

System.out.println("sum = " + sumOfList(li));

A list of Double values can use the same sumOfList method. The following code prints sum = 7.0:

List<Double> ld = Arrays.asList(1.2, 2.3, 3.5);

System.out.println("sum = " + sumOfList(ld));

# Unbounded Wildcards

The unbounded wildcard type is specified using the wildcard character (?), for example, List<?>. This is called a list of unknown type. There are two scenarios where an unbounded wildcard is a useful approach:

* If you are writing a method that can be implemented using functionality provided in the Object class.
* When the code is using methods in the generic class that don't depend on the type parameter. For example, List.size or List.clear. In fact, Class<?> is so often used because most of the methods in Class<T> do not depend on T.

Consider the following method, printList:

public static void printList(List<Object> list) {

for (Object elem : list)

System.out.println(elem + " ");

System.out.println();

}

The goal of printList is to print a list of any type, but it fails to achieve that goal — it prints only a list of Object instances; it cannot print List<Integer>, List<String>, List<Double>, and so on, because they are not subtypes of List<Object>. To write a generic printList method, use List<?>:

public static void printList(List<?> list) {

for (Object elem: list)

System.out.print(elem + " ");

System.out.println();

}

Because for any concrete type A, List<A> is a subtype of List<?>, you can use printList to print a list of any type:

List<Integer> li = Arrays.asList(1, 2, 3);

List<String> ls = Arrays.asList("one", "two", "three");

printList(li);

printList(ls);

**Note:** The [Arrays.asList](https://docs.oracle.com/javase/8/docs/api/java/util/Arrays.html#asList-T...-) method is used in examples throughout this lesson. This static factory method converts the specified array and returns a fixed-size list.

It's important to note that List<Object> and List<?> are not the same. You can insert an Object, or any subtype of Object, into a List<Object>. But you can only insert null into a List<?>. The [Guidelines for Wildcard Use](https://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section has more information on how to determine what kind of wildcard, if any, should be used in a given situation.

**Lower Bounded Wildcards**

The [Upper Bounded Wildcards](https://docs.oracle.com/javase/tutorial/java/generics/upperBounded.html) section shows that an upper bounded wildcard restricts the unknown type to be a specific type or a subtype of that type and is represented using the extends keyword. In a similar way, a *lower bounded* wildcard restricts the unknown type to be a specific type or a *super type* of that type.

A lower bounded wildcard is expressed using the wildcard character ('?'), following by the super keyword, followed by its *lower bound*: <? super A>.

**Note:** You can specify an upper bound for a wildcard, or you can specify a lower bound, but you cannot specify both.

Say you want to write a method that puts Integer objects into a list. To maximize flexibility, you would like the method to work on List<Integer>, List<Number>, and List<Object> — anything that can hold Integer values.

To write the method that works on lists of Integer and the supertypes of Integer, such as Integer, Number, and Object, you would specify List<? super Integer>. The term List<Integer> is more restrictive than List<? super Integer> because the former matches a list of type Integer only, whereas the latter matches a list of any type that is a supertype of Integer.

The following code adds the numbers 1 through 10 to the end of a list:

public static void addNumbers(List<? super Integer> list) {

for (int i = 1; i <= 10; i++) {

list.add(i);

}

}

The [Guidelines for Wildcard Use](https://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section provides guidance on when to use upper bounded wildcards and when to use lower bounded wildcards.

**Wildcards and Subtyping**

As described in [Generics, Inheritance, and Subtypes](https://docs.oracle.com/javase/tutorial/java/generics/inheritance.html), generic classes or interfaces are not related merely because there is a relationship between their types. However, you can use wildcards to create a relationship between generic classes or interfaces.

Given the following two regular (non-generic) classes:

class A { /\* ... \*/ }

class B extends A { /\* ... \*/ }

It would be reasonable to write the following code:

B b = new B();

A a = b;

This example shows that inheritance of regular classes follows this rule of subtyping: class B is a subtype of class A if B extends A. This rule does not apply to generic types:

List<B> lb = new ArrayList<>();

List<A> la = lb; // compile-time error

Given that Integer is a subtype of Number, what is the relationship between List<Integer> and List<Number>?
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Although Integer is a subtype of Number, List<Integer> is not a subtype of List<Number> and, in fact, these two types are not related. The common parent of List<Number> and List<Integer> is List<?>.

In order to create a relationship between these classes so that the code can access Number's methods through List<Integer>'s elements, use an upper bounded wildcard:

List<? extends Integer> intList = new ArrayList<>();

List<? extends Number> numList = intList; // OK. List<? extends Integer> is a subtype of List<? extends Number>

Because Integer is a subtype of Number, and numList is a list of Number objects, a relationship now exists between intList (a list of Integer objects) and numList. The following diagram shows the relationships between several List classes declared with both upper and lower bounded wildcards.
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The [Guidelines for Wildcard Use](https://docs.oracle.com/javase/tutorial/java/generics/wildcardGuidelines.html) section has more information about the ramifications of using upper and lower bounded wildcards.

# Wildcard Capture and Helper Methods

In some cases, the compiler infers the type of a wildcard. For example, a list may be defined as List<?> but, when evaluating an expression, the compiler infers a particular type from the code. This scenario is known as wildcard capture.

For the most part, you don't need to worry about wildcard capture, except when you see an error message that contains the phrase "capture of".

The [WildcardError](https://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardError.java) example produces a capture error when compiled:

import java.util.List;

public class WildcardError {

void foo(List<?> i) {

i.set(0, i.get(0));

}

}

In this example, the compiler processes the i input parameter as being of type Object. When the foo method invokes [List.set(int, E)](https://docs.oracle.com/javase/8/docs/api/java/util/List.html#set-int-E-), the compiler is not able to confirm the type of object that is being inserted into the list, and an error is produced. When this type of error occurs it typically means that the compiler believes that you are assigning the wrong type to a variable. Generics were added to the Java language for this reason — to enforce type safety at compile time.

The WildcardError example generates the following error when compiled by Oracle's JDK 7 javac implementation:

WildcardError.java:6: error: method set in interface List<E> cannot be applied to given types;

i.set(0, i.get(0));

^

required: int,CAP#1

found: int,Object

reason: actual argument Object cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Object from capture of ?

1 error

In this example, the code is attempting to perform a safe operation, so how can you work around the compiler error? You can fix it by writing a private helper method which captures the wildcard. In this case, you can work around the problem by creating the private helper method, fooHelper, as shown in [WildcardFixed](https://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardFixed.java):

public class WildcardFixed {

void foo(List<?> i) {

fooHelper(i);

}

// Helper method created so that the wildcard can be captured

// through type inference.

**private <T> void fooHelper(List<T> l) {**

**l.set(0, l.get(0));**

**}**

}

Thanks to the helper method, the compiler uses inference to determine that T is CAP#1, the capture variable, in the invocation. The example now compiles successfully.

By convention, helper methods are generally named originalMethodNameHelper.

Now consider a more complex example, [WildcardErrorBad](https://docs.oracle.com/javase/tutorial/java/generics/examples/WildcardErrorBad.java):

import java.util.List;

public class WildcardErrorBad {

void swapFirst(List<? extends Number> l1, List<? extends Number> l2) {

Number temp = l1.get(0);

l1.set(0, l2.get(0)); // expected a CAP#1 extends Number,

// got a CAP#2 extends Number;

// same bound, but different types

l2.set(0, temp); // expected a CAP#1 extends Number,

// got a Number

}

}

In this example, the code is attempting an unsafe operation. For example, consider the following invocation of the swapFirst method:

List<Integer> li = Arrays.asList(1, 2, 3);

List<Double> ld = Arrays.asList(10.10, 20.20, 30.30);

swapFirst(li, ld);

While List<Integer> and List<Double> both fulfill the criteria of List<? extends Number>, it is clearly incorrect to take an item from a list of Integer values and attempt to place it into a list of Double values.

Compiling the code with Oracle's JDK javac compiler produces the following error:

WildcardErrorBad.java:7: error: method set in interface List<E> cannot be applied to given types;

l1.set(0, l2.get(0)); // expected a CAP#1 extends Number,

^

required: int,CAP#1

found: int,Number

reason: actual argument Number cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Number from capture of ? extends Number

WildcardErrorBad.java:10: error: method set in interface List<E> cannot be applied to given types;

l2.set(0, temp); // expected a CAP#1 extends Number,

^

required: int,CAP#1

found: int,Number

reason: actual argument Number cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Number from capture of ? extends Number

WildcardErrorBad.java:15: error: method set in interface List<E> cannot be applied to given types;

i.set(0, i.get(0));

^

required: int,CAP#1

found: int,Object

reason: actual argument Object cannot be converted to CAP#1 by method invocation conversion

where E is a type-variable:

E extends Object declared in interface List

where CAP#1 is a fresh type-variable:

CAP#1 extends Object from capture of ?

3 errors

There is no helper method to work around the problem, because the code is fundamentally wrong.

# Guidelines for Wildcard Use

One of the more confusing aspects when learning to program with generics is determining when to use an upper bounded wildcard and when to use a lower bounded wildcard. This page provides some guidelines to follow when designing your code.

For purposes of this discussion, it is helpful to think of variables as providing one of two functions:

**An "In" Variable**

An "in" variable serves up data to the code. Imagine a copy method with two arguments: copy(src, dest). The src argument provides the data to be copied, so it is the "in" parameter.

**An "Out" Variable**

An "out" variable holds data for use elsewhere. In the copy example, copy(src, dest), the dest argument accepts data, so it is the "out" parameter.

Of course, some variables are used both for "in" and "out" purposes — this scenario is also addressed in the guidelines.

You can use the "in" and "out" principle when deciding whether to use a wildcard and what type of wildcard is appropriate. The following list provides the guidelines to follow:

**Wildcard Guidelines:**

* An "in" variable is defined with an upper bounded wildcard, using the extends keyword.
* An "out" variable is defined with a lower bounded wildcard, using the super keyword.
* In the case where the "in" variable can be accessed using methods defined in the Object class, use an unbounded wildcard.
* In the case where the code needs to access the variable as both an "in" and an "out" variable, do not use a wildcard.

These guidelines do not apply to a method's return type. Using a wildcard as a return type should be avoided because it forces programmers using the code to deal with wildcards.

A list defined by List<? extends ...> can be informally thought of as read-only, but that is not a strict guarantee. Suppose you have the following two classes:

class NaturalNumber {

private int i;

public NaturalNumber(int i) { this.i = i; }

// ...

}

class EvenNumber extends NaturalNumber {

public EvenNumber(int i) { super(i); }

// ...

}

Consider the following code:

List<EvenNumber> le = new ArrayList<>();

List<? extends NaturalNumber> ln = le;

ln.add(new NaturalNumber(35)); // compile-time error

Because List<EvenNumber> is a subtype of List<? extends NaturalNumber>, you can assign le to ln. But you cannot use ln to add a natural number to a list of even numbers. The following operations on the list are possible:

* You can add null.
* You can invoke clear.
* You can get the iterator and invoke remove.
* You can capture the wildcard and write elements that you've read from the list.

You can see that the list defined by List<? extends NaturalNumber> is not read-only in the strictest sense of the word, but you might think of it that way because you cannot store a new element or change an existing element in the list.

# Type Erasure

Generics were introduced to the Java language to provide tighter type checks at compile time and to support generic programming. To implement generics, the Java compiler applies type erasure to:

* Replace all type parameters in generic types with their bounds or Object if the type parameters are unbounded. The produced bytecode, therefore, contains only ordinary classes, interfaces, and methods.
* Insert type casts if necessary to preserve type safety.
* Generate bridge methods to preserve polymorphism in extended generic types.

Type erasure ensures that no new classes are created for parameterized types; consequently, generics incur no runtime overhead.

# Erasure of Generic Types

During the type erasure process, the Java compiler erases all type parameters and replaces each with its first bound if the type parameter is bounded, or Object if the type parameter is unbounded.

Consider the following generic class that represents a node in a singly linked list:

public class Node<T> {

private T data;

private Node<T> next;

public Node(T data, Node<T> next) }

this.data = data;

this.next = next;

}

public T getData() { return data; }

// ...

}

Because the type parameter T is unbounded, the Java compiler replaces it with Object:

public class Node {

private Object data;

private Node next;

public Node(Object data, Node next) {

this.data = data;

this.next = next;

}

public Object getData() { return data; }

// ...

}

In the following example, the generic Node class uses a bounded type parameter:

public class Node<T extends Comparable<T>> {

private T data;

private Node<T> next;

public Node(T data, Node<T> next) {

this.data = data;

this.next = next;

}

public T getData() { return data; }

// ...

}

The Java compiler replaces the bounded type parameter T with the first bound class, Comparable:

public class Node {

private Comparable data;

private Node next;

public Node(Comparable data, Node next) {

this.data = data;

this.next = next;

}

public Comparable getData() { return data; }

// ...

}

# Erasure of Generic Methods

The Java compiler also erases type parameters in generic method arguments. Consider the following generic method:

// Counts the number of occurrences of elem in anArray.

//

public static <T> int count(T[] anArray, T elem) {

int cnt = 0;

for (T e : anArray)

if (e.equals(elem))

++cnt;

return cnt;

}

Because T is unbounded, the Java compiler replaces it with Object:

public static int count(Object[] anArray, Object elem) {

int cnt = 0;

for (Object e : anArray)

if (e.equals(elem))

++cnt;

return cnt;

}

Suppose the following classes are defined:

class Shape { /\* ... \*/ }

class Circle extends Shape { /\* ... \*/ }

class Rectangle extends Shape { /\* ... \*/ }

You can write a generic method to draw different shapes:

public static <T extends Shape> void draw(T shape) { /\* ... \*/ }

The Java compiler replaces T with Shape:

public static void draw(Shape shape) { /\* ... \*/ }

# Effects of Type Erasure and Bridge Methods

Sometimes type erasure causes a situation that you may not have anticipated. The following example shows how this can occur. The example (described in [Bridge Methods](https://docs.oracle.com/javase/tutorial/java/generics/bridgeMethods.html#bridgeMethods)) shows how a compiler sometimes creates a synthetic method, called a bridge method, as part of the type erasure process.

Given the following two classes:

public class Node<T> {

public T data;

public Node(T data) { this.data = data; }

public void setData(T data) {

System.out.println("Node.setData");

this.data = data;

}

}

public class MyNode extends Node<Integer> {

public MyNode(Integer data) { super(data); }

public void setData(Integer data) {

System.out.println("MyNode.setData");

super.setData(data);

}

}

Consider the following code:

MyNode mn = new MyNode(5);

Node n = mn; // A raw type - compiler throws an unchecked warning

n.setData("Hello");

Integer x = mn.data; // Causes a ClassCastException to be thrown.

After type erasure, this code becomes:

MyNode mn = new MyNode(5);

Node n = (MyNode)mn; // A raw type - compiler throws an unchecked warning

n.setData("Hello");

Integer x = (String)mn.data; // Causes a ClassCastException to be thrown.

Here is what happens as the code is executed:

* n.setData("Hello"); causes the method setData(Object) to be executed on the object of class MyNode. (The MyNode class inherited setData(Object) from Node.)
* In the body of setData(Object), the data field of the object referenced by n is assigned to a String.
* The data field of that same object, referenced via mn, can be accessed and is expected to be an integer (since mn is a MyNode which is a Node<Integer>.
* Trying to assign a String to an Integer causes a ClassCastException from a cast inserted at the assignment by a Java compiler.

## Bridge Methods

When compiling a class or interface that extends a parameterized class or implements a parameterized interface, the compiler may need to create a synthetic method, called a bridge method, as part of the type erasure process. You normally don't need to worry about bridge methods, but you might be puzzled if one appears in a stack trace.

After type erasure, the Node and MyNode classes become:

public class Node {

public Object data;

public Node(Object data) { this.data = data; }

public void setData(Object data) {

System.out.println("Node.setData");

this.data = data;

}

}

public class MyNode extends Node {

public MyNode(Integer data) { super(data); }

public void setData(Integer data) {

System.out.println("MyNode.setData");

super.setData(data);

}

}

After type erasure, the method signatures do not match. The Node method becomes setData(Object) and the MyNode method becomes setData(Integer). Therefore, the MyNode setData method does not override the Node setData method.

To solve this problem and preserve the [polymorphism](https://docs.oracle.com/javase/tutorial/java/IandI/polymorphism.html) of generic types after type erasure, a Java compiler generates a bridge method to ensure that subtyping works as expected. For the MyNode class, the compiler generates the following bridge method for setData:

class MyNode extends Node {

**// Bridge method generated by the compiler**

**//**

**public void setData(Object data) {**

**setData((Integer) data);**

**}**

public void setData(Integer data) {

System.out.println("MyNode.setData");

super.setData(data);

}

// ...

}

As you can see, the bridge method, which has the same method signature as the Node class's setData method after type erasure, delegates to the original setData method.

# Non-Reifiable Types

The section [Type Erasure](https://docs.oracle.com/javase/tutorial/java/generics/erasure.html) discusses the process where the compiler removes information related to type parameters and type arguments. Type erasure has consequences related to variable arguments (also known as varargs ) methods whose varargs formal parameter has a non-reifiable type. See the section [Arbitrary Number of Arguments](https://docs.oracle.com/javase/tutorial/java/javaOO/arguments.html#varargs) in [Passing Information to a Method or a Constructor](https://docs.oracle.com/javase/tutorial/java/javaOO/arguments.html) for more information about varargs methods.

This page covers the following topics:

[Non-Reifiable Types](https://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#non-reifiable-types)

[Heap Pollution](https://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#heap_pollution)

[Potential Vulnerabilities of Varargs Methods with Non-Reifiable Formal Parameters](https://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#vulnerabilities)

[Preventing Warnings from Varargs Methods with Non-Reifiable Formal Parameters](https://docs.oracle.com/javase/tutorial/java/generics/nonReifiableVarargsType.html#suppressing)

## Non-Reifiable Types

A reifiable type is a type whose type information is fully available at runtime. This includes primitives, non-generic types, raw types, and invocations of unbound wildcards.

Non-reifiable types are types where information has been removed at compile-time by type erasure — invocations of generic types that are not defined as unbounded wildcards. A non-reifiable type does not have all of its information available at runtime. Examples of non-reifiable types are List<String> and List<Number>; the JVM cannot tell the difference between these types at runtime. As shown in [Restrictions on Generics](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html), there are certain situations where non-reifiable types cannot be used: in an instanceof expression, for example, or as an element in an array.

## Heap Pollution

Heap pollution occurs when a variable of a parameterized type refers to an object that is not of that parameterized type. This situation occurs if the program performed some operation that gives rise to an unchecked warning at compile-time. An unchecked warning is generated if, either at compile-time (within the limits of the compile-time type checking rules) or at runtime, the correctness of an operation involving a parameterized type (for example, a cast or method call) cannot be verified. For example, heap pollution occurs when mixing raw types and parameterized types, or when performing unchecked casts.

In normal situations, when all code is compiled at the same time, the compiler issues an unchecked warning to draw your attention to potential heap pollution. If you compile sections of your code separately, it is difficult to detect the potential risk of heap pollution. If you ensure that your code compiles without warnings, then no heap pollution can occur.

## Potential Vulnerabilities of Varargs Methods with Non-Reifiable Formal Parameters

Generic methods that include vararg input parameters can cause heap pollution.

Consider the following ArrayBuilder class:

public class ArrayBuilder {

public static <T> void addToList (List<T> listArg, T... elements) {

for (T x : elements) {

listArg.add(x);

}

}

public static void faultyMethod(List<String>... l) {

Object[] objectArray = l; // Valid

objectArray[0] = Arrays.asList(42);

String s = l[0].get(0); // ClassCastException thrown here

}

}

The following example, HeapPollutionExample uses the ArrayBuiler class:

public class HeapPollutionExample {

public static void main(String[] args) {

List<String> stringListA = new ArrayList<String>();

List<String> stringListB = new ArrayList<String>();

ArrayBuilder.addToList(stringListA, "Seven", "Eight", "Nine");

ArrayBuilder.addToList(stringListB, "Ten", "Eleven", "Twelve");

List<List<String>> listOfStringLists =

new ArrayList<List<String>>();

ArrayBuilder.addToList(listOfStringLists,

stringListA, stringListB);

ArrayBuilder.faultyMethod(Arrays.asList("Hello!"), Arrays.asList("World!"));

}

}

When compiled, the following warning is produced by the definition of the ArrayBuilder.addToList method:

warning: [varargs] Possible heap pollution from parameterized vararg type T

When the compiler encounters a varargs method, it translates the varargs formal parameter into an array. However, the Java programming language does not permit the creation of arrays of parameterized types. In the method ArrayBuilder.addToList, the compiler translates the varargs formal parameter T... elements to the formal parameter T[] elements, an array. However, because of type erasure, the compiler converts the varargs formal parameter to Object[] elements. Consequently, there is a possibility of heap pollution.

The following statement assigns the varargs formal parameter l to the Object array objectArgs:

Object[] objectArray = l;

This statement can potentially introduce heap pollution. A value that does match the parameterized type of the varargs formal parameter l can be assigned to the variable objectArray, and thus can be assigned to l. However, the compiler does not generate an unchecked warning at this statement. The compiler has already generated a warning when it translated the varargs formal parameter List<String>... l to the formal parameter List[] l. This statement is valid; the variable l has the type List[], which is a subtype of Object[].

Consequently, the compiler does not issue a warning or error if you assign a List object of any type to any array component of the objectArray array as shown by this statement:

objectArray[0] = Arrays.asList(42);

This statement assigns to the first array component of the objectArray array with a List object that contains one object of type Integer.

Suppose you invoke ArrayBuilder.faultyMethod with the following statement:

ArrayBuilder.faultyMethod(Arrays.asList("Hello!"), Arrays.asList("World!"));

At runtime, the JVM throws a ClassCastException at the following statement:

// ClassCastException thrown here

String s = l[0].get(0);

The object stored in the first array component of the variable l has the type List<Integer>, but this statement is expecting an object of type List<String>.

## Prevent Warnings from Varargs Methods with Non-Reifiable Formal Parameters

If you declare a varargs method that has parameters of a parameterized type, and you ensure that the body of the method does not throw a ClassCastException or other similar exception due to improper handling of the varargs formal parameter, you can prevent the warning that the compiler generates for these kinds of varargs methods by adding the following annotation to static and non-constructor method declarations:

@SafeVarargs

The @SafeVarargs annotation is a documented part of the method's contract; this annotation asserts that the implementation of the method will not improperly handle the varargs formal parameter.

It is also possible, though less desirable, to suppress such warnings by adding the following to the method declaration:

@SuppressWarnings({"unchecked", "varargs"})

However, this approach does not suppress warnings generated from the method's call site. If you are unfamiliar with the @SuppressWarnings syntax, see [Annotations](https://docs.oracle.com/javase/tutorial/java/annotations/index.html).

# Restrictions on Generics

To use Java generics effectively, you must consider the following restrictions:

[Cannot Instantiate Generic Types with Primitive Types](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#instantiate)

[Cannot Create Instances of Type Parameters](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createObjects)

[Cannot Declare Static Fields Whose Types are Type Parameters](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createStatic)

[Cannot Use Casts or instanceof With Parameterized Types](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotCast)

[Cannot Create Arrays of Parameterized Types](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#createArrays)

[Cannot Create, Catch, or Throw Objects of Parameterized Types](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotCatch)

[Cannot Overload a Method Where the Formal Parameter Types of Each Overload Erase to the Same Raw Type](https://docs.oracle.com/javase/tutorial/java/generics/restrictions.html#cannotOverload)

## Cannot Instantiate Generic Types with Primitive Types

Consider the following parameterized type:

class Pair<K, V> {

private K key;

private V value;

public Pair(K key, V value) {

this.key = key;

this.value = value;

}

// ...

}

When creating a Pair object, you cannot substitute a primitive type for the type parameter K or V:

Pair<**int, char**> p = new Pair<>(8, 'a'); // compile-time error

You can substitute only non-primitive types for the type parameters K and V:

Pair<**Integer, Character**> p = new Pair<>(8, 'a');

Note that the Java compiler autoboxes 8 to Integer.valueOf(8) and 'a' to Character('a'):

Pair<Integer, Character> p = new Pair<>(Integer.valueOf(8), new Character('a'));

For more information on autoboxing, see [Autoboxing and Unboxing](https://docs.oracle.com/javase/tutorial/java/data/autoboxing.html) in the [Numbers and Strings](https://docs.oracle.com/javase/tutorial/java/data/index.html) lesson.

## Cannot Create Instances of Type Parameters

You cannot create an instance of a type parameter. For example, the following code causes a compile-time error:

public static <E> void append(List<E> list) {

E elem = new E(); // compile-time error

list.add(elem);

}

As a workaround, you can create an object of a type parameter through reflection:

public static <E> void append(List<E> list, Class<E> cls) throws Exception {

E elem = cls.newInstance(); // OK

list.add(elem);

}

You can invoke the append method as follows:

List<String> ls = new ArrayList<>();

append(ls, String.class);

## Cannot Declare Static Fields Whose Types are Type Parameters

A class's static field is a class-level variable shared by all non-static objects of the class. Hence, static fields of type parameters are not allowed. Consider the following class:

public class MobileDevice<T> {

private static T os;

// ...

}

If static fields of type parameters were allowed, then the following code would be confused:

MobileDevice<Smartphone> phone = new MobileDevice<>();

MobileDevice<Pager> pager = new MobileDevice<>();

MobileDevice<TabletPC> pc = new MobileDevice<>();

Because the static field os is shared by phone, pager, and pc, what is the actual type of os? It cannot be Smartphone, Pager, and TabletPC at the same time. You cannot, therefore, create static fields of type parameters.

## Cannot Use Casts or instanceof with Parameterized Types

Because the Java compiler erases all type parameters in generic code, you cannot verify which parameterized type for a generic type is being used at runtime:

public static <E> void rtti(List<E> list) {

if (list instanceof ArrayList<Integer>) { // compile-time error

// ...

}

}

The set of parameterized types passed to the rtti method is:

S = { ArrayList<Integer>, ArrayList<String> LinkedList<Character>, ... }

The runtime does not keep track of type parameters, so it cannot tell the difference between an ArrayList<Integer> and an ArrayList<String>. The most you can do is to use an unbounded wildcard to verify that the list is an ArrayList:

public static void rtti(List<?> list) {

if (list instanceof ArrayList<?>) { // OK; instanceof requires a reifiable type

// ...

}

}

Typically, you cannot cast to a parameterized type unless it is parameterized by unbounded wildcards. For example:

List<Integer> li = new ArrayList<>();

List<Number> ln = (List<Number>) li; // compile-time error

However, in some cases the compiler knows that a type parameter is always valid and allows the cast. For example:

List<String> l1 = ...;

ArrayList<String> l2 = (ArrayList<String>)l1; // OK

## Cannot Create Arrays of Parameterized Types

You cannot create arrays of parameterized types. For example, the following code does not compile:

List<Integer>[] arrayOfLists = new List<Integer>[2]; // compile-time error

The following code illustrates what happens when different types are inserted into an array:

Object[] strings = new String[2];

strings[0] = "hi"; // OK

strings[1] = 100; // An ArrayStoreException is thrown.

If you try the same thing with a generic list, there would be a problem:

Object[] stringLists = new List<String>[]; // compiler error, but pretend it's allowed

stringLists[0] = new ArrayList<String>(); // OK

stringLists[1] = new ArrayList<Integer>(); // An ArrayStoreException should be thrown,

// but the runtime can't detect it.

If arrays of parameterized lists were allowed, the previous code would fail to throw the desired ArrayStoreException.

## Cannot Create, Catch, or Throw Objects of Parameterized Types

A generic class cannot extend the Throwable class directly or indirectly. For example, the following classes will not compile:

// Extends Throwable indirectly

class MathException<T> extends Exception { /\* ... \*/ } // compile-time error

// Extends Throwable directly

class QueueFullException<T> extends Throwable { /\* ... \*/ // compile-time error

A method cannot catch an instance of a type parameter:

public static <T extends Exception, J> void execute(List<J> jobs) {

try {

for (J job : jobs)

// ...

} catch (T e) { // compile-time error

// ...

}

}

You can, however, use a type parameter in a throws clause:

class Parser<T extends Exception> {

public void parse(File file) throws T { // OK

// ...

}

}

## Cannot Overload a Method Where the Formal Parameter Types of Each Overload Erase to the Same Raw Type

A class cannot have two overloaded methods that will have the same signature after type erasure.

public class Example {

public void print(Set<String> strSet) { }

public void print(Set<Integer> intSet) { }

}

The overloads would all share the same classfile representation and will generate a compile-time error.

# Questions and Exercises: Generics

1. Write a generic method to count the number of elements in a collection that have a specific property (for example, odd integers, prime numbers, palindromes).
2. Will the following class compile? If not, why?
3. public final class Algorithm {
4. public static <T> T max(T x, T y) {
5. return x > y ? x : y;
6. }
7. }
8. Write a generic method to exchange the positions of two different elements in an array.
9. If the compiler erases all type parameters at compile time, why should you use generics?
10. What is the following class converted to after type erasure?
11. public class Pair<K, V> {
12. public Pair(K key, V value) {
13. this.key = key;
14. this.value = value;
15. }
16. public K getKey(); { return key; }
17. public V getValue(); { return value; }
18. public void setKey(K key) { this.key = key; }
19. public void setValue(V value) { this.value = value; }
20. private K key;
21. private V value;
22. }
23. What is the following method converted to after type erasure?
24. public static <T extends Comparable<T>>
25. int findFirstGreaterThan(T[] at, T elem) {
26. // ...
27. }
28. Will the following method compile? If not, why?
29. public static void print(List<? extends Number> list) {
30. for (Number n : list)
31. System.out.print(n + " ");
32. System.out.println();
33. }
34. Write a generic method to find the maximal element in the range [begin, end) of a list.
35. Will the following class compile? If not, why?
36. public class Singleton<T> {
37. public static T getInstance() {
38. if (instance == null)
39. instance = new Singleton<T>();
40. return instance;
41. }
42. private static T instance = null;
43. }
44. Given the following classes:
45. class Shape { /\* ... \*/ }
46. class Circle extends Shape { /\* ... \*/ }
47. class Rectangle extends Shape { /\* ... \*/ }
48. class Node<T> { /\* ... \*/ }

Will the following code compile? If not, why?

Node<Circle> nc = new Node<>();

Node<Shape> ns = nc;

1. Consider this class:
2. class Node<T> implements Comparable<T> {
3. public int compareTo(T obj) { /\* ... \*/ }
4. // ...
5. }

Will the following code compile? If not, why?

Node<String> node = new Node<>();

Comparable<String> comp = node;

1. How do you invoke the following method to find the first integer in a list that is relatively prime to a list of specified integers?
2. public static <T>
3. int findFirst(List<T> list, int begin, int end, UnaryPredicate<T> p)

Note that two integers a and b are relatively prime if gcd(a, b) = 1, where gcd is short for greatest common divisor.

# Answer to Questions and Exercises: Generics

1. Write a generic method to count the number of elements in a collection that have a specific property (for example, odd integers, prime numbers, palindromes).
2. **Answer**:
3. public final class Algorithm {
4. public static <T> int countIf(Collection<T> c, UnaryPredicate<T> p) {
5. int count = 0;
6. for (T elem : c)
7. if (p.test(elem))
8. ++count;
9. return count;
10. }
11. }

where the generic UnaryPredicate interface is defined as follows:

public interface UnaryPredicate<T> {

public boolean test(T obj);

}

For example, the following program counts the number of odd integers in an integer list:

import java.util.\*;

class OddPredicate implements UnaryPredicate<Integer> {

public boolean test(Integer i) { return i % 2 != 0; }

}

public class Test {

public static void main(String[] args) {

Collection<Integer> ci = Arrays.asList(1, 2, 3, 4);

int count = Algorithm.countIf(ci, new OddPredicate());

System.out.println("Number of odd integers = " + count);

}

}

The program prints:

Number of odd integers = 2

1. Will the following class compile? If not, why?
2. public final class Algorithm {
3. public static <T> T max(T x, T y) {
4. return x > y ? x : y;
5. }
6. }

**Answer**: No. The greater than (>) operator applies only to primitive numeric types.

1. Write a generic method to exchange the positions of two different elements in an array.
2. **Answer**:
3. public final class Algorithm {
4. public static <T> void swap(T[] a, int i, int j) {
5. T temp = a[i];
6. a[i] = a[j];
7. a[j] = temp;
8. }
9. }
10. If the compiler erases all type parameters at compile time, why should you use generics?
11. **Answer**: You should use generics because:
    * The Java compiler enforces tighter type checks on generic code at compile time.
    * Generics support programming types as parameters.
    * Generics enable you to implement generic algorithms.
12. What is the following class converted to after type erasure?
13. public class Pair<K, V> {
14. public Pair(K key, V value) {
15. this.key = key;
16. this.value = value;
17. }
18. public K getKey(); { return key; }
19. public V getValue(); { return value; }
20. public void setKey(K key) { this.key = key; }
21. public void setValue(V value) { this.value = value; }
22. private K key;
23. private V value;
24. }

**Answer**:

public class Pair {

public Pair(Object key, Object value) {

this.key = key;

this.value = value;

}

public Object getKey() { return key; }

public Object getValue() { return value; }

public void setKey(Object key) { this.key = key; }

public void setValue(Object value) { this.value = value; }

private Object key;

private Object value;

}

1. What is the following method converted to after type erasure?
2. public static <T extends Comparable<T>>
3. int findFirstGreaterThan(T[] at, T elem) {
4. // ...
5. }

**Answer**:

public static int findFirstGreaterThan(Comparable[] at, Comparable elem) {

// ...

}

1. Will the following method compile? If not, why?
2. public static void print(List<? extends Number> list) {
3. for (Number n : list)
4. System.out.print(n + " ");
5. System.out.println();
6. }

**Answer**: Yes.

1. Write a generic method to find the maximal element in the range [begin, end) of a list.
2. **Answer**:
3. import java.util.\*;
4. public final class Algorithm {
5. public static <T extends Object & Comparable<? super T>>
6. T max(List<? extends T> list, int begin, int end) {
7. T maxElem = list.get(begin);
8. for (++begin; begin < end; ++begin)
9. if (maxElem.compareTo(list.get(begin)) < 0)
10. maxElem = list.get(begin);
11. return maxElem;
12. }
13. }
14. Will the following class compile? If not, why?
15. public class Singleton<T> {
16. public static T getInstance() {
17. if (instance == null)
18. instance = new Singleton<T>();
19. return instance;
20. }
21. private static T instance = null;
22. }

**Answer**: No. You cannot create a static field of the type parameter T.

1. Given the following classes:
2. class Shape { /\* ... \*/ }
3. class Circle extends Shape { /\* ... \*/ }
4. class Rectangle extends Shape { /\* ... \*/ }
5. class Node<T> { /\* ... \*/ }

Will the following code compile? If not, why?

Node<Circle> nc = new Node<>();

Node<Shape> ns = nc;

**Answer**: No. Because Node<Circle> is not a subtype of Node<Shape>.

1. Consider this class:
2. class Node<T> implements Comparable<T> {
3. public int compareTo(T obj) { /\* ... \*/ }
4. // ...
5. }

Will the following code compile? If not, why?

**Answer**: Yes.

Node<String> node = new Node<>();

Comparable<String> comp = node;

1. How do you invoke the following method to find the first integer in a list that is relatively prime to a list of specified integers?
2. public static <T>
3. int findFirst(List<T> list, int begin, int end, UnaryPredicate<T> p)

Note that two integers a and b are relatively prime if gcd(a, b) = 1, where gcd is short for greatest common divisor.

**Answer**:

import java.util.\*;

public final class Algorithm {

public static <T>

int findFirst(List<T> list, int begin, int end, UnaryPredicate<T> p) {

for (; begin < end; ++begin)

if (p.test(list.get(begin)))

return begin;

return -1;

}

// x > 0 and y > 0

public static int gcd(int x, int y) {

for (int r; (r = x % y) != 0; x = y, y = r) { }

return y;

}

}

The generic UnaryPredicate interface is defined as follows:

public interface UnaryPredicate<T> {

public boolean test(T obj);

}

The following program tests the findFirst method:

import java.util.\*;

class RelativelyPrimePredicate implements UnaryPredicate<Integer> {

public RelativelyPrimePredicate(Collection<Integer> c) {

this.c = c;

}

public boolean test(Integer x) {

for (Integer i : c)

if (Algorithm.gcd(x, i) != 1)

return false;

return c.size() > 0;

}

private Collection<Integer> c;

}

public class Test {

public static void main(String[] args) throws Exception {

List<Integer> li = Arrays.asList(3, 4, 6, 8, 11, 15, 28, 32);

Collection<Integer> c = Arrays.asList(7, 18, 19, 25);

UnaryPredicate<Integer> p = new RelativelyPrimePredicate(c);

int i = ALgorithm.findFirst(li, 0, li.size(), p);

if (i != -1) {

System.out.print(li.get(i) + " is relatively prime to ");

for (Integer k : c)

System.out.print(k + " ");

System.out.println();

}

}

}

The program prints:

11 is relatively prime to 7 18 19 25