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What is Static Variable Class method and keyword in Java - Example Tutorial

What is Static in Java

Static in Java is an important keyword and used to create static method, static class and static variable in Java. Correct understanding of static keyword is required to understand and write sophisticated Java programs. Java 5 also introduced static imports along with [Autoboxing](http://javarevisited.blogspot.sg/2012/07/auto-boxing-and-unboxing-in-java-be.html), [Generics](http://javarevisited.blogspot.sg/2011/09/generics-java-example-tutorial.html), [Enum](http://javarevisited.blogspot.sg/2011/08/enum-in-java-example-tutorial.html) and [varargs method](http://javarevisited.blogspot.sg/2011/09/variable-argument-in-java5-varargs.html), which allows to import static members of one class or package into another using import keyword and then using them like they are member of that class. In this Java tutorial we will learn about What is is static in Java, What does it mean to be a static field, static class or method in Java and various points and issues involved around How to use static members in Java. This Java tutorial is also about how to use static keyword in Java and [where not to use static keyword](http://javarevisited.blogspot.sg/2012/03/mixing-static-and-non-static.html). Common rule is anything which you want to share between all object can be made static e.g. singleton instance of a  [Singleton Class in Java](http://javarevisited.blogspot.gr/2012/07/why-enum-singleton-are-better-in-java.html).

## What is static keyword in Java

static keyword is like any other keyword a simple keyword which can be applied to Java method , nested class or member variable inside a class. static variable in Java belong to whole Class than individual Object. Which means if Class A has a static int variable counter and A has two instance a1 and a2 both will have a static variable counter whose value would be always same except [race conditions](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html). Remember class is a blueprint while objects are real instances. So a static variable no matter whether its int, char or String will always hold same value for all instances of that class. In other words there is only one copy of static variable will be present in [Java Heap memory](http://javarevisited.blogspot.sg/2011/05/java-heap-space-memory-size-jvm.html), which can be accessed or altered by any object. When we *make a method static means that method belongs to class* and you can call it without creating any instance of that class. Mostly utility methods are declared as static method, so that program can call them directly by using class name and not to wait for object to be ready. One of the most popular example of static method in Java is main method and this is the reason [Why main is static in Java](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html)

### What is difference between static and non-static variable in Java

[![What is static variable method and Class in Java - static keyword example](data:image/jpeg;base64,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)](http://3.bp.blogspot.com/-K6q0DQ1v-tw/TWu8owBtc2I/AAAAAAAAADA/oBoHDBiJ8ag/s1600/17.jpg)Java member variable can be static or non-static. static variable belongs to [Java class](http://javarevisited.blogspot.sg/2011/10/class-in-java-programming-general.html) while non-static variable belongs to object. static variable will keep same value for every object while value of non static variable varies from object to object. In other word one static variable is shared between all object in Java, which means in a multi-threading environment access to static variable must be [synchronized](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html) other wise you will get unexpected behavior. Its not suggest to use static variable in multi-threading and concurrent application because some time it create subtle bugs which is hard to find and debug. In short main difference between static and non static variable is that former belongs to class and later belongs to object.

## 10 points about static keyword in Java

In this section we will see some important properties of static variable, static method and static class in Java. We will also some [Java coding best practices](http://javarevisited.blogspot.sg/2012/08/top-10-jdbc-best-practices-for-java.html) related to static variables in Java.  
  
1) static keyword can be applied with variable, method or nested class. static keyword can not be applied on top level class. Making a [top level class](http://javarevisited.blogspot.sg/2011/10/class-in-java-programming-general.html) static in Java will result in compile time error.

2) static variables are associated with class instead of object.

3) static variables in java keeps same value for every single object.

4) you can not use non-static variable inside a static method , it will result in compilation error as shown below. See [Why static variable can not be called from static method](http://javarevisited.blogspot.sg/2012/02/why-non-static-variable-cannot-be.html) for more details.

public class TradingSystem {

    String description = "electronic trading system";

    public static void main(String[] args) {

        description = "commodity trading system";

    }

}

Cannot make a static reference to the non-static field description

    at TradingSystem.main(TradingSystem.java:8)

5) Static variables are bonded using [static binding](http://javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html) at compile time so they are comparatively faster than there non-static counter part which were bonded during runtime.

6) Static fields are initialized at the time of [class loading in Java](http://javarevisited.blogspot.sg/2012/07/when-class-loading-initialization-java-example.html), opposite to instance variable which is initialised when you create instance of a particular class.

7) Static keyword can also be used to create static block in Java which holds piece of code to executed [when class is loaded in Java](http://javarevisited.blogspot.sg/2012/07/when-class-loading-initialization-java-example.html). This is also known as static initialize block as shown in below example.

    static {

        String category = "electronic trading system";

        System.out.println("example of static block in java");

    }

Beware that if your static initialize block throws Exception than you may get [java.lang.NoClassDefFoundError](http://javarevisited.blogspot.sg/2011/06/noclassdeffounderror-exception-in.html) when you try to access the class which failed to load.

8) Static method can not be overridden in Java as they belong to class and not to object. so if you have same static  method in subclass and super class , method will be invoked based on declared type of object instead of runtime for example. [Can we override static method in Java](http://java67.blogspot.sg/2012/08/can-we-overload-static-method-in-java.html) is also a [popular Java question](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html) asked in interviews.

public class TradingSystem {

    public static void main(String[] args) {

        TradingSystem system = new DirectMarketAccess();

        DirectMarketAccess dma = new DirectMarketAccess();

        // static method of Instrument class will be called,

        // even though object is of sub-class DirectMarketAccess

        system.printCategory();

        //static method of EquityInstrument class will be called  
        dma.printCategory();

    }

    public static void printCategory(){

        System.out.println("inside super class static method");

    }

}

class DirectMarketAccess extends TradingSystem{

    public static void printCategory(){

        System.out.println("inside sub class static method");

    }

}  
  
Output:  
inside super class static method  
inside sub class static method

This shows that static method can not be overridden in Java and concept of [method overloading](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html) doesn't apply to static methods. Instead declaring same static method on Child class is known as **method hiding in Java**.

9. If you try to override a static method with a non-static method in sub class you will get compilation error.

10. Be careful while using static keyword in multi-threading or concurrent programming because most of the issue arise of concurrently modifying a static variable by different threads resulting in working with stale or incorrect value if not properly synchronized. most common issue is [race condition](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) which occurs due to poor synchronization or no synchronization of static variable.

**Best practices - static variable and static method in Java**

Here are some of the best practices you can follow while using static variable and method in Java.

1. Consider making a static variable final in Java to make it constant and avoid changing it from anywhere in the code. Also remember that if  you change value of static final variable in Java like in [enum String pattern](http://javarevisited.blogspot.sg/2011/12/convert-enum-string-java-example.html), you need to recompile all classes which use those variable, because static final variables are cached on client side.

2) Do not use static and non static synchronized method to protect a shared resource because both method locked on different object, which means they can be executed concurrently. See my post [Java Mistake 2 - Mixing non static and static method in Java](http://javarevisited.blogspot.sg/2012/03/mixing-static-and-non-static.html) for more details.

### 

### What is nested static class in Java

Nested static class in Java is a static member of any top level class. Though you can make any class static in Java, but you can only make nested classes i.e. class inside another class as static, you can not make any [top level class](http://javarevisited.blogspot.sg/2011/10/class-in-java-programming-general.html) static. Those classes are called nested static classes. Since to create instance of any nested class you require instance of outer class but that is not required in case of static nested class in Java. You can have an instance of nested static class without any instance of outer class. Here is an example of *static nested class in Java*

public class StaticClass{  
  
 public static void main(String args[]){

StaticClass.NestedStaticClass ns = new StaticClass.NestedStaticClass();

System.out.println(ns.getDescription());

}

static class NestedStaticClass{

public String NestedStaticDescription =" Example of Nested Static Class in Java";

public String getDescription(){

return NestedStaticDescription;

}

}  
}   
  
Output:  
Example of Nested Static Class in Java

### When to use nested static class in Java

Normally we make a class static in Java when we want a single resource to be shared between all instances and normally we do this for utility classes which are required by all components and which itself doesn't have any state. Sometime interviewer ask  [when to use Singleton vs Static Class in Java](http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html) for those purpose,answer is that if its completely stateless and it work on provided data then you can go for static class otherwise [Singleton pattern](http://javarevisited.blogspot.gr/2012/07/why-enum-singleton-are-better-in-java.html) is a better choice.

### When to make a method static in Java

We can make a method static in Java in following scenario:

1) Method doesn't depends on object's state, in other words doesn't depend on any member variable and everything they need is passes as parameter to them.

2) Method belongs to class naturally can be made static in Java.

3) Utility methods are good candidate of making static in Java because then they can directly be accessed using class name without even creating any instance. Classic example is java.lang.Math

4) In various designs pattern which need a global access e.g. Singleton pattern, [Factory Pattern](http://javarevisited.blogspot.sg/2011/12/factory-design-pattern-java-example.html).

### Disadvantage of static method in Java

There are certain disadvantages also if you make any method static in Java for example you can not override any static method in Java so it makes testing harder you can not replace that method with mock. Since static method maintains global state they can create subtle bug in concurrent environment which is hard to detect and fix.

### Example of static class and method in Java

Static method in Java is very popular to implement [Factory design pattern](http://javarevisited.blogspot.sg/2011/12/factory-design-pattern-java-example.html). Since Generics also provides type inference during method invocation, use of static factory method to create object is popular Java idiom. JDK itself is a good example of  several static factory methods like String.valueOf().  Core Java library is also a great place to learn how to use static keyword in java with methods, variables and classes. Another popular example of static method is [main method in Java](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html).

1. java.util.Collections has some static utility method which operates on provided collection.

2. java.lang.Math class has static method for maths operations.

3. BorderFactory has static method to control creation of object.

4. Singleton Classes like java.lang.Runtime.

Caution : Static methods should not manage or alter any state. and now a funny question what would happen if you execute following code

public class TradingSystem {

    private static String category = "electronic trading system";

    public static void main(String[] args) {

        TradingSystem system = null;

        System.out.println(system.category);

    }

will it throw [NullPointerException in Java](http://javarevisited.blogspot.sg/2012/06/common-cause-of-javalangnullpointerexce.html) or print "electronic trading system"

That's all on **What is static variable**, method and **nested static class in Java**. knowledge of static keyword in Java is must for any Java programmer and skill to find out when to use static variable or static method is an important skill. Incorrect and careless use of static variable and static method in Java will result in serious concurrency issues like [deadlock](http://javarevisited.blogspot.sg/2010/10/what-is-deadlock-in-java-how-to-fix-it.html) and [race condition in Java](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html).

### Java Tutorial and fundamentals from Javarevisted

[How to Set Path for Java in Windows XP](http://javarevisited.blogspot.com/2011/10/how-to-set-path-for-java-unix-linux-and.html)  
[How to Set ClassPath for Java in Windows](http://javarevisited.blogspot.com/2011/01/how-classpath-work-in-java.html)  
[How to Convert String to Date in Java with Example](http://javarevisited.blogspot.com/2011/09/step-by-step-guide-to-convert-string-to.html)

[How to Split String in Java with Example](http://javarevisited.blogspot.com/2011/09/string-split-example-in-java-tutorial.html)  
[How to Convert String to Integer in Java](http://javarevisited.blogspot.com/2011/08/convert-string-to-integer-to-string.html)

[2 Solution of Java.lang.OutOfMemoryError](http://javarevisited.blogspot.com/2011/09/javalangoutofmemoryerror-permgen-space.html)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html>

Why main method is public static in Java

**Main method in Java** is the first programming method a Java programmer knows when he starts learning Java programming language.have you ever thought about **why main method in Java is public, static and void**, of-course Yes, since most of us first learn C and C++ than we move to Java in our programming path we familiar with main method but in Java main method is slightly different it doesn't return any value like in C it returns int, *main method is public static and void Why*? In this post we will try to find answer of these questions and have an idea of one of the most popular questions in Java why main method is declared Static.

### What is main method in Java?

Main method in Java is entry point for any core Java program. Remember we are not talking about Servlet, MIDlet or any other container managed Java program where life cycle methods are provided to control the execution. In core Java program, execution starts from main method when you type java main-class-name, JVM search for **public static void main(String args[])** method in that class and if it doesn't find that method it throws error **NoSuchMethodError:main** and terminates.

**Signature of main method in Java**

Main method has to strictly follow its syntax; other wise JVM will not be able to locate it and your program will not run. Here is the exact signature of main method

**public static void main(String args[])**

This signature is classic signature and there from start of Java but with introduction of  [variable argument or varargs in Java5](http://javarevisited.blogspot.com/2011/09/variable-argument-in-java5-varargs.html) you can also declare main method in Java using varargs syntax as shown in below example:

**public static void main(String... args)**

Remember varargs version of java main method will only work in Java 1.5 or later version. Apart from public, static and void there are certain keywords like final, synchronized and strictfp which are permitted in signature of java main method.

### Why main method is static in Java

[![why main method is public static void in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://javarevisited.blogspot.com/2011/10/override-hashcode-in-java-example.html)Now come to the main point *"Why main method is static in Java"*, there are quite a few reasons around but here are few reasons which make sense to me:

1. Since main method is static Java virtual Machine can call it without creating any instance of class which contains main method.

2. Since C and C++ also has similar main method which serves as entry point for program execution, following that convention will only help Java.

3. If main method were not declared static than JVM has to create instance of main Class and since constructor can be overloaded and can have arguments there would not be any certain and consistent way for **JVM to find main method in Java**.

4. Anything which is declared in [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html) comes under reference type and requires object to be created before using them but static method and static data are loaded into separate memory inside JVM called context which is created when a class is loaded. If main method is static than it will be loaded in JVM context and are available to execution.

**Why main mehtod is public in Java**

Java specifies several access modifiers e.g. private, protected and public. Any method or variable which is declared public in Java can be accessible from outside of that class. Since main method is public in

Java, JVM can easily access and execute it.

**Why main method is void in Java**

Since main method in Java is not supposed to return any value, its made void which simply means main is not returning anything.

**Summary:**

1. Main method must be declared **public, static and void in Java** otherwise JVM will not able to run Java program.

2. JVM throws **NoSuchMethodException:main** if it doesn't find main method of predefined signature in class which is provided to Java command. E.g. if you run java Helloworld than JVM will search for public static void main String args[]) method in HelloWorld.class file.

3. Main method is entry point for any Core Java program. Execution starts from main method.

4. Main method is run by a special thread called ["main" thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html). Your Java program will be running until your main thread is running or any non-daemon thread spawned from main method is running.

5. When you see **"Exception in Thread main”** e.g.

**Exception in Thread main: Java.lang.NullPointerException** it means Exception is thrown inside main thread.

6. You can declare main method using varargs syntax from Java 1.5 onwards e.g.

**public static void main(String... args)**

7. Apart from static, void and public you can use final, synchronized and strictfp modifier in signature of main method in Java.

8. Main method in Java can be overloaded like any other method in Java but JVM will only call main method with specified signature specified above.

9. You can use throws clause in signature of main method and can throw any checked or unchecked Exception.

10. [Static initializer block](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) is executed even before JVM calls main method. They are executed when a Class is loaded into Memory by JVM.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2012/02/why-non-static-variable-cannot-be.html>

Why non-static variable cannot be referenced from a static context?

"**non-static variable cannot be referenced from a static context**" is biggest nemesis of some one who has just

started programming and that too in Java. Since [main method in java](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) is most popular method among all beginners and

they try to put program code there they face "*non-static variable cannot be referenced from a static context*" **compiler error** when they  try to access a non static member variable inside main in Java which is static. if you want to know

why main is declared static in Java see the link.

public class **StaticTest** {

    private int count=0;

    public static void main(String args[]) throws IOException {

        count++; //**compiler error: non-static variable count cannot be referenced from a static context**

    }

}

## Why non static variable can not be called from static method

[![non-static variable cannot be referenced from a static context](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://javarevisited.blogspot.com/2011/10/java-iterator-tutorial-example-list.html)Now before finding answer of compiler error "non-static variable cannot be referenced from a static context", let's have a quick revision of static. [Static variable in Java](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) belongs to Class and its **value remains same for all instance**. static variable initialized when class is loaded into [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) on the other hand instance variable has different value for each instances and they get created when instance of an object is created either by using new() operator or using reflection like Class.newInstance(). So if you try to access a non static variable without any instance compiler will complain because **those variables are not yet created** and they don't have any existence until an instance is created and they are associated with any instance. So in my opinion only reason which make sense to disallow [non static or instance variable](http://javarevisited.blogspot.com/2012/02/difference-between-instance-class-and.html) inside static context is non existence of instance.

In summary since code in static context can be run even without creating any instance of class, it does not make sense asking value for an specific instance which is not yet created.

## How to access non static variable inside static method or block

You can still access any non static variable inside any static method or block by creating an instance of [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html)

and using that instance to reference instance variable. This is the only legitimate way to access non static variable

on static context. here is a code **example of accessing non static variable inside static context**:

public class **StaticTest** {

    private int count=0;

    public static void main(String args[]) throws IOException {

        StaticTest test = new StaticTest(); *//accessing static variable by creating an instance of class*

        test.count++;

    }

}

So next time if you get compiler error “**non-static variable cannot be referenced from a static context”** access static member by creating an instance of Class. Let me know if you find any other reason on why non-static variable cannot be referenced from a static context.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://java67.blogspot.sg/2012/08/can-we-overload-static-method-in-java.html>

Can we overload static method in Java Program – Example

**Overloading static method In Java**

Yes, we can overload static method in Java. In terms of [method overloading](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html) static method are just like normal methods and in order to overload [static method](http://javarevisited.blogspot.sg/2011/11/static-keyword-method-variable-java.html) you need to provide another static method with same name but different method signature. Static overloaded method are resolved using [Static Binding](http://javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html) during compile time. Overloading method in Java is completely different than overriding method and as discussed in our last article we [can not override static method in Java](http://java67.blogspot.sg/2012/08/can-we-override-static-method-in-java.html) but we can certainly overload static method in Java. Here is an example which confirms that *we can overload static method in Java*:

## Overloading Static method in Java - example

[![Can we overload static method in Java with Example](data:image/gif;base64,R0lGODlhMgAyAMQAAL7ikLjfh+r12q3adNTstfr99u/45OTz0fT67c7prMPkmbPdftnuv8nno9/wyP///6jYawAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAAyADIAAAXmICSOZGmeaKqubOu+cCzPdG3feK7vfO//wKBwSCwaj8ikcsm8BQa8gErwqD4AkAC1QIgBrFVRAvEQYE+CLslwyD4asG8p8FBAGAVUulQXGdQjBgYDAwhtJHIkCQ8iX1ImVA9cIlciAgIlCwUOB4MlX1UIUgSYEAOVJk8DDA9SqJcmXwWPJANSAQaYpCKnZymVfRB/sZK0JwSMi42tJw1QyFJsbnAkmqQIUIhYAwJtdHZ4KGBqWpKAgZgDBYcji6GPYw8GdicDAAALc9kxC/epTQADChxIsKDBgwgTKlzIsKHDhxCXhAAAOw==)](http://javarevisited.blogspot.sg/2012/05/how-to-access-private-field-and-method.html)In this example we have a static method called greet(String name) which takes a [String](http://javarevisited.blogspot.sg/2011/07/string-vs-stringbuffer-vs-stringbuilder.html) argument as name and print a default greeting message as "Hello John". Now to show that we can overload static method in Java I have provided another static method with same name but different [method signature](http://java67.blogspot.sg/2012/08/what-is-method-overloading-in-java-example.html) which not only takes name of person to greet but also greeting message e.g. Good Morning, Good Evening etc.

/\*\*   
 \* **Java program to show that we can overload static method in Java**.  
 \*/  
**public** **class** StaticOverloadingTest {  
    
    **public** **static** **void** main(**String** args[]) {  
        greet("John"); *//will call static method with one String argument*  
        greet("John", "Good Morning"); *//overloaded static method will be call*  
  
    }  
    
    */\*  
     \* static method which will be overloaded  
     \*/*  
    **public** **static** **void** greet(**String** name){  
        **System**.out.println("Hello " + name);  
    }  
    
    */\*  
     \* Another static method which overload above Hello method  
     \* This shows that we can overload static method in Java  
     \*/*  
    **public** **static** **void** greet(**String** name, **String** greeting){  
        **System**.out.println(greeting + " " + name);  
    }  
  
  
}  
**Output**  
Hello John  
Good Morning John

That's all on How can we overload static method in Java. In summary, Don't confuse between [method overloading and method overriding](http://javarevisited.blogspot.sg/2011/12/method-overloading-vs-method-overriding.html). In short, you can overload static method in Java but you can not override static method in Java.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2012/03/mixing-static-and-non-static.html>

Mixing static and non static synchronized method - Java mistake 2

**Using static and non static synchronized method** for protecting shared resource is another Java mistake we are going to discuss in this part of  our series “learning from mistakes in Java”. In last article we have seen [why double and float should not be used for monetary calculation](http://javarevisited.blogspot.com/2012/02/java-mistake-1-using-float-and-double.html) , In this tutorial we will find out why using static and non static synchronized method together for protecting same shared resource is not advisable.

I have seen some times Java  programmer mix [static synchronized method](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) and instance synchronized method to protect same shared resource. They either don't know or failed to realize that **static synchronized** and **non static synchronized** method **lock on two different object** which breaks purpose of synchronizing shared resource as two thread can concurrently execute these two method breaking mutual exclusive access, which can corrupt status of mutable object or even cause subtle [race condition in Java](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html) or even more horrible [deadlock in java](http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html).

## Static and non static synchronized method Java
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Bottom line is that  *never mix static and non static synchronized method for protecting same resource*.

## Example of Mixing instance and static synchronized methods

Here is an **example of multithreading code which is using static and non static synchronized method** to protect same shared resource:

**public** **class** SynchornizationMistakes {  
    **private** static int [count](http://www.php.net/count) = 0;  
    
    *//locking on this object lock*  
    **public** synchronized int getCount(){  
        return [count](http://www.php.net/count);  
    }  
    
    *//locking on .class object lock*  
    **public** static synchronized void increment(){  
        [count](http://www.php.net/count)++;  
    }  
      
}

here shared count is not accessed in mutual exclusive fashion which may result in passing incorrect count to caller of getCount() while another thread is incrementing count using static increment() method.

That’s all on this part of learning from mistakes in Java. Now we know that **static and non static synchronized method are locked on different locks** and should not be used to protect same shared object.

Other **Java thread tutorials** you may like:

[When to use Thread or Runnable interface in Java?](http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html)

[What does Volatile keyword do in Java](http://javarevisited.blogspot.com/2011/06/volatile-keyword-java-example-tutorial.html)

[How to Stop Thread in Java](http://javarevisited.blogspot.com/2011/10/how-to-stop-thread-java-example.html)

[How to write thread safe code in Java](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html)

[Why wait and notify method are called from synchronized method or block](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html)

[Why wait and notify are defined in Object class](http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html)

[Difference between wait and sleep in Java](http://javarevisited.blogspot.com/2011/12/difference-between-wait-sleep-yield.html)

[How to solve Producer consumer problem in Java using BlockingQueue](http://javarevisited.blogspot.com/2012/02/producer-consumer-design-pattern-with.html)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html>

10 Singleton Pattern Interview Questions in Java – Answered

Singleton design pattern is one of the most common patterns you will see in Java applications and it’s also used heavily in core Java libraries. Questions from Singleton pattern is very common in Java interviews and good knowledge of how to implement Singleton pattern certainly help.This is also one of my favorite [design pattern interview question](http://javarevisited.blogspot.sg/2012/06/20-design-pattern-and-software-design.html) and has lots of interesting follow-up to dig into details , this not only check the knowledge of design pattern but also check coding, multithreading aspect which is very important while working for a real life application. In this post have listed some of the most common question asked on Singleton pattern during a Java Interview. I have not provided the answers of these questions as they are easily available via google search but if you guys need I can try to modify this tutorial to include answers as well. As promised earlier and having received lot of request for providing answers of these question, I have decided to update this post along with answers. By the way if you are preparing for interview on Java technology than you can check my collection on [Java interview questions](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html) and [multi-threading interview questions](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html). There are lot of resources in Javarevisited which can help you in your interview preparation. On the other hand if you are more interested on design pattern tutorials than you can check my post on [builder design pattern](http://javarevisited.blogspot.com/2012/06/builder-design-pattern-in-java-example.html) 

## 10 Interview question on Singleton Pattern in Java

Here is my collection of interview questions based upon Singleton design pattern. They are collected from various Java interviews and highlights key aspects of pattern and where it is broken, if you know how to create thread-safe singletons and different ways to implement this pattern, and pros and cons of each approach. Questions starts with :

### What is Singleton class? Have you used Singleton before?

Singleton is a class which has only one instance in whole application and provides a getInstance() method to access the singleton instance. There are many classes in JDK which is implemented using Singleton pattern like java.lang.Runtime which provides getRuntime() method to get access of it and used to get [free memory and total memory in Java](http://javarevisited.blogspot.sg/2012/01/find-max-free-total-memory-in-java.html).

### Which classes are candidates of Singleton? Which kind of class do you make Singleton in Java?

Here they check whether candidate has enough experience on usage of singleton or not. Does he is familiar of advantage/disadvantage or alternatives available for singleton in Java or not.

Answer : Any class which you want to be available to whole application and whole only one instance is viable is candidate of becoming Singleton. One example of this is Runtime class , since on whole java application only one runtime environment can be possible making Runtime Singleton is right decision. Another example is a utility classes like Popup in GUI application, if you want to show popup with message you can have one PopUp class on whole GUI application and anytime just get its instance, and call show() with message.

### Can you write code for getInstance() method of a Singleton class in Java?

Most of the java programmer fail here if they have mugged up the singleton code because you can ask lots of follow-up question based upon the code they have written. I have seen many programmer write Singleton getInstance() method with double checked locking but they are not really familiar with the caveat associated with double checking of singleton prior to Java 5.  
  
Answer : Until asked don’t write code using double checked locking as it is more complex and chances of errors are more but if you have deep knowledge of double checked locking, [volatile variable](http://javarevisited.blogspot.sg/2011/06/volatile-keyword-java-example-tutorial.html) and lazy loading than this is your chance to shine. I have shared code examples of writing singleton classes using enum, using static factory and with double checked locking in my recent post [Why Enum Singletons are better in Java](http://javarevisited.blogspot.com/2012/07/why-enum-singleton-are-better-in-java.html), please see there.
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### Is it better to make whole getInstance() method synchronized or just critical section is enough? Which one you will prefer?

This is really nice question and I mostly asked to just quickly check whether candidate is aware of performance trade off of unnecessary locking or not. Since locking only make sense when we need to create instance and rest of the time its just read only access so locking of critical section is always better option. read more about synchronization on [How Synchronization works in Java](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html)

Answer : This is again related to double checked locking pattern, well synchronization is costly and when you apply this on whole method than call to getInstance() will be synchronized and contented. Since synchronization is only needed during initialization on singleton instance, to prevent creating another instance of Singleton, It’s better to only synchronize critical section and not whole method. Singleton pattern is also closely related to [factory design pattern](http://javarevisited.blogspot.sg/2011/12/factory-design-pattern-java-example.html) where getInstance() serves as static factory method.

### What is lazy and early loading of Singleton and how will you implement it?

This is another great Singleton interview question in terms of understanding of concept of loading and cost associated with class loading in Java. Many of which I have interviewed not really familiar with this but its good to know concept.  
  
Answer : As there are many ways to implement Singleton like using double checked locking or Singleton class with [static](http://javarevisited.blogspot.sg/2011/11/static-keyword-method-variable-java.html) [final](http://javarevisited.blogspot.sg/2011/12/final-variable-method-class-java.html) instance initialized during class loading. Former is called lazy loading because Singleton instance is created only when client calls getInstance() method while later is called early loading because Singleton instance is created when class is loaded into memory.

### Give me some examples of Singleton pattern from Java Development Kit?

This is open question to all, please share which classes are Singleton in JDK. Answer to this question is java.lang.Runtime

Answer : There are many classes in Java Development Kit which is written using singleton pattern, here are few of them:

1. Java.lang.Runtime with getRuntime() method
2. Java.awt.Toolkit with getDefaultToolkit()
3. Java.awt.Desktop with getDesktop()

### What is double checked locking in Singleton?

One of the most hyped question on Singleton pattern and really demands complete understanding to get it right because of Java Memory model caveat prior to Java 5. If a guy comes up with a solution of using [volatile keyword](http://javarevisited.blogspot.sg/2012/03/difference-between-transient-and.html) with Singleton instance and explains it then it really shows it has in depth knowledge of Java memory model and he is constantly updating his Java knowledge.   
  
Answer : Double checked locking is a technique to prevent creating another instance of Singleton when call to getInstance() method is made in multi-threading environment. In Double checked locking pattern as shown in below example, singleton instance is checked two times before initialization. See [here](http://javarevisited.blogspot.sg/2014/05/double-checked-locking-on-singleton-in-java.html) to learn more about double-checked-locking in Java.

public static **Singleton** getInstance(){

**if**(**\_INSTANCE** == **null**){

synchronized(**Singleton**.class){

//double checked locking - because second check of Singleton instance with lock

**if**(**\_INSTANCE** == **null**){

**\_INSTANCE** **=** **new** **Singleton**();

}

}

}

**return** **\_INSTANCE**;

}

Double checked locking should only be used when you have requirement for lazy initialization otherwise [use Enum to implement singleton](http://javarevisited.blogspot.com/2012/07/why-enum-singleton-are-better-in-java.html) or simple static final variable.

### How do you prevent for creating another instance of Singleton using clone() method?

This type of questions generally comes some time by asking how to break singleton or when Singleton is not Singleton in Java.

Answer : Preferred way is not to implement Cloneable interface as why should one wants to create clone() of Singleton and if you do just throw Exception from clone() method as “Can not create clone of Singleton class”.

### How do you prevent for creating another instance of Singleton using reflection?

Open to all. In my opinion throwing exception from constructor is an option.   
Answer: This is similar to previous interview question. Since constructor of Singleton class is supposed to be private it prevents creating instance of Singleton from outside but [Reflection can access private fields and methods](http://javarevisited.blogspot.sg/2012/05/how-to-access-private-field-and-method.html), which opens a threat of another instance. This can be avoided by throwing Exception from constructor as “Singleton already initialized”

### How do you prevent for creating another instance of Singleton during serialization?

Another great question which requires knowledge of [Serialization in Java](http://javarevisited.blogspot.com/2011/04/top-10-java-serialization-interview.html) and how to use it for persisting Singleton classes. This is open to you all but in my opinion use of readResolve() method can sort this out for you.  
Answer: You can prevent this by using readResolve() method, since during serialization readObject() is used to create instance and it return new instance every time but by using readResolve you can replace it with original Singleton instance. I have shared code on how to do it in my post Enum as Singleton in Java. This is also one of the reason I have said that use Enum to create Singleton because serialization of enum is taken care by JVM and it provides guaranteed of that.

### When is Singleton not a Singleton in Java?

There is a very good article present in Sun's Java site which discusses various scenarios when a Singleton is not really remains Singleton and multiple instance of Singleton is possible. Here is the link of that article <http://java.sun.com/developer/technicalArticles/Programming/singletons/>  
  
  
Apart from these questions on Singleton pattern, some of my reader contribute few more questions, which I included here. Thank you guys for your contribution.

### Why you should avoid the singleton anti-pattern at all and replace it with DI?

Answer : Singleton Dependency Injection: every class that needs access to a singleton gets the object through its constructors or with a DI-container.

### Why Singleton is Anti pattern

With more and more classes calling getInstance() the code gets more and more tightly coupled, monolithic, not testable and hard to change and hard to reuse because of not configurable, hidden dependencies. Also, there would be no need for this clumsy double checked locking if you call getInstance less often (i.e. once).

### How many ways you can write Singleton Class in Java?

Answer : I know at least four ways to implement Singleton pattern in Java

1. Singleton by synchronizing getInstance() method
2. Singleton with public static final field initialized during class loading.
3. Singleton generated by static nested class, also referred as Singleton holder pattern.
4. From Java 5 on-wards using Enums

### How to write thread-safe Singleton in Java?

Answer : Thread safe Singleton usually refers to write [thread safe code](http://javarevisited.blogspot.sg/2012/01/how-to-write-thread-safe-code-in-java.html) which creates one and only one instance of Singleton if called by multiple thread at same time. There are many ways to achieve this like by using double checked locking technique as shown above and by using [Enum](http://javarevisited.blogspot.in/2011/08/enum-in-java-example-tutorial.html) or Singleton initialized by class loader.

At last few more questions for your practice, contributed by Mansi, Thank you Mansi  
  
14) Singleton vs Static Class?  
15) When to choose Singleton over Static Class?  
16) Can you replace Singleton with Static Class in Java?  
17) Difference between Singleton and Static Class in java?  
18) Advantage of Singleton over Static Class?  
  
  
I have covered answers of couple of these questions in my post, [Singleton vs Static Class in Java - Pros and Cons](http://javarevisited.blogspot.com/2013/03/difference-between-singleton-pattern-vs-static-class-java.html).  If you like to read more Java interview questions you can have a look on some of my favorites below

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://javarevisited.blogspot.com.by/2013/03/difference-between-singleton-pattern-vs-static-class-java.html>

Difference between Singleton Pattern vs Static Class in Java

Singleton pattern  vs Static Class (a class, having all static methods) is another interesting questions, which I missed while blogging about [Interview questions on Singleton pattern in Java](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html). Since both Singleton pattern and static class provides good accessibility, and they share some similarities e.g. both can be used without creating object and both provide only one instance, at very high level it looks that they both are intended for same task. Because of high level similarities, interviewer normally ask questions like, *Why you use Singleton instead of Static Methods,* or Can you replace Singleton with static class, and what are differences between [Singleton pattern](http://javarevisited.blogspot.com/2012/07/why-enum-singleton-are-better-in-java.html) and [static in Java](http://javarevisited.blogspot.sg/2012/03/mixing-static-and-non-static.html). In order to answer these question, it’s important to remember fundamental difference between Singleton pattern and static class, former gives you an [Object](http://javarevisited.blogspot.com/2012/12/what-is-object-in-java-or-oops-example.html), while later just provide static methods. Since an object is always much more capable than a method, it can guide you when to use Singleton pattern vs static methods.

In this Java article we will learn, where to use Singleton pattern in Java, and when static class is better alternative. By the way, JDK has examples of both singleton and static, and that too very intelligently e.g. java.lang.Math is a [final class](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html) with full of [static methods](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html), on the other hand java.lang.Runtime is a Singleton class in Java. For those who are not familiar with Singleton design pattern or static class, static class is a [Java class](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html), which only contains static methods, good examples of static class is java.lang.Math,which contains lots of utility methods for various maths function e.g. sqrt(). While [Singleton classes](http://javarevisited.blogspot.com/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) are those, which has only one instance during application life cycle like java.lang.Runtime.

## When to use Static Class in place of Singleton in Java

[![When to choose Singleton pattern vs static in Java](data:image/jpeg;base64,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)](http://3.bp.blogspot.com/-K6q0DQ1v-tw/TWu8owBtc2I/AAAAAAAAADA/oBoHDBiJ8ag/s1600/17.jpg)Indeed there are some situations, where static classes makes sense than Singleton. Prime example of this is java.lang.Math which is not Singleton, instead a class with all static methods. Here are few situation where I think using static class over Singleton pattern make sense:

1) If your Singleton is not maintaining any state, and just providing global access to methods, than consider using static class, as static methods are much faster than Singleton, because of [static binding](http://javarevisited.blogspot.com/2012/03/what-is-static-and-dynamic-binding-in.html) during compile time. But remember its not advised to maintain state inside static class, especially in concurrent environment, where it could lead subtle [race conditions](http://javarevisited.blogspot.com/2012/02/what-is-race-condition-in.html) when modified parallel by multiple threads without adequate synchronization.

You can also choose to use static method, if you need to combine bunch of utility method together. Anything else, which requires singles access to some resource, should use Singleton design pattern.

## Difference between Singleton vs Static in Java

This is answer of our second interview question about Singleton over static. As I said earlier, fundamental difference between them is, one represent object while other represent a method. Here are few more differences between static and singleton in Java.

1) Static class provides better performance than Singleton pattern, because static methods are bonded on compile time.

2) One more difference between Singleton and static is, ability to override. Since [static methods in Java cannot be overridden](http://java67.blogspot.com/2012/08/can-we-override-static-method-in-java.html), they leads to inflexibility. On the other hand, you can override methods defined in Singleton class by extending it.

3) Static classes are hard to mock and consequently hard to test than Singletons, which are pretty easy to mock and thus easy to test. It’s easier to write [JUnit test](http://javarevisited.blogspot.com/2013/03/how-to-write-unit-test-in-java-eclipse-netbeans-example-run.html) for Singleton than static classes, because you can pass mock object whenever Singleton is expected, e.g. into constructor or as method arguments.

4) If your requirements needs to maintain state than Singleton pattern is better choice than static class, because

maintaining state in later case is nightmare and leads to subtle bugs.

5) Singleton classes can be [lazy loaded](http://javarevisited.blogspot.sg/2012/12/how-to-create-thread-safe-singleton-in-java-example.html) if its an heavy object, but static class doesn't have such advantages and always eagerly loaded.

6) Many [Dependency Injection framework](http://javarevisited.blogspot.com/2012/12/inversion-of-control-dependency-injection-design-pattern-spring-example-tutorial.html) manages Singleton quite well e.g. Spring, which makes using them very easy.

These are some differences between static class and singleton pattern, this will help to decide between two, which situation arises. In next section we will when to choose Singleton pattern over static class in Java.

## Advantage of Singleton Pattern over Static Class in Java

Main advantage of Singleton over static is that former is more object oriented than later. With Singleton, you can use [Inheritance](http://javarevisited.blogspot.com/2012/10/what-is-inheritance-in-java-and-oops-programming.html) and [Polymorphism](http://javarevisited.blogspot.com.au/2011/08/what-is-polymorphism-in-java-example.html) to extend a base class, implement an interface and capable of providing different implementations. If we talk about java.lang.Runtime, which is a Singleton in Java, call to getRuntime() method return different implementations based on different JVM, but guarantees only one instance per JVM, had java.lang.Runtime an static class, it’s not possible to return different implementation for different JVM.

That’s all on difference between Singleton and static class in Java. When you need a class with full OO capability , chose Singleton, while if you just need to store bunch of static methods together, than use static class.

Other **Java Design Pattern Tutorials** from Javarevisited Blog

[When to use Builder design pattern in Java](http://javarevisited.blogspot.com/2012/06/builder-design-pattern-in-java-example.html)

[A Real life example of Observer Pattern in Java](http://javarevisited.blogspot.in/2011/12/observer-design-pattern-java-example.html)

[How to use Decorator pattern in Java](http://javarevisited.blogspot.com/2011/11/decorator-design-pattern-java-example.html)

[Difference between Factory and Abstract Factory pattern in Java](http://javarevisited.blogspot.sg/2013/01/difference-between-factory-and-abstract-factory-design-pattern-java.html)

[10 SOLID and Object Oriented design principles Java Programmer should know](http://javarevisited.blogspot.de/2012/03/10-object-oriented-design-principles.html)
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<http://javarevisited.blogspot.sg/2011/12/final-variable-method-class-java.html>

What is final in Java? Final variable , Method and Class Example

**Final in java** is very important keyword and can be applied to class, method, and variables in Java. In this java final tutorial we will see **what is final keyword in Java**, *what does it mean by making final variable*, final method and final class in java and *what are primary benefits of using final keywords in Java* and finally some examples of final in Java. Final is often used along with [static keyword in Java](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) to make static final constant and you will see how final in Java can increase performance of Java application.

## Example of Final variable, Final method and Class in Java

### What is final keyword in Java?
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**What is final variable in Java?**

Any variable either member variable or local variable (declared inside method or block) modified by final keyword is called final variable. Final variables are often declare with static keyword in java and treated as constant. Here is an example of final variable in Java

public static final String LOAN = "loan";

LOAN = new String("loan") **//invalid compilation error**

Final variables are by default read-only.

**What is final method in Java**

Final keyword in java can also be applied to methods. A java method with final keyword is called final method and it can not be overridden in sub-class. You should make a method final in java if you think it’s complete and its behavior should remain constant in sub-classes. Final methods are faster than non-final methods because they are not required to be resolved during run-time and they are bonded on compile time. Here is an *example of final method in Java***:**

class **PersonalLoan**{

 public final String getName(){

     return "personal loan";

 }

}

class **CheapPersonalLoan** extends **PersonalLoan**{

    @Override

    public final String getName(){

        return "cheap personal loan"; **//compilation error: overridden method is final**

    }

}

### What is final Class in Java

Java class with final modifier is called final [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html). Final class is complete in nature and can not be sub-classed or inherited. Several classes in Java are final e.g. String, Integer and other wrapper classes. Here is an *example of final class in java*

final class **PersonalLoan**{

}

class **CheapPersonalLoan** extends **PersonalLoan**{  //compilation error: cannot inherit from final class

}

### Benefits of final keyword in Java

Here are few benefits or advantage of using final keyword in Java:

1. Final keyword improves performance. Not just JVM can cache **final variable** but also application can cache frequently use final variables.

2. Final variables are safe to share in [multi-threading](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) environment without additional synchronization overhead.

3. **Final keyword** allows [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) to optimized method, variable or class.

### Final and Immutable Class in Java

Final keyword helps to write immutable class. Immutable classes are the one which can not be modified once it gets created and String is primary example of immutable and final class which I have discussed in detail on [Why String is final or immutable in Java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html). Immutable classes offer several benefits one of them is that they are effectively read-only and can be safely shared in between multiple threads without any synchronization overhead. You can not make a class immutable without making it final and hence final keyword is required to make a class immutable in java.

### Example of Final in Java

Java has several system classes in JDK which are final, some example of final classes are String, Integer, Double and other wrapper classes. You can also use final keyword to make your code better whenever it required. See relevant section of **java final tutorial** for *example of final variable***,** *final method* and *final class in Java*.

### Important points on final in Java

1. **Final keyword** can be applied to member variable, local variable, method or [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html).

2. **Final member variable** must be initialized at the time of declaration or inside constructor, failure to do so will result in compilation error.

3. You can not reassign value to *final variable in Java*.

4. **Local final variable** must be initializing during declaration.

5. Only final variable is accessible inside anonymous class in Java.

6. **Final method** can not be [overridden in Java](http://javarevisited.blogspot.com/2011/12/method-overloading-vs-method-overriding.html).

7. **Final class** can not be inheritable in Java.

8. **Final** is different than **finally** keyword which is used on [Exception handling in Java](http://javarevisited.blogspot.com/2011/12/checked-vs-unchecked-exception-in-java.html).

9. Final should not be confused with finalize() method which is declared in object class and called before an object is garbage collected by JVM.

10. All variable declared inside java interface are implicitly final.

11. **Final and abstract** are two opposite keyword and a final class can not be [abstract in java](http://javarevisited.blogspot.com/2010/10/abstraction-in-java.html).

12. Final methods are bonded during compile time also called static binding.

13. *Final variables* which is not initialized during declaration are called blank final variable and must be initialized on all constructor either explicitly or by calling this(). Failure to do so compiler will complain as "*final variable (name) might not be initialized*".

14. Making a class, method or variable final in Java helps to improve performance because JVM gets an opportunity to make assumption and optimization.

15. As per Java code convention **final variables are treated as constant** and written in all Caps e.g.

private final int COUNT=10;

16. Making a collection reference variable final means only reference can not be changed but you can add, remove or change object inside collection. For example:

private final List Loans = new ArrayList();

list.add(“home loan”);  **//valid**

list.add("personal loan"); **//valid**

loans = new Vector();  **//not valid**

That’s all on **final in Java**. We have seen what final variable, final method is and final class in Java and what does those mean. In Summary whenever possible start using final in java it would result in better and faster code.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

<http://java67.blogspot.com.by/2012/08/can-we-override-static-method-in-java.html>

Can we override static method in Java - Method Hiding

**Can we override static method in Java**

No, you cannot override static method in Java because [method overriding](http://java67.blogspot.sg/2012/08/what-is-method-overriding-in-java-example-tutorial.html) is based upon dynamic binding at runtime and static methods are bonded using [static binding](http://javarevisited.blogspot.sg/2012/03/what-is-static-and-dynamic-binding-in.html) at compile time. Though you can declare a method with same name and method signature in sub class which does look like you can override static method in Java but in reality that is method hiding. Java won't resolve method call at runtime and depending upon type of Object which is used to call [static method](http://javarevisited.blogspot.sg/2011/11/static-keyword-method-variable-java.html), corresponding method will be called. It means if you use Parent class's type to call static method, original static will be called from patent class, on ther other hand if you use Child class's type to call static method, method from child class will be called. In short you can not override static method in Java. If you use Java IDE like [Eclipse](http://javarevisited.blogspot.sg/2011/02/how-to-setup-remote-debugging-in.html) or Netbeans, they will show warning that static method should be called using class name and not by using object becaues *static method can not be overridden in Java*.

## Overriding Static method in Java - Example

[![Can we override static method in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4QBgRXhpZgAASUkqAAgAAAACADEBAgAHAAAAJgAAAGmHBAABAAAALgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAAyAAAAA6AEAAEAAAAyAAAAAAAAAP/bAEMACgYGBwcHCggICg4KCAoOEQ0KCg0REw8PEA8PExYREhISEhEWExYXGBcWEx0dHx8dHSkoKCgpKysrKysrKysrK//bAEMBCwoKDw4PFxERFxkUEhQZHx0dHR0fIx8fHx8fIyYiICAgICImJCUjIyMlJCgoJiYoKCsrKysrKysrKysrKysrK//AABEIADIAMgMBEQACEQEDEQH/xAAbAAABBQEBAAAAAAAAAAAAAAADAAIEBQcBBv/EADIQAAIBAgMEBwkAAwAAAAAAAAECAwAEBRESExQhURUiMjNykrEjJTFBUlNhcZEkY3P/xAAaAQABBQEAAAAAAAAAAAAAAAAGAAECAwQF/8QAMREAAQMCBAMGBQUBAAAAAAAAAQACEQMEEhMhURQxcSIjQWFykQUkMkKBNFKhwdHh/9oADAMBAAIRAxEAPwDS7jFnSZ11dkkVz6lyQ4jYrdTtgWg7ofTD/WahxZ3U+FGyXTD/AFn+0/FHdLhRsu9LyZZ6jkfzypcU6JlNwwmIXOmH+s/2m4o7p+FGyRxmT6zT8UUxtQruM6o1Y/EgE10lzl4vFZ9N/cDk5oduqneu6ohtac0m9FG3mqMxX5aNZ/5MugvoVVLu3JV4mrKXbMTGkqqr2BMTOn5R8SlSHZxAFeqGVeQbjmT8yf5V1w4NgeSptmF0nzhQt5rLmrXlpC5qTamqZ1PRe9g7pPCPSidDKz3HJCMUuv8Aq1CV67v3+pFdk3uGdFD2xrNiWnCrDD0jkj2kTutyh63YyyPJSy5jnW23aCJBOMLDcuIMOAwHqiYhtGW3Rjq2Y0ICUXhnnxIdiAKlXnsiZjp/qjQI7RGk6+P+KvuniWd1gbVCD1WNY6pGI4fpWykHFgx6OQxKdQ/dM12o6qTm6HotPh7pPCPSjRBqznHh73uhzlNB97+of6kW2R+Xb6UXFcFNrdRwWoecvGshGXHj+qtuLTA9oZ25Eqq3vMbC58NgwpEZ3eYJus1rK4yEQUSqwH4dTnVjewfocw+/9KlwxtnG14HidD/BTJmt7xtJEsjRZkosarkB8cwqrTPcypzkxsITsD6X7Ri3P/VA6OvJQ00NvJsPiG0/KsuRUOoaYWwXNMaOcMSG1tNFs2dchJ2ahgc1wndTzWvDo8AtPh7pPCPSjVBqz/HU97XB/wBlBl6fmX+pFNk7uG9FdX9tLLf7VbhraKG0RppE7Wn8V1q1F7qgLThDaY5LmMqhtKMIcTUMSmT3SR4bZ3UcksuzuerLL29Pz48qd9SKTHyT2vFRp0y572wBLeQT722XDukr1eC3EaiH8mTiaVWiKOY8feBHVSp1M3Kpn7CZ/CZh0LWV1aQXF5OZ2AKwp3QU/I09vTeyA5x1Ubio1+ItYIVJewjpKcDgBKTl+jXIrkmuRsV1aJigPMLQ4e6Twj0oyQsvFYlFG+MS7Y6IjJ1mAzyFBlxh4x+PRuMoit3kW4w6mE+7xeY3zXFp1I9Ai0sM9SrzFW3PxM5nd/SBChStRl4X85lRrq+vLuPZTtqjz1BQoAH8rHWvX1BB0AV9KgymZbzXLi8vLmGOCZ9UUXYGVPUvqj2hpOgSZQYxxcOZRVxfEgqKJBnH2X0gtlyzqxvxOoI8lXwlLXzUX2jzGRuLscyf3WbNL6k+JKvOFrI8AFoUPdJ4R6UfIWQJbeFmzaNSeZApCm3YJsRjmm7rb/aTyills2HsnL3TzKW62/2k8opZbNh7Jsbtylutv9pPKKWWzYeyWN25S3W3+0nlFLLZsPZLGdyura2+Y9knlFI02bD2Thx3UmoJL//Z)](http://1.bp.blogspot.com/-_GCqP1vu06Q/UBaTOZM869I/AAAAAAAAAaw/ykubu9U9kK4/s1600/java_logo_50_50.jpg)In last section we saw theory that we can not override static methods in Java, static method can only be hidden in sub class. Let's see an example to test that theory which says [you can not override static method in Java](http://javarevisited.blogspot.sg/2011/11/static-keyword-method-variable-java.html)

/\*\*  
 \*  
 \* Java program which demonstrate that we **can not override static method in Java**.  
 \* Had Static method can be overridden, with Super class type and sub class object  
 \* static method from sub class would be called in our example, which is not the case.  
 \* @author  
 \*/  
**public** **class** CanWeOverrideStaticMethod {  
    
    **public** **static** **void** main(**String** args[]) {  
        
        Screen scrn = **new** ColorScreen();  
        
        *//if we can  override static , this should call method from Child class*  
        scrn.show(); *//IDE will show warning, static method should be called from classname*  
        
    }    
    
}  
  
**class** Screen{  
    
    */\*  
     \* public static method which can not be overridden in Java  
     \*/*  
    **public** **static** **void** show(){  
        **System**.out.printf("Static method from parent class");  
    }  
}  
  
**class** ColorScreen **extends** Screen{  
    */\*  
     \* static method of same name and method signature as existed in super  
     \* class, this is not method overriding instead this is called  
     \* method hiding in Java  
     \*/*  
    **public** **static** **void** show(){  
        **System**.err.println("Overridden static method in Child Class in Java");  
    }  
}  
  
**Output:**  
Static method from parent **class**

This output confirms that you can not override [static method in Java](http://javarevisited.blogspot.sg/2011/12/main-public-static-java-void-method-why.html) and static method are bonded based upon type information and not based upon Object. had Static mehtod be overridden, method from Child class or ColorScreen would have been called.

That's all on discussion Can we override static method in Java or not. We have confirmed that no, **we can not override static method**, we can only hide static method in Java. Creating static method with same name and mehtod signature is called Method hiding in Java.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*