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# Введение

По мере изучения новых структур данных мы знакомимся с различными способами оперирования базовыми типами данных выбранного языка программирования. Так как для нас основной язык — Си, большую часть структур данных реализовывать будем сами. В данном задании практикума рассмотрим связные списки, а также присущую им теорию.

Разберемся, зачем нужны связные списки, как их можно использовать, какие для них существуют конфигурации, также что можно с помощью них хранить.

# Теоретическая часть

## Линейный список

Реальное многообразие структур данных базируется всего на двух основных способах получения адреса хранимого элемента: вычисление (массив) и хранение (указатель). До сих пор основной компонентой структуры данных являлся массив (обычный массив, массив указателей). Если же попытаться построить структуру данных, исходя только из указателей, то получается цепочка (последовательность) элементов, содержащих указатели друг на друга. В простейшем случае она может быть линейной (список), в более сложных случаях – ветвящейся (деревья, графы).

Итак, список – линейная последовательность элементов, каждый из которых содержит указатели (ссылается) на своих соседей.
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Сразу же отметим основную особенность: физическое размещение в памяти элементов списка не имеет никакого значения, все определяется наличием ссылок на него в других элементах и извне. У массива всегда есть «начало». У списка по определению отсутствует фиксированная привязка к памяти.

Перечислим основные свойства списка:

1) Элемент списка доступен в программе через указатель. «Смысл» этого указателя отражает функциональное назначение элемента списка в программе: первый, последний, текущий, предыдущий, новый и т.п.. Между указателем и элементом списка имеется такая же взаимосвязь, как между индексом в массиве и элементом массива.

2) в программе список задается посредством заголовка **–** указателя на первый элемент списка;

3) порядок следования элементов определяется последовательностью связей между элементами. Изменение порядка следования элементов (вставка, удаление) осуществляются изменением переустановкой указателей на соседние элементы.

4) логический (порядковый) номерэлемента списка также задается его естественной нумерацией в цепочке элементов;

5) список является структурой данных с последовательным доступом.Для получения n-го по счету элемента необходимо последовательно пройти по цепочке от элемента, на который имеется указатель (например, от заголовка);

6) список удобен для использования именно как *динамическая структура данных*: элементы списка обычно создаются как динамические переменные, а связи между ними устанавливаются программно (динамически);

7) список обладает свойством локальности изменений:при вставке/удалении элемента изменения касаются только текущего и его соседей. Вспомним массив: при вставке/удалении его элементов происходит физическое перемещение (сдвиг) всех элементов от текущего до конца.

Следовательно, преимущества списков проявляются в таких структурах данных, где изменения порядка превалируют над операциями доступа и поиска

К основным операциям над линейными списками относятся:

· Создание списка;

· Подсчет узлов (элементов) списка;

· Доступ к узлу;

· Конкатенация (соединение) списков;

· Поиск минимального (максимального) элемента, суммы, произведения;

· Изменение чисел в списке;

· Исключение (включение) узла;

· Разбиение списка;

· Упорядочение узлов и др.

К основным способам реализации операций над линейными списками относятся:

· Итерационный алгоритм;

· Рекурсивный алгоритм.

К специальным видам линейных списков относятся *стеки* и *очереди*. Это динамические структуры данных, которые часто используют в программировании для определения порядка выполнения подзадач. *Стек* – это линейный список, в котором все включения и исключения производятся на одном конце списка, называемом вершиной стека («последним пришел – первым ушел»). *Очередь* – это линейный список, в котором все включения производятся на одном конце списка (в конце очереди), а все исключения – на другом его конце (в начале очереди) («первым пришел – первым ушел»).

## Итераторы

Итератор — это объект, который позволяет перемещаться (итерироваться) по элементам некоторой последовательности.

Использование таких объектов классифицируется как паттерн программирования.

Последовательность может быть как готовым набором объектов в памяти, так и состоять объектов которые создаются "на лету" при перемещении итератора (например читаются из файла).

В отличие от разнообразных последовательностей элементов (массивы, списки, файлы), итераторы имеют одинаковый интерфейс: получение текущего элемента, перемещение к следующему. Это позволяет писать более общие алгоритмы, которые работают с любыми итераторами, поддерживающими этот минимальный набор функций.

Итераторы стандартной библиотеки C++ повторяют интерфейс указателя. Это позволяет использовать указатели на элементы массива в качестве итераторов. При этом большинство алгоритмов используют только некоторый минимальный набор операций, например только перемещение вперед.

Использование итераторов позволяет абстрагироваться от внутреннего представления структуры данных и использовать ее более удобным способом.

# Практическая часть

## Задание:

Составить и отладить программу на языке Си для обработки списка заданной организации с отображением списка на динамические структуры. Навигацию по списку следует реализовать с применением итераторов. Предусмотреть выполнение одного нестандартного и четырех стандартных действий:

1. Печать списка.

2. Вставка нового элемента в список.

3. Удаление элемента из списка.

4. Подсчет длины списка.

Тип элемента списка: unsigned int

Вид списка: кольцевой двунаправленный

Нестандартное действие: удалить элементы списка со значениями, находящимися в заданном диапазоне;

## Метод реализации

Так как список должен быть двунаправленный и закольцованный, воспользуемся терминатором (элементом без значения, о котором программист знать не должен), который позволит нам реализовать кольцо, а также будем хранить в каждом узле ссылку на предыдущий и на следующий узел.

Барьерный элемент позволит нам определять конец списка и начало.

Ниже на схеме представлен пример списка, который будет впоследствии реализован. В каждом элементе помимо ссылок на соседей хранится само значение.

Пользователь будет вводить в консоль одну из 6 команд:

* add
* rm
* len
* rm range
* print
* help

![](data:image/png;base64,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)

Код программы:

iterator.h:

#pragma once

#include "mylist.h"

#include <stdbool.h>

typedef struct {

    node\* cur;

    list\* list;

} iterator;

iterator iter\_begin(list \*list);

bool iter\_not\_end(iterator \*iter);

void iter\_next(iterator \*iter);

void iter\_prev(iterator \*iter);

unsigned int iter\_val(iterator \*iter);

void iter\_delete(iterator \*iter);

iterator.c:

#include "mylist.h"

#include "iterator.h"

#include "stdlib.h"

#include "stdbool.h"

iterator iter\_begin(list \*list) {

    iterator iter;

    iter.cur = list->terminator->next;

    iter.list = list;

    return iter;

}

unsigned int iter\_val(iterator \*iter){

    return iter->cur->val;

}

bool iter\_not\_end(iterator \*iter) {

    if (iter->cur == iter->list->terminator) return false;

    return true;

}

void iter\_next(iterator \*iter) {

    iter->cur = iter->cur->next;

}

void iter\_prev(iterator \*iter) {

    iter->cur = iter->cur->prev;

}

void iter\_delete(iterator \*iter){

    node\* node = iter->cur;

    iter\_prev(iter);

    delete\_node(node);

    iter->list->len--;

}

mylist.h:

#pragma once

typedef struct node node;

struct node {

    unsigned int val;

    node \*next;

    node \*prev;

};

typedef struct {

    node \*terminator;

    node \*last;

    int len;

} list;

void init(list \*list);

void print\_list(list \*list);

void insert(list \*list, unsigned int val);

void delete\_by\_val(list \*list, unsigned int val);

void delete\_node(node\* node);

int length(list \*list);

void delete\_range(list \*list, unsigned int min, unsigned int max);

void destroy(list \*list);

mylist.c:

#include <stdio.h>

#include <stdlib.h>

#include "mylist.h"

#include "iterator.h"

void init(list \*list) {

    list->terminator = malloc(sizeof(node));

    list->terminator->next = list->terminator->prev = list->terminator;

    list->last = list->terminator;

    list->len = 0;

}

void insert(list \*list, unsigned int val) {

    node \*new\_node = malloc(sizeof(node));

    new\_node->val = val;

    new\_node->prev = list->last;

    new\_node->next = list->terminator;

    list->terminator->prev = new\_node;

    list->last->next = new\_node;

    list->last = new\_node;

    list->len++;

}

void delete\_by\_val(list \*list, unsigned int val) {

    if (list->len == 0) return; // если список пустой

    node\* elem = NULL;

    // поиск нужного элемента

    for (iterator iter = iter\_begin(list); iter\_not\_end(&iter); iter\_next(&iter)){

        if (iter\_val(&iter) == val){

            elem = iter.cur;

            break;

        }

    };

    if (elem == NULL) return; // если элемент не найден

    elem->prev->next = elem->next;

    elem->next->prev = elem->prev;

    free(elem);

    list->len--;

}

void delete\_node(node\* node) {

    node->prev->next = node->next;

    node->next->prev = node->prev;

    free(node);

}

void print\_list(list \*list) {

    for (iterator iter = iter\_begin(list); iter\_not\_end(&iter); iter\_next(&iter)) {

        printf("%u ", iter\_val(&iter));

    }

    printf("\n");

}

int length(list \*list) {

    return list->len;

}

void delete\_range(list \*list, unsigned int min, unsigned int max) {

    for (iterator iter = iter\_begin(list); iter\_not\_end(&iter); iter\_next(&iter)) {

        unsigned int elem\_val = iter\_val(&iter);

        if (( elem\_val >= min) && (elem\_val <= max)) {

            iter\_delete(&iter);

        }

    }

}

void destroy(list \*list){

    for (iterator iter = iter\_begin(list); iter\_not\_end(&iter); iter\_next(&iter)) {

        iter\_delete(&iter);

    }

    free(list->terminator);

}

main.c:

#include <stdio.h>

#include <stdbool.h>

#include "struct/mylist.h"

#include "struct/iterator.h"

#include <string.h>

#include <stdlib.h>

void clean\_input(){

    char s;

    while (s != '\n') s = getchar();

    fflush(stdin);

}

bool check\_extra\_input(){

    int ch;

    while ((ch = getchar()) != '\n' && ch != EOF) {

        if (ch != ' ' && ch != '\t') { // игнорируем пробелы и табуляцию

            return false;

        }

    }

    return true;

}

bool input\_errors(){

    if (!check\_extra\_input()) {

        clean\_input();

        printf("error: extra input after command\n");

        return true;

    }

    return false;

}

bool correct\_input\_uint(unsigned int \*val) {

    int stat = scanf("%u", val);

    if (stat != 1) {

        clean\_input();

        printf("error: invalid input format\n");

        return false;

    }

    return true;

}

void process\_unknown\_command(){

    clean\_input();

    printf("there is no such command\n");

}

void print\_manual(){

    printf("This program provides the ability to use the list structure with values unsigned int. \nThe following commands are defined: \n1. add \"val\"\t\t - Add an element to the list \n2. rm \"val\"\t\t - Remove an element from the list \n3. len\t\t\t - Length of the list \n4. rm range \"min\" \"max\"\t - Remove list elements with values within a specified range \n5. print \t\t - Print list \n6. help\t\t\t - Print manual\n7. end\t\t\t - Finish the program. \n");

}

int main() {

    setbuf(stdout, NULL);

    print\_manual();

    char command[10];

    list list;

    init(&list);

    while (1){

        printf(">>> ");

        scanf("%s", command);

        if ((strcmp(command, "end") == 0) || feof(stdin)) break;

        else if (strcmp(command, "add") == 0) {

            unsigned int val;

            if (correct\_input\_uint(&val)){

                if (!input\_errors()){

                    insert(&list, val);

                }

            }

        } else if (strcmp(command, "rm") == 0) {

            char subcommand[10];

            scanf("%s", subcommand);

            if (strcmp(subcommand, "range") == 0) {

                unsigned int min, max;

                int stat = scanf("%u %u", &min, &max);

                if (stat != 2) {

                    clean\_input();

                    printf("error: invalid input format\n");

                } else {

                    if (!input\_errors()){

                        delete\_range(&list, min, max);

                    }

                }

            } else {

                unsigned int val = atoi(subcommand);

                if (!input\_errors()){

                    delete\_by\_val(&list, val);

                }

            }

        } else if (strcmp(command, "len") == 0) {

            if (!input\_errors()){

                printf("len: %d\n", length(&list));

            }

        } else if (strcmp(command, "print") == 0) {

            if (!input\_errors()){

                printf("list: "); print\_list(&list);

            }

        } else if (strcmp(command, "help") == 0) {

            print\_manual();

        } else {

            process\_unknown\_command();

        }

    }

    destroy(&list);

    return 0;

}

# Оценка сложности

insert – O(1)

delete\_by\_val – O(n), где n – размер списка.

print\_list – O(n), n – размер списка.

delete\_range – O(n), n – размер списка.

destroy – O(n), n – размер списка.

# Заключение

# Список источников:

Понятие итератора:  
<https://ru.stackoverflow.com/questions/270697/Что-такое-итераторы-и-зачем-они-нужны>

Списки, их основные виды и способы реализации:  
<https://megalektsii.ru/s19674t1.html>

Линейные списки:  
<http://ermak.cs.nstu.ru/cprog/html/063.htm>

Связный список:  
<https://ru.wikipedia.org/wiki/Связный_список>