El lenguaje Ruby

Ruby es un lenguaje de Programación Orientada a Objetos gratis y de código abierto creado en Japón. Su sintaxis amigable lo hace muy popular sobre todo en el desarrollo web; de hecho una gran parte de la Plataforma Mumuki está desarrollada en este lenguaje.

Conceptos de programación con objetos

Objeto y ambiente

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

Los objetos son entes computacionales con los que interactuaremos para resolver problemas. Estos objetos "viven"en un ambiente:
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En este ambiente podemos ver a los objetos Pepita, 90 y 100.

Envío de mensajes

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

La manera de interactuar con los objetos es a través del envío de mensajes haciendo objeto.mensaje:

Pepita.volar!

Pepita.comer! 20

En este caso Pepita es el objeto al cual le enviamos:

* el mensaje volar! que no recibe argumentos;
* y el mensaje comer! con el argumento 20.

Definición de objetos

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

La definición de objetos en Ruby comienza anteponiendo module antes del nombre y finaliza con end.

**module** Pepita

**end**

**module** Norita

**end**

Definición de métodos

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

Para que un objeto entienda un mensaje es necesario crear un método dentro del mismo. La definición de los métodos comienzan con def y, al igual que en la declaración de objetos, finaliza con end. En el caso de los métodos creados dentro de un module es necesario anteponer al nombre self.. En caso que nuestro método reciba parámetros debemos ponerlos entre paréntesis separados por coma.

**module** Pepita

**def** self**.**cantar!

**end**

**def** self**.**volar!(distancia)

**end**

**def** self**.**comer!(cantidad, comida)

**end**

**end**

Interfaz

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

Interfaz es el conjunto de mensajes que entiende un objeto. En el ejemplo anterior, la interfaz de Pepita está compuesta por los mensajes cantar!, volar! y comer!.

![Interfaz de usuario gráfica, Texto, Aplicación

Descripción generada automáticamente](data:image/png;base64,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)

Asignación

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

Para asignarle un valor a una variable utilizamos =.

numero\_favorito **=** 8

color\_favorito **=** "Violeta"

self

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

Es la manera que tiene un objeto de enviarse mensajes a sí mismo; en estos casos self es el objeto receptor del mensaje.

**module** Gaby

@esta\_alegre **=** **false**

**def** self**.**escuchar\_musica!

@esta\_alegre **=** **true**

self.bailar!

**end**

**def** self**.**bailar!

# No es importante esta definición

**end**

**end**

Responsabilidad y delegación

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

La responsabilidad, en la programación con objetos, está relacionada con qué objeto debería resolver las determinadas partes de nuestro problema. Si un objeto no es responsable de hacer algo lo debe delegar en el correspondiente.

Atributos

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

Los atributos son objetos que nos permiten representar una característica de otro objeto. Un objeto conoce a todos sus atributos por lo que puede enviarles mensajes. Los atributos se escriben anteponiendo @ y si bien no es necesario inicializarlos, hasta que no lo hagamos valdrán nil.

**module** Pepita

@energia **=** 100

**def** self**.**cantar!

**end**

**def** self**.**ciudad**=**(una\_ciudad)

@ciudad **=** una\_ciudad

**end**

**def** self**.**volar!(distancia)

@energia **=** @energia **-** distancia **\*** 2

**end**

**def** self**.**comer!(cantidad, comida)

**end**

**end**

En este caso @energia es un atributo de Pepita que:

* @energia tiene un valor inicial de 100;
* cuando Pepita recibe el mensaje volar! disminuye su @energia el doble de la distancia recorrida.
* @ciudad vale nil hasta que no le enviemos a Pepita el mensaje ciudad= con una ciudad como argumento.

Estado

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

El estado de un objeto es el conjunto de atributos que posee. Todos los atributos son privados, para acceder o modificar los atributos de un objeto es necesario definir métodos dentro del mismo.

Accessors

A partir de la [Lección 3: Polimorfismo y encapsulamiento](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-polimorfismo)

Los accessors son métodos que nos permiten acceder o modificar el estado de un objeto y son conocidos como getters y setters respectivamente.

**module** Pepita

@energia **=** 100

**def** self**.**energia

@energia

**end**

**def** self**.**energia**=**(nueva\_energia)

@energia **=** nueva\_energia

**end**

**end**

Encapsulamiento

A partir de la [Lección 3: Polimorfismo y encapsulamiento](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-polimorfismo)

El encapsulamiento es la recomendable práctica de minimizar la exposición del estado de nuestros objetos. Para ello definiremos solo aquellos *accessors* que sean indispensables; tengamos en cuenta que no siempre vamos a querer definir *getters* y/o *setters* para todos los atributos de cada objeto. Veamos un ejemplo:

**module** AutoDeFabi

@patente **=** "AAA 111"

@nafta **=** 200

@color **=** "rojo"

**def** self**.**patente

@patente

**end**

**def** self**.**color**=**(un\_color)

@color **=** un\_color

**end**

**def** self**.**cargar!(cantidad)

@nafta **+=** cantidad

**end**

**end**

**module** Fabi

**def** self**.**pintar\_auto!(un\_color)

AutoDeFabi.color **=** un\_color

**end**

**def** self**.**cargar\_nafta!(una\_cantidad)

AutoDeFabi.cargar! una\_cantidad

**end**

**end**

En este caso AutoDeFabi:

* tiene definido un *getter* para su atributo @patente. Sin embargo, no define un *setter* ya que tiene sentido que pueda decir su patente pero que no se pueda modificar externamente;
* tiene un *setter* para su atributo @color ya que el objeto Fabi puede modificarlo directamente;
* no define ningún *accessor* para su atributo @nafta ya que en caso que Fabi desee cargar nafta le enviará el mensaje cargar! a AutoDeFabi.

Convenciones para la nominación de métodos

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

A la hora de ponerle un nombre a los métodos que definimos hay que tener en cuenta ciertas convenciones de Ruby, es decir, algunos acuerdos entre la comunidad de personas que programan en este lenguaje:

* Los nombres de métodos que producen un cambio de estado deben finalizar con !;
* Los nombres de métodos que retornan un valor booleano deben finalizar con ?;
* Los getters llevan el mismo nombre que el atributo que retornan pero sin el @.
* Los setters llevan el mismo nombre que el atributo que modifican, pero sin el @ y con = al final.

**module** Pepita

@energia **=** 100

**def** self**.**energia

@energia

**end**

**def** self**.**energia**=**(nueva\_energia)

@energia **=** nueva\_energia

**end**

**def** self**.**volar!(distancia)

@energia **=** @energia **-** distancia **\*** 2

**end**

**def** self**.**cansada?

@energia **<** 10

**end**

**end**

Si bien nuestro código funcionará correctamente en caso de no respetar estas convenciones, será menos comprensible para otras personas que lo lean.

Alternativa Condicional

A partir de la [Lección 3: Polimorfismo y encapsulamiento](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-polimorfismo)

La alternativa condicional en Ruby comienza con if seguido por la condición y termina con end:

**if** Pepita.aburrida?

Pepita.volar! 10

**end**

En caso de contar con un rama de else, end va al final del mismo:

**if** Norita.hambrienta?

Norita.comer! 10, "alpiste"

**else**

Norita.volar! 15

**end**

A diferencia de otros lenguajes, en Ruby podemos hacer elsif en caso de tener un if dentro de un else:

**if** Cleo.cansada?

Cleo.descansar!

**elsif** Cleo.aburrida?

Cleo.leer!

**else**

Cleo.trabajar!

**end**

Polimorfismo

A partir de la [Lección 3: Polimorfismo y encapsulamiento](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-polimorfismo)

El polimorfismo en objetos es la capacidad que tiene un objeto de poder enviarle el mismo mensaje indistintamente a objetos diferentes. Estos objetos deben entender este mensaje más allá de cómo este definido el método asociado al mismo, es decir, dos o más objetos son polimórficos cuando comparten una interfaz. Para que estemos ante un caso de polimorfismo es necesaria la presencia de al menos tres objetos: uno que envíe el mensaje y dos distintos que puedan entenderlo. Veámoslo en un ejemplo:

Supongamos que Agus puede realizar llamadas por celular enviandole un mensaje llamar! con un parámetro minutos a su atributo @celular:

**module** Agus

**def** self**.**celular**=**(un\_celular)

@celular **=** un\_celular

**end**

**def** self**.**realizar\_llamada!(minutos)

@celular.llamar! minutos

**end**

**end**

El celular que Agus utiliza puede ser tanto su CelularPersonal como su CelularLaboral:

**module** CelularPersonal

@saldo **=** 200

**def** self**.**llamar!(minutos)

@saldo **-=** minutos

**end**

**end**

**module** CelularLaboral

@minutos\_consumidos **=** 0

**def** self**.**llamar!(minutos)

@minutos\_consumidos **+=** minutos

**end**

**end**

Gracias a que CelularPersonal y CelularLaboral son polimórficos para el mensaje llamar!, Agus puede realizar llamadas sin tener que verificar qué celular está utilizando.

Referencias

A partir de la [Lección 4: Referencias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-referencias)

Cuando le enviamos un mensaje a un objeto, en realidad no lo conocemos directamente sino que lo hacemos a través de etiquetas llamadas referencias. Algunos ejemplos de referencias y envío de mensajes a través de las mismas son:

* las variables

dia **=** "domingo"

dia.upcase

* las referencias implícitas

"insomnio".upcase

**^**

**+--** Acá hay una referencia implícita al objeto "insomnio"

* los objetos bien conocidos (los que declaramos con module)

**module** Pepita

**def** self**.**cantar!

**end**

**end**

Pepita.cantar!

* los atributos

**module** Pepita

@ciudad **=** GeneralLasHeras

**def** self**.**coordenadas

@ciudad.coordenadas

**end**

**end**

* los parámetros

**module** Guille

@paginas\_leidas **=** 0

**def** self**.**leer!(libro)

@paginas\_leidas **=** @paginas\_leidas **+** libro.cantidad\_de\_paginas

**end**

**end**

Colecciones

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Las colecciones son objetos que contienen referencias a otros objetos. Un tipo de colección son las *listas*, las cuales se escriben entre corchetes ([]) y permiten tener objetos repetidos con un orden determinado dentro de ellas:

libros **=** [Fundacion, Socorro, Elevacion, Kriptonita, Socorro]

Otro tipo de colecciones muy común son los *sets*, los cuales a diferencia de las listas no pueden tener elementos repetidos y sus elementos no tienen un orden determinado:

numeros\_aleatorios **=** [1,27,8,7,8,27,87,1]

numeros\_aleatorios

**=>** [1,27,8,7,8,27,87,1]

numeros\_aleatorios.to\_set

**=>** #<Set: {1, 27, 8, 7, 87}>

Bloques de código

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Los bloques son objetos que representan un mensaje o una secuencia de envíos de mensajes, sin ejecutar, lista para ser evaluada cuando corresponda.

anio\_actual **=** 2021

anio\_nuevo **=** proc { anio\_actual **=** anio\_actual **+** 1 }

Estos bloques de código pueden tomar parámetros escritos entre || separados por comas.

saludador **=** proc { **|**saludo, nombre**|** saludo **+** " " **+** nombre **+** ", que lindo día para programar, ¿no?" }

Dentro de cada bloque podemos usar y enviarle mensajes tanto a los parámetros del bloque (saludo y nombre) como a las variables declaradas fuera del mismo (anio\_actual).

Por último, para ejecutar el código dentro del bloque debemos enviarle el mensaje call con los argumentos correspondientes.

anio\_nuevo.call

**=>** 2022

saludador.call("Hola", "Jor")

**=>** "Hola Jor, que lindo día para programar, ¿no?"

Clases e instancias

A partir de la [Lección 6: Clases e Instancias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-clases-e-instancias)

Las clases son objetos que sirven de moldes para crear nuevos objetos que tienen el mismo comportamiento.

Por ejemplo, si tuvieramos dos perros representados con los objetos Firulais y Stimpy:

**module** Firulais

@energia **=** 200

**def** self**.**jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**def** self**.**recibir\_duenio!

@energia **+=** 100

**end**

**end**

**module** Stimpy

@energia **=** 300

**def** self**.**jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**def** self**.**recibir\_duenio!

@energia **+=** 100

**end**

**end**

Podemos ver que tienen el mismo comportamiento. Para poder solucionar esta repetición podríamos crear la clase Perro:

**class** Perro

**def** initialize(energia)

@energia **=** energia

**end**

**def** jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**def** recibir\_duenio!

@energia **+=** 100

**end**

**end**

El método initialize de las clases permite especificar cómo se inicializan las instancias de una clase. En este método declararemos los valores iniciales de los atributos. Por último para crear nuestros objetos debemos hacer:

firulais **=** Perro.new 200

stimpy **=** Perro.new 300

Estos nuevos objetos creados a partir de una clase (firulais y stimpy) son instancias de la misma. Es importante tener en cuenta que:

* Todo instancia pertenece a una y sólo una clase.
* No se puede cambiar la clase de una instancia en tiempo de ejecución.

Herencia

A partir de la [Lección 7: Herencia](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-herencia-v2021)

Cuando dos objetos repiten lógica, creamos una clase con el comportamiento en común. En el caso que dos clases repitan lógica deberíamos crear una nueva clase a la cual llamamos superclase. A esta nueva clase llevaremos los métodos repetidos y haremos que las clases originales hereden de ella. Estas subclases que heredan de la superclase solo contendrán su comportamiento particular.

Por ejemplo si tuvieramos:

**class** Gato

**def** initialize(energia)

@energia **=** energia

**end**

**def** jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**def** recibir\_duenio!

@energia **-=** 10

**end**

**end**

**class** Perro

**def** initialize(energia)

@energia **=** energia

**end**

**def** jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**def** recibir\_duenio!

@energia **+=** 100

**end**

**end**

Podríamos crear la clase Mascota:

**class** Mascota

**def** initialize(energia)

@energia **=** energia

**end**

**def** jugar!(un\_tiempo)

@energia **-=** un\_tiempo

**end**

**end**

Por último es necesario hacer que las clases Gato y Perro hereden de Mascota utilizando <:

**class** Gato **<** Mascota

**def** recibir\_duenio!

@energia **-=** 10

**end**

**end**

**class** Perro **<** Mascota

**def** recibir\_duenio!

@energia **+=** 100

**end**

**end**

En nuestra nueva jerarquía Mascota es una superclase de la cual heredan las subclases Gato y Perro.

Redefinición

A partir de la [Lección 7: Herencia](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-herencia-v2021)

La redefinición de métodos de una superclase nos permite modificar en las subclases el comportamiento definidio originalmente. Por ejemplo si en una subclase Gallina de Mascota quisieramos redefinir el método jugar! lo haríamos de esta forma:

**class** Gallina **<** Mascota

**def** jugar!(un\_tiempo)

@energia **-=** 5

**end**

**def** recibir\_duenio!

@energia **\*=** 2

**end**

**end**

Clases abstractas

A partir de la [Lección 7: Herencia](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-herencia-v2021)

Las clases abstractas son clases que no se desea instanciar. Sirven para abstraer la lógica repetida de otras clases pero no las usaremos como molde de otros objetos. En contraposición, aquellas que sí instanciaremos son las llamadas clases concretas. En el ejemplo anterior Mascota es una clase abstracta mientras que Gato y Perro son clases concretas.

super

A partir de la [Lección 7: Herencia](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-herencia-v2021)

super nos permite redefinir un método pero sólo agregar una parte nueva a la funcionalidad, reutilizando la lógica común que está definida en la superclase. Al utilizar super en el método de una subclase, se evalúa el método con el mismo nombre de su superclase.

Por ejemplo:

**class** Pichicho **<** Perro

**def** recibir\_duenio!

**super**

self.ladrar!

**end**

**end**

Operadores

Operadores matemáticos

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

8 **+** 7

32 **-** 9

2 **\*** 3

4 **/** 2

Operadores lógicos

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

**true** **&&** **false**

**true** **||** **false**

**!** **false**

Comparaciones

A partir de la [Lección 1: Objetos y mensajes](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-objetos-y-mensajes)

Pepita **==** Norita

"ser" **!=** "estar"

7 **>=** 5

7 **>** 5

7 **<=** 5

7 **<** 5

Metodos usuales

A lo largo del capítulo "Programación con Objetos" utilizamos algunos métodos en la resolución de ejercicios. A continuación te los listamos en el orden que aparecen.

numero.abs

A partir de la [Lección 2: Definiendo objetos: métodos y estado](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-definiendo-objetos-metodos-y-estado)

Permite obtener el valor absoluto de un número.

8.abs

**=>** 8

(**-**8).abs

**=>** 8

(3 **-** 7).abs

**=>** 4

numero.times bloque

A partir de la [Lección 3: Polimorfismo y encapsulamiento](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-polimorfismo)

Ejecuta el código del bloque tantas veces como diga numero.

Pepita.energia **=** 5

3.times { Pepita.energia **=** Pepita.energia **\*** 2 }

Pepita.energia

**=>** 40

string.upcase

A partir de la [Lección 4: Referencias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-referencias)

Retorna un nuevo string con todos los caracteres de string en mayúsculas.

"libro".upcase

**=>** "LIBRO"

string.size

A partir de la [Lección 4: Referencias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-referencias)

Retorna la cantidad de caracteres de string.

"camino".size

**=>** 6

numero.even?

[Lección 4: Referencias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-referencias)

Nos permite saber si numero es par.

8.even?

**=>** **true**

7.even?

**=>** **false**

objeto.equal? otro\_objeto

A partir de la [Lección 4: Referencias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-referencias)

Nos permite saber si objeto y otro\_objeto son referencias que apuntan a exactamente el mismo objeto.

un\_string **=** "lamparita"

otro\_string **=** un\_string

un\_string.equal? "lamparita"

**=>** **false**

un\_string.equal? otro\_string

**=>** **true**

coleccion.push elemento

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Agrega elemento a coleccion.

numeros\_de\_la\_suerte **=** [8, 7, 42]

numeros\_de\_la\_suerte.push 9

numeros\_de\_la\_suerte

**=>** [8, 7, 42, 9]

coleccion.delete elemento

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Remueve elemento de coleccion.

numeros\_de\_la\_suerte **=** [8, 7, 42]

numeros\_de\_la\_suerte.delete 7

numeros\_de\_la\_suerte

**=>** [8, 42]

coleccion.include? elemento

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Nos permite saber si elemento pertenece a coleccion.

[25, 87, 776].include? 8

**=>** **true**

[25, 87, 776].include? 9

**=>** **false**

coleccion.size

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna la cantidad de elementos dentro de coleccion.

["hola", "todo", "bien", "por", "acá"].size

**=>** 5

coleccion.select bloque\_con\_condicion

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna una nueva colección con los elementos de coleccion que cumplan con la condición de bloque\_con\_condicion. Este método no tiene efecto sobre coleccion.

[1, 2, 3, 5, 7, 11, 13].select { **|**un\_numero**|** un\_numero **>** 5 }

**=>** [7, 11, 13]

coleccion.find bloque\_con\_condicion

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna el primer el elemento de coleccion que cumpla con la condición de bloque\_con\_condicion. Si ningún elemento cumple la condición nos devuelve nil.

[1, 2, 3, 5, 7, 11, 13].find { **|**un\_numero**|** un\_numero **>** 15 }

**=>** **nil**

coleccion.all? bloque\_con\_condicion

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Nos permite saber si todos los elementos de coleccion cumplen con la condición de bloque\_con\_condicion.

[1, 2, 3, 5, 7, 11, 13].all? { **|**un\_numero**|** un\_numero **>** 5 }

**=>** **false**

[1, 2, 3, 5, 7, 11, 13].all? { **|**un\_numero**|** un\_numero **<** 20 }

**=>** **true**

coleccion.map bloque

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna una nueva colección con el resultado de ejecutar el código de bloque por cada elemento de coleccion.

[1, 2, 3, 4, 5].map { **|**un\_numero**|** un\_numero **\*** 2 }

**=>** [2, 4, 6, 8, 10]

coleccion.count bloque\_con\_condicion

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna cuántos elementos de coleccion cumplen con la condición de bloque\_con\_condicion.

[1, 2, 3, 5, 7, 11, 13].count { **|**un\_numero**|** un\_numero **>** 3 }

**=>** 4

coleccion.sum bloque

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Retorna la suma de los valores obtenidos al ejecutar el código de bloque en cada elemento de coleccion.

juegos\_de\_mesa **=** [Ajedrez, Damas, Ludo]

juegos\_de\_mesa.sum { **|**un\_juego**|** un\_juego.cantidad\_de\_piezas }

**=>** 60 # 32 del ajedrez + 24 de las damas + 4 del ludo

coleccion.each bloque

A partir de la [Lección 5: Colecciones](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-colecciones)

Ejecuta el código de bloque por cada elemento de coleccion. El método each no retorna una nueva colección sino que tiene efecto sobre la original.

golondrinas **=** [Pepita, Norita, Mercedes]

golondrinas.each { **|**una\_golondrina**|** una\_golondrina.comer\_lombriz! } # Hace que cada golondrina de la colección coma lombriz.

Clase.new

A partir de la [Lección 6: Clases e Instancias](https://mumuki.io/argentina-programa/guides/mumukiproject/mumuki-guia-ruby-clases-e-instancias)

Crea y retorna una nueva instancia de Clase.

guitarra **=** Instrumento.new

piano **=** Instrumento.new

Bibliografía complementaria

* <http://rubysur.org/aprende.a.programar/capitulos/acerca.html>
* <https://es.wikibooks.org/wiki/Programaci%C3%B3n_en_Ruby>
* <https://poignant.guide/> (en inglés)