1. Tại sao lại cần chúng?

Trước đây, nếu người lập trình web muốn đặt video vào trang của họ, họ phải sử dụng đến <object>. Do sự khác biệt của trình duyệt, họ phải dùng đến các phần tử <embed> và lặp lại nhiều thông số. Điều này dẫn đến một đoạn mã rắc rối như thế này:

*<object width=”425” height=”344”>*

*<param name=”movie” value=”http://www.youtube.com/9sEI1AUFJKw&hl=en\_GB&fs=1&”></param>*

*<param name=”allowFullScreen”*

*value=”true”></param>*

*<param name=”allowscriptaccess”*

*value=”always”></param>*

*<embed src=”http://www.youtube.com/9sEI1AUFJKw&hl=en\_GB&fs=1&”*

*type=”application/x-shockwave-flash”*

*allowscriptaccess=”always”*

*allowfullscreen=”true” width=”425”*

*height=”344”></embed>*

*</object>*

Như trên, chúng ta có thể thấy đoạn mã đó khá là “xấu xí” và “phức tạp”. Tệ hơn nữa, thực tế là các trình duyệt vượt qua nhiều điều nữa, đó là người dùng có cài plugin video hay chưa, rồi phải hy vọng là plugin đó đúng phiên bản để nó có thể làm việc tốt. Mà không phải người dùng nào cũng có kiến thức đó (lựa chọn đúng plugin, tải plugin về và cài đặt,…), rồi hàng loạt các rắc rối khác kéo theo điển hình như người dùng phải thường xuyên cập nhật plugin, quá nhiều rào cản cho đến khi trình duyệt có thể chạy được một video. Thật rắc rối và phức tạp cho cả người lập trình lẫn người sử dụng.

Một trong những lợi thế chính của HTML5 là phần tử video, cuối cùng video là một thành phần chính thức trên trang web. Không cần phần tử <object> đại diện, cũng không cần các yếu tố <embed> nữa.

Khả năng hỗ trợ đa phương tiện trong HTML5 được hiện thực qua việc bổ sung hai thẻ mới là <video> và <audio>. Hãy thử tưởng tượng đây là tất cả những gì cần làm để thêm một đoạn phim vào trang web:

*<video src=“myVideo.mp4”></video>*

Vì vậy, phần tử <video> có thể theo kiểu CSS. Chúng có thể được thay đổi kích cỡ bằng cách chuyển đổi CSS. Chúng cũng có thể được tinh chỉnh và hiển thị lại vào <canvas> với JavaScript.

Các thẻ video và audio của HTML5 được thiết kế để làm cho việc nhúng một video dễ dàng như việc nhúng một hình ảnh. Chúng cũng được thiết kế để cung cấp cho người dùng một trải nghiệm nhanh hơn so với các plugin như Adobe Flash.

1. Các thành phần đa phương tiện và phát triển game
2. Thẻ <audio>

Âm thanh là góp phần rất lớn tạo nên cái hay của các bộ phim cũng như các trò chơi. Hãy thử coi một bộ phim hay chơi một trò chơi mà tắt âm thanh đi, chúng ta sẽ nhận ra được vai trò quan trọng của nó.

1. Web Audio API.

Trước đây, Flash hoặc các plugin khác được sử dụng để tạo ra âm thanh trên các trang web. Từ khi tag <audio> HTML5 ra đời, âm thanh trên web không còn đòi hỏi plugin nữa, tuy nhiên tag <audio> cũng có những hạn chế đáng kể để thực hiện các trò chơi phức tạp và các ứng dụng tương tác.

Web Audio API là JavaScript API cấp cao để xử lý và tổng hợp âm thanh trong các ứng dụng web. Mục tiêu của API này là bao gồm khả năng nhầm thay thế các công cụ âm thanh hiện đại cũng như xử lý, pha trộn, và lọc các nhiệm vụ được tìm thấy trong các ứng dụng về âm thanh của máy tính hiện nay. Sau đây là một hướng dẫn cơ bản để sử dụng API mạnh mẽ này.

* Bắt đầu với AudioContext

AudioContext để quản lý và chơi tất cả các âm thanh. Tạo ra một âm thanh bằng cách sử dụng các trang Web Audio API nghĩa tạo ra một hoặc nhiều nguồn âm thanh và kết nối chúng đến đích âm thanh được cung cấp bởi thể hiện AudioContext. Kết nối này không cần trực tiếp, và có thể đi qua bất kỳ số lượng AudioNodes trung gian nào thứ mà thực hiện xử lý các mô-đun cho các tín hiệu âm thanh. Phần này sẽ được mô tả chi tiết hơn ở các đặc điểm kỹ thuật của Audio Web.

Một thể hiện AudioContext có thể hỗ trợ nhiều âm thanh đi vào và đồ thị âm thanh phức tạp, vì vậy chúng ta chỉ cần một thể hiện duy nhất cho mỗi ứng dụng âm thanh chúng ta tạo ra.

Sau đây là cách tạo ra một AudioContext:

var context;

window.addEventListener('load', init, false);

function init() {

try {

context = new webkitAudioContext();

}

catch(e) {

alert('Web Audio API is not supported in this browser');

}

}

* Tải âm thanh

Web Audio API sử dụng một AudioBuffer cho âm thanh có độ dài ngắn đến trung bình. Cách cơ bản là sử dụng XMLHttpRequest để lấy các tập tin âm thanh.

API hỗ trợ chạy các tập tin âm thanh ở định dạng khác nhau, chẳng hạn như WAV, MP3, AAC, OGG và một số định dạng khác. Các trình duyệt cũng có một vài khác biệt trong việc hỗ trợ các định dạng âm thanh khác nhau.

Đoạn sau đây là ví dụ cho việc tải một âm thanh:

var dogBarkingBuffer = null;

var context = new webkitAudioContext();

function loadDogSound(url) {

var request = new XMLHttpRequest();

request.open('GET', url, true);

request.responseType = 'arraybuffer';

*// Decode asynchronously*

request.onload = function() {

context.decodeAudioData(request.response, function(buffer) {

dogBarkingBuffer = buffer;

}, onError);

}

request.send();

}

Các tập tin âm thanh là dạng nhị phân (không phải văn bản), vì vậy chúng ta thiết lập các responseType yêu cầu 'arraybuffer'.

Một khi dữ liệu tập tin âm thanh đã được nhận, nó có thể được giữ lại giải mã sau, hoặc nó có thể được giải mã ngay lập tức bằng cách sử dụng phương thức decodeAudioData() của AudioContext. Phương thức này lấy ArrayBuffer dữ liệu tập tin âm thanh được lưu trữ trong request.response và giải mã không đồng bộ.

Khi decodeAudioData () được hoàn thành, nó gọi một hàm callback thứ mà cung cấp các gải mã PCM dữ liệu âm thanh thành một AudioBuffer.

* Phát âm thanh
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Một biểu đồ âm thanh đơn giản

Khi một hoặc nhiều AudioBuffers được nạp, sau đó chúng đã sẵn sàng để phát âm thanh. Giả sử một AudioBuffer với âm thanh của một con chó sủa đã tải hoàn tất. Sau đó, chúng ta có thể phát nó với mã sau đây.

var context = new webkitAudioContext();

function playSound(buffer) {

var source = context.createBufferSource(); *// creates a sound source*

source.buffer = buffer; *// tell the source which sound to play*

source.connect(context.destination); *// connect the source to the context's destination (the speakers)*

source.noteOn(0); *// play the source now*

}

Hàm playSound() có thể được gọi là mỗi khi có sự kiện từ bàn phím hay nhấp chuột.

Hàm noteOn() để dễ dàng sắp xếp phát lại âm thanh một cách chính xác. Tuy nhiên, để nó làm việc chính xác, cần phải đảm bảo rằng bộ đệm âm thanh đã được nạp sẵn.

Một lưu ý quan trọng nữa là đối với iOS, Apple hiện nay đã tắt tất cả âm thanh phát ra cho tới khi có sự tương tác của người dùng. Nghĩa là khi gọi hàm playSound() khi mới vào game có thể nó sẽ ko phát âm thanh, để khắc phục điều này, chúng ta có thể hướng người dùng vào sự tương tác sớm ví dụ như tạo 1 button “Chạm vào đây để chơi game”.

* Trừu tượng hóa

Tất nhiên, sẽ hay hơn nếu chúng ta tạo ra một hệ thống load tổng quát nhiều âm thanh để sử dụng sau này, đặc biệt là với game, có rất nhiều âm thanh cần quản lý. Một trong những cách giải quyết là sử dụng một lớp BufferLoader.

Sau đây là một ví dụ về cách sử dụng lớp BufferLoader. Trước tiên, tạo ra hai AudioBuffers, và ngay sau khi chúng được nạp, chúng ta có thể chơi chúng cùng một lúc.

window.onload = init;

var context;

var bufferLoader;

function init() {

context = new webkitAudioContext();

bufferLoader = new BufferLoader(

context,

[

'../sounds/hyper-reality/br-jam-loop.wav',

'../sounds/hyper-reality/laughter.wav',

],

finishedLoading

);

bufferLoader.load();

}

function finishedLoading(bufferList) {

*// Create two sources and play them both together.*

var source1 = context.createBufferSource();

var source2 = context.createBufferSource();

source1.buffer = bufferList[0];

source2.buffer = bufferList[1];

source1.connect(context.destination);

source2.connect(context.destination);

source1.noteOn(0);

source2.noteOn(0);

}

* Xử lý thời gian: phát âm thanh có nhịp điệu

Bằng việc xử lí thời gian, chúng ta có thể tạo ra 1 bài nhạc phức tạp hợp thành từ những âm thanh đơn giản.

Để chứng minh điều này, chúng ta hãy thiết lập một ca khúc nhịp điệu đơn giản. Đó là mẫu Drumkit khá phổ biến:
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Một mẫu drum đơn giản

trong khi hihat được chơi tất cả các nốt thứ tám, kick and snare được chơi xen kẽ mỗi quý, 4/4 thời gian.

Đoạn mã này thực hiện điều đó:

var RhythmSample = {};  
  
RhythmSample.play = function() {  
    function playSound(buffer, time) {  
        var source = context.createBufferSource();  
        source.buffer = buffer;  
        source.connect(context.destination);  
        source.noteOn(time);  
    }  
  
    var kick = BUFFERS.kick;  
    var snare = BUFFERS.snare;  
    var hihat = BUFFERS.hihat;  
  
    // We'll start playing the rhythm 100 milliseconds from "now"  
    var startTime = context.currentTime + 0.100;  
    var tempo = 80; // BPM (beats per minute)  
    var eighthNoteTime = (60 / tempo) / 2;  
  
    // Play 2 bars of the following:  
    for (var bar = 0; bar < 2; bar++) {  
        var time = startTime + bar \* 8 \* eighthNoteTime;  
        // Play the bass (kick) drum on beats 1, 5  
        playSound(kick, time);  
        playSound(kick, time + 4 \* eighthNoteTime);  
  
        // Play the snare drum on beats 3, 7  
        playSound(snare, time + 2 \* eighthNoteTime);  
        playSound(snare, time + 6 \* eighthNoteTime);  
  
        // Play the hi-hat every eighthh note.  
        for (var i = 0; i < 8; ++i) {  
            playSound(hihat, time + i \* eighthNoteTime);  
        }  
    }  
};

* Thay đổi âm lượng

Một trong những thao tác cơ bản nhất mà người dùng muốn làm với một âm thanh thay đổi âm lượng của nó. Sử dụng API Audio Web, chúng ta có thể dùng AudioGainNode để điều khiển âm lượng:

![http://1-ps.googleusercontent.com/x/s.html5rocks-hrd.appspot.com/www.html5rocks.com/en/tutorials/webaudio/intro/diagrams/gain.png.pagespeed.ce.Z4sjqWyzcH.png](data:image/png;base64,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)

Đồ thị âm thanh với GainNode

Thiết lập kết nối này có thể đạt được như sau:

*// Create a gain node.*

var gainNode = context.createGainNode();

*// Connect the source to the gain node.*

source.connect(gainNode);

*// Connect the gain node to the destination.*

gainNode.connect(context.destination);

tiếp theo, chúng ta đã có thể thay đổi âm lượng bởi thao tác gainNode.gain.value như sau:

*// Reduce the volume.*

gainNode.gain.value = 0.5;

Ngoài ra, chúng ta cũng có thể sử dụng AudioGainNode để trộn các âm thanh lại với nhau (tạo ra ứng dụng chơi nhạc cho DJ trên ngay trình duyệt).

Chúng ta cũng có thể lọc và tạo ra các hiệu ứng âm thanh đơn giản bằng đối tượng BiquadFilterNode
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Biểu đồ âm thanh với BiquadFilterNode

Đoạn mã sau đây là ví dụ đơn giản để lọc low-bass từ một âm thanh:

*// Create the filter*

var filter = context.createBiquadFilter();

*// Create the audio graph.*

source.connect(filter);

filter.connect(context.destination);

*// Create and specify parameters for the low-pass filter.*

filter.type = 0; *// Low-pass filter. See BiquadFilterNode docs*

filter.frequency.value = 440; *// Set cutoff to 440 HZ*

*// Playback the sound.*

source.noteOn(0);

1. Nhạc nền

Khi tạo một trò chơi, một trong những yếu tố quan trọng đó chính là nhạc nền, chúng ta có thể vận dụng những gì đã tìm hiểu về Web Audio API ở phần trước đề tạo ra nhạc nền hấp dẫn, không đơn điệu. Nhạc nền, không có nghĩa chỉ là lặp đi lặp lại đoạn nhạc trong suốt trò chơi, nó dễ dàng tạo nên cảm giác nhàm chán cho người chơi.

Trong từng hoàn cảnh khác nhau, đòi hỏi nhạc nền cũng khác nhau, ví dụ lúc chiến đấu bình thường, lúc đánh với boss, lúc sắp mất hết máu,… Để giải quyết điều này, ta có thể dùng lớp BufferLoader để load các nhạc nền sẵn sàng lúc bắt đầu game.

function BufferLoader(context, urlList, callback) {

this.context = context;

this.urlList = urlList;

this.onload = callback;

this.bufferList = new Array();

this.loadCount = 0;

}

BufferLoader.prototype.loadBuffer = function(url, index) {

var request = new XMLHttpRequest();

request.open("GET", url, true);

request.responseType = "arraybuffer";

var loader = this;

request.onload = function() {

loader.context.decodeAudioData(request.response, function(buffer) {

if (!buffer) {

alert('error decoding file data: ' + url);

return;

}

loader.bufferList[index] = buffer;

if (++loader.loadCount == loader.urlList.length) loader.onload(loader.bufferList);

}, function(error) {

console.error('decodeAudioData error', error);

});

}

request.onerror = function() {

alert('BufferLoader: XHR error');

}

request.send();

}

BufferLoader.prototype.load = function() {

for (var i = 0; i < this.urlList.length; ++i)

this.loadBuffer(this.urlList[i], i);

}

Tiếp theo, mỗi nhạc nền ta tạo cho nó một GainNode tương ứng, ví dụ:

*// Assume gains is an array of AudioGainNode, normVal is the intensity*

*// between 0 and 1.*

var value = normVal \* (gains.length - 1);

*// First reset gains on all nodes.*

for (var i = 0; i < gains.length; i++) {

gains[i].gain.value = 0;

}

*// Decide which two nodes we are currently between, and do an equal*

*// power crossfade between them.*

var leftNode = Math.floor(value);

*// Normalize the value between 0 and 1.*

var x = value - leftNode;

var gain1 = Math.cos(x \* 0.5\*Math.PI);

var gain2 = Math.cos((1.0 - x) \* 0.5\*Math.PI);

*// Set the two gains accordingly.*

gains[leftNode].gain.value = gain1;

*// Check to make sure that there's a right node.*

if (leftNode < gains.length - 1) {

*// If there is, adjust its gain.*

gains[leftNode + 1].gain.value = gain2;

}

Như vậy, chúng ta có thể dễ dàng quản lý toàn bộ nhạc nền, rộng hơn nữa là quản lý các âm thanh của toàn bộ trò chơi một cách dễ dàng.

1. Hiệu ứng âm thanh

Một phần quan trọng của trò chơi nữa là hiệu ứng âm thanh, hàng loạt các hiệu ứng như vụ cháy nổ, tiếng súng, tiếng bước chân, chạy,… Nó cũng phải phát đi phát lại tương tự như âm thanh nền, nhưng có vài điểm khác cơ bản là:

+ Có hàng loạt các hiệu ứng tương tự nhau, chỉ khác nhau một chút về âm thanh cũng như tốc độ phát ra như tiếng các loại súng, tiếng bước chân từ chậm đến nhanh dần. Nói chung, chúng là những biến thể nhẹ của nhau.

+ Các âm thanh này phải lặp đi lặp lại nhiều lần và có thể phát cùng lúc hàng loạt các hiệu ứng khác nhau, trong thời gian chính xác. Hãy tưởng tượng đến một cuộc đấu súng giữa một nhóm người, tiếng các loại súng, tiếng người, tiếng bước chân, tiếng va chạm,…

Hiệu ứng âm thanh của Web Audio API thì thật sự tỏa sáng trong việc giải quyết các vấn đề trên.

Ví dụ sau đây tạo ra một vụ bắn súng máy từ một tiếng đạn được phát lại dồn dập trong một thời gian.

var time = context.currentTime;

for (var i = 0; i < rounds; i++) {

var source = this.makeSource(this.buffers[M4A1]);

source.noteOn(time + i \* interval);

}

Sau khi tạo ra được các tiếng súng đơn giản, ta nghĩ đến việc tiếng súng thay đổi tùy vào khoảng cách từ các mục tiêu cũng như vị trí tương đối. May mắn thay, Web Audio API cung cấp cho chúng ta có thể tùy chỉnh nó một cách dễ dàng theo hai cách:

+ Với một sự thay đổi tinh tế trong thời gian bắn ra của các viên đạn.

+ Bằng cách thay đổi playbackRate của âm thanh một cách ngẫu nhiên giống như ngoài đời thực.

Ví dụ:

function MachineGun(context) {

var ctx = this;

var loader = new BufferLoader(context, ['sounds/m4a1.mp3', 'sounds/m1-garand.mp3'], onLoaded);

function onLoaded(buffers) {

ctx.buffers = buffers;

};

loader.load();

}

MachineGun.prototype.shootRound = function(type, rounds, interval, random, random2) {

if (typeof random == 'undefined') {

random = 0;

}

var time = context.currentTime;

for (var i = 0; i < rounds; i++) {

var source = this.makeSource(this.buffers[type]);

source.playbackRate.value = 1 + Math.random() \* random2;

source.noteOn(time + i \* interval + Math.random() \* random);

}

}

MachineGun.prototype.makeSource = function(buffer) {

var source = context.createBufferSource();

var compressor = context.createDynamicsCompressor();

var gain = context.createGainNode();

gain.gain.value = 0.2;

source.buffer = buffer;

source.connect(gain);

gain.connect(compressor);

compressor.connect(context.destination);

return source;

};

1. Định vị âm thanh 3D

Khi tạo ra một trò chơi, ta thường phải tuân thủ các tính chất vật lý, hình học, của không gian 2D cũng như 3D. Nếu ta cũng tuân thủ điều đó đối với âm thanh thì quả là một điều tuyệt vời. Hãy nghĩ đến việc tiến lại gần hoặc ra xa mục tiêu, người chơi nhận được các âm thanh lớn nhỏ khác nhau một cách chân thật. Và tất nhiên, Web Audio API hỗ trợ ta làm điều đó một cách dễ dàng thông qua việc sử dụng AudioPannerNode. Ý tưởng cơ bản là hoạt động bằng cách thay đổi thiết lập vị trí các nguồn âm thanh như sau:

PositionSample.prototype.changePosition = function(position) {

*// Position coordinates are in normalized canvas coordinates*

*// with -0.5 < x, y < 0.5*

if (position) {

if (!this.isPlaying) {

this.play();

}

var mul = 2;

var x = position.x / this.size.width;

var y = -position.y / this.size.height;

this.panner.setPosition(x \* mul, y \* mul, -0.5);

} else {

this.stop();

}

};

1. Kết luận

Đó là tất cả những khía cạnh quan trọng, cần thiết để phát triển âm thanh cho trò chơi bằng cách sử dụng Web Audio API. Với kĩ thuật này, chúng ta có thể tạo ra những trải nghiệm âm thanh thật sự hấp dẫn ngay trên trình duyệt. Nhưng trước khi kêt thúc phần này, tôi đưa ra một lưu ý quan trọng mà người lập trình cần phải chú ý, đó là phải đảm bảo rằng âm thanh phải tạm dừng khi người dùng chuyển tab, chuyển trang hay cho trình duyệt chạy nền. Nếu không làm như vậy, chắc chắn nó sẽ tạo ra cảm giác vô cùng bực bội cho người dùng.

1. Thẻ <video>

Các thẻ <video> là một trong những tính năng của HTML5 được rất nhiều sự chú ý. Thường được sử dụng thay thế cho flash, bên cạnh đó, nó còn có những tính năng thật sự mạnh mẽ hơn rất nhiều. Mặc dù gần đây đã tham gia phần còn lại của các thẻ HTML phổ biến, khả năng của mình và hỗ trợ trên các trình duyệt đã tăng lên tại một tốc độ đáng kinh ngạc. Nó có thể tích hợp chồng với các lớp khác của web như CSS và JavaScript cũng như các thẻ HTML khác điển hình như thẻ <canvas>.

1. Các đánh dấu.

Để nhúng video vào trang web, chỉ cần các dòng sau đây là đủ:

<video>

<source src="movie.mp4" type='video/mp4; codecs="avc1.42E01E, mp4a.40.2"' />

<source src="movie.webm" type='video/webm; codecs="vp8, vorbis"' />

</video>

Đoạn này sử dụng thẻ <source> cho phép bao gồm nhiều định dạng khác nhau phòng trường hợp trình duyệt của người dùng trình duyệt không hỗ trợ một trong số đó.

Tất nhiên, chúng ta vẫn có thể sử dụng một định dạng video duy nhất làm cho cú pháp giống với các thẻ hình ảnh. Cú pháp này sẽ được sử dụng phổ biến hơn trong tương lai, khi mà tất cả các trình duyệt đều hỗ trợ các định dạng video phổ thông.

<video src="movie.webm"></video>

Để cải thiện hiệu suất phía người dùng điều quan trọng là xác định các loại định dạng trong các thẻ <source> trước tiên. Bằng cách này, trình duyệt có thể quyết định có nên tải về và chơi một video nào đó hay không. Nghĩa là, nó sẽ không tải về những loại video mà nó không thể chơi, bằng cách đó, chúng ta có thể cải thiện được hiệu suất của trang web.

1. Các định dạng Video

Hãy nghĩ một định dạng video như là một tập tin zip chứa các dòng video mã hóa và dòng âm thanh. Ba định dạng chúng ta cần quan tâm để phát triển web là (webm, mp4 và ogv):

* .mp4 = H.264 + AAC
* .ogg/.ogv = Theora + Vorbis
* .webm = VP8 + Vorbis

Tốc độ phát triển của thẻ <video> thật sự rất mạnh mẽ. Chỉ hai năm trước, khi mà thẻ <video> chỉ được hỗ trợ trên trình duyệt Safari, thì giờ đây hầu như tất cả các trình duyệt hiện tại đều hỗ trợ nó. Ngoài ra định dạng Webm càng trở nên phổ biến hơn thông qua dự án WebM. Internet Explore cũng hỗ trợ nó nếu codes này được cài đặt trên máy tính.

1. Các tính năng quan trọng với phát triển game

Như đã nói trong phần giới thiệu lợi thế chính của các thẻ <video> là một thành phần của HTML5, vì vậy nó có thể tích hợp với các lớp khác của web. Sau đây là những tính năng quan trọng đó:

* Video + các thành phần HTML khác

Tất cả các thuộc tính HTML thông thường bây giờ đã có thể được sử dụng trong thẻ <video>. Ví dụ, trong đoạn mã sau, sử dụng tabindex để bắt sự kiện từ bần phím. Có những thuộc tính mới có thể được sử dụng trong thẻ <video> cũng như thẻ <audio> chẳng hạn như “loop” và “autoplay”. Thuộc tính “poster” xác định hình ảnh nào sẽ được hiện khi video đang được load và khi đã kết thúc, “control” được sử dụng để chỉ ra rằng thay vì xây dựng các điều khiển tùy chỉnh, chúng tôi muốn trình duyệt tự động phát sinh nó. Ngoài ra còn có thuộc tính “preload”, chúng ta có thể sử dụng để tải về các video ở nền bên dưới ngay khi tải trang, ngay cả khi nó chưa bắt đầu phát.

<video *poster="star.png" autoplay loop controls tabindex="0"*>

<source src="movie.webm" type='video/webm; codecs="vp8, vorbis"' />

<source src="movie.ogv" type='video/ogg; codecs="theora, vorbis"' />

</video>

Kể từ khi video không còn là một đối tượng nhúng từ bên ngoài, có một số lợi ích khác cho trải nghiệm người dùng. Ví dụ, ngay cả khi nó đang được “focus” thì người dùng vẫn có thể scroll trang web hay sử dụng bàn phím bình thường.

* Video + JavaScript

Các thẻ video đi kèm với một tập hợp các thuộc tính và các phương thức, cho phép chúng ta có điều khiển tốt video từ mã JS.

Như bất kỳ phần tử HTML khác, chúng ta có thể gắn các sự kiện phổ biến cho thẻ <video> như “drag”, “mouse”,” focus”,… Tuy nhiên, điều này kèm theo hàng loạt các sự kiện mới phát sinh khi video đang phát, tạm dừng hoặc kết thúc. Khi bắt đầu tải một tài nguyên video về thì có rất nhiều thứ cần phải cẩn trọng, cũng như có rất nhiều sự kiện cần phải kiểm soát tốt trong quá trình tải, ở tầng mạng (loadstart, progress, suspend, abort, error, emptied, stalled) lẫn ở bộ đệm (loadedmetadata, loadeddata, waiting, playing, canplay, canplaythrough).

Ở cấp độ đơn giản nhất, bạn có thể gắn sự kiện “canplay” để bắt đầu làm việc với video.

video.addEventListener('canplay', function(e) {

this.volume = 0.4;

this.currentTime = 10;

this.play();

}, false);

* Video + CSS

Các thẻ <video> có thể được sử dụng theo CSS truyền thống (ví dụ như “border”, “opacity”,…) vì nó là một phần tử class đầu tiên trong DOM. Nhưng điều thú vị là ở bản mới nhất CSS3 thành phần video cũng có các thuộc tính như “reflections”, “masks”, “gradients”, “transforms”, “transitions” and “animations”.

*#video-css.enhanced {*

border: 1px solid white;

-moz-box-shadow: 0px 0px 4px *#ffffff; /\* FF3.5+ \*/*

-webkit-box-shadow: 5px 44px 28px *#333; /\* Saf3.0+, Chrome \*/*

box-shadow: 0px 0px 4px *#ffffff; /\* Opera 10.5, IE 9.0 \*/*

-moz-transform: translate(0, 10px); */\* FF3.5+ \*/*

-o-transform: translate(0, 10px); */\* Opera 10.5 \*/*

-webkit-transform: translate(0, 10px); */\* Saf3.1+, Chrome \*/*

}

* Video + Canvas

Canvas là một thành phần của HTML5 có nhiều tiềm năng khi được sử dụng kết hợp với các thẻ <video>.

Chúng ta có thể tận hai tính năng của phần tử <canvas> là nhập và xuất hình ảnh. Đầu tiên là phương thức drawImage cho phép nhập hình ảnh từ ba nguồn khác nhau: phần tử hình ảnh, phần tử <canvas> và phần tử <video>! Điều này có nghĩa rằng mỗi lần chúng ta chạy phương thức này, frame hiện tại trong đoạn video sẽ được nhập và trả lại vào canvas.

Đặc trưng thứ hai của thẻ <canvas> là chúng ta có thể sử dụng phương thức toDataURL để xuất nội dung của canvas thành một hình ảnh.

Đoạn mã sau đây sử dụng hàm drawImage cứ sau một khoảng thời gian 1,5 giây sẽ vẽ một hình ảnh từ video nguồn.

video\_dom.addEventListener('play', function() {

video\_dom.width = canvas\_draw.width = video\_dom.offsetWidth;

video\_dom.height = canvas\_draw.height = video\_dom.offsetHeight;

var ctx\_draw = canvas\_draw.getContext('2d');

draw\_interval = setInterval(function() {

*// import the image from the video*

ctx\_draw.drawImage(video\_dom, 0, 0, video\_dom.width, video\_dom.height);

*// export the image from the canvas*

var img = new Image();

img.src = canvas\_draw.toDataURL('image/png');

img.width = 40;

frames.appendChild(img);

}, 1500)

}, false);

* Video + SVG

SVG giúp chúng ta render và thao tác đồ họa vector, ngoài ra nó cũng đi kèm với nhiều tính năng như hiệu ứng lọc SVG. Với các bộ lọc, bạn có thể nhắm mục tiêu một phần tử DOM cụ thể và áp dụng một số các hiệu ứng như cảnh mờ, pha trộn, gạch,...

Ví dụ:

<svg id='image' version="1.1" xmlns="http://www.w3.org/2000/svg">

<defs>

<filter id="myblur">

<feGaussianBlur stdDeviation="1" />

</filter>

</defs>

</svg>

<style>

video { filter:url(#myblur); border: 2px solid red; }

</style>

1. Thu âm và quay phim bằng HTML5