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**Задание:**

Построить заданную траекторию и анимацию движения точки, а также отобразить стрелки скорости и ускорения. Построить радиус кривизны траектории.

**Закон движения точки:**

**Текст программы**

import numpy as np

import matplotlib.pyplot as plt

from matplotlib.animation import FuncAnimation

import sympy as sp

t = sp.Symbol('t')

r = 1 + 1.5 \* sp.sin(12 \* t)

phi = 1.2 \* t + 0.2 \* sp.cos(12 \* t)

x = r \* sp.cos(phi)

y = r \* sp.sin(phi)

Vx = sp.diff(x, t)

Vy = sp.diff(y, t)

Ax = sp.diff(Vx, t)

Ay = sp.diff(Vy, t)

V = sp.sqrt(Vx\*\*2 + Vy\*\*2)

kappa = sp.Abs(Vx \* Ay - Vy \* Ax) / V\*\*3

rho = 1 / kappa

F\_x = sp.lambdify(t, x, modules='numpy')

F\_y = sp.lambdify(t, y, modules='numpy')

F\_Vx = sp.lambdify(t, Vx, modules='numpy')

F\_Vy = sp.lambdify(t, Vy, modules='numpy')

F\_Ax = sp.lambdify(t, Ax, modules='numpy')

F\_Ay = sp.lambdify(t, Ay, modules='numpy')

F\_rho = sp.lambdify(t, rho, modules='numpy')

t\_vals = np.linspace(0, 2 \* np.pi, 1000)

x\_vals = F\_x(t\_vals)

y\_vals = F\_y(t\_vals)

Vx\_vals = F\_Vx(t\_vals)

Vy\_vals = F\_Vy(t\_vals)

Ax\_vals = F\_Ax(t\_vals)

Ay\_vals = F\_Ay(t\_vals)

rho\_vals = F\_rho(t\_vals)

Alpha\_V = np.arctan2(Vy\_vals, Vx\_vals)

Alpha\_A = np.arctan2(Ay\_vals, Ax\_vals)

fig, ax = plt.subplots(figsize=(12, 12))

ax.axis('equal')

ax.set\_xlim(-8, 8)

ax.set\_ylim(-8, 8)

ax.grid(True)

ax.plot(x\_vals, y\_vals, label='Траектория')

P, = ax.plot([], [], 'ro', label='Точка')

V\_line, = ax.plot([], [], color='red', label='Скорость')

V\_arrow, = ax.plot([], [], color='red')

A\_line, = ax.plot([], [], color='green', label='Ускорение')

A\_arrow, = ax.plot([], [], color='green')

circle = plt.Circle((0, 0), 0, color='purple', fill=False, label='Радиус кривизны')

ax.add\_patch(circle)

a = 0.05

b = 0.025

x\_arr = np.array([-a, 0, -a])

y\_arr = np.array([b, 0, -b])

k\_V = 0.2

k\_A = 0.05

max\_rho = 6

max\_center\_dist = 6

def Rot2D(X, Y, Alpha):

RotX = X \* np.cos(Alpha) - Y \* np.sin(Alpha)

RotY = X \* np.sin(Alpha) + Y \* np.cos(Alpha)

return RotX, RotY

def animate(i):

P.set\_data(x\_vals[i], y\_vals[i])

V\_end\_x = x\_vals[i] + k\_V \* Vx\_vals[i]

V\_end\_y = y\_vals[i] + k\_V \* Vy\_vals[i]

V\_line.set\_data([x\_vals[i], V\_end\_x], [y\_vals[i], V\_end\_y])

RotX\_V, RotY\_V = Rot2D(x\_arr, y\_arr, Alpha\_V[i])

V\_arrow.set\_data(V\_end\_x + RotX\_V, V\_end\_y + RotY\_V)

A\_end\_x = x\_vals[i] + k\_A \* Ax\_vals[i]

A\_end\_y = y\_vals[i] + k\_A \* Ay\_vals[i]

A\_line.set\_data([x\_vals[i], A\_end\_x], [y\_vals[i], A\_end\_y])

RotX\_A, RotY\_A = Rot2D(x\_arr, y\_arr, Alpha\_A[i])

A\_arrow.set\_data(A\_end\_x + RotX\_A, A\_end\_y + RotY\_A)

V\_mag = np.sqrt(Vx\_vals[i]\*\*2 + Vy\_vals[i]\*\*2)

if V\_mag == 0:

circle.set\_visible(False)

return P, V\_line, V\_arrow, A\_line, A\_arrow, circle

Nx = -Vy\_vals[i] / V\_mag

Ny = Vx\_vals[i] / V\_mag

x\_c = x\_vals[i] + Nx \* rho\_vals[i]

y\_c = y\_vals[i] + Ny \* rho\_vals[i]

center\_dist = np.sqrt((x\_c - x\_vals[i])\*\*2 + (y\_c - y\_vals[i])\*\*2)

if rho\_vals[i] <= max\_rho and center\_dist <= max\_center\_dist:

circle.set\_visible(True)

circle.center = (x\_c, y\_c)

circle.radius = rho\_vals[i]

else:

circle.set\_visible(False)

return P, V\_line, V\_arrow, A\_line, A\_arrow, circle

ani = FuncAnimation(fig, animate, frames=len(t\_vals), interval=20, blit=True)

ax.legend()

plt.show()

**Результат работы программы:**

|  |  |
| --- | --- |
|  |  |
|  |  |

**Вывод:**

В ходе выполнения лабораторной работы была реализована анимация движения точки по заданной траектории, а также отображение вектора скорости, ускорения и радиуса кривизны траектории. Основной целью работы было проанализировать и визуализировать динамику движения точки, используя математические функции, которые описывают её траекторию, скорость и ускорение.

Реализованная анимация позволяет наблюдать изменение положения точки, а также динамику скорости и ускорения в процессе её движения. Радиус кривизны, который меняется по мере движения точки, наглядно демонстрирует изменение кривизны траектории.

Таким образом, данное задание позволило на практике продемонстрировать важные механические характеристики движения точки, такие как скорость, ускорение и кривизна траектории, а также научиться визуализировать эти характеристики с помощью программных инструментов, таких как Python и библиотека Matplotlib.