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## 一、实验目的

1. 掌握面向对象程序设计的继承性和多态性
2. 掌握装饰器
3. 掌握LFU类的设计与实现

## 二、实验内容

1. 定义时钟类模拟数字时钟走字
2. 定义类描述平面上的点
3. 工资结算系统
4. 设计LFU缓存类

## 三、实验环境

在Educoder平台进行实验

## 四、实验要求

根据每个实训的每个关卡要求完成代码提交和测评

## 五、实验步骤

第一题：

初始化数字时钟类，用初始化方法，将初始的hour,minute,second都通过类构建时传入，然后编写run方法，每60秒分进1，每60分时进1，当时为12时下一个进一归位1，然后定义显示方法，显示时间

1. from time import sleep
2. class Clock(object):
3. """数字时钟"""
4. def \_\_init\_\_(self, hour=0, minute=0, second=0):
5. """初始化方法
6. :param hour: 时
7. :param minute: 分
8. :param second: 秒
9. """
10. self.\_hour = hour
11. self.\_minute = minute
12. self.\_second = second
13. def run(self):
14. """走字"""
15. self.\_second += 1
16. if self.\_second == 60:
17. self.\_second = 0
18. self.\_minute += 1
19. if self.\_minute == 60:
20. self.\_minute = 0
21. self.\_hour += 1
22. if self.\_hour == 24:
23. self.\_hour = 0
24. def show(self):
25. """显示时间"""
26. return '%02d:%02d:%02d' % \
27. (self.\_hour, self.\_minute, self.\_second)
28. def main():
29. #h为时，m为分，s为秒
30. h,m,s = input().split(',')
31. h = int(h)
32. m = int(m)
33. s = int(s)
34. #        请在此处添加代码       #
35. # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#
36. clock = Clock(h,m,s)
37. for i in range(60):
38. print(clock.show())
39. clock.run()
40. # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#
41. if \_\_name\_\_ == '\_\_main\_\_':
42. main()

## 

第二题：

定义初始化方法，传入初始坐标，定义移动方法，移动新坐标直接传给x,y，定义移动到方法，x为x自身加上增量，y同理，定义计算距离方法，返回所计算出的距离。

from math import sqrt

class Point(object):

    def \_\_init\_\_(self, x=0, y=0):

        """初始化方法

        :param x: 横坐标

        :param y: 纵坐标

        """

        self.x = x

        self.y = y

    def move\_to(self, x, y):

        """移动到指定位置

        :param x: 新的横坐标

        "param y: 新的纵坐标

        :return : 无返回值

        """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.x=x

        self.y=y

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    def move\_by(self, dx, dy):

        """移动指定的增量

        :param dx: 横坐标的增量

        "param dy: 纵坐标的增量

        :return : 无返回值

        """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.x=self.x+dx

        self.y=self.y+dy

        return

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    def distance\_to(self, other):

        """计算与另一个点的距离

        :param other: 另一个点,坐标为(other.x,other.y)

        ：return ：返回两点之间的距离

        """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return ((other.x - self.x)\*\*2 + (other.y - self.y)\*\*2)\*\*0.5

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    def \_\_str\_\_(self):

        return '(%s, %s)' % (str(self.x), str(self.y))
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第三题：

创建员工类，初始化方法传入姓名，用@property定义name方法返回姓名，定义程序员类，初始化方法传入pworking\_hour，和pname，用@property定义working\_hour方法返回工作时长，定义得到的工资，其值等于150\*pworking\_hour，其他部分大部分流程和操作都是差不多的，我就不累述了。

"""

某公司有三种类型的员工 分别是部门经理、程序员和销售员

需要设计一个工资结算系统 根据提供的员工信息来计算月薪

部门经理的月薪是每月固定15000元

程序员的月薪按本月工作时间计算 每小时150元

销售员的月薪是1200元的底薪加上销售额5%的提成

"""

from abc import ABCMeta, abstractmethod

class Employee(object, metaclass=ABCMeta):

    """员工"""

    def \_\_init\_\_(self, name):

        """

        初始化方法

        :param name: 姓名

        """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.pname = name;

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @property

    def name(self):

        '''返回姓名'''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return self.pname;

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @abstractmethod

    def get\_salary(self):

        """

        获得月薪

        :return: 月薪

        """

        pass

class Manager(Employee):

    """部门经理"""

    def get\_salary(self):

        return 15000.0

class Programmer(Employee):

    """程序员"""

    def \_\_init\_\_(self, name, working\_hour=0):

        """

              初始化方法

              :param name: 姓名

              :param working\_hour：工作时长

              """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.pworking\_hour = working\_hour

        self.pname = name

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @property

    def working\_hour(self):

        '''返回工作时长'''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return self.pworking\_hour

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @working\_hour.setter

    def working\_hour(self, working\_hour):

        '''

        设置工作时长

        :param working\_hour:工作时长

        '''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.pworking\_hour = working\_hour

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    def get\_salary(self):

        '''返回程序员所得工资'''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return 150.0 \* self.pworking\_hour

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

class Salesman(Employee):

    """销售员"""

    def \_\_init\_\_(self, name, sales=0):

        """

                   初始化方法

                   :param name: 姓名

                   :param sales：销售额

                   """

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.pname = name

        self.psales =  sales

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @property

    def sales(self):

        '''返回销售额'''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return self.psales

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    @sales.setter

    def sales(self, sales):

        '''

        设置销售额

        :param sales:销售额

        '''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        self.psales = sales

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#

    def get\_salary(self):

        '''返回销售员所得工资'''

        #        请在此处添加代码       #

        # \*\*\*\*\*\*\*\*\*\*\*\*\*begin\*\*\*\*\*\*\*\*\*\*\*\*#

        return 1200 + self.psales \* 0.05

        # \*\*\*\*\*\*\*\*\*\*\*\*\*\*end\*\*\*\*\*\*\*\*\*\*\*\*\*#
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第四题：

根据题目中所提示信息，定义get方法，当key不存在时直接返回-1；当key存在时， \_keyMap[key]所对于的value值，定义put方法，如果key已经存在，修改对应的value，并increase，将元素从访问频率key的链表中移除，放到key+1的链表，如果key的链表为空，则从\_\_keyMap中移除key，如果key不存在，创建新元素，设置访问频率为1，然后创建所对应的链表。

from operator import methodcaller

class Node(object):

    """

    双链表中的链表节点对象

    """

    def \_\_init\_\_(self, key=None, value=None, freq=0):

        """

        Args:

            key:对应输入的key

            value:对应输入的value

            freq:被访问的频率

            pre:指向前一个节点的指针

            next:指向后一个节点的指针

        """

        self.key = key

        self.value = value

        self.freq = freq

        self.pre = None

        self.next = None

class LinkedList(object):

    """

    自定义的双向链表

    """

    def \_\_init\_\_(self):

        """

        Args:

            \_\_head:双向链表的头结点

            \_\_tail:双向链表的尾节点

        """

        self.\_\_head = Node()

        self.\_\_tail = Node()

        self.\_\_head.next = self.\_\_tail

        self.\_\_tail.pre = self.\_\_head

    def insertFirst(self, node):

        """

        将指定的节点插入到链表的第一个位置

        Args:

            node:将要插入的节点

        """

        node.next = self.\_\_head.next

        self.\_\_head.next.pre = node

        self.\_\_head.next = node

        node.pre = self.\_\_head

    def delete(self, node):

        """

        从链表中删除指定的节点

        Args:

            node:将要删除的节点

        """

        if self.\_\_head.next == self.\_\_tail:

            return

        node.pre.next = node.next

        node.next.pre = node.pre

        node.next = None

        node.pre = None

    def getLast(self):

        """

        从链表中获取最后一个节点

        Returns:

            双向链表中的最后一个节点，如果是空链表则返回None

        """

        if self.\_\_head.next == self.\_\_tail:

            return None

        return self.\_\_tail.pre

    def isEmpty(self):

        """

        判断链表是否为空，除了head和tail没有其他节点即为空链表

        Returns:

            链表不空返回True，否则返回False

        """

        return self.\_\_head.next == self.\_\_tail

class LFUCache(object):

    """

    自定义的LFU缓存

    """

    def \_\_init\_\_(self, capacity):

        """

        Args:

            \_\_capacity:缓存的最大容量

            \_\_keyMap: key->Node 这种结构的字典

            \_\_freqMap:freq->LinkedList 这种结构的字典

            \_\_minFreq:记录缓存中最低频率

        """

        self.\_\_capacity = capacity

        self.\_\_keyMap = dict()

        self.\_\_freqMap = dict()

        self.\_\_minFreq = 0

    def get(self, key):

        """

        获取一个元素，如果key不存在则返回-1，否则返回对应的value

        同时更新被访问元素的频率

        Args:

            key:要查找的关键字

        Returns:

            如果没找到则返回-1，否则返回对应的value

        """

        #你的代码在这里#

        if key not in self.\_\_keyMap:

            return -1

        node = self.\_\_keyMap[key]

        self.\_\_increment(node)

        return node.value

    def put(self, key, value):

        """

        插入指定的key和value，如果key存在则更新value，同时更新频率

        如果key不存并且缓存满了，则删除频率最低的元素，并插入新元素

        否则，直接插入新元素

        Args:

            key:要插入的关键字

            value:要插入的值

        """

        #你的代码在这里#

        if key in self.\_\_keyMap:

            node = self.\_\_keyMap[key]

            node.value = value

            self.\_\_increment(node)

        else:

            if self.\_\_capacity == 0:

                return

            if len(self.\_\_keyMap)==self.\_\_capacity:

                self.\_\_removeMinFreqElement()

            node = Node(key,value,1)

            self.\_\_increment(node,True)

            self.\_\_keyMap[key] = node

    def \_\_increment(self, node, is\_new\_node=False):

        """

        更新节点的访问频率

        Args:

            node:要更新的节点

            is\_new\_node:是否是新节点，新插入的节点和非新插入节点更新逻辑不同

        """

        if is\_new\_node:

            self.\_\_minFreq = 1

            self.\_\_setDefaultLinkedList(node)

        else:

            self.\_\_deleteNode(node)

            node.freq += 1

            self.\_\_setDefaultLinkedList(node)

            if self.\_\_minFreq not in self.\_\_freqMap:

                self.\_\_minFreq += 1

    def \_\_setDefaultLinkedList(self, node):

        """

        根据节点的频率，插入到对应的LinkedList中，如果LinkedList不存在则创建

        Args:

            node:将要插入到LinkedList的节点

        """

        if node.freq not in self.\_\_freqMap:

            self.\_\_freqMap[node.freq] = LinkedList()

        linkedList = self.\_\_freqMap[node.freq]

        linkedList.insertFirst(node)

    def \_\_deleteNode(self, node):

        """

        删除指定的节点，如果节点删除后，对应的双链表为空，则从\_\_freqMap中删除这个链表

        Args:

            node:将要删除的节点

        """

        if node.freq not in self.\_\_freqMap:

            return

        linkedList = self.\_\_freqMap[node.freq]

        freq = node.freq

        linkedList.delete(node)

        if linkedList.isEmpty():

            del self.\_\_freqMap[freq]

    def \_\_removeMinFreqElement(self):

        """

        删除频率最低的元素，从\_\_freqMap和\_\_keyMap中都要删除这个节点，

        如果节点删除后对应的链表为空，则要从\_\_freqMap中删除这个链表

        """

        linkedList = self.\_\_freqMap[self.\_\_minFreq]

        node = linkedList.getLast()

        linkedList.delete(node)

        del self.\_\_keyMap[node.key]

        if linkedList.isEmpty():

            del self.\_\_freqMap[node.freq]

if \_\_name\_\_ == '\_\_main\_\_':

    operation = eval(input())

    data = eval(input())

    cache = eval("{}({})".format(operation.pop(0), data.pop(0)[0]))

    output = []

    for i, j in zip(operation, data):

        if i == 'put':

            methodcaller('put', j[0], j[1])(cache)

            output.append(None)

        elif i == 'get':

            output.append(methodcaller('get', j[0])(cache))

    print(output)

![](data:image/png;base64,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)

## 六、问题记录和实验总结（必写）

在这一次实验中，我掌握了python面向对象的方法，与其他语言的方法相比，python的初始化方法，set和get方法都感觉相差不大，但是我发现python自带的@property极大的简便了获取也就是get方法的定义，而这也是python独特与其他语言的不同之处，python的面向对象是python语言的重要组成部分，python的面向对象方法的掌握，对于我未来的前沿专业知识学习和自身创新创业能力的培养以及学术能力的塑造都有着重要意义。