Practical MachineLearning: Final Project

Rolando P. Hong Enriquez

Thursday, April 23, 2015

### Introduction

In this report an estrategy to implement several machine learning (ML) techniques is applied to solve a classification problem in a data base containing measures (mostly from accelerometers located in several parts of the body) aimed to monitor the quality of human physical activities. Detailed information the data sets used in this report can be obtained directly from the website <http://groupware.les.inf.puc-rio.br/har>. The corresponding references from the authors is:

Ugulino, W.; Cardador, D.; Vega, K.; Velloso, E.; Milidiu, R.; Fuks, H. Wearable Computing: Accelerometers' Data Classification of Body Postures and Movements. Proceedings of 21st Brazilian Symposium on Artificial Intelligence. Advances in Artificial Intelligence - SBIA 2012. In: Lecture Notes in Computer Science. , pp. 52-61. Curitiba, PR: Springer Berlin / Heidelberg, 2012. ISBN 978-3-642-34458-9. DOI: 10.1007/978-3-642-34459-6\_6.

Specifically, in this report using ML technoques we will try to predict the way in which the human activities (exercices) were performed. This information in the training sets will be saved in the variable "classe", which will therefore be the response variable in the study.

## Getting and preprocessing data.

The original training set (containing the variable "classe") and test set (containing the 20 test set cases to be delivered) were downloaded from:

<https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv>

<https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv>

and they were loaded into R homogenizing at the same type the 'NA' values:

training<-read.csv("pml-training.csv",na.strings=c("NA","#DIV/0!",""))  
testing<-read.csv("pml-testing.csv",na.strings=c("NA","#DIV/0!",""))

As we can see, the original training set has 160 features and 19622 training examples:

dim(training)

## [1] 19622 160

Next we explore the training data set to see how many 'NA' values are present on each feature:

tmp<-dim(training)  
d=tmp[2]  
colNA<-0  
for (i in 1:d){  
 s<-sum(is.na(training[,i]))  
 colNA<-c(colNA,s)  
}  
colNA<-colNA[2:length(colNA)]  
barplot(colNA,xlab="Features",ylab="Number of NA values")
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From this bar plot we calsee that there are many features with a large number of 'NA' values, therefore an initial preprocesing step would be to just get rid of these features as they will not have a positive impact on a prediction. We also eliminate the first 7 features which are uninformative for prediction.

myfeatures<-NULL  
nm<-names(training)  
for (i in 1:d){  
 if (colNA[i]==0){  
 myfeatures<-c(myfeatures,i)  
 }  
}  
train<-training[myfeatures]  
test<-testing[myfeatures]  
train<-train[8:length(myfeatures)]  
test<-test[8:length(myfeatures)]  
dim(train)

## [1] 19622 53

As we see, the new (cleaned) training set named 'train' has only 53 features. (a total of 107 features were eliminated).

## Creating the model

Before creating the model we first load all the libraries that will be needed and set the seed to ensure the reproducibility on the results by other analysts.

library(caret)

## Warning: package 'caret' was built under R version 3.1.3

## Loading required package: lattice  
## Loading required package: ggplot2

library(rpart)

## Warning: package 'rpart' was built under R version 3.1.3

library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 3.1.3

library(rattle)

## Warning: package 'rattle' was built under R version 3.1.3

## Rattle: A free graphical interface for data mining with R.  
## Version 3.4.1 Copyright (c) 2006-2014 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(randomForest)

## Warning: package 'randomForest' was built under R version 3.1.3

## randomForest 4.6-10  
## Type rfNews() to see new features/changes/bug fixes.

set.seed(1000)

A first step in creating the model is the partitioning of the data:

inTraining <- createDataPartition(train$classe, p = .75, list = FALSE)  
TRN <- train[ inTraining,]  
TST <- train[-inTraining,]  
dim(TRN)

## [1] 14718 53

# Classification Tree

Next we define some fine tunning to be used in the model. Specifically we substitute the default cross validation by a k-fold cross validation with K=10 (as we saw the training data set to be finaly used, 'TRN', still has more than 14000 values which justifies our choice of k). Subsequently wefir a model using as method a classification tree ('rpart').  
.

fitControl <- trainControl(method = "repeatedcv",number = 10,repeats = 10)  
modelTree<-train(classe ~ .,data=TRN,method="rpart",trControl=fitControl)  
modelTree

## CART   
##   
## 14718 samples  
## 52 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 10 times)   
##   
## Summary of sample sizes: 13246, 13245, 13248, 13246, 13247, 13247, ...   
##   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa Accuracy SD Kappa SD   
## 0.04144118 0.4983040 0.34926073 0.05545189 0.09275295  
## 0.04260894 0.4412010 0.25299677 0.07096229 0.12128892  
## 0.11696573 0.3175842 0.05094428 0.03930267 0.06025007  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.04144118.

As we see, with this strategy we obtained a trained model with a not very good accuracy (0.49). A visualization of the final model can be obsserved in the next figure:

fancyRpartPlot(modelTree$finalModel)
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We can also see the performace of this classification tree model on new test data. It is worth noting tha the use of extensive k-fold cross validation estrategy in the training set allowed us to avoid overfitting, indeed the out of the sample (generalization) error in this new data is remarkably good.

library(caret)  
modelTree.prediction<-predict(modelTree,TST)  
confusionMatrix(modelTree.prediction,TST$classe)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 837 144 21 37 11  
## B 252 586 161 347 252  
## C 283 219 673 420 222  
## D 0 0 0 0 0  
## E 23 0 0 0 416  
##   
## Overall Statistics  
##   
## Accuracy : 0.5122   
## 95% CI : (0.4981, 0.5263)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.3865   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.6000 0.6175 0.7871 0.0000 0.46171  
## Specificity 0.9393 0.7441 0.7175 1.0000 0.99425  
## Pos Pred Value 0.7971 0.3667 0.3704 NaN 0.94761  
## Neg Pred Value 0.8552 0.8902 0.9410 0.8361 0.89138  
## Prevalence 0.2845 0.1935 0.1743 0.1639 0.18373  
## Detection Rate 0.1707 0.1195 0.1372 0.0000 0.08483  
## Detection Prevalence 0.2141 0.3259 0.3705 0.0000 0.08952  
## Balanced Accuracy 0.7696 0.6808 0.7523 0.5000 0.72798

# Random Forest

Still, with this poor results we made a change to a more powerful approach: random forest.

library(randomForest)  
modelRF<-randomForest(classe ~ ., TRN,ntree=20,norm.votes=FALSE)  
modelRF

##   
## Call:  
## randomForest(formula = classe ~ ., data = TRN, ntree = 20, norm.votes = FALSE)   
## Type of random forest: classification  
## Number of trees: 20  
## No. of variables tried at each split: 7  
##   
## OOB estimate of error rate: 1.57%  
## Confusion matrix:  
## A B C D E class.error  
## A 4165 7 4 8 0 0.004541109  
## B 35 2762 33 9 9 0.030196629  
## C 2 24 2518 19 3 0.018706157  
## D 5 5 39 2359 4 0.021973466  
## E 2 10 3 10 2681 0.009238729

A plot of the training error rates for the generated random forest shows that a forest with 20 trees is good enough as the errors are minimized.

plot(modelRF,main="MSE (error rates) of the Random Forest")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAflBMVEUAAAAAADoAAGYAAP8AOjoAOpAAZmYAZpAAZrYAzQAA//86AAA6ADo6AGY6OgA6Ojo6kNtmAABmADpmZgBmZmZmtv+QOgCQOjqQZgCQkGaQtpCQ2/+2ZgC2Zma2///bkDrb/7bb/9vb////AAD/AP//tmb/25D//7b//9v///8lhJDGAAAACXBIWXMAAA7DAAAOwwHHb6hkAAATfklEQVR4nO2dC3ujuhFAyfpuGyV9OG2dPkKX2904Cf//DxYkBAIk9GAGxDDn++5dxwZJcDx6gUVRM6Qp9i4AgwsLJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg6w4Kooim8/mhefL82rm36r+P6zf1kMf8vtHt7gsv/vD8cHH8/f7B+VTWEejb2rwlmer9eu8I6kxskGbGSckKCtB5zHOQdBsDxD90IJ7s/KrbYKroaXq/l8cZ6nphhX2/uymFdj7xDB7k16UAUvHOcceMG/PbcnrHr4i5Q6OoS5YNeJT2LprDq+SIbPsggW3Md8UlFG2acIDkxcAS/4Dy/t4Zff/i4Fl/KEtedG2p6W7N6dz76mbE7wf56bN/W/be2qg2x4z/xDft6+WeozNVS7Q/PQbHXrc+2TLId47PZuBZd9jJoVeHsQMqmm9Wn/7fOtZ/u0f8oj7TNq9nm8y3qsMiuA8dfJdqSWYymjvhHwgv/42mT++fL9X51gfaRXm2D1jmywzSD//lP/q7/k7ZH173U5yT/ufa3ZHfgsMZ3F1Shkl5BN8Ggf81xqwc2mzb9Dvn0c6q/yNP9m6y6pabyOBFuO1Hosewu+ljKsrlVfRfcHMVTRXTQ1p0OGeyG/E+o7oM5iNUSesmx8ptNq/1ApqO9P2cWvTqwNG9nMqmDV+46TnFXRw4dGsbrCDkUy863k+Vb73GXAlfIdI6PW1LXuY/g6HER/PmxHaj+Wnavo610exK0adbKGDrUpWBW7O4dVd5r0pvLf7mBK87Pa3ECn+zgW0ibWnLLhTAxnZZzkXPCt7s9pX6wWow2+jvKttCBdhnZXGWp9RqpaV/9X34o+AX0+LEfqOJa9BX88P9Zl24oqA/dZlTUIVscq256ujtNnvPtXR01lflYbG/SnXZ9cI7Huo+toe2eSZidLfvHMYpk5qUbRyNfYp6uSZGJmRv03uQ97fbr0+bAVy3Esewtu2t//vcrWTIfYvT8Tk5KpY70Xw5mcCFanRG5yswqWB35Tm8kDNxPTLd+tNgS7kpwJNlOq60Gp9GDma+yjE++its/IKbjP3lYsx7HsLPj29dp0AWXv5zYcTFfzWAWbPdzYCFYpGIJH3WWj75kUwWZK3Y5d82jmO47gvvEMiuA+e0cE245lb8FNAf6hAuAmv3dda+IWrL+8KoGRYFeDWRtf8tuok2Um9vXPt3psbiHJmWAzJZnaq+7hPo7zNfZZaIM9gm3FchzL7oIrWZPcxxMdXW+kGFrk4QjK7rsgA2Qs2NHlNSNYdmmHSBoSU/t2Xoaz4kiy6oY8pqy+WC1DdKqqaZJv38919KJ9gm3Fsh/LwmTMHAzBH3KMfh9PVY47WUPHtBXctS/DCTYOvRr6Nc42uNvgXhjjYGOA+qC++8b0qC1Jtbcpy0ipK6weJsn619bJ6sbT4+N9rEME24plP5Z7sec4WPUHjMbwPnT/ZoLryuiyDE1QbR667Erexu8Zf7S7tl32bgqreXNITO0r8xrNidqTLFVChiwjpXo00aFaW53vaB9p+GbOZHVNlFewrVjWY6nLkOnwjp0vF95japs1fDxvlFFu7Cy4+Ybe/FsBcAe8anUo9r7gX/mvzIBQAl61OhR7C466tpmO84I/efYWzCDDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgonDgokDLLhgNmIvwbDJMS6QBKvVN9oXjh/rseCNwBFcyfUZ5CISLHhfUAR/vV7l/9uFXljwvqAI/nxRyy2U33+y4J1BjOCG8pEF7wxSGzysX8aC9wWtF60q6a9XOMEifhcGSzB4ckL9JwRsMehzJMH6peBoDucogqcIiEKcgaMKrtlxGEjj4GGuG6STJSLeZUbgRLCz85yWnIjZmBmBVEV/vXpWluRx8EZgtcF3++Kw8ZcpFxEgqZDmAJ0skfgZ03JwwYyPAwhm1oAtGP9qkgBLiSTZR7AA2OLM5C5YwGZ7PnIXzKwEbaJjcaISWrAATY0USHd06EeX3F3PMAlLToRmGLzh6cC9J6tR7XgKEbBgxgXqXZUNd74na1/yjuAIBHSCRMBqg7sQXtUGi5gs2bAdpF60vuTvfA5gQHIiKkfGTh7jYJibJUESoUYegltE1P6XS31ZmcQ5yEfwRI+YbzBwaeXOBft2OyMZCa5HVbWwbqCwqg3Y74zkJbhFePZcssvMyE+wx/DF8dpMYDmFc5Gh4Nqp6DI1ytHsJU/BVmZ6lwSL+PRpchzBVpls2MdxBNvhStrDQQRbqmc/3NmqDyOYSeUAgj3Ru/ipCM+GKNkL9lfOPK+1RO6CuRO1ktwFMyvJWXBw15mbYTcbC3b8PvhpXaos2E0mETwzHDfw5ZbaSSaCJ4Zj5zVYsJMsBcf7Wt5DRKdHh1wEr22GFxGIaedONoJRDZ+YfAR3hpMuK9TcDLvISPBKuBm2kpdgvDAUaClnTk6CL6HN8FMDZGEok5Hgy1JH60lhyp1J5mbYQj6CpR6XYfv7U8XcDM/JR7AktuZ9ipgBE5Fp0yATwb0Ym+FF61PF6UWiSR6CDS0zm9yfWkUegk3GPoP0BgexCEiMGPkJNgmN3qfAaxUiLDlKIAkui+JRLoZmXRY8NLmIypkrcgdIi7B8/9k4fmzX6khZhCVJVphikZL0kcFbRun+8FanLqP0VKdYNvbgWlqDtxCaWgItbSG0p7QqN8jwycgzggEuDi/MeYjViR8I5DbYWPNuRXJpsOGWrHvRCXBnekLe4+AEeEQ8hpxgNjwGSfDGK76P4DkPE6ROFtCK74lwEA/gDZMU8OtFhzz9kA334E10KMBWfJ97DX7A5aknPQ4SwXaZAIZFXDmOB1Yb7FjxPe3xss6tF5IJ7WmJmIIcEKRedOSK74u+lz90fsK38khyGQenBKnnczbckotgWXunZRto2I0I3O6QYAuOerzsTHFYU+3cKtCwCNvsmOQRwe/92+b74T2xMMOnrKXzEDwYHmrqqI72Qkts3gVwQsWZCK7f343Piki9tgQHzJ+quQyLyNyOQ7xg5zV8k4SLDe/mpwlfp+W5yyGO7Y5FfIbHIF6wMQ/pJOliw/v8rTh8twF1ks9VTydU0a7p5YHEqcr1hr2Kz+c4JYILT/WbfLFhtWH/4WjDp3lsWl4XG96xq+lh5DRXLNbmnSUbX2zwJodeTZ+NFMEfz00FLe96dpL+eNkNqumeM4yLUzpZMior5x2xK/NFN7wwgSlW550d6eNgV+u6Ol8Aw/5fPvWMg1iszjs30sfB/tFSar7ru1oBv23rIV5NZxjBNX4Qm4ZZ8HRD5DZY4g9i7xaJhoUv44OB1Iten+/7kkH5IRsOIZerSTYcjvu3vYZTyywS98sRpKtJUPnOHZtveOtxNox0NQkw35HjqW+/4bC7Li0dLeEt2DFAuZoEmW+L8mqrsf3d7bMbRrmaBJlvh6vPFWA4/a5LCs+nzbmTFUTAkHnlTZfHJvNOVgAhhh25hcx3HD2K8+9keQmZ2XQoDpvROrTjQ3SyfITMbHoNE11N/CidrGWCDPuypGn48J0sRdDVCWueEavjHbKq3lhw2u+DAwgzbMs1ri8torbOgEjBAfdLAucbStgVxvMZThGsBkqZCQ41PM84egnTQ1XVdASH3iUwV0x6kVpCgpcvIS/lnTClJeJ32QdKgmvpOEDzLIgJGyYmWOHX7M6eWiVNUrBiUbJ7nEbsbnjCglsWwniseDQrHahYxJdne6IFD1MVRxC8eCXCabgOlCziy7M5RKYqFwgN4nlHi0RdTV/w4vjYUGzpSQeEsYgvz7acQPDyBeNFwwGKRXx5NuUMgj1B3L9yjIaP3a0+h+DAajrxJi2Rtts2nERwaDXt4rg3A5xFcGg17eKw1fR5BIdV085a2hPDIr4824Aq+OPZeQPmDoLDqulEw3WuklEEB8x37SE4qJpedzd8fpJxIrhbPSmzCK6DqumF52oF3vARUR58kKroz5d2gYf8BAdV009Ox8GGRUSRcEFrg8uHtxwFB19+WPmAPLFqb0DwOllVcc1S8KLiYqTYJjl8vJRHe4zYi/54/i1PwcuKR39ZFB9sRIw5TPp6da/Es6/gpd7W/IatDvNVKPtH8YkmOsYs1tOeH14c6fIDkuA9nx8cynKH2reSWis5TPS+UYwjGP75wb9+Re4QgmUJH+NGvcVA7hcWv2TeKqMIBn/6aKcXXnKn8/3duNN2/ACYwNUBPME8ieL2T/lfVGGTQJqqjFzSPzQ+l7dL8m+7hXr8hsPxtKt1CXCs/xveRK/Bc4ngXw530/cXN4OL8IlyayCn3eJjBTGasdrgtOcHTw25dBob/DI3AzQ864HNywx8i49I280D2lx02pL+gXW1bpNnWwO20pY+dujv1n21tROE6jq7cbCW5lGN0qseYx1GTSqfhStPmfStsxMscbXIG+MYKRfLd1MPJEkGjmJswVHPDwYB9KvhmgsJvRMzubIGI88IXgWsYa9i/8x0vGMRvYcTgoKB22ev4iDDkZJF3OYLUBQMPeW1oFgeRtDVpei6WkRu7+DEFxsicP+WPGLBr9hpaxGxrZujXGzYH5fjuDXd4iSLmKTt5DJVCQ7O1Ser41ZxzF0BEbW1iC3ivHDgG9bpzw8GBWckba+s7VNcbs0xtfXKcTHZCMYyXDsC2TG/rqPa8lFMVS3Ct52w8cWGtOQSQZwNiwlkieMWTXzJmV1sOBIxgSyxxXLcVFeCZJrj4B7kOW1nIC8cniWWYwPZdfl4dj9BTV7w7IoxPNG1dW2/3TphIkQIx40iZkFC0zuqYA2q6IRAtgysLheEB/2cRrAG60pkSiDPaSwDlacvAfiGuySXBxCOn9pbrgGvMp5UMFqbbA3kuGdUPPX3XEMU6KSCUW8acUoOfRzJ0BSvd3xawYptZ7sURREgWzteHcYnF4w7fvJvs/DLCSDFZxe8u2K3ZGOwvEIyC5bg9bnCtrNLfpr8AGr6advj9v1emQUrELvVoVvaJE/mQUZzIzquL5eFS1YsuCcDxb5Bs66p5wNl9ZctmlnwMiAznBbF7gfDeAZSjua4f3eqmAWPGH7GNhG7ctisXeofIr+P356Q9uxOu3kWPGExYldYdoSs+27N+DNkDe6NBaM9XnYr4CfAfHddx2BRzBGcALDk5Umv2NQmjllwEsCBvLi8YqzksWEWvAJAy55HLaY3aix4FYCR7B0up0lmwQAAaQ54Mm7hYGGP0NxZ8CJQkRzy+GMLbtMsGBAgy0EPuXYws8yCQYFrk1dIHsGCEYCsr+fEpcGCUcBcJihOMQtG5NcvHNExYcyCNwDBcrBiFrwJCD+cCVTMgjcFVHRQTc2CdwFKtF8xC96V9Z0w3/CJBWcATG/brhpJMLGF0DYCY0yFI5jiQmibAN/bRhGcxzJKRwZuggRFcBYLoREAQjNHcN6sVozVBuewEBoZ3Jb9bTZSL/oMC6Ftib2ynv7wwrYRj4MPxPBEmtDniLHggxHf7eKJDuLwRAdxeJhEHJ7oIA5HMHE2nug4/O+DDwdPdBBnt3EwsxE7CcYAq4jnSDexNK7Hy2KQ1wk7WrocwcTTZcHE02XBxNMFvtiAQV4n7GjpAl9swCCvE3a0dIGnKjHI64QdLV3giw0Y5HXCjpbuASKYWQPwXZVMbgBfbGBy4wDjYGYNLJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4LJg4mQtWc6OP0Ml+/FleDLsXxcMbfLrAhZZ3Wci5/5TyZi7440+gAjo+X+TVzntztu6Qhrt0YQv99doUsWq/L0nlzVwwynXnu7rnSF39LOGqhy5d4EJ/PLeX8KpvP9LKm7ngCrx2ltc6pYL+zAGni1Poh7e08mYuuPyrbn9AUYJlTQoabioxjEKX336klTdvwZ8v7ZXnEtywPEuqOQNthGW6GIVu77BIK2/eghXwDTGq4NlLgHR1H4umYNX4QIJbRUsgC63ukKJYRSvgx0oonax6LBiu0N3t6BQ7WeqYkKpo8GHS6IsDV2h9qyPJYZI8HKROFvxEh+5Fgxb641mnRHGioy6bEQd0C9yHVwU9VdmlC1roSt3I2hY0pby5C2ZWwoKJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJw4KJc0LBd/jfOmXM+QQbz445AyyYOKcT/PFcFN9//9u/2yWtKr0ajn7Rfojwa9U9OZ1gGcFqIZzq4U39vFq/kL/Nv9MyfFbB11r9r/3Ndv9iy+e5bcVZBd/0gkRN1PYvurUmSXFmwWpthOLWv1ALu5KqoU8tWK93MV7YpIRdtmNvTiy4Hy+NB07EhlFnFHztJLadZxmw+oUMZdiFlXbnfILrshkHqyit9NPq9Yt7Ab2w0u6cUPC5YMHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHEYcHE+T/7F0OGSaLG6QAAAABJRU5ErkJggg==)

In fact the predictions with the random forest have a very high quality:

library(caret)  
modelRF.prediction<-predict(modelRF,TST)  
confusionMatrix(modelRF.prediction,TST$classe)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 1391 0 1 0 0  
## B 3 947 7 0 0  
## C 0 2 842 5 0  
## D 0 0 5 797 4  
## E 1 0 0 2 897  
##   
## Overall Statistics  
##   
## Accuracy : 0.9939   
## 95% CI : (0.9913, 0.9959)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9923   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9971 0.9979 0.9848 0.9913 0.9956  
## Specificity 0.9997 0.9975 0.9983 0.9978 0.9993  
## Pos Pred Value 0.9993 0.9896 0.9918 0.9888 0.9967  
## Neg Pred Value 0.9989 0.9995 0.9968 0.9983 0.9990  
## Prevalence 0.2845 0.1935 0.1743 0.1639 0.1837  
## Detection Rate 0.2836 0.1931 0.1717 0.1625 0.1829  
## Detection Prevalence 0.2838 0.1951 0.1731 0.1644 0.1835  
## Balanced Accuracy 0.9984 0.9977 0.9915 0.9945 0.9974

## Final Evaluation

Now we use the random forest model to make the 20 prediction to be submitted in this exercice. First we can reformat the final test set to have the same structure as the training set used to build the models.

colnames(test)[53]<-"classe"  
test$classe[1]<-"A"  
test$classe[2]<-"B"  
test$classe[3]<-"C"  
test$classe[4]<-"D"  
test$classe[5]<-"E"  
test$classe[6:20]<-"A"  
test[,"classe"]<-as.factor(test[,"classe"])

and we finaly made the predictions:

predT<-predict(modelRF,test)  
predT

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20   
## B A B A A E D B A A B C B A E E A B B B   
## Levels: A B C D E