**2075 Chaitra**

**Object Oriented Programming**

1. What are the main features of Object Oriented Programming? Would you consider it better than structured programming? If you do, what makes it better? Write down its advantages and disadvantages.

***Soln:***

* The followings are the main features of Object Oriented Programming . They are,
  + Emphasis is on data rather than procedures.
  + Programs are divided into objects.
  + Functions and data are tied together in a single unit.
  + Data can be hidden to prevent from accidental modification.
  + Objects may communicate with each other through functions.
  + It supports reusability of code. Also supports inheritance, polymorphism, data abstraction and encapsulation.
  + Functions and data are tied together in a single unit.

**Yes**, It is better than structured programming. Because of its features such as, Inheritance , Polymorphism, Constructor , Class, Encapsulation etc.

**Advantages of OOP**

1) Redundant code is eliminated by various techniques like inheritance and templates,

2) Through data, hiding, programmer can build secure programs.

3) Division of program into objects makes software development easy Existing classes can server as library class for further Code reusability is much easier.

4) Message passing techniques makes communication easier parameter information among various objects.

5) Upgrading and maintenance software is easily

6) Models real world system perfectly manageable

7) Software complexity can be managed easily.

8) Data can be hidden from outside world using, encapsulation, & data hiding.

9c User can create/define new data type or user -defined type by making class.

**Disadvantages OOP**

1) Compiler and runtime overhead is high because object oriented program requires more time during compilation.

2) For dynamic and runtime support it requires More resource and processing time.

3) The message passing between many objects of complex application may be difficult to trace and debug.

4) Benefits projects only in long run while managing large software

5) Requires the mastery in software engineering and programming methodology.

1. What do you mean by constructor and destructor? Explain necessity of copy constructor with example. Also explain order of invocation of constructor and destructor with example.

***Soln:***

A **constructor** is a special member function which is called automatically during the object creation. So the constructor can be used for the necessary initialization of the data members. The constructor is identified as a function whose name is same as its class.

Destructor is a special class function which destroys the object as soon as the scope of object ends. The destructor is called automatically by the compiler when the object goes out of scope.

Constructor is invoked whenever the object is created and destructor is invoked whenever the object goes out of scope( function ends, program ends ).

**Example:**

//program to show the invocation order of constructor and desturctor

#include<iostream>  
using **namespace** std;  
int count=**0**;  
class **example**

{  
 public:  
 example()

{  
 count++;  
 cout<<"Number of object created"<<count<<endl;  
 }  
~example()

{  
 cout<<"The number of object destroyed"<<count<<endl;  
 count--;  
 }  
};  
int **main**()

{

{  
 cout<<"Object created in main:"<<endl;   
 example el,e2,e3,e4;  
 {  
 cout<<"Object created in block1"<<endl;  
 example e5;  
 }  
 {  
 cout<<"Object created in block 2"<<endl;  
 example e6;  
 }  
 }  
cout<<"Return in main()"<<endl;  
return **0**;  
  
}

1. What type of language if C++? Explain its features.

***Soln:***

* C++ is object hybrid oriented programming language.

C++ is a highly portable language and is often the language of choice for multi-device, multi-platform app development. C++ is an object-oriented programming language and includes classes, inheritance, polymorphism, data abstraction and encapsulation. C++ is a powerful, efficient and fast language. It finds a wide range of applications from GUI applications to 3D graphics for games to real-time mathematical simulations.

**Features of C++**

**i)** ***Object***: Objects are the basic run-time entities in an object-oriented system. They may also represent user-defined data such as vectors, time, and lists. Programming problem is analyzed in terms of objects and the nature of communication between them. Object has its own characteristics and behavior. The characteristics of an object is represented by data while its behavior(methods) is represented by function. In fact, objects are variables of the type class.

**ii***)****Class:*** A class is a collection of objects of similar type. For example, mango, apple, and orange are members of the class fruit. Once a class is created, we can create any number of objects belonging to that class.

**iii) *Abstraction***: Abstraction is a design principle. It is the process of removing characteristics from something in order to reduce it to a set of essential characteristics. Through the process of abstraction, a programmer hides all but the relevant data about a class in order to reduce complexity and increase reusability. Abstraction is a basic representation of a concept.

**iv) *Inheritance***: Inheritance is the process by which objects of one class acquire the properties of objects of another class. In OOP, the concept of inheritance provides the idea of reusability. This means we can add additional features to an existing class without modifying it.

**v) *Polymorphism***: Polymorphism means the ability to take more than one form. The function overloading and operator overloading show the concept of compile time polymorphism while run time polymorphism is achieved by using virtual function.

**vi) *Encapsulation***: The wrapping up of data and functions into a single unit (called class) is known as encapsulation. Data encapsulation is the most striking feature of a class. The data is not accessible to the outside world, and only those functions which are wrapped in the class can access it.

4) What is function overloading? How is pass by reference done in C++. Explain with suitable example.

**Function Overloading:**

C++ enables several functions of the same name to be defined, as long as these functions have different sets of parameters. This capability is called function overloading. An overloaded functions appears to perform different activities depending on the kind of data sent to it. When an overloaded function is called, the C++ compiler selects the proper function by examining the number, types and order of the arguments in the call. Function overloading is commonly used to create several functions of the same name that performs similar tasks, but on different data types.

**Pass by Reference:**

C++ supports one more type of variable called reference variable, in addition to the value variable and pointer variables of C. Value variables are used to hold some numeric values; pointer variables are used to hold the address of some other value variables. Reference variable behaves similar to both, a value variable and a pointer variable. In program code, it is used similar to that of a value variable, but has an action of a pointer variable. Thus, a reference variable provides an alias (alternative name) of the variable that is previously defined. In C, the corresponding parameter in the calling function must be declared as a pointer type. In C++, the corresponding parameter can be declared as any reference type, not just a pointer type. In pointer variable the returning from the function will be the value while in reference variable in case of returning the value it will return the variable.

**Example:**

#include<iostream>

using **namespace** std;

int **main**()

{

int x=**5**;

int &y=x;

cout<<"X="<<x<<"andY="<<<<endl; y++;

cout<<"X="<<x<<"andY="<<<<endl;

return**0**;

}

5) Write the syntax of operator overloading. Create a class called time that has separate int member data for hours, minutes, and seconds. Once constructor should initialize this data to zero (0) , and another should initialize it to fixed values. A member function should display it in 10:45:30 format. The final member function should add two objects of type time passed as arguments using operator overloading.

***Soln:***

**Syntax of operator overloading:**

class class\_name

{........

public:

friend return\_type **operator** operator\_symbol ([arg,[arg]]);

..........

};  
return\_type **operator** **operator\_symbol**([arg,[arg]])

{

//body of function

}

*// program to create class called time that has separate int member data for hours, minutes, and seconds. One constructor initializing this data to zero(0), and another should initialize it to fixed values. A member function should display it in 10:45:30 format. The final member functions should add two objects of type time passed as arguments using operator overloading*

#include<iostream>

#include<conio.h>

using **namespace** std;

class **time**

{

int hr, min, sec;

public:

time()

{

hr=**0**;

min=**0**;

sec=**0**;  
 }  
   
 time( **int** h, **int** m, **int** s)

{  
 hr=h;

min=m;

sec=s;

}

void display()

{

cout<<hr<<":"<<min<<":"<<sec<<endl;

}

void add(time a, time b)

{  
 hr=hr+a.hr+b.hr;

min=min+a.min+b.min;

sec=sec+a.sec+b.sec;

if(sec>**60**)

{

sec=sec-**60**;

min++;

}

if(min>=**60**)

{  
 min=min-**60**;

hr++;  
 }

}  
};

int **main**()

{

time t1, t2(**12**,**34**,**56**),t3(**10**,**35**,**14**);

cout<<"Before adding "<<endl;

t1.display();

t2.display();

t3.display();

cout<<"After adding"<<endl;

t1.add(t2,t3);

t1.display();

}

6) How the function over-riding differ from function overloading? When do we face ambiguity problem in multiple inheritance? Explain.

***Soln:***

* The function over-riding differ form function overloading in the following ways;

|  |  |
| --- | --- |
| **Function Overloading** | **Function Overriding** |
| Function overloading can be used in normal functions as well as in classes (for eg: constructor overloading is a classic example where you would vary the number/type of arguments for different initialisations) | Function overriding is applicable exclusively to an inherited class (or in other words a subclass) |
| Function overloading is resolved at compile time | Function overriding is resolved at run time. |
| Overloaded functions are in same scope | Overridden functions are in different scopes |
| Overloaded functions have different function signatures | Overridden functions have same function signatures |
| Example:  #include <iostream> using **namespace** std; int **calc**(**int**); float **calc**(**float**); int **calc**(**int**, **float**); int **main**() { int a = **10**; float b = **11.2**; calc(a); calc(b); calc(a,b); } int **calc**(**int** a) { int tot=a\*a; cout << " Area of Square A is: " << tot<<endl; } float **calc**(**float** b) { float tot = b\*b; cout << " Area of Square B is: " << tot <<endl; } int **calc**(**int** a, **float** b) { int tot = a\*b; cout << " Area of Square C is: " << tot << endl; } | Example:  #include <iostream> using **namespace** std; class **First** { public: virtual **void** Calc( **int** a , **float** b) { int tot= a\*b; cout << "Square of First class is: "<< tot <<endl; } void Other() { cout<<"Other function in first class"<<endl; } }; class **Second** : **public** First { public: void Calc(**int** a ,**float** b) { float tot = a+b; cout << "Addition of second class is: " <<tot<<endl; } }; int **main**() { int a= **5**; float b=**2.5**; Second s; First &f1 = s; f1.Calc(a,b); s.Other(); } |

If we derive a new class by inheriting features frow two classes derived from the same base class then same feature from the first base is inherited to the finally derived class from two paths (from it’s two parents). → This causes ambiguity in accessing first base class members.

![](data:image/png;base64,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)

In child class have two copies of base class. There are two duplicate copies of int↑ of base class. One copy through parents and another copy from Parent A. Causes ambiguity in accessing first base class members. This problem is called as Diamond problem.

**Example:**

//This program contains an error and will not compile.

#include<iostream>  
  
class **base**

{

public:

int i;

};

class **derived1**: **public** base

{ **public**:

int j;

};

class **derived2**: **public** base

{

public: **int** k;

};

class **derived3**: **public** derived1, **public** derived2

{

public: **int** sum;

};

int **main**()

{

derived3 ob;

ob.i= **10**; // this is ambiguous, which ???

ob.j = **20**;

ob.k = **30**;

ob.sum =ob.i + ob.j +ob.k; // ambiguous here.

cout<<ob.i<<endl;

cout<<ob.j<<" "<<ob.k" ";

cout<<ob.sum;

}

Removing ambiguity

1) Applying Scope Resolution Operator

. 2) Using Virtual base class.

7) What is pure virtual function? Discuss the role of virtual functions in C++ to cause dynamic polymorphism. Show with example how it is different from the compile time polymorphism.

***Soln:***

A **pure virtual function** is a virtual function with no body. Every concrete derived class must override all base-class pure virtual functions and provide concrete implementations of those functions.

The main use of virtual function is **to achieve Runtime Polymorphism**. Runtime polymorphism can be achieved only through a pointer (or reference) of base class type. Also, a base class pointer can point to the objects of base class as well as to the objects of derived class.

**Example**:

( **Run time polymorphism** can be achieve using Pure virtual function)

#include<iostream>

using **namespace** std;

class **B**

{

**public**:

**virtual** **void** s()

{

cout<<" In Base **\n**";

}

};

class **D**: **public** B {

**public**:

**void** s() {

cout<<"In Derived **\n**";

}

};

int **main**(**void**) {

D d; // An object of class D

B \*b= &d; // A pointer of type B\* pointing to d

b->s(); // prints "D::s() called"

**return 0**;

}

And **Complie time polymorphism** can be achieved by method of overloading

**Example**: //program to achieve the complie time polymorphism using the

method overlaoding

#include<iostream>

#include<conio.h>

using **namespace** std;

class **Addition**

{

public:

void sum(**int** a, **int** b)

{

cout<<"a+b:"<<a+b;

}

void sum(**int** a , **int** b, **int** c)

{

cout<<"a+b+c:"<<a+b+c;

}

};

int **main**()

{

Addition obj;

obj.sum(**10**,**20**);

cout<<endl;

obj.sum(**11**,**20**,**30**);

return **0**;

}

8) What are different file access pointer? Write a program to store and retrieve the information of Client (Client\_ID, Account\_ID, name, address and age) in Bank Management system. Also calculate the total number of clients in a bank.

***Soln:***

* The C++ I/O system supports four functions for setting a file pointer to any desired position inside the file or to get the current file pointer.

|  |  |  |
| --- | --- | --- |
| **Function** | **Member of the class** | **Action performed** |
| seekg() | Ifstream | Moves get file pointer to a specific location Moves put file pointer to a specific location |
| seekp() | Ofstream | Moves put file pointer to specific location. |
| tellg() | ifstream | Returns the current position of the get pointer |
| tellp() | Ofstream | Return the current position of the put pointer |

**Source code:**

//program to store and retrieve the information of client (Client\_ID, Accoutn\_ID, name, address, and age) in Bank Management System. Also calculate the total number of clients in a bank

#include<iostream>

#include<conio.h>

using **namespace** std;

class **Bank**

{

char Name[**20**];

int Client\_ID;

int Account\_ID;

char Address[**50**];

int Age;

public:

void **input**()

{

cout<<"**\n** Enter the Name";

cin>>Name;

cout<<"**\n** Enter the Client\_ID";

cin>>Client\_ID;

cout<<"**\n** Enter the Account\_ID";

cin>>Account\_ID;

cout<<"**\n** Enter the Address";

cin>>Address;

cout<<"**\n** Enter the Age";

cin>>Age;

}

void **display**()

{

cout<<"**\n** Name:"<<Name;

cout<<"**\n** Client\_ID:"<<Client\_ID;

cout<<"**\n** Account\_ID:"<<Account\_ID;

cout<<"**\n** Address:"<<Address;

cout<<"**\n** Age:"<<Age;

}

void **add**()

{  
 fstream fin;

Bank B;

fin.open("Bank.txt",ios::app|ios::out|ios::binary);

cout<<"**\n** The Bank Record";

B.input();

fin.write((**char**\*)&B,**sizeof**(B));

fin.close();

}

void **displayAll**()

{

fstream fout;

Bank B;

fout.open("Bank.txt",ios::init|ios::binary);

while(four.read((**char**\*)&B,**sizeof**(B)))

{

B.display();

}

fout.close();

}  
};

int **main**()

{

cout<<"Enter teh detail of persona"<<endl;

Bank B1;

B1.add();

B1.displayAll();

return **0**;

}

**Example:**

9) Explain function template? How do you use function template with multiple template types? Give example.

***Soln:***

* A ***function templates*** work in similar manner as function but with one key difference. A single function template can work on different types at once but, different functions are needed to perform identical task on different data types. If you need to perform identical operations on two or more types of data then, you can use function overloading. But better approach would be to use function templates because you can perform this task by writing less code and code is easier to maintain. A generic function that represents several functions performing same task but on different data types is called function template. For example, a function to add two integer and float numbers requires two functions. One function accept integer types and the other accept float types as parameters even though the functionality is the same. Using a function template, a single function can be used to perform both additions. It avoids unnecessary repetition of code for doing same task on various data types.

**Example:**

//Program to use function template with multiple template types  
#include <iostream>  
#include<conio.h>  
  
template <**typename** T>

T max(T x, T y)

{

**return** (x > y) ? x : y;

}  
  
int main()

{

std::cout << max(**1**, **2**) << '\n'; // will instantiate max(int, int)

std::cout << max(**1.5**, **2.5**) << '\n'; // will instantiate max(double, double)

**return** **0**;

}

10) What is exception and what is mechanism of exception handling in C++? Write a program to illustrate the process of handling multiple exceptions.

***Soln:***

* ***Exceptions*** are run time anomalies or unusual conditions that a program may encounter while executing. E.g., division by zero, access to an array outside its bound, running out of memory or disk space, etc.

The phenomenon of providing means to detect and report an “exceptional circumstances” so that appropriate actions can be taken.

Multiple Exceptional Handling :

It is possible that a program segment has more than one condition to throw an exception. In such cases, we can associate more than one catch statement with a try. (much like the conditions in a switch statement). The first handler that yields a match is executed . It is possible that arguments of several catch statements match the type of an exception . In such case, the first handler that matches the exception type is executed.

Example:

//Program to show multiple exception Handling  
#include<iostream>  
#include<conio.h>  
using **namespace** std;  
void **test**(**int** x)  
{  
 try  
 {  
 if(x==**1**) **throw** x;  
 else **if** (x==**0**) **throw** 'x';  
 else **if**(x==-**1**) **throw** **1.0**;  
 else **if**(x==**2**) **throw** **1**;  
 cout<<"End of try-block**\n**";  
 }  
 catch (**char** c)  
 {  
 cout<<"Caught a character**\n**";  
 }  
 catch(**int** m)  
 {  
 cout<<"Caught a integer**\n**";  
 }  
 catch(**double** d)  
 {  
 cout<<"Caught a double**\n**";  
 }  
 cout<<"End of try-catch system**\n\n**";  
}  
int **main**()  
{  
 cout<<"Testing Multiple Catches**\n**";  
 cout<<"Z==1**\n**";  
 test(**1**);  
 cout<<"X==0**\n**";  
 test(**0**);  
 cout<<"X==-1**\n**";  
 test(-**1**);  
 cout<<"X==2**\n**";  
 test(**2**);  
 return **0**;  
}

Thank You !!!