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*Abstract*—

# Introduction

The Adversary Emulation Framework aims to address the constantly evolving nature of malware attacks by developing a framework that offers a structured and strategic approach to managing complex networked systems and offers various options to expose malware evasion techniques. The framework employs dynamic evasion, in-memory execution, and encrypted payloads to enhance its effectiveness and resilience. The implant uses various evasion tactics to avoid detection and collect victim information for a secure database. The future work includes creating a special tool called an implant that covers evasion techniques, collecting system information from the victim, and performing debugging to uncover new attack vectors for malware evasion. This framework will provide defense systems with better insight into the workings of harmful programs and empower them to counteract them more effectively.

## Code Execution Methods

Currently, Command and Control frameworks perform their code execution using Injection Techniques. This is largely since implants can be boiled down to shellcode instructions to be inserted into memory. Although this opens paths for initial access into computer networks, the operator needs a very deep knowledge of the internals of operating systems and assembly instructions to create shellcode. Moreover, the advantage of this approach is that the implant code resides inside the computer memory. Hence evading on-disk detection mechanisms.

## Evasion Techniques

As of 2023, the most prevalent evasion techniques that exists is Reflective DLL Injection. Using the Shellcode Reflective DLL Injection (sRDI) project [15], actors can convert compiled DLLs into position-independent shellcode for injection or loading mechanisms. A combination of this, coupled with obfuscation, shellcode encryption and detection services’ patching, the implant can pass through defenses and achieve execution.

## New Developments

In our framework, we take a different approach to loading code into memory. First, we use download cradles to download scripts from the internet. This download cradle is for the Microcontroller to get the implant code, coupled with Dynamic Language Runtime [14] we can load the C# implant which is encrypted, into memory and execute it. Now, this approach can also be expanded into compiled bytes of .NET Assemblies, and this lets us use any Dynamic Programming Language that can accept the .NET Framework for compilation or inline execution such as plain-text IronPython code.

## Evasion Vectors

Now, since we’ll also be implementing evasion just before the actual .NET code is loaded, we need to consider each detection mechanism step by step. Our approach was to encrypt the plain-text C# implant using AES-256 to avoid AMSI from scanning it and rendering it malicious. Next, patch ETW by setting up the correct bytes and writing them into the buffer of the loaded process where ETW exists and writing the bytes to immediately return the EtwEventWrite function. Next, we also patch AMSI by sending the correct bytes to AmsiScanBuffer just as we did with ETW and return a clean scan before the actual scan. When decrypting the implant code and loading into memory using a C# runspace, we check if there are commands on the server, if not (dormant state) we encrypted some of the heap sections in the implant buffer to evade memory scanners. When the server has a command for an implant, decrypt that heap buffer and execute the command. To which encrypts it again to lay dormant.

# Techniques and components

A Command-and-Control Framework that include the following techniques:

* Dynamic evasion is a defense technique where a system or network is capable of adapting and evading attacks in real-time, allowing for a faster and more effective response to constantly evolving threats.
* Syscall variables is a technique used to avoid detection and exploitation of vulnerabilities in operating systems by dynamically altering the available system calls in a program or system.
* Event Tracing for Windows (ETW) and AMSI Patching are two security mechanisms built into Windows operating systems used to monitor and detect malicious activities. ETW is an event logging tool that allows developers and system administrators to capture and analyze detailed information about system activity in real-time. On the other hand, AMSI is an interface that allows anti-malware applications to scan the content of scripts, macros, and other files that can be used to carry out malicious attacks.
* In-memory execution is another technique used by attackers to evade detection by traditional security systems, by executing malicious code directly in the system's memory.
* Download cradles are a cybersecurity technique used by attackers to evade detection by traditional security solutions and download malware onto a compromised system. This technique involves the use of malicious scripts or commands to download malware onto the system via legitimate servers or compromised websites.
* A microcontroller is a device that combines a microprocessor, memory, and input/output peripherals on a single chip.

# Diagram Description automatically generatedDesign

## One of the limitations of this project in the real world could be to find effective evasion techniques for all operating systems at the same time. Most of the evasion techniques are for computers running Windows operating systems. The vast majority of the techniques that are known today are assumed not to apply to Linux and this could present a limitation to this project. It is also complicated by the fact that software versions are always being updated and this allows that without realizing it we use obsolete software and may not work in the future. It is also important to keep in mind that the Arduino must be a protected one, because if it is confiscated it could create serious problems.

## Performance Criteria

Detection Rate: How accurately the framework can identify and expose malware evasion techniques used by attackers.

Evasion Coverage: The range of evasion techniques covered by the framework, such as dynamic evasion, in-memory execution, and encrypted payloads.

Resilience: The ability of the framework to maintain effectiveness even in the face of advanced defense mechanisms employed by target systems.

Data Collection: The framework's success in securely collecting and storing victim information, including system information and network traffic data.

Attack Vector Discovery: The framework's ability to uncover new attack vectors and evasion techniques through debugging and analysis.

Performance Overhead: The impact of the framework on the performance of target systems, striving for minimal resource utilization and system slowdowns.

Integration and Compatibility: The framework's compatibility with existing security infrastructure and tools, ensuring smooth deployment and interoperability.

Effectiveness of Countermeasures: The framework's ability to provide actionable insights and recommendations for enhancing defense systems against malware.

Scalability: The framework's capability to handle large-scale networks and systems for emulation and analysis purposes.

Continuous Improvement: The framework's future work, including regular updates to address emerging malware techniques and security challenges.

# Prototype and simulation

## The system should be built to create a special tool called an implant. If the operator already has this tool, the system will take it in and manage it. If the operator doesn't have one, the system will make one, manage it, and get it ready to run. Then, it sets up a way for the tool and the server to talk to each other. If it is the first time the implant registers, it should collect system information from the victim. If it is not the first time, the implant should wait for the server to send commands before proceeding with any actions. If the server has tasks for the implant, it gets directions from a part called the Module Handler, using a TaskID. The implant does the task and sends the results back to the server. This can be done as many times as the operator wants. If the server doesn't have any tasks, the implant just waits for new instructions.
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