**Local &Adversarial search**

The search algorithms that we have seen so far are designed to explore search spaces systematically. This systematicity is achieved by keeping one or more paths in memory and by recording which alternatives have been explored at each point along the path. When a goal is found, the *path* to that goal also constitutes a *solution* to the problem. In many problems, however, the path to the goal is irrelevant. For example, in the 8-queens problem, what matters is the final configuration of queens, not the order in which they are added. The same general property holds for many important applications such as integrated-circuit design, factory-floor layout, job-shop scheduling, automatic programming, telecommunications network optimization, vehicle routing, and portfolio management. If the path to the goal does not matter, we might consider a different class of algorithms ones that do not worry about paths at all. Local search algorithms operate using a single current node (rather than multiple paths) and generally move only to neighbours of that node. Typically, the paths followed by the search are not retained. Although local search algorithms are not systematic, they have two key advantages: (1) they use very little memory—usually a constant amount; and (2) they can often find reasonable solutions in large or infinite (continuous) state spaces for which systematic algorithms are unsuitable.

In addition to finding goals, local search algorithms are useful for solving pure opimization problems, in which the aim is to find the best state according to an objective function. Many optimization problems do not fit the “standard” search model. For example, nature provides an objective function—reproductive fitness—that Darwinian evolution could be seen as attempting to optimize, but there is no “goal test” and no “path cost” for this problem.

To understand local search, we find it useful to consider the state-space landscape. A landscape has both “location” (defined by the state) and “elevation” (define by the value of the heuristic cost function or objective function). If elevation corresponds to cost, then the aim is to find the lowest valley—a global minimum; if elevation corresponds to an objective function, then the aim is to find the highest peak—a global maximum. (You can convert from one to the other just by inserting a minus sign.) Local search algorithms explore this landscape. A complete local search algorithm always finds a goal if one exists; an optimal algorithm always finds a global minimum/maximum.

**Hill Climbing Search:**

Hill Climbing is heuristic search used for mathematical optimization problems in the field of Artificial Intelligence.

Given a large set of inputs and a good heuristic function, it tries to find a sufficiently good solution to the problem. This solution may not be the global optimal maximum.

* In the above definition, mathematical optimization problems implies that hill climbing solves the problems where we need to maximize or minimize a given real function by choosing values from the given inputs. Example[-Travelling salesman problem](https://www.geeksforgeeks.org/travelling-salesman-problem-set-1/) where we need to minimize the distance travelled by salesman.

* ‘Heuristic search’ means that this search algorithm may not find the optimal solution to the problem. However, it will give a good solution in reasonable time.
* A heuristic function is a function that will rank all the possible alternatives at any branching step in search algorithm based on the available information. It helps the algorithm to select the best route out of possible routes.

Features of Hill Climbing

* 1. Variant of generate and test algorithm: It is a variant of generate and test algorithm. The generated and test algorithm is as follows:

1. *Generate a possible solutions.*
2. *Test to see if this is the expected solution.*
3. *If the solution has been found quit else go to step 1.*

Hence we call Hill climbing as a variant of generate and test algorithm as it takes the feedback from test procedure. Then this feedback is utilized by the generator in deciding the next move in search space.

1. Uses the Greedy approach : At any point in state space, the search moves in that direction only which optimizes the cost of function with the hope of finding the optimal solution at the end.

**Types of Hill Climbing:**

1. **Simple Hill climbing:** It examines the neighbouring nodes one by one and selects the firstneighbouring node which optimizes the current cost as next node.

Algorithm for Simple Hill climbing:

***Step 1:*** *Evaluate the initial state. If it is a goal state then stop and return success.*

*Otherwise, make initial state as current state.*

***Step 2:*** *Loop until the solution state is found or there are no new operators present**which can be applied to current state.*

1. *Select a state that has not been yet applied to the current state and apply it to produce a new state.*
2. *Perform these to evaluate new state*
   * 1. *If the current state is a goal state, then stop and return success.*
   1. *If it is better than the current state, then make it current state and proceed further. iii. If it is not better than the current state, then continue in the loop until a solution is found.*

***Step 3:*** *Exit.*

1. **Steepest-Ascent Hill climbing:** It first examines all the neighboring nodes and thenselects the node closest to the solution state as next node.

***Step 1:*** *Evaluate the initial state. If it is goal state then exit else make the current**state as initial state*

***Step 2:*** *Repeat these steps until a solution is found or current state does not change*

*i. Let ‘target’ be a state such that any successor of the current state will be better than it;*

* + 1. *for each operator that applies to the current state a. apply the new operator and create a new state*
  1. *evaluate the new state*
  2. *if this state is goal state then quit else compare with ‘target’*
  3. *if this state is better than ‘target’, set this state as ‘target’*
  4. *if target is better than current state set current state to Target* ***Step 3:*** *Exit*

1. **Stochastic hill climbing :** It does not examine all the neighbouring nodes beforedeciding which node to select .It just selects a neighbouring node at random, and decides (based on the amount of improvement in that neighbour) whether to move to that neighbour or to examine another.

**State Space diagram for Hill Climbing**

State space diagram is a graphical representation of the set of states our search algorithm can reach vs the value of our objective function (the function which we wish to maximize). X-axis: denotes the state space ie states or configuration our algorithm may reach.

Y-axis: denotes the values of objective function corresponding to to a particular state.

The best solution will be that state space where objective function has maximum value (global maximum).

![](data:image/jpeg;base64,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)

Different regions in the State Space Diagram

1. Local maximum: It is a state which is better than its neighbouring state however there exists a state which is better than it(global maximum). This state is better because here value of objective function is higher than its neighbours.
2. Global maximum: It is the best possible state in the state space diagram. This because at this state, objective function has highest value.
3. Plateua/flat local maximum: It is a flat region of state space where neighbouring states have the same value.
4. Ridge: It is region which is higher than its neighbours but itself has a slope. It is a special kind of local maximum.
5. Current state: The region of state space diagram where we are currently present during the search.
6. Shoulder: It is a plateau that has an uphill edge.

Problems in different regions in Hill climbing

Hill climbing cannot reach the optimal/best state (global maximum) if it enters any of the following regions:

1. **Local maximum**: At a local maximum all neighbouring states have a values whichis worse than than the current state. Since hill climbing uses greedy approach, it will not move to the worse state and terminate itself. The process will end even though a better solution may exist.

To overcome local maximum problem: Utilize backtracking technique. Maintain a list of visited states. If the search reaches an undesirable state, it can backtrack to the previous configuration and explore a new path.

1. **Plateau:** On plateau all neighbors have same value. Hence, it is not possible toselect the best direction.

**To overcome plateaus:** Make a big jump. Randomly select a state far away from current state. Chances are that we will land at a non-plateau region

Ridge: Any point on a ridge can look like peak because movement in all possible directions is downward. Hence the algorithm stops when it reaches this state. To overcome

Ridge: In this kind of obstacle, use two or more rules before testing. It implies moving in several directions at once.

**Simulated Annealing**

Simulated Annealing is a variation on hill climbing. Simulated annealing technique can be explained by an analogy to annealing in solids. In the annealing process in case of solids, a solid is heated past melting point and then cooled.

With the changing rate of cooling, the solid changes it’s properties. If the liquid is cooled slowly, it gets transformed in steady frozen state and forms crystals. While, if it is cooled quickly, the crystal formation will not get enough time and it produces imperfect crystals.

The aim of physical annealing process is to produce a minimal energy final state after raising the substance to high energy level. Hence in simulated annealing we are actually going downhill and the heuristic function is a minimal heuristic. The final state is the one with minimum value, and rather than climbing up in this case we are descending the valley.

The idea is to use simulated annealing to search for feasible solutions and converge to an optimal solution. In order to achieve that, at the beginning of the process, some downhill moves may made. These downhill moves are made purposely, to do enough exploration of the whole space early on, so that the final solution is relatively insensitive to the starting state. It reduces the chances of getting caught at a local maximum, or plateau, or a ridge.

**Algorithm:**

*Evaluate the initial state.*

*Loop until a solution is found or there are no new operators left to be applied:*

* *Set T according to an annealing schedule.*
* *Select and apply a new operator.*
* *Evaluate the new state:*

*Goal-> quit*

*∆E=Val (current state)-Val (new state)*

*∆E<0->new current state*

*else->new current state with probability-∆E/kT*

* We observe in the algorithm that, if the next state is better than the current, it readily accepts it as a new current state. But in case when the next state is not having the desirable value even then it accepts that state with some probability. Where E is the positive change in the energy level, T is temperature and k is Boltzmann's constant.
* Thus in simulated annealing there are very less chances of large uphill moves than the small one. Also, the probability of uphill moves decreases with the temperature decrease. Hence uphill moves are likely in the beginning of the annealing process, when the temperature is high. As the cooling process starts, temperature comes down, in turn the uphill moves. Downhill moves are allowed any time in the whole process. In this way, comparatively very small upward moves are allowed till finally, the process converges to a local minimum configuration, ie the desired low point destination in the valley.

**Local Beam Search**

Keeping just one node in memory might seem to be an extreme reaction to the problem of memory limitations. The local beam search algorithm keeps track of *k* states rather than just one. It begins with k randomly generated states. At each step, all the successors of all *k* states are generated. If anyone is a goal, the algorithm halts. Otherwise, it selects the *k* best successors from the complete list and repeats.

In this algorithm, it holds k number of states at any given time. At the start, these states are generated randomly. The successors of these k states are computed with the help of objective function. If any of these successors is the maximum value of the objective function, then the algorithm stops.

Otherwise the (initial k states and k number of successors of the states = 2k) states are placed in a pool. The pool is then sorted numerically. The highest k states are selected as new initial states. This process continues until a maximum value is reached.

**Algorithm**

function BeamSearch( problem, k), returns a solution state.

start with k randomly generated states

loop

generate all successors of all k states

if any of the states = solution, then return the state else select the k best successors

end