[![ArduinoThread Logo](data:image/png;base64,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)](https://raw.githubusercontent.com/ivanseidel/ArduinoThread/master/extras/ArduinoThread.png)

Arduino does not support "REAL" parallel tasks (aka Threads), but we can make use of this Library to improve our code, and easily schedule tasks with fixed (or variable) time between runs.

This Library helps to maintain organized and to facilitate the use of multiple tasks. We can use Timers Interrupts, and make it really powerfull, running "pseudo-background" tasks under the rug.

For example, I personaly use it for all my projects, and put all sensor aquisition and filtering inside it, leaving the main loop, just for logic and "cool" part.

**ArduinoThreads is a library for managing the periodic execution of multiple tasks.**

Blinking an LED is often the very first thing an Arduino user learns. And this demonstrates that periodically performing one single task, like toggling the LED state, is really easy. However, one may quickly discover that managing multiple periodic tasks is not so simple if the tasks have different execution periods.

ArduinoThreads is designed to simplify programs that need to perform multiple periodic tasks. The user defines a Thread object for each of those tasks, then lets the library manage their scheduled execution.

It should be noted that these are not “threads” in the real computer-science meaning of the term: tasks are implemented as functions that are periodically run to completion. On the one hand, this means that the only way a task can “yield” the CPU is by returning to the caller, and it is thus inadvisable to delay() or do long waits inside a task. On the other hand, this makes ArduinoThreads memory friendly, as no stack needs to be allocated per task.

**Installation**

1. "Download":<https://github.com/ivanseidel/ArduinoThread/archive/master.zip> the Master branch from gitHub.
2. Unzip and modify the Folder name to "ArduinoThread" (Remove the '-master')
3. Paste the modified folder on your Library folder (On your Libraries folder inside Sketchbooks or Arduino software).
4. Restart Arduino IDE

**If you are here, because another Library requires this class, just don't waste time reading bellow. Install and ready.**

**Getting Started**

There are many examples showing many ways to use it. Here, we will explain Class itself, what it does and "how" it does.

There are basicaly, three Classes included in this Library: Thread, ThreadController and StaticThreadController (both controllers inherit from Thread).

* Thread class: This is the basic class, witch contains methods to set and run callbacks, check if the Thread should be runned, and also creates a unique ThreadID on the instantiation.
* ThreadController class: Responsable for "holding" multiple Threads. Can also be called as "a group of Threads", and is used to perform run in every Thread ONLY when needed.
* StaticThreadController class: Slighly faster and smaller version of ThreadController. It works similar to ThreadController, but once constructed it can't add or remove threads to run.
* The instantiation of a Thread class is very simple:

Thread myThread = Thread();

// or, if initializing a pointer

Thread\* myThread = new Thread();

* Setting up a thread is essential. You can configure many things:

myThread.enabled = true; // Default enabled value is true

myThread.setInterval(10); // Setts the wanted interval to be 10ms

/\*

This is useful for debugging

(Thread Name is disabled by default, to use less memory)

(Enable it by definint USE\_THREAD\_NAMES on 'Thread.h')

\*/

myThread.ThreadName = "myThread tag";

// This will set the callback of the Thread: "What should I run"?

myThread.onRun(callback\_function); // callback\_function is the name of the function

Ok, creating Threads are not so hard. But what do we do with them now?

* First, let's see how Threads should work, to understand what a ThreadController is and does

// First check if our Thread "should" be runned

if(myThread.shouldRun()){

// Yes, the Thread should be runned, let's run it

myThread.run();

}

Now that you got the idea, let's think a little bit: What if i have 3, 5, 100 Threads. Do I need to check EACH one?!?

* The answer is: NO. Create a ThreadController or StaticThreadController, and put all your boring-complex Threads inside it!

// Instantiate a new ThreadController

ThreadController controller = ThreadController();

// Now, put a bunch of Threads inside it, FEED it!

controller.add(&myThread); // Notice the & before the thread, IF it's not instantied as a pointer.

controller.add(&hisThread);

controller.add(&sensorReadings);

...

or

// Instantiate a new StaticThreadController with the number of threads to be supplied as template parameter

StaticThreadController<3> controller (&myThread, &hisThread, &sensorReadings);

// You don't need to do anything else, controller now contains all the threads.

...

* You have created, configured, grouped it. What is missing? Yes, whe should RUN it!

// call run on a Thread, a ThreadController or a StaticThreadController to run it

controller.run();

This will run all the Threads that NEED to be runned.

Congratulations, you have learned the basics of ArduinoThread. If you want some TIPS, see bellow.

**TIPs and Warnings**

* ThreadController is not a LinkedList. It's "MAXIMUM" size (the maximum Threads that it can store) is defined on ThreadController.h (default is 15)
* !!!! VERY IMPORTANT !!!! When extending Thread class and implementing the function run(), always remember to put runned(); after all, otherwhise the Thread will ALWAYS run.
* It's a good idea, to create a Timer interrupt and call a ThreadController.run() there. That way, you don't need to worry about reading sensors and doing time-sensitive stuff on your main code (loop). Check ControllerWithTimer example.
* Inheriting from Thread or even ThreadController is always a good idea. For example, I always create base classes of sensors that extends Thread, so that I can "register" the sensors inside a ThreadController, and forget about really reading sensors, just getting theirs values within my main code. Checkout SensorThread example.
* Remember that ThreadController is in fact, a Thread. If you want to enable or disable a GROUP of Threads, think about putting all of them inside a ThreadController, and adding this ThreadController to another ThreadController (YES! One ThreadController inside another). Check ControllerInController example.
* There is a StaticThreadController which is better to use when you know exact number of threads to run. You cannot add or remove threads in runtime, but StaticThreadController doesn't have additional memory overhead to keep all the treads together, doesn't have any limitations how many threads to store (except of available memory) and also the code may be slighly more optimized because all the threads always exist and no need to do any runtime checks.
* Check the full example CustomTimedThread for a cool application of Threads that runs for a period, after a button is pressed.
* Running tasks on the Timer interrupts must be tought REALLY carefully

You cannot use "sleep()" inside a interrupt, because it will get into a infinite loop.

Things must do stuff quickly. Waiting too loooong on a interrupt, means waiting too loooong on the main code (loop)

Things might get "scrambled". Since Timers interrupts actualy "BREAK" your code in half and start running the interrupt, you might want to call noInterrupts and interrupts on places where cannot be interrupted:

noInterrupts();

// Put the code that CANNOT be interrupted...

interrupts(); // This will enable the interrupts egain. DO NOT FORGET!

**Library Reference**

**You should know:**

* bool Thread::enabled - Enables or disables the Thread. (do not stop it from running, but will return false when shouldRun() is called)
* void Thread::setInterval() - Setts the desired interval for the Thread (in Ms).
* bool Thread::shouldRun() - Returns true, if the Thread should be runned. (Basicaly,the logic is: (reached time AND is enabled?).
* void Thread::onRun(<function>) - The target callback function to be called.
* void Thread::run() - This will run the Thread (call the callback function).
* int Thread::ThreadID - Theoretically, it's the address of memory. It's unique, and can be used to compare if two threads are identical.
* int Thread::ThreadName - A human-redable thread name. Default is "Thread ThreadID" eg.: "Thread 141515"; Note that to enable this attribute, you must uncomment the line that disables it on 'Thread.h';
* protected: void Thread::runned() - Used to reset internal timer of the Thread. This is automaticaly called AFTER a call to run().
* void ThreadController::run() - This will run the all Threads within the ThreadController, only if needed (if shouldRun returns true);
* bool ThreadController::add(Thread\* \_thread) - This will add a the thread to the ThreadController, and return true if suceeded (it the array is full, returns false).
* void ThreadController::remove(Thread\* \_thread) - This will remove the Thread from the ThreadController.
* void ThreadController::remove(int index) - This will remove the thread on the position index.
* void ThreadController::clear() - This will remove ALL threads from the ThreadController array.
* int ThreadController::size(bool cached = true) - Returns how many Threads are allocated inside the ThreadController. If cached is false, will force the calculation of threads.
* Thread\* ThreadController::get(int index) - Returns the Thread on the position index.
* void StaticThreadController::run() - This will run the all Threads within the StaicThreadController, only if needed (if shouldRun returns true);
* int StaticThreadController::size() - Returns how many Threads are allocated inside the StaticThreadController.
* Thread\* ThreadController::get(int index) - Returns the Thread on the position index and nullptr if index is out of bounds.