The join() method

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

Syntax:

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

***Example of join() method***

1. **class** TestJoinMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod1 t1=**new** TestJoinMethod1();
12. TestJoinMethod1 t2=**new** TestJoinMethod1();
13. TestJoinMethod1 t3=**new** TestJoinMethod1();
14. t1.start();
15. **try**{
16. t1.join();
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod1)
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|  |
| --- |
| As you can see in the above example,when t1 completes its task then t2 and t3 starts executing. |

***Example of join(long miliseconds) method***

1. **class** TestJoinMethod2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod2 t1=**new** TestJoinMethod2();
12. TestJoinMethod2 t2=**new** TestJoinMethod2();
13. TestJoinMethod2 t3=**new** TestJoinMethod2();
14. t1.start();
15. **try**{
16. t1.join(1500);
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod2)
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|  |
| --- |
| In the above example,when t1 is completes its task for 1500 miliseconds(3 times) then t2 and t3 starts executing. |

getName(),setName(String) and getId() method:

|  |
| --- |
| public String getName() |
| public void setName(String name) |
| public long getId() |

1. **class** TestJoinMethod3 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestJoinMethod3 t1=**new** TestJoinMethod3();
7. TestJoinMethod3 t2=**new** TestJoinMethod3();
8. System.out.println("Name of t1:"+t1.getName());
9. System.out.println("Name of t2:"+t2.getName());
10. System.out.println("id of t1:"+t1.getId());
12. t1.start();
13. t2.start();
15. t1.setName("Sonoo Jaiswal");
16. System.out.println("After changing name of t1:"+t1.getName());
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod3)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changling name of t1:Sonoo Jaiswal

running...

The currentThread() method:

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

Syntax:

|  |
| --- |
| public static Thread currentThread() |

***Example of currentThread() method***

1. **class** TestJoinMethod4 **extends** Thread{
2. **public** **void** run(){
3. System.out.println(Thread.currentThread().getName());
4. }
5. }
6. **public** **static** **void** main(String args[]){
7. TestJoinMethod4 t1=**new** TestJoinMethod4();
8. TestJoinMethod4 t2=**new** TestJoinMethod4();
10. t1.start();
11. t2.start();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod4)

Output:Thread-0

Thread-1

Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an *IllegalThreadStateException* is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThreadTwice1)

running

Exception in thread "main" java.lang.IllegalThreadStateException

What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

Output:running...

![MainThreadStack](data:image/jpeg;base64,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) ***Problem if you direct call run() method***

1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun2)

Output:1
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|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# Daemon Thread in Java

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

### Simple example of Daemon thread in java

*File: MyThread.java*

1. **public** **class** TestDaemonThread1 **extends** Thread{
2. **public** **void** run(){
3. **if**(Thread.currentThread().isDaemon()){//checking for daemon thread
4. System.out.println("daemon thread work");
5. }
6. **else**{
7. System.out.println("user thread work");
8. }
9. }
10. **public** **static** **void** main(String[] args){
11. TestDaemonThread1 t1=**new** TestDaemonThread1();//creating thread
12. TestDaemonThread1 t2=**new** TestDaemonThread1();
13. TestDaemonThread1 t3=**new** TestDaemonThread1();
15. t1.setDaemon(**true**);//now t1 is daemon thread
17. t1.start();//starting threads
18. t2.start();
19. t3.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread1)

#### Output

daemon thread work

user thread work

user thread work

#### Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.

*File: MyThread.java*

1. **class** TestDaemonThread2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Name: "+Thread.currentThread().getName());
4. System.out.println("Daemon: "+Thread.currentThread().isDaemon());
5. }
7. **public** **static** **void** main(String[] args){
8. TestDaemonThread2 t1=**new** TestDaemonThread2();
9. TestDaemonThread2 t2=**new** TestDaemonThread2();
10. t1.start();
11. t1.setDaemon(**true**);//will throw exception here
12. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread2)

Output:exception in thread main: java.lang.IllegalThreadStateException

# Java Shutdown Hook

The shutdown hook can be used to perform cleanup resource or save the state when JVM shuts down normally or abruptly. Performing clean resource means closing log file, sending some alerts or something else. So if you want to execute some code before JVM shuts down, use shutdown hook.

### When does the JVM shut down?

The JVM shuts down when:

* user presses ctrl+c on the command prompt
* System.exit(int) method is invoked
* user logoff
* user shutdown etc.

#### The addShutdownHook(Thread hook) method

The addShutdownHook() method of Runtime class is used to register the thread with the Virtual Machine. Syntax:

1. **public** **void** addShutdownHook(Thread hook){}

The object of Runtime class can be obtained by calling the static factory method getRuntime(). For example:

Runtime r = Runtime.getRuntime();

#### Factory method

The method that returns the instance of a class is known as factory method.

### Simple example of Shutdown Hook

1. **class** MyThread **extends** Thread{
2. **public** **void** run(){
3. System.out.println("shut down hook task completed..");
4. }
5. }
7. **public** **class** TestShutdown1{
8. **public** **static** **void** main(String[] args)**throws** Exception {
10. Runtime r=Runtime.getRuntime();
11. r.addShutdownHook(**new** MyThread());
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

Output:Now main sleeping... press ctrl+c to exit

shut down hook task completed..

#### Note: The shutdown sequence can be stopped by invoking the halt(int) method of Runtime class.

### Same example of Shutdown Hook by annonymous class:

1. **public** **class** TestShutdown2{
2. **public** **static** **void** main(String[] args)**throws** Exception {
4. Runtime r=Runtime.getRuntime();
6. r.addShutdownHook(**new** Thread(){
7. **public** **void** run(){
8. System.out.println("shut down hook task completed..");
9. }
10. }
11. );
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

**Output: Now main sleeping... press ctrl+c to exit**

**Shut down hook task completed.**

# Interrupting a Thread:

|  |
| --- |
| If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption. |

## The 3 methods provided by the Thread class for interrupting a thread

|  |
| --- |
| * **public void interrupt()** * **public static boolean interrupted()** * **public boolean isInterrupted()** |

## Example of interrupting a thread that stops working

|  |
| --- |
| In this example, after interrupting the thread, we are propagating it, so it will stop working. If we don't want to stop the thread, we can handle it where sleep() or wait() method is invoked. Let's first see the example where we are propagating the exception. |

1. **class** TestInterruptingThread1 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. **throw** **new** RuntimeException("Thread interrupted..."+e);
8. }
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread1 t1=**new** TestInterruptingThread1();
14. t1.start();
15. **try**{
16. t1.interrupt();
17. }**catch**(Exception e){System.out.println("Exception handled "+e);}
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread1)

[download this example](https://www.javatpoint.com/src/multi/interrupt1.zip)

Output:Exception in thread-0

java.lang.RuntimeException: Thread interrupted...

java.lang.InterruptedException: sleep interrupted

at A.run(A.java:7)

## Example of interrupting a thread that doesn't stop working

|  |
| --- |
| In this example, after interrupting the thread, we handle the exception, so it will break out the sleeping but will not stop working. |

1. **class** TestInterruptingThread2 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. System.out.println("Exception handled "+e);
8. }
9. System.out.println("thread is running...");
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread2 t1=**new** TestInterruptingThread2();
14. t1.start();
16. t1.interrupt();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread2)

[download this example](https://www.javatpoint.com/src/multi/interrupt2.zip)

Output:Exception handled

java.lang.InterruptedException: sleep interrupted

thread is running...

## Example of interrupting thread that behaves normally

|  |
| --- |
| If thread is not in sleeping or waiting state, calling the interrupt() method sets the interrupted flag to true that can be used to stop the thread by the java programmer later. |

1. **class** TestInterruptingThread3 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=5;i++)
5. System.out.println(i);
6. }
8. **public** **static** **void** main(String args[]){
9. TestInterruptingThread3 t1=**new** TestInterruptingThread3();
10. t1.start();
12. t1.interrupt();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread3)

Output:1

2

3

4

5

## What about isInterrupted and interrupted method?

|  |
| --- |
| The isInterrupted() method returns the interrupted flag either true or false. The static interrupted() method returns the interrupted flag afterthat it sets the flag to false if it is true. |

1. **public** **class** TestInterruptingThread4 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=2;i++){
5. **if**(Thread.interrupted()){
6. System.out.println("code for interrupted thread");
7. }
8. **else**{
9. System.out.println("code for normal thread");
10. }
12. }//end of for loop
13. }
15. **public** **static** **void** main(String args[]){
17. TestInterruptingThread4 t1=**new** TestInterruptingThread4();
18. TestInterruptingThread4 t2=**new** TestInterruptingThread4();
20. t1.start();
21. t1.interrupt();
23. t2.start();
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread4)

Output:Code for interrupted thread

code for normal thread

code for normal thread

code for normal thread

Synchronization in Java

Synchronization in java is the capability *to control the access of multiple threads to any shared resource*.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

Why use Synchronization

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. static synchronization.
2. Cooperation (Inter-thread communication in java)

Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java:

1. by synchronized method
2. by synchronized block
3. by static synchronization

Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

Understanding the problem without Synchronization

In this example, there is no synchronization, so output is inconsistent. Let's see the example:

1. **class** Table{
2. **void** printTable(**int** n){//method not synchronized
3. **for**(**int** i=1;i<=5;i++){
4. System.out.println(n\*i);
5. **try**{
6. Thread.sleep(400);
7. }**catch**(Exception e){System.out.println(e);}
8. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. Table t;
15. MyThread1(Table t){
16. **this**.t=t;
17. }
18. **public** **void** run(){
19. t.printTable(5);
20. }
22. }
23. **class** MyThread2 **extends** Thread{
24. Table t;
25. MyThread2(Table t){
26. **this**.t=t;
27. }
28. **public** **void** run(){
29. t.printTable(100);
30. }
31. }
33. **class** TestSynchronization1{
34. **public** **static** **void** main(String args[]){
35. Table obj = **new** Table();//only one object
36. MyThread1 t1=**new** MyThread1(obj);
37. MyThread2 t2=**new** MyThread2(obj);
38. t1.start();
39. t2.start();
40. }
41. }

Output: 5
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Java synchronized method

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

1. //example of java synchronized method
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **public** **class** TestSynchronization2{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5
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Example of synchronized method by using annonymous class

In this program, we have created the two threads by annonymous class, so less coding is required.

1. //Program of synchronized method by using annonymous class
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **public** **class** TestSynchronization3{
15. **public** **static** **void** main(String args[]){
16. **final** Table obj = **new** Table();//only one object
18. Thread t1=**new** Thread(){
19. **public** **void** run(){
20. obj.printTable(5);
21. }
22. };
23. Thread t2=**new** Thread(){
24. **public** **void** run(){
25. obj.printTable(100);
26. }
27. };
29. t1.start();
30. t2.start();
31. }
32. }

Output: 5
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Synchronized block in java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose you have 50 lines of code in your method, but you want to synchronize only 5 lines, you can use synchronized block.

If you put all the codes of the method in the synchronized block, it will work same as the synchronized method.

**Points to remember for Synchronized block**

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.

**Syntax to use synchronized block**

1. **synchronized** (object reference expression) {
2. //code block
3. }

Example of synchronized block

Let's see the simple example of synchronized block.

***Program of synchronized block***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **class** MyThread1 **extends** Thread{
16. Table t;
17. MyThread1(Table t){
18. **this**.t=t;
19. }
20. **public** **void** run(){
21. t.printTable(5);
22. }
24. }
25. **class** MyThread2 **extends** Thread{
26. Table t;
27. MyThread2(Table t){
28. **this**.t=t;
29. }
30. **public** **void** run(){
31. t.printTable(100);
32. }
33. }
35. **public** **class** TestSynchronizedBlock1{
36. **public** **static** **void** main(String args[]){
37. Table obj = **new** Table();//only one object
38. MyThread1 t1=**new** MyThread1(obj);
39. MyThread2 t2=**new** MyThread2(obj);
40. t1.start();
41. t2.start();
42. }
43. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock1)

Output:5
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Same Example of synchronized block by using annonymous class:

***//Program of synchronized block by using annonymous class***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **public** **class** TestSynchronizedBlock2{
16. **public** **static** **void** main(String args[]){
17. **final** Table obj = **new** Table();//only one object
19. Thread t1=**new** Thread(){
20. **public** **void** run(){
21. obj.printTable(5);
22. }
23. };
24. Thread t2=**new** Thread(){
25. **public** **void** run(){
26. obj.printTable(100);
27. }
28. };
30. t1.start();
31. t2.start();
32. }
33. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock2)

Output:5

10

15

20

25

100

200

300

400

500

Static synchronization

If you make any static method as synchronized, the lock will be on the class not on object.

![static synchronization](data:image/jpeg;base64,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)

Problem without static synchronization

Suppose there are two objects of a shared class(e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock.But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock.I want no interference between t1 and t3 or t2 and t4.Static synchronization solves this problem.

Example of static synchronization

In this example we are applying synchronized keyword on the static method to perform static synchronization.

1. **class** Table{
3. **synchronized** **static** **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. **public** **void** run(){
15. Table.printTable(1);
16. }
17. }
19. **class** MyThread2 **extends** Thread{
20. **public** **void** run(){
21. Table.printTable(10);
22. }
23. }
25. **class** MyThread3 **extends** Thread{
26. **public** **void** run(){
27. Table.printTable(100);
28. }
29. }



34. **class** MyThread4 **extends** Thread{
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. }
40. **public** **class** TestSynchronization4{
41. **public** **static** **void** main(String t[]){
42. MyThread1 t1=**new** MyThread1();
43. MyThread2 t2=**new** MyThread2();
44. MyThread3 t3=**new** MyThread3();
45. MyThread4 t4=**new** MyThread4();
46. t1.start();
47. t2.start();
48. t3.start();
49. t4.start();
50. }
51. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization4)
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Same example of static synchronization by annonymous class

In this example, we are using annonymous class to create the threads.

1. **class** Table{
3. **synchronized** **static**  **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **public** **class** TestSynchronization5 {
14. **public** **static** **void** main(String[] args) {
16. Thread t1=**new** Thread(){
17. **public** **void** run(){
18. Table.printTable(1);
19. }
20. };
22. Thread t2=**new** Thread(){
23. **public** **void** run(){
24. Table.printTable(10);
25. }
26. };
28. Thread t3=**new** Thread(){
29. **public** **void** run(){
30. Table.printTable(100);
31. }
32. };
34. Thread t4=**new** Thread(){
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. };
39. t1.start();
40. t2.start();
41. t3.start();
42. t4.start();
44. }
45. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization5)
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Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

1. **static** **void** printTable(**int** n) {
2. **synchronized** (Table.**class**) {       // Synchronized block on class A
3. // ...
4. }
5. }

Deadlock in java

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.
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Example of Deadlock in java

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

Output: Thread 1: locked resource 1

Thread 2: locked resource 2