## Q= Difference between PATH and CLASSPATH in Java

# Here are some of the common difference between PATH vs CLASSPATH in Java : 1)The main difference between PATH and CLASSPATH is that  PATH is an environment variable which is used to locate JDK binaries like "java" or "javac" command used to run java program and compile java source file. On the other hand, CLASSPATH, an environment variable is used by System or [Application ClassLoader](http://javarevisited.blogspot.com/2012/12/how-classloader-works-in-java.html) to locate and load compile Java bytecodes stored in the .class file. 2) In order to set PATH in Java, you need to include JDK\_HOME/bin directory in PATH environment variable while in order to set CLASSPATH in Java you need to include all those directories where you have put either your .class file or JAR file which is required by your Java application. 3) Another significant difference between PATH and CLASSPATH is that PATH can not be overridden by any Java settings but CLASSPATH can be overridden by providing command line option -classpath or -cp to both "java" and "javac" commands or by using Class-Path attribute in Manifest file inside [JAR archive](http://java67.blogspot.com/2016/01/how-to-run-jar-file-from-command-prompt.html). 4) PATH environment variable is used by operating system to find any binary or command typed in the shell, this is true for both Windows and Linux environment while CLASSPATH is only used by Java ClassLoaders to load class files.

# Q=[Difference between system.gc() and runtime.gc()](https://stackoverflow.com/questions/6197306/difference-between-system-gc-and-runtime-gc)?

Ans=Both are same. System.gc() is effectively equivalent to Runtime.gc(). System.gc()internally calls Runtime.gc().

The only difference is System.gc() is a class method where as Runtime.gc() is an instance method. So, System.gc() is more convenient.

Runtime.gc() is a native method where as System.gc() is non - native method which in turn calls the Runtime.gc()

**System.gc():**

1: It is a class method(static method).

2: Non-Native method.(Code which doesn't directly interacts with Hardware and System Resources).

3: System.gc(), Internally calls Runtime.getRuntime().gc().

**Runtime.gc():**

1: Instance method.

2: Native method(A programming language which directly interacts with Hardware and System Resources.).

Q=JVM architecture and its working?

Ans=**Class Loader Sub system:-**

**Loading;-**when we write java myapp

It loades the our .class file. Using class loaders. There are 3 types of class loader.

Bootstrap class loader: load rt.jar

Extension class loader: load ext folder jar files (jre/lib/exe)

Application class loader: this load the our class and if we write -cp it will load other jars or classes .

**Linking:** It hase three different pages:-

Verify: It verifies byte code (.class ) file is valid or not other wise it will give error.

Prepare: memory allocation happens only for class level variable. Ex:

Public static Boolean flag = true;

It will load the memory for Boolean and assign its default value false.

Resolve:All sysmbolic references are resolved ex,

This class has reference of other class it will resolve here.IT will try to find out other reference class.

Example : x refer to y

If y class not found it throws an exception ClassDefNotfoundException.

**Initialization:** This is the false where idealize static blokes and static variables.

**Run Time Data Areas: It has five types:**

**Method Area:**  It stores class level data like static variables , static blocks , constants , bytecode etc.

Method area is calles param gen space.By default 64 mb memory available for Method area. If param gen will full it throws OutOfmemoryError : PamaGen Space. We can increase using -XX:MaxParamSize.

In java 8 they give this name **MetaSpace**.

**Heap:** Heap is a place where object data is store. All the array , collection everything saved in array.

**Pc Register**: program counter resister.It contains next instruction to be executed per thread.

**JAVA Stacks**: it contains stack frame corresponding to current method execution per thread.Suppose a thread will be execute 3 methods . It will execute first method and then push the method 2 etc.

If any method is recursive and call it self or if we forgot to exit criteria of method calling. Then we got the exception java.lang.StackoverflowError.

For increase memory -xss

**Native Method:** Some times when we use native methods or some dll etc then it will use.
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**Interpretor:** Interpret the bytecode line by line.

**Jit compiler:**

Q=System.out.println(Math.ceil(23.46)); // Prints 24

System.out.println(Math.floor(23.46)); // Prints 23

double val1 = 4.2;

double val2 = 4.5;

System.out.println("Math.rint(" + val1 + ") = " + Math.rint(val1));

System.out.println("Math.round(" + val1 + ") = " + Math.round(val1));

System.out.println("Math.rint(" + val2 + ") = " + Math.rint(val2));

System.out.println("Math.round(" + val2 + ") = " + Math.round(val2));

System.out.println("Math.rint(" + (val2 + 0.001d) + ") = " + Math.rint(val2 + 0.001d));

System.out.println("Math.round(" + (val2 + 0.001d) + ") = " + Math.round(val2 + 0.001d));

**Output:**

Math.rint(4.2) = 4.0

Math.round(4.2) = 4

Math.rint(4.5) = 4.0

Math.round(4.5) = 5

Math.rint(4.501) = 5.0

Math.round(4.501) = 5

Q=difference between put and post method?

Ans=

## even though both PUT and POST can be used to create and update an entity, POST is usually preferred for creating and PUT is preferred for updating an existing entity. For example, to create a new Order you should use: POST /orders and to update an existing order, you should use PUT /orders/13892 which means modify the order with OrderId 13892 If you execute POST request multiple times, it will end up create that many orders, but when you execute PUT it will always produce the same result because of its [idempotent](http://javarevisited.blogspot.com/2016/05/what-are-idempotent-and-safe-methods-of-HTTP-and-REST.html). You should also remember that both PUT and POST are **unsafe methods**. Safe methods in HTTP do not modify the resource in the server e..g GET or HEAD, while Idempotent HTTP methods return same result irrespective of how many times you call them. Idempotency is an important thing while building a fault-tolerant RESTful API. Idempotency is also the reason of why you should use PUT over POST to update a resource in REST. For example, suppose a client wants to update a resource through POST. Since POST is not an idempotent method, calling it multiple times may result in incorrect updates. When to use PUT and POST methods in REST?

Now' it's time for some practical knowledge about when to use the PUT and POST methods to call RESTful WebServices.  
  
1) You should use POST to create new resources and PUT to update existing resources.  
  
2) Use PUT when you know the "id" of the object e.g. Order, Book, Employee  
  
3) Use POST when you need the server to be in control of URL generation of your resources.  
  
4) Examples  
PUT /items/1 update  
POST /items create

<https://stackoverflow.com/questions/630453/put-vs-post-in-rest>

<http://javarevisited.blogspot.in/2016/10/difference-between-put-and-post-in-restful-web-service.html>

**Q1) What are different type of cloning in Java?**

Ans) Java supports two type of cloning: - **Deep and shallow cloning.** By default shallow clone is used in Java. Object class has a method clone() which does shallow cloning.

**Q2) What is Shallow copy?**

Ans) Shallow clone is a copying the reference pointer to the object, which mean the new object is pointing to the same memory reference of the old object. The memory usage is lower.

![Original object](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARoAAAClAQAAAACrIw8DAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAOxAAADsQBlSsOGwAAABl0RVh0U29mdHdhcmUATWljcm9zb2Z0IE9mZmljZX/tNXEAAAJaSURBVFjD7dgxb9NAGAZgt0IdK7GBoM3An4CBeEHwD1j4BRniiiWCoTYSCwMlYmOpvDF3ClGjNEhFZEIeKlSoZQXJqsxiWssStZU7H27sOGnifH6HIlDlG6IoevSd9d7ldJ8lUTw+SiX6+yiSsrG0GE2+8hKVqERXFw0E3x90aaQJEXb1sBBxdcAXIi9iT9/fO3p+rB4sni6QhsqtxtvWd/XL/VzEE/Sr88zcsVQrt9LZqNJyjBrmBxKxlaHSeWy2vnXzUH/tzvZBU5yuMu/63aWbx/t2ex61fh7WtjbE6/Xsl9482nMPtyyZqdUCVLcMO1KzVLVzNH1ix9O5X+vWhj67wNGFhIwbL1+8uq3RaDRsAaAKgJgAkI2gCoACASAHQRUABQJAfQTJAAoEgPoAimQAeQJABoDGs5HIEwBqAijSAOQJADUn6OLVaAoxLfewmqkkI8hAkE+iaLSVOCMRS8OUyUopGlDozXaCHAo1agkKSeSmW0UDkNAR5BCouZaiIZU4Tz8YgvLizJA/RkbhAo91EWIIEhqCdAQ5CAoRNL/GeaevjqAT+s/JJ+EXHfYMQaM1LkQGgnwEcQBp53HSiCdxFiOn4Ij+/M6p2SGN3Hb96KEZ0TeMk13XVgzRK0Km4sdxktPtuk8UM45zFk1fjfxPD35cexSvMXL3lasAMtYB9BtBwSqA2ApSCULLADqVADS+jdDon/UtbaRvOdsE+hZBoKxv6REo61uqxDNlfcsejYi+JZsu7Vs61IOP+5adTSDxHr8klPQt/89WKVGJrjJCXulOj0tEfwBVGj+bKPXbHAAAAABJRU5ErkJggg==)  
Figure 1: Original java object obj

The shallow copy is done for obj and new object obj1 is created but contained objects of obj are not copied.

![Shallow cloning](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAacAAACpAQAAAACn6c/xAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAOxAAADsQBlSsOGwAAABl0RVh0U29mdHdhcmUATWljcm9zb2Z0IE9mZmljZX/tNXEAAAO6SURBVGje7dnPa9NQHADwzh120upVhID7CwYiCrIgCHoQ/4N5ERziuk0mdTus2dHDWPEqYi7CDtLbWHGVZaf1th68DLq2mzkElbbLAm3C3t6zTdI2Td77vmQH2TDvMNjIh/d9v77J9y1BztFwIlaxurAqMWgRlDR4IFaxilWsYnXhVZPgo2Y1olIIQdUSiq6wMofDK5Nk7v24VX9worzqRJgNqVBiOX+18KQ8o7z8jFeSIRR2VHvqe2p/Vpmt4hXB/rsCqVO7r5GOKqTKja7aEYLzT1V4dDk/9TVVnnneqOJDkafUtQ97v4rEHMssvv+UWD050g8yx0liqk8XNnSmKr99vbGbJ7vJ/t6oYXOCtA7u1sdTTFVL/9ltyFgUPAplxHYlreenhxTqfyNIXbXZ0HQi9pWIsVTsqHp+qfNsr00mzjwbopz+vdnIl4Z3r2S1KulcPuWZku0hpa0+3Hl0TfTteXz/5+35K+NMZTc9cFKK/kNDUdmAMvkKS8FTKXCVTjnLGldlKcrkKSTR8obAUQY126gclaUqBCsnwGBmE0ClMvKhCiqZoboxMJUbICX3yoBSmRlbBZTAVJ0oWMoE3g5Z9vkClMFUAqCQxFAm+P7KMlQRVDpDiaDCGapaJKAia1T1ePAAtZI6piqRwI0+LoGjEFVNc9QJVS1x1J5f2ZOakWA12f2hvOsr7CQmGZ4MezZEbdCXo5qgsmyltPuq+MxWBqi0rlLXBxEW7tgKgUruqspHj0o7YULrjO2TUikEVQkaFmEpaGDtgCquOeoMUCVbqcUXg5nHjsLAOovu7pUCisjQ1g0oy/1dYyrDVYiSRS1gWOzcyx6YAr1TFOYaQ6rEXGNIsdZZAxVrA8ugYmxge5YARR/YGYFVm5pFDY6yqBm7xFFu4vEpkaOcDexTiPCURlEGV1kU1eQqTFEyTyn2yIcVlmCF3VkeVhbhKyOgNCcI1peDXfuggJLdQOnKrX1Ev5JA5dY+NZ9CnQLsy8LWG7bq1j6aTxmkVblZn8ixInRqH8unSqRd2dIL6wxlubWPNKzErqoXvnmVt2rrHXfZo1BnTluVrVwh563aaKkl61Fmp6y11OvzN0Y9CYGmTpNeRfkMoVf0Yx51LIRUeNSjDsWwfQ2psH2hEY/aCavMhEeFuqlwOvMo2lvm8t9HHWSiKcW+jzrdjqywMkeiqP59VC2K6t9HyVHG1b+PqkVUvfuoSBG691GVSLPRu4/anzzP3qjhf6fE+L43VrGK1f+tzveffU67BOovWAtmRBWozRgAAAAASUVORK5CYII=)  
Figure 2: Shallow copy object obj1

It can be seen that no new objects are created for obj1 and it is referring to the same old contained objects. If either of the containedObj contain any other object no new reference is created.

**Q3) What is deep copy and how it can be acheived?**

Ans) In deep copy is the copy of object itself. A new memory is allocated for the object and contents are copied.

![Original](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASEAAACoAQAAAACHrmUSAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAOxAAADsQBlSsOGwAAABl0RVh0U29mdHdhcmUATWljcm9zb2Z0IE9mZmljZX/tNXEAAAJZSURBVFjD7di/b9NAFAdwt0IdK7GBoM3APwED8YLgP2DhL8gQVywRDLUrsTBQIjaWyhtzpxA1SjMUkQl5qFChlhUkqzKLaS1L1Fbu/AiO7TStufsOiB+qb7AS66N3znuXy70oBIwNpVJ/UCVKMRYEavaSV6pSlbqUakR8b9SXKIMo7puxXHF9xH+tgoQ9fnPn8OmRvi+YMVLG2o3Wq85n/cPdcsWn6lvvib3t6E55rNM01uJEtey3YsWWxlrvod351C9Vw5VbW/ttOllmwdXbC9eP9txuiep8PWhsrtGL1eLOoETt+gebjsr0ukw1HctN9CK9Rqrmdnbq+B+bzpp5odpz78m69mzj+U1DotLhEqJqiGKEKBdSNURFhCgPUjVERYSoIaRUREWEqCGiEhVRASHKQlQ+oVgFhKg2ohIDUQEhqj1T505WZxQzynezc7FUSFmQCsUqSZcWZ2LFss+simNlaiRUL7emyhOqVmOqYrHys5VjIIpMSHki1V7J1FiYe55dGKRK81qoMFeWvNo5lyoGKTIgZULKg1QMqZKCl+3RJqSOJd9aPiuD9FeBQSotuFxZkAohxRFl/MyrRPFpXgHlyXby96+9hhtLlN9tHt63E8nZ5HjHdzWLBlJla+Ekr+IZd/xHmj3J6wV1do2E7+59ufJgUnDoHK3WEWWtIuo7pKJlRLElKBamFhF1oiAqP8hI1N/sh7pQP3S6jvRDJFJFPzQQqaIfqoueq+iHdiVK1A8VM2b9UE/49Hk/tL2O5H7Af5vK+qF/auVUqlKXTUH/NM+N/1z9ABNiJ9lKhJqlAAAAAElFTkSuQmCC)  
Figure 3 : Original Object obj

When a deep copy of the object is done new references are created.

![Deep Copy](data:image/gif;base64,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)  
Figure 4: obj2 is deep copy of obj1

One solution is to simply implement your own custom method (e.g., deepCopy()) that returns a deep copy of an instance of one of your classes. This may be the best solution if you need a complex mixture of deep and shallow copies for different fields, but has a few significant drawbacks:

* You must be able to modify the class (i.e., have the source code) or implement a subclass. If you have a third-party class for which you do not have the source and which is marked final, you are out of luck.
* You must be able to access all of the fields of the classe's superclasses. If significant parts of the object's state are contained in private fields of a superclass, you will not be able to access them.
* You must have a way to make copies of instances of all of the other kinds of objects that the object references. This is particularly problematic if the exact classes of referenced objects cannot be known until runtime.
* Custom deep copy methods are tedious to implement, easy to get wrong, and difficult to maintain. The method must be revisited any time a change is made to the class or to any of its superclasses.

Other common solution to the deep copy problem is to use **Java Object Serialization**(JOS). The idea is simple: Write the object to an array using **ObjectOutputStream** and then use **ObjectInputStream** to reconsistute a copy of the object. The result will be a completely distinct object, with completely distinct referenced objects. JOS takes care of all of the details: superclass fields, following object graphs, and handling repeated references to the same object within the graph.

* It will only work when the object being copied, as well as all of the other objects references directly or indirectly by the object, are serializable. (In other words, they must implement java.io.Serializable.) Fortunately it is often sufficient to simply declare that a given class implements java.io.Serializable and let Java's default serialization mechanisms do their thing. Java Object Serialization is slow, and using it to make a deep copy requires both serializing and deserializing.

There are ways to speed it up (e.g., by pre-computing serial version ids and defining custom readObject() and writeObject() methods), but this will usually be the primary bottleneck. The byte array stream implementations included in the java.io package are designed to be general enough to perform reasonable well for data of different sizes and to be safe to use in a multi-threaded environment. These characteristics, however, slow down ByteArrayOutputStream and (to a lesser extent) ByteArrayInputStream .

**Q4) What is difference between deep and shallow cloning?**

Ans) The differences are as follows:

Consider a class:

public class MyData{

String id;

Map myData;

}

The shallow copying of this object will be pointing to the same memory reference as the original object. So a change in myData by either original or cloned object will be reflected in other also. But in deep copying there will memory allocated and values assigned to the property will be same. Any change in object will not be reflected in other.

Shallow copying is default cloning in Java which can be achieved using **Object.clone()**method of Object class. For deep copying override the clone method to create new object and copy its values.

**Q5) What are disadvantages of deep cloning ?**

Ans) Disadvantages of using Serialization to achieve deep cloning –

* Serialization is more expensive than using object.clone().
* Not all objects are serializable.
* Serialization is not simple to implement for deep cloned object..

**Q5) What is a transient variable?**

Ans) If some of the properties of a class are not required to be serialized then the varaibles are marked as transient. When an object is deserialized the transient variables retains the default value depending on the type of variable declared and hence lost its original value.

# strictfp keyword in java

**strictfp** is a keyword in java used for restricting floating-point calculations and ensuring same result on every platform while performing operations in the floating-point variable.  
Floating point calculations are platform dependent i.e. different output(floating-point values) is achieved when a class file is run on different platforms(16/32/64 bit processors). To solve this types of issue, strictfp keyword was introduced in JDK 1.2 version by following [IEEE 754](https://en.wikipedia.org/wiki/IEEE_floating_point) standards for floating-point calculations.

**Important points:**

* strictfp modifier is used with classes, interfaces and methods only.
* strictfp class Test
* {
* // all concrete methods here are
* // implicitly strictfp.
* }
* strictfp interface Test
* {
* // all methods here becomes implicitly
* // strictfp when used during inheritance.
* }
* class Car
* {
* // strictfp applied on a concrete method
* strictfp void calculateSpeed(){}
* }

* When a class or an interface is declared with strictfp modifier, then all methods declared in the class/interface, and all nested types declared in the class, are implicitly strictfp.
* strictfp **cannot** be used with abstract methods. However, it can be used with abstract classes/interfaces.
* Since methods of an interface are implicitly abstract, strictfp **cannot** be used with any method inside an interface.
* strictfp interface Test
* {
* double sum();
* strictfp double mul(); // compile-time error here
* }

|  |
| --- |
| //Java program to illustrate strictfp modifier    public class Test  {      // calculating sum using strictfp modifier      public strictfp double sum()      {          double num1 = 10e+10;            double num2 = 6e+08;            return (num1+num2);        }        public static strictfp void main(String[] args)      {          Test t = new Test();            System.out.println(t.sum());      }  } |

Q=**Is array in java is class?**

Ans= yes

|  |
| --- |
| public class Test  {      public static void main(String[] args)      {          int[] x = new int[3];          System.out.println(x.getClass().getName());      }  } |

Run on IDE

Output:

[I

**Q9) Why static methods cannot access non static variables or methods?**

Ans) A static method cannot access non static variables or methods because static methods can be accessed without instantiating the class, so if the class is not instantiated the variables are not intialized and thus cannot be accessed from a static method.

**Q10) What is static class ?**

Ans) A class cannot be declared static except inner class. But a class can be said a static class if all the variables and methods of the class are static and the constructor is private. Making the constructor private will prevent the class to be instantiated. So the only possibility to access is using Class name only

**Q4) Which classes in java are immutable?**

**Ans)** All wrapper classes in java.lang are immutable –   
String, Integer, Boolean, Character, Byte, Short, Long, Float, Double, BigDecimal, BigInteger

**Q5) What are the advantages of immutability?**

Ans)

* Immutable objects are automatically thread-safe, the overhead caused due to use of synchronisation is avoided.
* Once created the state of the immutable object can not be changed so there is no possibility of them getting into an inconsistent state.
* The references to the immutable objects can be easily shared or cached without having to copy or clone them as there state can not be changed ever after construction.
* The best use of the immutable objects is as the keys of a map.

**Q4) Other than Serialization what are the different approach to make object Serializable?**

Ans) Besides the Serializable interface, at least three alternate approaches can serialize Java objects:

* For object serialization, instead of implementing the Serializable interface, a developer can implement the Externalizable interface, which extends Serializable. By implementing Externalizable, a developer is responsible for implementing the writeExternal() and readExternal() methods. As a result, a developer has sole control over reading and writing the serialized objects.
* XML serialization is an often-used approach for data interchange. This approach lags runtime performance when compared with Java serialization, both in terms of the size of the object and the processing time. With a speedier XML parser, the performance gap with respect to the processing time narrows. Nonetheless, XML serialization provides a more malleable solution when faced with changes in the serializable object.
* Finally, consider a "roll-your-own" serialization approach. You can write an object's content directly via either the ObjectOutputStream or the DataOutputStream. While this approach is more involved in its initial implementation, it offers the greatest flexibility and extensibility. In addition, this approach provides a performance advantage over Java serialization.

**Q7) What happens if an object is serializable but it includes a reference to a non-serializable object?**

Ans- If you try to serialize an object of a class which implements serializable, but the object includes a reference to an non-serializable class then a ‘NotSerializableException’ will be thrown at runtime.

### Generics in Java

Generics was added in Java 5 to provide **compile-time type checking** and removing risk of ClassCastException that was common while working with collection classes.

List list = new ArrayList();

list.add("abc");

list.add(new Integer(5)); //OK

for(Object obj : list){

//type casting leading to ClassCastException at runtime

String str=(String) obj;

}

Above code compiles fine but throws ClassCastException at runtime because we are trying to cast Object in the list to String whereas one of the element is of type Integer.

### Java Generic Interface

Comparable interface is a great example of Generics in interfaces and it’s written as:

package java.lang;

import java.util.\*;

public interface Comparable<T> {

public int compareTo(T o);

}

#### Generic Type Class or Interface

A class is generic if it declares one or more type variables. These type variables are known as the type parameters of the class. Let’s understand with an example.

DemoClass is simple java class, which have one property t (can be more than one also); and type of property is Object.

|  |
| --- |
| class DemoClass {     private Object t;       public void set(Object t) { this.t = t; }       public Object get() { return t; }  } |

Here we want that once initialized the class with a certain type, class should be used with that particular type only. e.g. If we want one instance of class to hold value t of type ‘String‘, then programmer should set and get the only String type. Since we have declared property type to Object, there is no way to enforce this restriction. A programmer can set any object; and can expect any return value type from get method since all java types are subtypes of Object class.

To enforce this type restriction, we can use generics as below:

|  |
| --- |
| class DemoClass<T> {     //T stands for "Type"     private T t;       public void set(T t) { this.t = t; }       public T get() { return t; }  } |

Now we can be assured that class will not be misused with wrong types. A sample usage of DemoClass will look like this:

|  |
| --- |
| DemoClass<String> instance = new DemoClass<String>();  instance.set("lokesh");   //Correct usage  instance.set(1);        //This will raise compile time error |

Above analogy is true for interface as well. Let’s quickly look at an example to understand, how generics type information can be used in interfaces in java.

|  |
| --- |
| //Generic interface definition  interface DemoInterface<T1, T2>  {     T2 doSomeOperation(T1 t);     T1 doReverseOperation(T2 t);  }    //A class implementing generic interface  class DemoClass implements DemoInterface<String, Integer>  {     public Integer doSomeOperation(String t)     {        //some code     }     public String doReverseOperation(Integer t)     {        //some code     }  } |

#### Generic Type Method or Constructor

Generic methods are much similar to generic classes. They are different only in one aspect that scope of type information is inside method (or constructor) only. Generic methods are methods that introduce their own type parameters.

Let’s understand this with an example. Below is code sample of a generic method which can be used to find all occurrences of a type parameters in a list of variables of that type only.

|  |
| --- |
| public static <T> int countAllOccurrences(T[] list, T item) {     int count = 0;     if (item == null) {        for ( T listItem : list )           if (listItem == null)              count++;     }     else {        for ( T listItem : list )           if (item.equals(listItem))              count++;     }     return count;  } |

If you pass a list of String and another string to search in this method, it will work fine. But if you will try to find an Number into list of String, it will give compile time error.

Same as above can be example of generic constructor. Let’s take a separate example for generic constructor as well.

|  |
| --- |
| class Dimension<T>  {     private T length;     private T width;     private T height;       //Generic constructor     public Dimension(T length, T width, T height)     {        super();        this.length = length;        this.width = width;        this.height = height;     }  } |

In this example, Dimension class’s constructor has the type information also. So you can have an instance of dimension with all attributes of a single type only.

## 4) Generic Type Arrays

Array in any language have same meaning i.e. an array is a collection of similar type of elements. In java, pushing any incompatible type in an array on runtime will throw ArrayStoreException. It means array preserve their type information in runtime, and generics use type erasure or remove any type information in runtime. Due to above conflict, instantiating a generic array in java is not permitted.

|  |
| --- |
| public class GenericArray<T> {      // this one is fine      public T[] notYetInstantiatedArray;        // causes compiler error; Cannot create a generic array of T      public T[] array = new T[5];  } |

In the same line as above generic type classes and methods, we can have generic arrays in java. As we know that an array is a collection of similar type of elements and pushing any incompatible type will throw ArrayStoreException in runtime; which is not the case with Collection classes.

|  |
| --- |
| Object[] array = new String[10];  array[0] = "lokesh";  array[1] = 10;      //This will throw ArrayStoreException |

Above mistake is not very hard to make. It can happen anytime. So it’s better to provide the type information to array also so that error is caught at compile time itself.

**Another reason why arrays does not support generics is that arrays are co-variant**, which means that an array of supertype references is a supertype of an array of subtype references. That is, Object[] is a supertype of String[]and a string array can be accessed through a reference variable of type Object[].

|  |
| --- |
| Object[] objArr = new String[10];  // fine  objArr[0] = new String(); |

### Java Generics Wildcards

In generic code, the question mark (?), called the wildcard, represents an unknown type. **A wildcard parameterized type is an instantiation of a generic type where at least one type argument is a wildcard.** Examples of wildcard parameterized types are Collection<?<, List<? extends Number<, Comparator<? super String> and Pair<String,?>.

### Java Generics Upper Bounded Wildcard

Upper bounded wildcards are used to relax the restriction on the type of variable in a method. Suppose we want to write a method that will return the sum of numbers in the list, so our implementation will be something like this.

public static double sum(List<Number> list){

double sum = 0;

for(Number n : list){

sum += n.doubleValue();

}

return sum;

}

Now the problem with above implementation is that it won’t work with List of Integers or Doubles because we know that List<Integer> and List<Double> are not related, this is when upper bounded wildcard is helpful. We use generics wildcard with **extends** keyword and the **upper bound** class or interface that will allow us to pass argument of upper bound or it’s subclasses types.

The above implementation can be modified like below program.

package com.journaldev.generics;

import java.util.ArrayList;

import java.util.List;

public class GenericsWildcards {

public static void main(String[] args) {

List<Integer> ints = new ArrayList<>();

ints.add(3); ints.add(5); ints.add(10);

double sum = sum(ints);

System.out.println("Sum of ints="+sum);

}

public static double sum(List<? extends Number> list){

double sum = 0;

for(Number n : list){

sum += n.doubleValue();

}

return sum;

}

}

It’s similar like writing our code in terms of interface, in above method we can use all the methods of upper bound class Number. Note that with upper bounded list, we are not allowed to add any object to the list except null. If we will try to add an element to the list inside the sum method, the program won’t compile.

Sometimes we have a situation where we want our generic method to be working with all types, in this case unbounded wildcard can be used. Its same as using <? extends Object>.

public static void printData(List<?> list){

for(Object obj : list){

System.out.print(obj + "::");

}

}

We can provide List<String> or List<Integer> or any other type of Object list argument to the printDatamethod. Similar to upper bound list, we are not allowed to add anything to the list.

### Java Generics Unbounded Wildcard

Sometimes we have a situation where we want our generic method to be working with all types, in this case unbounded wildcard can be used. Its same as using <? extends Object>.

public static void printData(List<?> list){

for(Object obj : list){

System.out.print(obj + "::");

}

}

### Java Generics Lower bounded Wildcard

Suppose we want to add Integers to a list of integers in a method, we can keep the argument type as List<Integer> but it will be tied up with Integers whereas List<Number> and List<Object> can also hold integers, so we can use lower bound wildcard to achieve this. We use generics wildcard (?) with **super**keyword and lower bound class to achieve this.

We can pass lower bound or any super type of lower bound as an argument in this case, java compiler allows to add lower bound object types to the list.

public static void addIntegers(List<? super Integer> list){

list.add(new Integer(50));

}

### Subtyping using Generics Wildcard

List<? extends Integer> intList = new ArrayList<>();

List<? extends Number> numList = intList; // OK. List<? extends Integer> is a subtype of List<? extends Number>

### Java Generics Type Erasure

Generics in Java was added to provide type-checking at compile time and it has no use at run time, so java compiler uses **type erasure** feature to remove all the generics type checking code in byte code and insert type-casting if necessary. Type erasure ensures that no new classes are created for parameterized types; consequently, generics incur no runtime overhead.

For example if we have a generic class like below;

public class Test<T extends Comparable<T>> {

private T data;

private Test<T> next;

public Test(T d, Test<T> n) {

this.data = d;

this.next = n;

}

public T getData() { return this.data; }

}

The Java compiler replaces the bounded type parameter T with the first bound interface, Comparable, as below code:

public class Test {

private Comparable data;

private Test next;

public Node(Comparable d, Test n) {

this.data = d;

this.next = n;

}

public Comparable getData() { return data; }

}

### Generics in Java – Further Readings

* Generics doesn’t support sub-typing, so List<Number> numbers = new ArrayList<Integer>(); will not compile, We can’t create generic array, so List<Integer>[] array = new ArrayList<Integer>[10] will not compile,

Q=difference between <?> and <Object> in generics?

Ans=if we write a method

Public void add(List<Object> list){

---

----

}

Then we can pass only list of Object.

But

Public void add(List<?> list){

---

---

}

Then we can pass any type of list in this method.

Q=Stack in java?

Ans=Stack is a subclass of Vector that implements a standard last-in, first-out stack.

Stack only defines the default constructor, which creates an empty stack. Stack includes all the methods defined by Vector, and adds several of its own.

Stack( )

|  |  |
| --- | --- |
| **Sr.No.** | **Method & Description** |
| 1 | **boolean empty()**  Tests if this stack is empty. Returns true if the stack is empty, and returns false if the stack contains elements. |
| 2 | **Object peek( )**  Returns the element on the top of the stack, but does not remove it. |
| 3 | **Object pop( )**  Returns the element on the top of the stack, removing it in the process. |
| 4 | **Object push(Object element)**  Pushes the element onto the stack. Element is also returned. |
| 5 | **int search(Object element)**  Searches for element in the stack. If found, its offset from the top of the stack is returned. Otherwise, .1 is returned. |

# Java Queue Interface

Java Queue interface orders the element in FIFO(First In First Out) manner.

Since Queue is an interface you need to instantiate a concrete implementation of the interface in order to use it. You can choose between the following Queue implementations in the Java Collections API:

* java.util.LinkedList
* java.util.PriorityQueue

LinkedList is a pretty standard queue implementation.

PriorityQueue stores its elements internally according to their natural order (if they implement Comparable), or according to a Comparator passed to the PriorityQueue.

Queue queueA = new LinkedList();

Queue queueB = new PriorityQueue();

### **Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true  upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null  if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue,  or returns null if this queue is empty. |

Queue queueA = new LinkedList();

queueA.add("element 0");

queueA.add("element 1");

queueA.add("element 2");

//access via Iterator

Iterator iterator = queueA.iterator();

while(iterator.hasNext(){

String element = (String) iterator.next();

}

//access via new for-loop

for(Object object : queueA) {

String element = (String) object;

}

Q=**PriorityQueue** ?

The **java.util.PriorityQueue** class is an unbounded priority queue based on a priority heap.Following are the important points about PriorityQueue:

* The elements of the priority queue are ordered according to their natural ordering, or by a Comparator provided at queue construction time, depending on which constructor is used.
* A priority queue does not permit null elements.
* A priority queue relying on natural ordering also does not permit insertion of non-comparable objects.

## **Class methods**

|  |  |
| --- | --- |
| **S.N.** | **Method & Description** |
| 1 | [**boolean add(E e)**](https://www.tutorialspoint.com/java/util/priorityqueue_add.htm)  This method inserts the specified element into this priority queue. |
| 2 | [**void clear()**](https://www.tutorialspoint.com/java/util/priorityqueue_clear.htm)  This method removes all of the elements from this priority queue. |
| 3 | [**Comparator<? super E> comparator()**](https://www.tutorialspoint.com/java/util/priorityqueue_super.htm)  This method returns the comparator used to order the elements in this queue, or null if this queue is sorted according to the natural ordering of its elements. |
| 4 | [**boolean contains(Object o)**](https://www.tutorialspoint.com/java/util/priorityqueue_contains.htm)  This method returns true if this queue contains the specified element. |
| 5 | [**Iterator<E> iterator()**](https://www.tutorialspoint.com/java/util/priorityqueue_iterator.htm)  This method returns an iterator over the elements in this queue. |
| 6 | [**boolean offer(E e)**](https://www.tutorialspoint.com/java/util/priorityqueue_offer.htm)  This method inserts the specified element into this priority queue. |
| 7 | [**E peek()**](https://www.tutorialspoint.com/java/util/priorityqueue_peek.htm)  This method retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |
| 8 | [**E poll()**](https://www.tutorialspoint.com/java/util/priorityqueue_poll.htm)  This method retrieves and removes the head of this queue, or returns null if this queue is empty. |
| 9 | [**boolean remove(Object o)**](https://www.tutorialspoint.com/java/util/priorityqueue_remove.htm)  This method removes a single instance of the specified element from this queue, if it is present. |
| 10 | [**int size()**](https://www.tutorialspoint.com/java/util/priorityqueue_size.htm)  This method returns the number of elements in this collection. |
| 11 | [**Object[] toArray()**](https://www.tutorialspoint.com/java/util/priorityqueue_toarray_object.htm)  This method returns an array containing all of the elements in this queue. |
| 12 | [**<T> T[] toArray(T[] a)**](https://www.tutorialspoint.com/java/util/priorityqueue_toarray.htm)  This method returns an array containing all of the elements in this queue; the runtime type of the returned array is that of the specified array. |

Q=**Diffrence between inner class and nested class in java?**

Ans = A non-static class within another class is called Inner class.  
- A static class within another class is called Nested class or static Inner class.

For example:

class Outer{  
 class Inner{  
 }   
 static class Nested {   
 }  
}

- Inner class object must be created using Outer class object.  
- Nested class object is created without using Outer class object.

For example:

public class Program{  
 public static void main(String[] args){

Outer o = new Outer() ;

Outer.Inner i = o.new Inner() ;

Outer.Nested n = new Outer.Nested() ;

}  
}

- Inner class object holds the reference of Outer class object that has created it.  
- Nested class object do not hold reference of Outer class object, unless explicitly passed and stored.  
  
- Hence Inner class object can access instance data members and methods of its own as well as of the Outer class object's whose reference it holds.

# Q=Java - Inner classes

## **Nested Classes**

In Java, just like methods, variables of a class too can have another class as its member. Writing a class within another is allowed in Java. The class written within is called the **nested class**, and the class that holds the inner class is called the **outer class**.

**Syntax**

Following is the syntax to write a nested class. Here, the class **Outer\_Demo**is the outer class and the class **Inner\_Demo** is the nested class.

class Outer\_Demo {

class Nested\_Demo {

}

}

Nested classes are divided into two types −

* **Non-static nested classes** − These are the non-static members of a class.
* **Static nested classes** − These are the static members of a class.

![Inner Classes](data:image/jpeg;base64,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)

## **Inner Classes (Non-static Nested Classes)**

Inner classes are a security mechanism in Java. We know a class cannot be associated with the access modifier **private**, but if we have the class as a member of other class, then the inner class can be made private. And this is also used to access the private members of a class.

Inner classes are of three types depending on how and where you define them. They are −

* Inner Class
* Method-local Inner Class
* Anonymous Inner Class

### **Inner Class**

Creating an inner class is quite simple. You just need to write a class within a class. Unlike a class, an inner class can be private and once you declare an inner class private, it cannot be accessed from an object outside the class.

Following is the program to create an inner class and access it. In the given example, we make the inner class private and access the class through a method.

**Example**

class Outer\_Demo {

int num;

// inner class

private class Inner\_Demo {

public void print() {

System.out.println("This is an inner class");

}

}

// Accessing he inner class from the method within

void display\_Inner() {

Inner\_Demo inner = new Inner\_Demo();

inner.print();

}

}

public class My\_class {

public static void main(String args[]) {

// Instantiating the outer class

Outer\_Demo outer = new Outer\_Demo();

// Accessing the display\_Inner() method.

outer.display\_Inner();

}

}

Here you can observe that **Outer\_Demo** is the outer class, **Inner\_Demo** is the inner class, **display\_Inner()** is the method inside which we are instantiating the inner class, and this method is invoked from the **main**method.

If you compile and execute the above program, you will get the following result −

**Output**

This is an inner class.

### **Accessing the Private Members**

As mentioned earlier, inner classes are also used to access the private members of a class. Suppose, a class is having private members to access them. Write an inner class in it, return the private members from a method within the inner class, say, **getValue()**, and finally from another class (from which you want to access the private members) call the getValue() method of the inner class.

To instantiate the inner class, initially you have to instantiate the outer class. Thereafter, using the object of the outer class, following is the way in which you can instantiate the inner class.

Outer\_Demo outer = new Outer\_Demo();

Outer\_Demo.Inner\_Demo inner = outer.new Inner\_Demo();

The following program shows how to access the private members of a class using inner class.

**Example**

class Outer\_Demo {

// private variable of the outer class

private int num = 175;

// inner class

public class Inner\_Demo {

public int getNum() {

System.out.println("This is the getnum method of the inner class");

return num;

}

}

}

public class My\_class2 {

public static void main(String args[]) {

// Instantiating the outer class

Outer\_Demo outer = new Outer\_Demo();

// Instantiating the inner class

Outer\_Demo.Inner\_Demo inner = outer.new Inner\_Demo();

System.out.println(inner.getNum());

}

}

If you compile and execute the above program, you will get the following result −

**Output**

The value of num in the class Test is: 175

We define the term "inner class" to the nested class that is:

* + declared inside the body of another class.
  + not declared inside a method of another class.
  + not a static nested class.
  + not an anonymous inner class.
* An example:

class Outer{

class Inner{

}

}

* When we compile the above code we get 2 class files:
  + Outer.class
  + Outer$Inner.class
* Notice that inner class is tied to its outer class though it is still a separate class.
* An inner class cannot have any kind of static code including the public static void main(String[] args).
* Only classes with "public static void main(String[] args)" can be called using "java" command.
* In our earlier example, Inner class didn't have a static main method. So, we can't call java Outer$Inner!
* The inner class is just like any other member of its enclosing class.
* It has access to all of its enclosing class' members including private.

There are 2 ways to instantiate an instance of inner class:

* From within its outer class
* From outside its outer class
* class Outer{
* private String s = "Outer string"; //Outer instance variable
* Inner i1 = new Inner();
* void getS(){
* System.out.println(s);
* }
* void getInnerS(){
* System.out.println(i1.s);
* }
* class Inner{
* private String s = "Inner string"; //Inner instance variable, uninitialized
* void getS(){
* System.out.println(s);
* }
* void getOuterS(){
* System.out.println(Outer.this.s);
* }
* }
* public static void main(String[] args){
* Outer o = new Outer();
* Outer.Inner oi = o.new Inner();//can also be new Outer().new Inner();
* o.getS();
* oi.getS();
* o.getInnerS();
* oi.getOuterS();
* }
* }
* Output:
* Outer string
* Inner string
* Inner string
* Outer string

## **Method-local Inner Class**

In Java, we can write a class within a method and this will be a local type. Like local variables, the scope of the inner class is restricted within the method.

A method-local inner class can be instantiated only within the method where the inner class is defined. The following program shows how to use a method-local inner class.

**Example**

public class Outerclass {

// instance method of the outer class

void my\_Method() {

int num = 23;

// method-local inner class

class MethodInner\_Demo {

public void print() {

System.out.println("This is method inner class "+num);

}

} // end of inner class

// Accessing the inner class

MethodInner\_Demo inner = new MethodInner\_Demo();

inner.print();

}

public static void main(String args[]) {

Outerclass outer = new Outerclass();

outer.my\_Method();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is method inner class 23

## **Anonymous Inner Class**

* Inner classes that are declared wtihout a name are called anonymous inner classes.
* Anonymous inner classes have no name, and their type must be either a subclass of the named type or an implementer of the named interface.
* An anonymous inner class is always created as part of a statement; don't forget to close the statement after the class definition with a curly brace. This is a rare case in Java, a curly brace followed by a semicolon.
* Because of polymorphism, the only methods you can call on an anonymous inner class reference are those defined in the reference variable class (or interface), even though the anonymous class is really a subclass or implementer of the reference variable type.
* An anonymous inner class can extend one subclass or implement one interface, Unlike non-anonymous classes (inner or otherwise), an anonymous inner class cannot do both. In other words, it cannot both extend a class and implement an interface, nor can it implement more than one interface.
* An argument-local inner class is declared, defined, and automatically instantiated as part of a method invocation. The key to remember is that the class is being defined within a method argument, so the syntax will end the class definition with a curly brace, followed by a closing parenthesis to end the method call, followed by a semicolon to end the statement: });

An inner class declared without a class name is known as an **anonymous inner class**. In case of anonymous inner classes, we declare and instantiate them at the same time. Generally, they are used whenever you need to override the method of a class or an interface. The syntax of an anonymous inner class is as follows −

**Syntax**

AnonymousInner an\_inner = new AnonymousInner() {

public void my\_method() {

........

........

}

};

The following program shows how to override the method of a class using anonymous inner class.

**Example**

abstract class AnonymousInner {

public abstract void mymethod();

}

public class Outer\_class {

public static void main(String args[]) {

AnonymousInner inner = new AnonymousInner() {

public void mymethod() {

System.out.println("This is an example of anonymous inner class");

}

};

inner.mymethod();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is an example of anonymous inner class

In the same way, you can override the methods of the concrete class as well as the interface using an anonymous inner class.

## **Anonymous Inner Class as Argument**

Generally, if a method accepts an object of an interface, an abstract class, or a concrete class, then we can implement the interface, extend the abstract class, and pass the object to the method. If it is a class, then we can directly pass it to the method.

But in all the three cases, you can pass an anonymous inner class to the method. Here is the syntax of passing an anonymous inner class as a method argument −

obj.my\_Method(new My\_Class() {

public void Do() {

.....

.....

}

});

The following program shows how to pass an anonymous inner class as a method argument.

**Example**

// interface

interface Message {

String greet();

}

public class My\_class {

// method which accepts the object of interface Message

public void displayMessage(Message m) {

System.out.println(m.greet() +

", This is an example of anonymous inner class as an argument");

}

public static void main(String args[]) {

// Instantiating the class

My\_class obj = new My\_class();

// Passing an anonymous inner class as an argument

obj.displayMessage(new Message() {

public String greet() {

return "Hello";

}

});

}

}

If you compile and execute the above program, it gives you the following result −

**Output**

Hello This is an example of anonymous inner class as an argument

## **Static Nested Class**

* Nested classes that are declared "static" are called static nested classes.
* Static nested classes are inner classes marked with the static modifier.
* A static nested class is not an inner class, it's a top-level nested class.
* Because the nested class is static, it does not share any special relationship with an instance of the outer class. In fact, you don't need an instance of the outer class to instantiate a static nested class.
* Instantiating a static nested class requires using both the outer and nested class names as follows:

BigOuter.Nested n = new BigOuter.Nested();

* A static nested class cannot access non-static members of the outer class, since it does not have an implicit reference to any outer instance (in other words, the nested class instance does not get an outer this reference).

A static inner class is a nested class which is a static member of the outer class. It can be accessed without instantiating the outer class, using other static members. Just like static members, a static nested class does not have access to the instance variables and methods of the outer class. The syntax of static nested class is as follows −

**Syntax**

class MyOuter {

static class Nested\_Demo {

}

}

Instantiating a static nested class is a bit different from instantiating an inner class. The following program shows how to use a static nested class.

**Example**

public class Outer {

static class Nested\_Demo {

public void my\_method() {

System.out.println("This is my nested class");

}

}

public static void main(String args[]) {

Outer.Nested\_Demo nested = new Outer.Nested\_Demo();

nested.my\_method();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is my nested class

Q**= generics important points?**

Ans=

List<?> list = new ArrayList<?>(); X (unexpected type found:? required class or interface without bounds)

List<?> list = new ArrayList<? Extends Number>(); X(unexpected type found:? Extends Number required class or interface without bound)

List<?> list = new ArrayList<String>(); Right

List<?> list = new ArrayList<Integer>(); Right

List<? Extends Number> list = new ArrayList<String>(); X (compile time error incompatible type found AL<String> required AL<? extends Number> )

List<? Super String> list = new ArrayList<Object>(); Right

Public void addList(List<?> list){

list.add(“A”); X

list.add(1); X

list.add(23.33); X

list.add(null); Y (because null is correct value of any type)

}

Than question is what is the use of above method is we can write any thing.Ans is these types of method is used for read only operation only.

Public void addList(List<?> list){

Sop(list); Y

}

->M1(List<? Extends x> list){

}

In above method we can call this method using interface and class or using its sub classes.

But with in the method we can’t add anything to list except null b/c we don’t know the type X exactly.

This type of methos also best suitable for read only operation.

->M1(List<? Super x) l){}

X can be either class or interface, if x is a class then we call this method by passing arraylist of either x type or its super classes if x is an interface then we can call this method by passing arrayList of either x type or super class of implementation class of x.

We can add null or x or its super classes.

Runnable --- > Thread class -🡪 Object

**Declaring type parameter yet class level:**

Class <T>{

We can use T with in this class based on our requirement.

}

**Declaring type parameter yet method level:**

We have to declare type parameter just before return type.

**public** <T> **boolean** add(T t){

we can use T any where within this method based on our requirement.

**return** **true**;

}

Bounded type methods in java:-

Public <T> void m1(); Y

Public <T extends Number > void m1(); Y

Public <T extends Runnable> void m1(); Y

Public <T extends Number & Runnable> void m1(); Y

Public <T extends cumparable & Runnable> void m1(); Y

Public <T extends Number & cumparable & Runnable> void m1(); Y

Public <T extends Runnable & Number> void m1(); X (first we have to take class then interface.)

Public <T extends Thread & Number> void m1(); X (We can’t extends more than one class)

* + - If we send non generic object to generic area then it start behaving like generic object same vice versa.

Ex- main(){

List<String> list = new Arraylist<>();

List.add(“a”);

List.add(“b”);

Show(list);

}

Public void show(ArrayList l){

L.add(12); // here we can use any thing it behaves like non generic

l.add(12.324);

}

* + - Then main purpose of generics is to provide type safty and to resolve type casting problems.
    - Type safety and type casting both are applicable yet compile time hence generics concept also applicable only at compile time but not yet run time.
    - Yet the time of compilation at the last step generic syntax will be removed and hence for the jvm generics systex won’t be available.

Ex:

Public void m1(List<String> list){}

Public void m1(List<Integer> list){} // give compile time error b/c its know at run time generics will remove and bonth method will become same.

Q=stack in java?

Ans=

Ans=Stack is a subclass of Vector that implements a standard last-in, first-out stack.

Stack only defines the default constructor, which creates an empty stack. Stack includes all the methods defined by Vector, and adds several of its own.

* 1. **Object push(Object element)** : Pushes an element on the top of the stack.  
       
     2. **Object pop()** : Removes and returns the top element of the stack. An ‘EmptyStackException’ exception is thrown if we call pop() when the invoking stack is empty.  
       
     3. **Object peek( )** : Returns the element on the top of the stack, but does not remove it.  
       
     4. **boolean empty()** : It returns true if nothing is on the top of the stack. Else, returns false.  
       
     5. **int search(Object element)** : It determines whether an object exists in the stack. If the element is found, it returns the position of the element from the top of the stack. Else, it returns -1.

**Q=BitSet in java?**

Ans=The BitSet class creates a special type of array that holds bit values. The BitSet array can increase in size as needed. This makes it similar to a vector of bits. This is a legacy class but it has been completely re-engineered in Java 2, version 1.4.

**Constructors:**

**BitSet class Constructors**

/ \

BitSet() BitSet(int no\_Of\_Bits)

* **BitSet() :**A no-argument constructor to create an empty BitSet object.
* **BitSet(int no\_Of\_Bits) :**A one-constructor with an integer argument to create an instance of the BitSet class with an initial size of the integer argument representing the number of bits.

# Q=Queue Interface In Java?

# Ans=The java.util.Queue is a subtype of java.util.Collection interface. Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

### **Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true  upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

You can choose between the following Queue implementations in the Java Collections API:

* java.util.LinkedList
* java.util.PriorityQueue

LinkedList is a pretty standard queue implementation.

PriorityQueue stores its elements internally according to their natural order (if they implement Comparable), or according to a Comparator passed to the PriorityQueue.

### **Q=*difference between element(), peek(), poll() and remove() methods of the Queue interface?***

* Ans=The peek() method retrieves the value of the first element of the queue**without removing**it from the queue. For each invocation of the method we always get the same value and its execution  
  does not affect the size of the queue. **If the queue is empty the peek() method returns null.**
* The element() method behaves like peek(), so it again retrieves the value of the first element **without removing it.**Unlike peek ), however, **if the list is empty element() throws a NoSuchElementException**
* The poll() method retrieves the value of the first element of the queue **by removing it from the queue.**. At each invocation it removes the first element of the list and if the list is already empty **it returns null but does not throw any exception**
* The remove() method behaves as the poll() method, so it **removes the first element**of the list and **if the list is empty it throws a NoSuchElementException**

# Q=[Difference between offer() and add() in priority queue in java? [duplicate]](https://stackoverflow.com/questions/15591431/difference-between-offer-and-add-in-priority-queue-in-java)

Ans=The two functions come from two different interfaces that PriorityQueue implements:

* add() comes from Collection.
* offer() comes from Queue.

For a capacity-constrained queue, the difference is that add() always returns true and throws an exception if it can't add the element, whereas offer() is allowed to return false if it can't add the element.

However, this doesn't apply to PriorityQueue; the two functions are synonymous.

# Q=System.exit()

# Ans=The **java.lang.System.exit()** method exits current program by terminating running Java virtual machine. This method takes a status code. A non-zero value of status code is generally used to indicate abnormal termination.

# **exit(0)** : Generally used to indicate successful termination. **exit(1) or exit(-1) or any other non-zero value** – Generally indicates unsuccessful termination.

# Q=Different ways for Integer to String Conversions In Java

public static String toString(int i)

# String str3 = String.valueOf(1234);

# String str4 = new Integer(d).toString();

int e = 12345;

    DecimalFormat df = new DecimalFormat("#");

    String str5 = df.format(e);

# Q=Association, Composition and Aggregation in Java

Association is relation between two separate classes which establishes through their Objects. Association can be one-to-one, one-to-many, many-to-one, many-to-many.  
In Object-Oriented programming, an Object communicates to other Object to use functionality and services provided by that object. **Composition** and **Aggregation** are the two forms of association.  
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**Aggregation**

It is a special form of Association where:

* It represents **Has-A** relationship.
* It is a **unidirectional association** i.e. a one way relationship. For example, department can have students but vice versa is not possible and thus unidirectional in nature.
* In Aggregation,**both the entries can survive individually** which means ending one entity will not effect the other entity

**Composition**

Composition is a restricted form of Aggregation in which two entities are highly dependent on each other.

* It represents **part-of** relationship.
* In composition, both the entities are dependent on each other.
* When there is a composition between two entities, the composed object **cannot exist**without the other entity.

Lets take example of**Library**.

|  |
| --- |
| // Java program to illustrate  // the concept of Composition  import java.io.\*;  import java.util.\*;    // class book  class Book  {        public String title;      public String author;        Book(String title, String author)      {            this.title = title;          this.author = author;      }  }    // Libary class contains  // list of books.  class Library  {        // reference to refer to list of books.      private final List<Book> books;        Library (List<Book> books)      {          this.books = books;      }        public List<Book> getTotalBooksInLibrary(){           return books;      }    }    // main method  class GFG  {      public static void main (String[] args)      {            // Creating the Objects of Book class.          Book b1 = new Book("EffectiveJ Java", "Joshua Bloch");          Book b2 = new Book("Thinking in Java", "Bruce Eckel");          Book b3 = new Book("Java: The Complete Reference", "Herbert Schildt");            // Creating the list which contains the          // no. of books.          List<Book> books = new ArrayList<Book>();          books.add(b1);          books.add(b2);          books.add(b3);            Library library = new Library(books);            List<Book> bks = library.getTotalBooksInLibrary();          for(Book bk : bks){                System.out.println("Title : " + bk.title + " and "              +" Author : " + bk.author);          }      }  } |

Run on IDE

Output

Title : EffectiveJ Java and Author : Joshua Bloch

Title : Thinking in Java and Author : Bruce Eckel

Title : Java: The Complete Reference and Author : Herbert Schildt

In above example a library can have no. of **books** on same or different subjects. So, If Library gets destroyed then All books within that particular library will be destroyed. i.e. book can not exist without library. That’s why it is composition.

**Aggregation vs Composition**

1. **Dependency:** Aggregation implies a relationship where the child **can exist independently**of the parent. For example, Bank and Employee, delete the Bank and the Employee still exist. whereas Composition implies a relationship where the child **cannot exist independent** of the parent. Example: Human and heart, heart don’t exist separate to a Human
2. **Type of Relationship:** Aggregation relation is **“has-a”** and composition is **“part-of”**relation.
3. **Type of association:**Composition is a **strong** Association whereas Aggregation is a **weak**Association.

**Q=what is solid design principle?**

**Ans=https://howtodoinjava.com/best-practices/5-class-design-principles-solid-in-java/**

Classes are the building blocks of your java application. If these blocks are not strong, your building (i.e. application) is going to face the tough time in future. This essentially means that not so well-written can lead to very difficult situations when the application scope goes up or application faces certain design issues either in production or maintenance.

On the other hand, set of well designed and written classes can speed up the coding process by leaps and bounds, while reducing the number of bugs in comparison.

In this post, I will list down 5 most recommended design principles, you should keep in mind, while writing your classes. These design principles are called SOLID, in short. They also form the [**best practices**](https://howtodoinjava.com/category/best-practices/) to be followed for designing your application classes.

**Table Of Contents**
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Lets drill down all of them one by one.

## **Single Responsibility Principle**

The name of the principle says it all:

**"One class should have one and only one responsibility"**

In other words, you should write, change and maintain a class for only one purpose. If it is model class then it should strictly represent only one actor/ entity. This will give you the flexibility to make changes in future without worrying the impacts of changes for another entity.

Similarly, If you are writing service/manager class then it should contain only that part of method calls and nothing else. Not even utility global functions related to module. Better separate them in another globally accessible class file. This will help in maintaining the class for that particular purpose, and you can decide the visibility of class to specific module only.

## **Open Closed Principle**

This is second important rule which you should keep in mind while designing your application. It says:

**"Software components should be open for extension, but closed for modification"**

What does it mean?? It means that your classes should be designed such a way that whenever fellow developers wants to change the flow of control in specific conditions in application, all they need to extend your class and override some functions and that’s it.

If other developers are not able to design desired behavior due to constraints put by your class, then you should reconsider changing your class. I do not mean here that anybody can change the whole logic of your class, but he/she should be able to override the options provided by software in unharmful way permitted by software.

For example, if you take a look into any good framework like struts or spring, you will see that you can not change their core logic and request processing, BUT you modify the desired application flow just by extending some classes and plugin them in configuration files.

## **Liskov’s Substitution Principle**

This principle is a variation of previously discussed open closed principle. It says:

**"Derived types must be completely substitutable for their base types"**

It means that the classes fellow developer created by extending your class should be able to fit in application without failure. I.e. if a fellow developer poorly extended some part of your class and injected into framework/ application then it should not break the application or should not throw fatal [**exceptions**](https://howtodoinjava.com/best-practices/java-exception-handling-best-practices/).

This can be insured by using strictly following first rule. If your base class is doing one thing strictly, the fellow developer will override only one feature incorrectly in worst case. This can cause some errors in one area, but whole application will not do down.

## **Interface Segregation Principle**

This principle is my favorite one. It is applicable to interfaces as single responsibility principle holds to classes. It says:

**"Clients should not be forced to implement unnecessary methods which they will not use"**

Take an example. Developer Alex created an interface Reportable and added two methods generateExcel()and generatedPdf(). Now client ‘A’ wants to use this interface but he intend to use reports only in PDF format and not in excel. Will he achieve the functionality easily.

NO. He will have to implement two methods, out of which one is extra burden put on him by designer of software. Either he will implement another method or leave it blank. So are not desired cases, right??

So what is the solution? Solution is to create two interfaces by breaking the existing one. They should be like PdfReportable and ExcelReportable. This will give the flexibility to user to use only required functionality only.

## **Dependency Inversion Principle**

Most of us are already familiar with the words used in principle’s name. It says:

**"Depend on abstractions, not on concretions"**

In other words. you should design your software in such a way that various modules can be separated from each other using an abstract layer to bind them together. The classical use of this principle of **[BeanFactory](https://howtodoinjava.com/spring/spring-core/different-spring-3-ioc-containers-with-example/" \t "_blank" \o "Different spring 3 IoC containers with example)** in [**spring framework**](https://howtodoinjava.com/java-spring-framework-tutorials/). In spring framework, all modules are provided as separate components which can work together by simply injected dependencies in other module. They are so well closed in their boundaries that you can use them in other software modules apart from spring with same ease.

This has been achieved by dependency inversion and open closed principles. All modules expose only abstraction which is useful in extending the functionality or plugin in another module.

## **Q=**DRY (Don't repeat yourself)

Our first object oriented design principle is DRY, as name suggest **DRY (don't repeat yourself)** means don't write duplicate code, instead use [Abstraction](http://javarevisited.blogspot.com/2010/10/abstraction-in-java.html) to abstract common things in one place. If you have block of code in more than two place consider making it a separate method, or if you use a hard-coded value more than one time make them [public final constant](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html). Benefit of this Object oriented design principle is in maintenance. It's important  not to abuse it, duplication is not for code, but for functionality . It means, if you used common code to validate OrderID and SSN it doesn’t mean they are same or they will remain same in future. By using common code for two different functionality or thing you closely couple them forever and when your OrderID changes its format , your SSN validation code will break. So beware of such coupling and just don’t combine anything which uses similar code but are not related.

Q=**Delegate Pattern (how to delegate a task in class)?**

Ans=It is a technique where an object expresses certain behavior to the outside but in reality delegates responsibility for implementing that behaviour to an associated object. This sounds at first very similar to the proxy pattern, but it serves a much different purpose. Delegation is an abstraction mechanism which centralizes object (method) behaviour.

This example is actually more advanced than just plain delegation, it shows how delegation makes it easy to compose behaviors at run-time.
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### **Sample**

First lets create an Interface for our Delegates, since Delegates can be interchanged they all must implement the same interface:

public interface ISoundBehaviour {

public void makeSound();

}

public class MeowSound implements ISoundBehaviour {

public void makeSound() {

System.out.println("Meow");

}

}

public class RoarSound implements ISoundBehaviour {

public void makeSound() {

System.out.println("Roar!");

}

}

Now lets create a cat class which uses the MeowSound per default:

public class Cat {

private ISoundBehaviour sound = new MeowSound();

public void makeSound() {

this.sound.makeSound();

}

public void setSoundBehaviour(ISoundBehaviour newsound) {

this.sound = newsound;

}

}

Finally a Main class to test our delegation pattern:

public class Main {

public static void main(String args[]) {

Cat c = new Cat();

// Delegation

c.makeSound(); // Output: Meow

// now to change the sound it makes

ISoundBehaviour newsound = new RoarSound();

c.setSoundBehaviour(newsound);

// Delegation

c.makeSound(); // Output: Roar!

}

}

Q=What is auto boxing and auto unboxing in java?Suppose we have one variable Integer I = null;

And I write int value = I; what happens?

Ans=The automatic conversion of primitive data types into its equivalent Wrapper type is known as boxing and opposite operation is known as unboxing.

In above scenario it gives null pointer exception.

**Q=HAshMAp**

Ans=

* + 1. When hashcode and eqals will not implement then always value will go to new bucket and we can not fetch that value because hashcode will call Object’s hashcode and it will always different.
    2. When hashcode return any constant value then always it goes to same bucket in linked list if eqals is different. If eqals will same then it will override as usual.
    3. When eqals will not implement then hashcode

Q=what is bridge method in java generics?