**//Geometry**

**Area of sector of a circle:**

|  |  |
| --- | --- |
| http://www.regentsprep.org/regents/math/geometry/gp16/RefAre5.gif where *n* is the number of degrees in the central angle of the sector. | http://www.regentsprep.org/regents/math/geometry/gp16/RefAre10.gif where CS is the arc length of the sector. |

**Area of segment of a circle:**

![http://www.mathopenref.com/images/segmentarea/segmentarea.gif](data:image/gif;base64,R0lGODlhgAAuAPAAAP///wAAACH5BAEAAAAALAAAAACAAC4AAAL/hI+py+0Po5y02ouz3rz7D4biSAYBdJKqlmZpu8DrXMmYfeD0jkbmr9DpeMTGENGCDY/FZs73NJxwTKeVqZQCg5Sft2qtPZISMMB0loZH2G1PnF6LluoyPC4H0evvySs/ZxTVB8UH6CGUAGZ2lsR4SJjjhjZWpvS49RhTQ0mlR0PZqMni6PkxejcIyrV5OmODesM62xFrVxtKFqoauWFb6FvX2anY9amy+LULOyiDGaQc/cWrJW09bUiK1Fzsd1xCe0eWzczwGx5IXTiOV57djQjqxlkqaq843xoPmWeWj74NSb5d/Iz1OSJkWcA45/oBwwNQVRaIDdeM2mNuIUONUwUf3tIHcqOhimE0IXQAa+K7jigNtswYkB1Eli8/1qQ1USXNm5U8aszJcWdIQeqCjlz4RyhPlNiI4rtEkKDSiLWmIntlNR3WrPu4ev0KNqzYAwUAACH/C01hdGhUeXBlMDAx/wUBAAUCRFNNVDUAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAwALAAABAAIAg1IAAwAcAAALAQEBAAIAiDIAAAAACgEAAgCIMgAAAAMAAQMAAQADAAsAAAEAAgSEwANwAEABAAIAiDEAAgCIOAACAIgwAAAAAgCDQwACBIYSIi0CAoJzAAIAgmkAAgCCbgACAINDAAACAJYoAAIAlikAAAAAACH/C01hdGhUeXBlMDAyBhIAAAAAAAA7), where C is the central angle in DEGREES

**Triangle Area**

returns double of area of triangle

int triArea2(const point &a, const point &b, const point &c) {

    return (a.x\*(b.y-c.y) + b.x\*(c.y-a.y) + c.x\*(a.y-b.y));

}

**Points in convex polygon**

C[] array of points of convex polygon in ccw order,

nc number of points in C, p target points.

returns true if p is inside C (including edge) or false otherwise.

complexity O(lg n)

inline bool inConvexPoly(point \*C, int nc, const point &p) {

    int st = 1, en = nc - 1, mid;

    while(en - st > 1) {

        mid = (st + en)>>1;

        if(triArea2(C[0], C[mid], p) < 0) en = mid;

        else st = mid;

    }

    if(triArea2(C[0], C[st], p) < 0) return false;

    if(triArea2(C[st], C[en], p) < 0) return false;

    if(triArea2(C[en], C[0], p) < 0) return false;

    return true;

}

**Circle intersection area**

This code assumes the circle center and radius to be integer.

Change this when necessary.

\*/

inline double commonArea(const Circle &a, const Circle &b) {

    int dsq = sqDist(a.c, b.c);

    double d = sqrt((double)dsq);

    if(sq(a.r + b.r) <= dsq) return 0;

    if(a.r >= b.r && sq(a.r-b.r) >= dsq) return pi \* b.r \* b.r;

    if(a.r <= b.r && sq(b.r-a.r) >= dsq) return pi \* a.r \* a.r;

    double angleA = 2.0 \* acos((a.r \* a.r + dsq - b.r \* b.r) / (2.0 \* a.r \* d));

    double angleB = 2.0 \* acos((b.r \* b.r + dsq - a.r \* a.r) / (2.0 \* b.r \* d));

    return 0.5 \* (a.r \* a.r \* (angleA - sin(angleA)) + b.r \* b.r \* (angleB - sin(angleB)));

}

**Closest pair**

closestPair(Point \*X, Point \*Y, int n);

X contains the points sorted by x co-ordinate,

Y contains the points sorted by y co-ordinate,

One additional item in Point structure is needed, the original index.

typedef long long i64;

typedef struct { int x, y, i; } Point;

int flag[MAX];

inline i64 closestPair(Point \*X, Point \*Y, int n) {

    if(n == 1) return INF;

    if(n == 2) return sqdist(X[0], X[1]);

    int i, j, k, n1, n2, ns, m = n >> 1;

    Point Xm = X[m-1], \*XL, \*XR, \*YL, \*YR, \*YS;

    i64 lt, rt, dd, tmp;

    XL = new Point[m], YL = new Point[m];

    XR = new Point[m+1], YR = new Point[m+1];

    YS = new Point[n];

    for(i = 0; i < m; i++) XL[i] = X[i], flag[X[i].i] = 0;

    for(; i < n; i++) XR[i - m] = X[i], flag[X[i].i] = 1;

    for(i = n2 = n1 = 0; i < n; i++) {

        if(!flag[Y[i].i]) YL[n1++] = Y[i];

        else YR[n2++] = Y[i];

    }

    lt = closestPair(XL, YL, n1);

    rt = closestPair(XR, YR, n2);

    dd = min(lt, rt);

    for(i = ns = 0; i < n; i++)

        if(sq(Y[i].x - Xm.x) < dd)

            YS[ns++] = Y[i];

    for(j = 0; j < ns; j++)

        for(k = j + 1; k < ns && sq(YS[k].y - YS[j].y) < dd; k++)

            dd = min(dd, sqdist(YS[j], YS[k]));

    delete[] XL; delete[] XR;

    delete[] YL; delete[] YR;

    delete[] YS;

    return dd;

}

**Polygon Area (2D)**

P[] holds the points, must be either in cw or ccw,

function returns double of the area.

int dArea(int np) {

    int area = 0;

    for(int i = 0; i < np; i++)

        area += p[i].x\*p[i+1].y - p[i].y\*p[i+1].x;

    return abs(area);

}

**Segment Intersection (finite)**

struct Point

{

int x, y;

};

bool onSegment(Point p, Point q, Point r)

{

if (q.x <= max(p.x, r.x) && q.x >= min(p.x, r.x) &&

q.y <= max(p.y, r.y) && q.y >= min(p.y, r.y))

return true;

return false;

}

int orientation(Point p, Point q, Point r)

{

int val = (q.y - p.y) \* (r.x - q.x) - (q.x - p.x) \* (r.y - q.y);

if (val == 0) return 0; // colinear

return (val > 0)? 1: 2; // clock or counterclock wise

}

bool doIntersect(Point p1, Point q1, Point p2, Point q2)

{

int o1 = orientation(p1, q1, p2);

int o2 = orientation(p1, q1, q2);

int o3 = orientation(p2, q2, p1);

int o4 = orientation(p2, q2, q1);

if (o1 != o2 && o3 != o4) return true;

if (o1 == 0 && onSegment(p1, p2, q1)) return true;

if (o2 == 0 && onSegment(p1, q2, q1)) return true;

if (o3 == 0 && onSegment(p2, p1, q2)) return true;

if (o4 == 0 && onSegment(p2, q1, q2)) return true;

return false;

}

**lower and upper bound**

lower bound = first element in the range which does not less than val.

Upper bound = first element in the range which greater than val

Let, v={10 10 10 20 20 20 30 30} after sort

vector<int>::iterator low,up;

low= lower\_bound (v.begin(), v.end(), 20); ^

up= upper\_bound (v.begin(), v.end(), 20); ^

cout << (low- v.begin()) ; //output 3

cout << (up - v.begin()) ; //output 6

**Arithmatic Progression:**

nth term = a + (n−1)d //a=first term, d=difference

sum of first n terms = n/2 {2a+(n-1)d}

**Geometric Progression:**

**nth term = ar^(n-1)**

![Sum](data:image/gif;base64,R0lGODlhYgApAPcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAgAAAAALAAAAABiACkAAAj+AP8JHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNqJAgAwD+PG0OGBImwI8mIIE+K1KjSoMeWDE0OhLmSIs2ZHyuevFkTIs+cHW1y7OnzJU6OL38+VKmUaM6PJFsGbdqQqdOFUYciXWqyq8uCVFfu1Hp0JNirCaOOJbvRKtqDKY0KXCvSLdagTy/KxFs2LNesMWfyJeoXY1O6VwvrdIg4MVq/it9KPsu4q8zJjjFrxsrWouXPoEOLHk36ZuOSoDeP5BtZdd25rOW6no20Ne3Xtm+zzKtbYW7Og3uDDS588+/iepHrTDrxuPCpzZXbpBn6q3SJv53rzn4dpeHuPvUKEgdPvrz58wwDAgAh/gA7)**sum of first n terms: (finite & r>1)**

![Example](data:image/gif;base64,R0lGODlhRAAjAPcAAAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAgAAAAALAAAAABEACMAAAiuAP8JHEiwoMGDCBMqXMiwocOHECNKfAgAwD+LEzNqFIix4saPETFeBEmyociRJVMiFOlRpUuCHS2ehFix48uCNS/OpDgw502XJ3f+BBl06EuhRlMiPViz6dKkKKGSLDrVqdWrWFvihGnyqtSeWp9+NckxrMyxJX2i/XiW7di2GtVClSmW7Nqpd/HSpJuXo0SPdYcG9QozcFLDPftupamYK8/GZREjhky5suXLGwMCACH+ADs=)**finite sum =**