# What is the Adapter Pattern?

* The adapter design pattern is a structural design pattern that allows two unrelated/uncommon interfaces to work together. In other words, the adapter pattern makes two incompatible interfaces compatible without changing their existing code. Interfaces may be incompatible, but the inner functionality should match the requirement.
* The adapter pattern is a software design pattern (also known as wrapper, an alternative naming shared with the decorator pattern) that allows the interface(incompatible) of an existing class (the adaptee) to be used as another interface (the target) that clients expect.

If you do some research on the adapter pattern, you will find **two different versions** of it:

1. The class adapter pattern that implements the adapter using [inheritance](https://stackify.com/oop-concept-inheritance/).
2. The object adapter pattern that uses [composition](https://stackify.com/oop-concepts-composition/) to reference an instance of the wrapped class within the adapter.

You are probably aware of all the discussions about [inheritance vs. composition](https://www.thoughtworks.com/de/insights/blog/composition-vs-inheritance-how-choose). Composition provides more flexibility and avoids unexpected side-effect when you need to change existing code. Due to this, the object adapter pattern is by far the more popular approach and the one I will focus on in this article.

# General Idea of Adapter

The general idea of an adapter in software development is identical to the one in the physical world. If you have been to different countries, you probably recognized that a lot of them are using [differently shaped power sockets](https://www.power-plugs-sockets.com/). Quite often, they are shaped in a way that the plug of your electrical device doesn’t fit. So, how do you connect the charger of your mobile phone or laptop to these power sockets?

The answer is simple. You get an adapter which you can put into the power socket and then you put your plug into the other end of the adapter. The adapter changes the form of your plug so that you can use it with the power socket. In that example and in most other situations, the adapter doesn’t provide any additional functionality. It just enables you to connect your plug to the power socket.

The Adapter Pattern applies the same idea to object-oriented programming by introducing an additional adapter class between an [interface](https://docs.oracle.com/javase/tutorial/java/concepts/interface.html) and an existing class.
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The adapter class implements the expected interface and keeps a reference to an object of the class you want to reuse. The methods defined by the interface call one or more methods on the referenced object and return a value of the expected type. By doing that, the adapter class fulfills the expected contract by implementing the interface and enables you to reuse existing, incompatible implementations.

Let’s apply the pattern to an example.

# Example

## Brewing coffee using the Adapter Pattern

I like to start my morning with a fresh cup of coffee. The only issue is that I need to get out of bed and prepare the coffee before I can drink it. It would be much better if it would be automatically prepared when my alarm rings. So, let’s build a small app for it.

## An app to brew a coffee

The FilterCoffeeApp does exactly that. It expects an implementation of the FilterCoffeeMachine interface as a constructor parameter and uses it in the prepareCoffee method to brew a cup of filter coffee.

public class FilterCoffeeApp {

private Logger log = Logger.getLogger(FilterCoffeeApp.class.getSimpleName());

private FilterCoffeeMachine coffeeMachine;

public FilterCoffeeApp(FilterCoffeeMachine coffeeMachine) {

this.coffeeMachine = coffeeMachine;

}

public Coffee prepareCoffee() {

Coffee coffee = this.coffeeMachine.brewCoffee();

log.info("Coffee is ready!");

log.info(" -> " + coffee);

return coffee;

}

}

The FilterCoffeeMachine interface is relatively simple. It just defines the brewCoffeemethod which you can call to make a cup of coffee.

public interface FilterCoffeeMachine {

Coffee brewCoffee();

}

That seems to be a good approach that enables you to use different coffee machines with your application. The only requirement is that all classes that represent a coffee machine implement the *FilterCoffeeMachine* interface.

## A basic coffee machine

The *BasicCoffeeMachine* class implements that interface and can be used by the *FilterCoffeeApp*.

public class BasicCoffeeMachine implements FilterCoffeeMachine {

private Configuration config;

private Map<CoffeeSelection, GroundCoffee> groundCoffee; private BrewingUnit brewingUnit;

public BasicCoffeeMachine(Map<CoffeeSelection, GroundCoffee> coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.config = new Configuration(30, 480);

}

@Override

public Coffee brewCoffee() {

// get the coffee

GroundCoffee groundCoffee = this.groundCoffee.get(

CoffeeSelection.FILTER\_COFFEE);

// brew a filter coffee

return this.brewingUnit.brew(

CoffeeSelection.FILTER\_COFFEE, groundCoffee,

this.config.getQuantityWater());

}

public void addGroundCoffee(

CoffeeSelection sel, GroundCoffee newCoffee)

throws CoffeeException {

GroundCoffee existingCoffee = this.groundCoffee.get(sel);

if (existingCoffee != null) {

if (existingCoffee.getName().equals(newCoffee.getName())) {

existingCoffee.setQuantity(existingCoffee.getQuantity() + newCoffee.getQuantity());

} else {

throw new CoffeeException(

"Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee.put(sel, newCoffee);

}

}

}

## A premium coffee machine

But what happens if you get a new, more advanced coffee machine that doesn’t implement the *FilterCoffeeMachine* interface?

public class PremiumCoffeeMachine {

private Map<CoffeeSelection, Configuration> configMap;

private Map<CoffeeSelection, CoffeeBean> beans;

private Grinder grinder;

private BrewingUnit brewingUnit;

public PremiumCoffeeMachine(Map<CoffeeSelection, CoffeeBean> beans) {

this.beans = beans;

this.grinder = new Grinder();

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap<>();

this.configMap.put(

CoffeeSelection.FILTER\_COFFEE, new Configuration(30, 480));

this.configMap.put(

CoffeeSelection.ESPRESSO, new Configuration(8, 28));

}

public Coffee brewCoffee(CoffeeSelection selection)

throws CoffeeException {

switch (selection) {

case FILTER\_COFFEE:

return brewFilterCoffee();

case ESPRESSO:

return brewEspresso();

default:

throw new CoffeeException(

"CoffeeSelection " + selection + " not supported");

}

}

private Coffee brewEspresso() {

Configuration config = configMap.get(

CoffeeSelection.ESPRESSO);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.ESPRESSO),

config.getQuantityCoffee());

// brew an espresso

return this.brewingUnit.brew(

CoffeeSelection.ESPRESSO, groundCoffee,

config.getQuantityWater());

}

private Coffee brewFilterCoffee() {

Configuration config = configMap.get(

CoffeeSelection.FILTER\_COFFEE);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.FILTER\_COFFEE),

config.getQuantityCoffee());

// brew a filter coffee

return this.brewingUnit.brew(

CoffeeSelection.FILTER\_COFFEE, groundCoffee,

config.getQuantityWater());

}

public void addCoffeeBeans(CoffeeSelection sel, CoffeeBean newBeans) throws CoffeeException {

CoffeeBean existingBeans = this.beans.get(sel);

if (existingBeans != null) {

if (existingBeans.getName().equals(newBeans.getName())) {

existingBeans.setQuantity(existingBeans.getQuantity() + newBeans.getQuantity());

} else {

throw new CoffeeException(

"Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.beans.put(sel, newBeans);

}

}

}

You can use the *Coffee brewCoffee(CoffeeSelection selection) throws CoffeeException* method of the *PremiumCoffeeMachine* to prepare filter coffee or espresso. As you can see, the method has the same name as the one defined by the *FilterCoffeeMachine* interface, but the method signature is incompatible. It expects a parameter and [declares an exception](https://stackify.com/specify-handle-exceptions-java/).

The *PremiumCoffeeMachine* represents a coffee machine, but it doesn’t implement the *FilterCoffeeMachine* interface. So, you can’t use it with the *FilterCoffeeApp*.

I will not change the class so that it implements the required interface. It’s oftentimes not possible to change existing classes because they are implemented by a different team or the classes are used in other projects which don’t contain the required interface. I also don’t want to change the *FilterCoffeeMachine* interface. The *BasicCoffeeMachine* implements that interface and I would need to change that class whenever I change the interface. In these situations, it’s better to apply the adapter pattern.

## Implementing the adapter
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For this example, the adapter class needs to fulfill two tasks:

1. It has to provide an implementation of the *FilterCoffeeMachine* interface.
2. The *brewCoffee* method needs to bridge the gap between the *brewCoffee*method defined by the interface and the *brewCoffee* method implemented by the *PremiumCoffeeMachine* class.

The interface and the existing class are not too different. That makes the implementation of the adapter class relatively simple.

public class FilterCoffeeAdapter implements FilterCoffeeMachine {

private Logger log = Logger.getLogger(

FilterCoffeeAdapter.class.getSimpleName());

private PremiumCoffeeMachine machine;

public FilterCoffeeAdapter(PremiumCoffeeMachine machine) {

this.machine = machine;

}

@Override

public Coffee brewCoffee() {

try {

return machine.brewCoffee(

CoffeeSelection.FILTER\_COFFEE);

} catch (CoffeeException e) {

log.severe(e.toString());

return null;

}

}

}

As you can see in the code snippet, the *FilterCoffeeAdapter* class implements the *FilterCoffeeMachine* interface and expects a *PremiumCoffeeMachine* object as a constructor parameter. It keeps that object in a private field so that it can use it in the *brewCoffee* method.

The implementation of the *brewCoffee* method is the critical and for most adapter classes, the most difficult part. In this case, the *PremiumCoffeeMachine* class provides a method that you can call to perform the task. But it’s more flexible and requires a *CoffeeSelection* enum value to define which kind of coffee it shall produce.

The method of the *PremiumCoffeeMachine* class throws a *CoffeeException* if it gets called with a *CoffeeSelection* value different than *FILTER\_COFFEE* and *ESPRESSO*. The *brewCoffee* method of the *FilterCoffeeMachine* interface doesn’t declare this exception and you need to handle it within the method implementation.

In this example, there is no perfect way to do that. You can either write a log message and return null, as I did in the code snippet, or you can [throw a *RuntimeException*](https://stackify.com/specify-handle-exceptions-java/).

In your application, you might have better ways to handle the exception. You might be able to perform a retry or to trigger a different business operation. This would make your application more robust and improve the implementation of your adapter.

# Adapter vs. Decorator Design Pattern:

Here, are some key points to distinguishes between Adapter and Decorator Pattern (see more in my article [Decorator Design Pattern in Java](https://dzone.com/articles/decorator-design-pattern-in-java)).

**Adapter Pattern:**

* Makes a wrapper (Adapter) to create compatibility/conversion from one interface to the other interface which are incompatible.
* Wrapper (Adapter) works on two incompatible interfaces/classes.
* The intention of writing the wrapper class is to resolve the differences and make the interfaces compatible.
* We rarely add any functionality in the wrapper class.

**Decorator Pattern:**

* Makes a wrapper (Decorator) to add/modify functionalities in the interface/class without changing the original code of the class. We use Abstract wrapper to implement this pattern, in general.
* Wrapper (Decorator) works on single interface/class.
* The intension of writing the wrapper class is to add/modify functionalities of the interface/class.
* There is no incompatibility issue since we deal only with one interface/classes at a time.

# Summary

* The Adapter Pattern is an often-used pattern in object-oriented programming languages. Similar to adapters in the physical world, you implement a class that bridges the gap between an expected interface and an existing class. That enables you to reuse an existing class that doesn’t implement a required interface and to use the functionality of multiple classes, that would otherwise be incompatible.
* One advantage of the Adapter Pattern is that you don’t need to change the existing class or interface. By introducing a new class, which acts as an adapter between the interface and the class, you avoid any changes to the existing code. That limits the scope of your changes to your software component and avoids any changes and side-effects in other components or applications.