**BNPP Simulator**

Simulator acts as a subsystem for handling Earmarking, Charges, SSW and Forex request which receives from BPH, process it and responds back to BPH.

Following are the subsystems:

* **Earmarking – ATLAS2 –** supports CFT and JMS (different request and response queue for every country).
* **SSW – SSW Filtering -** supports JMS (Request queue and response queue are based on the modes which supports for APAC region and for India there is different request and response queue.)
* **Charges – TBS2 -** supports JMS (only one request queue and one response queue which supports for all country).
* **Forex –** supports JMS ((only one request queue and one response queue which supports for all country).
* **ICheque-** supports cheque request handling.
* **Jompay-** for biller validation.
* **Account Verification Request - CAS/PCS –** Account Verification Request for TH PP and **S**G PayNow.

**Benefits:**

* Simulator can be used in NFT where bulk transactions get processed for different product and different country.
* No need to upload the subsystem response manually.
* Simulator help processing Payment file with bulk transactions in one go in QA environment.
* No effort in creating response files for all subsystems.
* It can work with different automation tools such as JETQA, TFK etc.
* This simulator can easily communicate with different type of queue managers like ActiveMQ, WebSphere MQ manager.
* This simulator can process the request whether is coming through file system or queue.
* Can put the delay in the response as well if required.

Here are the steps require for setting up Simulator:

1. Java 8 must be installed in the node where simulator is being setup.
2. Extract the simulator-mq.zip
3. Make sure that EMXQCF is pointing to MQ JMS provider and not Tibco EMS
4. Make sure that following CFT paths are setup and mount across the nodes and should be accessible by Simulators and can be modified the same in the simulator-mq/conf**/application.yml** if required
   * Earmarking
     + Request Path:
       - /apps/bph2/msg/CAMP/IN/tmp
       - /apps/bph2/msg/CAMP/SEA/tmp
       - /apps/bph2/msg/CAMP/SG/tmp
     + Response path:
       - /apps/bph2/msg/CAMP/SEA/recv
       - /apps/bph2/msg/CAMP/IN/recv
       - /apps/bph2/msg/CAMP/SG/recv
5. Make sure that following queues are created on MQ:
   1. Earmarking
      1. REQUEST QUEUE:
         * CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ
         * CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ
         * CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ
         * CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ
         * CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ
      2. RESPONSE QUEUE:
         * CIB.CASHMGMT.CAMP.BPH2.IN.EMX.BPH2.EMKRSP
         * CIB.CASHMGMT.CAMPS.SG.EMX.ALL.PXML.EMKRSP
         * CIB.CASHMGMT.CAMPS.MY.EMX.ALL.PXML.EMKRSP
         * CIB.CASHMGMT.CAMPS.TH.EMX.ALL.PXML.EMKRSP
         * CIB.CASHMGMT.CAMPS.VN.EMX.ALL.PXML.EMKRSP
   2. SSW
      1. REQUEST QUEUE:
         * CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGRT
         * CIB.CASHMGMT.BPH2.SSW.IN.BPH2.EMX.PACS008
         * CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGPF
      2. RESPONSE QUEUE:
         * CIB.CASHMGMT.SSW.BPH2.IN.EMX.BPH2.PACS002
         * CIB.CASHMGMT.PFSV2.APAC.EMX.BPH2.PACS002.PFLRGRT
         * CIB.CASHMGMT.PFSV2.APAC.EMX.BPH2.PACS002.PFLRGRT
   3. Charge
      1. REQUEST QUEUE  :
         * CIB.CASHMGMT.BPHV2.APAC.BPH2.EMX.PACS008.CHARGE
      2. RESPONSE QUEUE:
         * CIB.CASHMGMT.BPHV2.APAC.EMX.BPH2.PACS002.CHARGE
   4. Forex
      1. REQUEST QUEUE  :
         * CIB.CASHMGMT.FXBUNDLE.APAC.ALL.EMX.PACS008.FX
      2. RESPONSE QUEUE:
         * CIB.CASHMGMT.FXBUNDLE.APAC.EMX.BPH2.PACS002.FX
   5. BVM
      1. REQUEST QUEUE  :
         * CIB.CASHMGMT.JOMP.MY.BPH2.EMX.PXML.BVMREQ
      2. RESPONSE QUEUE:
         * CIB.CASHMGMT.JOMP.MY.EMX.BPH2.PXML.BVMRES
6. Delay can be introduced in the response of the interfaces(SSW, Charge, Forex and Earmarking) using the delay attribute which can be seen for SSW. The value of delay is in milliseconds.
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1. Update the file application.yml located at: simulator-mq/conf**/**
   1. simulator-mq/conf**/application.yml** : Update the queue manager details.
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1. Update the emulator.sh located at simulator-mq/:

* Update the Java bin path at Line No 16 and required memory for simulator is mentioned as well

![](data:image/png;base64,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)

1. How to run the simulator:

* Go to the location: simulator-mq
* ./emulator.sh start

1. Stop the simulator
   1. Go to the location: simulator-mq
   2. ./emulator.sh stop
2. Simulator logs will be generated at “simulator-mq/logs/emulator.log”
3. There are two modes through which simulator can connect to different queue manager.
   1. If mode = nft then it will use the Websphere queue manager
   2. If mode = dev then it will use the Active MQ.

Need to make this change in the emulator.sh file
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1. If need to be profiling the simulator then need to make the highlighted change in the emulator.sh file.
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1. To increase the memory of simulator then need to make the highlighted change in the emulator.sh file.
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1. To change the location of log file then need to make the highlighted change in the emulator.sh file.
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**Implementations:**

This is Spring Boot based application using the following feature:

* Spring In

The Spring Integration Java configuration and DSL provides a set of convenient builders and a fluent API that lets you configure Spring Integration message flows from Spring @Configuration classes.

The Java DSL for Spring Integration is essentially a facade for Spring Integration. The DSL provides a simple way to embed Spring Integration Message Flows into your application by using the fluent Builder pattern together with existing Java configuration from Spring Framework and Spring Integration. We also use and support lambdas (available with Java 8) to further simplify Java configuration.

The DSL is presented by the IntegrationFlows factory for the IntegrationFlowBuilder.

This produces the IntegrationFlow component, which should be registered as a Spring bean (by using the @Bean annotation). The builder pattern is used to express arbitrarily complex structures as a hierarchy of methods that can accept lambdas as arguments.

The IntegrationFlowBuilder only collects integration components (MessageChannel instances, AbstractEndpoint instances, and so on) in the IntegrationFlow bean for further parsing and registration of concrete beans in the application context by the IntegrationFlowBeanPostProcessor.

*@Bean*

**public** IntegrationFlow myFlow() {

**return** IntegrationFlows.from(integerSource::getAndIncrement,

c -> c.poller(Pollers.fixedRate(100)))

.channel("inputChannel")

.filter((Integer p) -> p > 0)

.transform(Object::toString)

.channel(MessageChannels.queue())

.get();

}

Endpoints are expressed as verbs in the DSL to improve readability. The following list includes the common DSL method names and the associated EIP endpoint:

* transform → Transformer
* filter → Filter
* handle → ServiceActivator
* split → Splitter
* aggregate → Aggregator
* route → Router
* bridge → Bridge

*@Bean*

**public** IntegrationFlow integerFlow() {

**return** IntegrationFlows.from("input")

.<String, Integer>transform(Integer::parseInt)

.get();

}

*@Bean*

**public** MessageChannel queueChannel() {

**return** MessageChannels.queue().get();

}

*@Bean*

**public** MessageChannel publishSubscribe() {

**return** MessageChannels.publishSubscribe().get();

}

*@Bean*

**public** IntegrationFlow channelFlow() {

**return** IntegrationFlows.from("input")

.fixedSubscriberChannel()

.channel("queueChannel")

.channel(publishSubscribe())

.channel(MessageChannels.executor("executorChannel", **this**.taskExecutor))

.channel("output")

.get();

}

* from("input") means "find and use the *MessageChannel* with the "input" id, or create one".
* fixedSubscriberChannel() produces an instance of FixedSubscriberChannel and registers it with a name of channelFlow.channel#0.
* channel("queueChannel") works the same way but uses an existing queueChannel bean.
* channel(publishSubscribe()) is the bean-method reference.
* channel(MessageChannels.executor("executorChannel", this.taskExecutor)) is the IntegrationFlowBuilder that exposes IntegrationComponentSpec to the ExecutorChannel and registers it as executorChannel.
* channel("output") registers the DirectChannel bean with output as its name, as long as no beans with this name already exist.

Application.properties

jmslistener.concurrency=7-15

ssw.jmslistener.concurrency=7-15

application.yaml

spring:

profiles:

active: "dev"

activemq:

in-memory: false

pool:

enabled: false

queue:

mq:

hostName: be-nft5-bnppi-db-01.clear2pay.com

port: 1414

channel: channel1

queueManager: opf.queue.manager

activemq:

brokerURL: tcp://localhost:61616

queuePrefetch: 10

FOREX:

REQUEST:

QUEUE: CIB.CASHMGMT.FXBUNDLE.APAC.ALL.EMX.PACS008.FX

RESPONSE:

metadata:

Destination: BPH2

Source: FX\_Bundle\_Incoming

Uid: BPH

DataObjectName: CCT\_PMT

SrcCtry: SG

DestCtry: SG

Version: 1.0.0

QUEUE: CIB.CASHMGMT.FXBUNDLE.APAC.EMX.BPH2.PACS002.FX

delay: 0

responseTemplateFile: conf/FxResponse.xml

SSW:

RESPONSE:

metadata:

Destination: BPH2

Source: SSW

Uid: BPH

DataObjectName: FLT\_RSP

Version: 1.0.0

requestResponseQueueMapping:

CIB.CASHMGMT.BPH2.SSW.IN.BPH2.EMX.PACS008: CIB.CASHMGMT.SSW.BPH2.IN.EMX.BPH2.PACS002

CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGRT: CIB.CASHMGMT.PFSV2.APAC.EMX.BPH2.PACS002.PFLRGRT

CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGPF: CIB.CASHMGMT.PFSV2.APAC.EMX.BPH2.PACS002.PFLRGRT

responseTemplateFile: conf/Pacs002\_SSW response.xml

trxTemplateFile: conf/Pacs002\_SSW\_trx.xml

tagToMergeWithTransaction: OrgnlGrpInfAndSts

requestResponseTagMapping:

TxId: OrgnlTxId

delay: 0

SSW\_IN:

REQUEST:

QUEUE: CIB.CASHMGMT.BPH2.SSW.IN.BPH2.EMX.PACS008

SSW\_APAC\_RGRT:

REQUEST:

QUEUE: CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGRT

SSW\_APAC\_RGPF:

REQUEST:

QUEUE: CIB.CASHMGMT.PFSV2.APAC.BPH2.EMX.PACS008.PFLRGPF

CHARGE:

REQUEST:

QUEUE: CIB.CASHMGMT.BPHV2.APAC.BPH2.EMX.PACS008.CHARGE

RESPONSE:

metadata:

Destination: BPH2

Source: TBS2

Uid: BPH

DataObjectName: CHG\_RSP

Version: 1.0.0

QUEUE: CIB.CASHMGMT.BPHV2.APAC.EMX.BPH2.PACS002.CHARGE

delay: 0

responseTemplateFile: conf/Pacs002\_Charge response.xml

trxTemplateFile: conf/Pacs002\_Charge\_trx.xml

tagToMergeWithTransaction: OrgnlGrpInfAndSts

requestResponseTagMapping:

InstrId: OrgnlInstrId

EndToEndId: OrgnlEndToEndId

TxId: OrgnlTxId

BVM:

REQUEST:

QUEUE: CIB.CASHMGMT.JOMP.MY.BPH2.EMX.PXML.BVMREQ

RESPONSE:

metadata:

Destination: BPH2

Source: BVM

Uid: BPH

DataObjectName: FLT\_RES

SrcCtry: MY

DestCtry: MY

Version: 1.0.0

QUEUE: CIB.CASHMGMT.JOMP.MY.EMX.BPH2.PXML.BVMRES

delay: 0

responseTemplateFile: conf/BvmResponse.xml

EARMRK:

RESPONSE:

metadata:

Destination: BPH2

Source: CAMP

DataObjectName: EMK\_RSP

requestResponseCFTPathMapping:

/tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/recv

/tmp/bnppindia/apps/bph2/msg/CAMP/IN/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/IN/recv

/tmp/bnppindia/apps/bph2/msg/CAMP/SG/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/SG/recv

requestResponseQueueMapping:

CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ: CIB.CASHMGMT.CAMP.BPH2.IN.EMX.BPH2.EMKRSP

CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.SG.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.MY.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.TH.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.VN.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ: CIB.CASHMGMT.EMXAT2.MY.EMX.BPH2.PXML.EMKRSP

METADATAHANLDER: EamkMetadataHandler

TRXTAG: CIB.CASHMGMT.CINT.IN.EMX.BPH.EMKRSP

RULES: delay

responseTemplateFile: conf/EarmrkReq2Template.xml

trxTemplateFile: conf/EarmrkTxRqstInf.xml

tagToMergeWithTransaction: RqstPvtInf

requestResponseTagMapping:

TxRef: TxRef

RqstRef: RqstRef

delay: 0

EARMRK\_IN:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/IN/tmp

QUEUE: CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ

EARMRK\_SG:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SG/tmp

QUEUE: CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ

EARMRK\_MY:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ

EARMRK\_RTPM\_MY:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ

EARMRK\_TH:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ

EARMRK\_VN:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ

EMULATOR:

RULE:

- name: delay

property:

duration: 5000.0

- name: multiresponse

property:

file1: PAIN.001.001.02\_Response1.xml

file2: PAIN.001.001.02\_Response2.xml

filecount: 2

- name: 'noresponse '

- name: headerreconfail

- name:

payloadreconfail: req:/Document/pain.001.001.02/GrpHdr/InitgPty/Nm

property:

filename: PAIN.001.001.02\_Response\_fail.xml

JMSHEADER:

metadata:

AppInstanceID: EMX

DestCountry: IN

Destination: BPH2

GUID: 00

Source: CAMP

SrcCountry: IN

Timestamp: 00

UID: 00

VersionNo: 1.0.0

Target: AT2

inbound:

failed:

path: inbound/failed

file:

poller:

fixed:

delay: 3

max:

messages:

per:

poll: 100

thread:

pool:

size: 10

filename:

regex: ([^\s]+(\.(?i)(tkn))$)

out:

path: inbound/out

processed:

path: inbound/processed

read:

path: inbound/read

write:

path: inbound/write

install:

path: /mnt/sdb1/dev/bnppindia-0.0.1/setup/Emulator

out:

filename:

suffix: .txt

---

spring:

profiles: dev

EARMRK:

RESPONSE:

metadata:

Destination: BPH2

Source: CAMP

DataObjectName: EMK\_RSP

requestResponseCFTPathMapping:

/tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/recv

/tmp/bnppindia/apps/bph2/msg/CAMP/IN/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/IN/recv

/tmp/bnppindia/apps/bph2/msg/CAMP/SG/tmp: /tmp/bnppindia/apps/bph2/msg/CAMP/SG/recv

requestResponseQueueMapping:

CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ: CIB.CASHMGMT.CAMP.BPH2.IN.EMX.BPH2.EMKRSP

CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.SG.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.MY.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.TH.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.VN.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ: CIB.CASHMGMT.EMXAT2.MY.EMX.BPH2.PXML.EMKRSP

METADATAHANLDER: EamkMetadataHandler

TRXTAG: CIB.CASHMGMT.CINT.IN.EMX.BPH.EMKRSP

RULES: delay

responseTemplateFile: conf/EarmrkReq2Template.xml

trxTemplateFile: conf/EarmrkTxRqstInf.xml

tagToMergeWithTransaction: RqstPvtInf

requestResponseTagMapping:

TxRef: TxRef

RqstRef: RqstRef

delay: 0

EARMRK\_IN:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/IN/tmp

QUEUE: CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ

EARMRK\_SG:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SG/tmp

QUEUE: CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ

EARMRK\_MY:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ

EARMRK\_RTPM\_MY:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ

EARMRK\_TH:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ

EARMRK\_VN:

REQUEST:

FOLDER: /tmp/bnppindia/apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ

---

spring:

profiles: nft

EARMRK:

RESPONSE:

metadata:

Destination: BPH2

Source: CAMP

DataObjectName: EMK\_RSP

requestResponseCFTPathMapping:

/apps/bph2/msg/CAMP/SEA/tmp: /apps/bph2/msg/CAMP/SEA/recv

/apps/bph2/msg/CAMP/IN/tmp: /apps/bph2/msg/CAMP/IN/recv

/apps/bph2/msg/CAMP/SG/tmp: /apps/bph2/msg/CAMP/SG/recv

requestResponseQueueMapping:

CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ: CIB.CASHMGMT.CAMP.BPH2.IN.EMX.BPH2.EMKRSP

CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.SG.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.MY.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.TH.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ: CIB.CASHMGMT.CAMPS.VN.EMX.ALL.PXML.EMKRSP

CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ: CIB.CASHMGMT.EMXAT2.MY.EMX.BPH2.PXML.EMKRSP

METADATAHANLDER: EamkMetadataHandler

TRXTAG: CIB.CASHMGMT.CINT.IN.EMX.BPH.EMKRSP

RULES: delay

responseTemplateFile: conf/EarmrkReq2Template.xml

trxTemplateFile: conf/EarmrkTxRqstInf.xml

tagToMergeWithTransaction: RqstPvtInf

requestResponseTagMapping:

TxRef: TxRef

RqstRef: RqstRef

delay: 0

EARMRK\_IN:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/IN/tmp

QUEUE: CIB.CASHMGMT.BPH2.CAMP.IN.BPH2.EMX.EMKREQ

EARMRK\_SG:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/SG/tmp

QUEUE: CIB.CASHMGMT.CAMPS.SG.ALL.EMX.PXML.EMKREQ

EARMRK\_MY:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.MY.ALL.EMX.PXML.EMKREQ

EARMRK\_RTPM\_MY:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.EMXMEDIATION.ALL.ALL.APX.ALL.ALLREQ

EARMRK\_TH:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.TH.ALL.EMX.PXML.EMKREQ

EARMRK\_VN:

REQUEST:

FOLDER: /apps/bph2/msg/CAMP/SEA/tmp

QUEUE: CIB.CASHMGMT.CAMPS.VN.ALL.EMX.PXML.EMKREQ

MessageConfiguration Class

@Configuration

**public** **class** MessagingConfiguration {

/\*\*

\* Create MQ Connection Factory

\* **@param** hostName

\* **@param** port

\* **@param** channel

\* **@param** queueManager

\* **@return** connectionFactory the connectionFactory

\*/

@Bean(name="mqConnectionFactory")

@ConditionalOnExpression("#{environment.getProperty('mode').contains('nft')}")

**public** ConnectionFactory mqConnectionFactory(@Value("${queue.mq.hostName}") String hostName,

@Value("${queue.mq.port}") **int** port, @Value("${queue.mq.channel}") String channel,

@Value("${queue.mq.queueManager}") String queueManager) {

MQQueueConnectionFactory mqQueueConnectionFactory = **new** MQQueueConnectionFactory();

mqQueueConnectionFactory.setHostName(hostName);

**try** {

mqQueueConnectionFactory.setTransportType(WMQConstants.***ADMIN\_QUEUE\_DOMAIN***);

mqQueueConnectionFactory.setCCSID(1208);

mqQueueConnectionFactory.setChannel(channel);

mqQueueConnectionFactory.setPort(port);

mqQueueConnectionFactory.setQueueManager(queueManager);

} **catch** (Exception e) {

e.printStackTrace();

}

**return** mqQueueConnectionFactory;

}

@Bean(name="activeMQConnectionFactory")

@ConditionalOnExpression("#{environment.getProperty('mode').contains('dev')}")

**public** ConnectionFactory activeMQConnectionFactory(@Value("${queue.activemq.brokerURL}") String brokerURL,ActiveMQPrefetchPolicy activeMQPrefetchPolicy){

ActiveMQConnectionFactory connectionFactory = **new** ActiveMQConnectionFactory();

connectionFactory.setBrokerURL(brokerURL);

connectionFactory.setPrefetchPolicy(activeMQPrefetchPolicy);

connectionFactory.setTrustedPackages(Arrays.*asList*("com.clear2pay","java.util","com.clear2pay.indhub.emulator.earmarking.jaxb.Document","org.w3c.dom.Document"));

**return** connectionFactory;

}

@Bean

@ConditionalOnExpression("#{environment.getProperty('mode').contains('dev')}")

**public** ActiveMQPrefetchPolicy activeMQPrefetchPolicy(@Value("${queue.activemq.queuePrefetch}") String queuePrefetch){

ActiveMQPrefetchPolicy activeMQPrefetchPolicy=**new** ActiveMQPrefetchPolicy();

activeMQPrefetchPolicy.setQueuePrefetch(10);

**return** activeMQPrefetchPolicy;

}

@Bean

**public** MessageConverter oxmJmsMessageConverter() {

MarshallingMessageConverter oxmJmsMessageConverter

= **new** MarshallingMessageConverter();

Jaxb2Marshaller jaxbMarshaller = **new** Jaxb2Marshaller ();

jaxbMarshaller.setPackagesToScan("com.clear2pay.indhub.emulator.earmarking.jaxb.Document");

jaxbMarshaller.setClassesToBeBound(com.clear2pay.indhub.emulator.earmarking.jaxb.Document.**class**);

oxmJmsMessageConverter.setUnmarshaller(jaxbMarshaller);

oxmJmsMessageConverter.setMarshaller(jaxbMarshaller);

**return** oxmJmsMessageConverter;

}

@Bean

**public** MessageConverter simpleMessageConverter() {

SimpleMessageConverter converter = **new** SimpleMessageConverter();

**return** converter;

}

@Bean

**public** DefaultJmsListenerContainerFactory jmsListenerContainerFactory(ConnectionFactory connectionFactory) {

DefaultJmsListenerContainerFactory factory = **new** DefaultJmsListenerContainerFactory();

factory.setConnectionFactory(connectionFactory);

factory.setMessageConverter(simpleMessageConverter());

// factory.setTaskExecutor(taskJMSExecutor());

// factory.setConcurrency("1-1");

**return** factory;

}

@Bean

TaskExecutor taskJMSExecutor() {

ThreadPoolTaskExecutor taskExecutor = **new** ThreadPoolTaskExecutor();

taskExecutor.setCorePoolSize(10);

**return** taskExecutor;

}

@Bean

**public** JmsTemplate jmsTemplate(ConnectionFactory connectionFactory) {

JmsTemplate template = **new** JmsTemplate();

template.setConnectionFactory(connectionFactory);

template.setMessageConverter(simpleMessageConverter());

**return** template;

}

}

FilePollingConfiguration

@Configuration

**public** **class** FilePollingConfiguration {

@Bean(name="inboundReadDirectory")

**public** File inboundReadDirectory(@Value("${inbound.read.path}") String path) {

**return** makeDirectory(path);

}

@Bean(name="inboundFailedDirectory")

**public** File inboundFailedDirectory(@Value("${inbound.failed.path}") String path) {

**return** makeDirectory(path);

}

@Bean(name="inboundOutDirectory")

**public** File inboundOutDirectory(@Value("${inbound.out.path}") String path) {

**return** makeDirectory(path);

}

@Bean(name="earmrkReadDirectory")

**public** File earmrkReadDirectory(@Value("${EARMRK\_IN.REQUEST.FOLDER}") String path) {

**return** makeDirectory(path);

}

@Bean(name="earmrkReadDirectorySG")

**public** File earmrkReadDirectorySG(@Value("${EARMRK\_SG.REQUEST.FOLDER}") String path) {

**return** makeDirectory(path);

}

@Bean(name="earmrkReadDirectoryApac")

**public** File earmrkReadDirectoryApac(@Value("${EARMRK\_MY.REQUEST.FOLDER}") String path) {

**return** makeDirectory(path);

}

**private** File makeDirectory(String path) {

File file = **new** File(path);

file.mkdirs();

**return** file;

}

}

@Configuration

**class** FilePollingIntegrationFlow {

@Autowired

**public** File earmrkReadDirectory;

@Autowired

**public** File earmrkReadDirectoryApac;

@Autowired

**public** File earmrkReadDirectorySG;

@Autowired

**private** ApplicationContext applicationContext;

@Bean

**public** IntegrationFlow earmkInboundFileIntegration(@Value("${inbound.file.poller.fixed.delay}") **long** period,

@Value("${inbound.file.poller.max.messages.per.poll}") **int** maxMessagesPerPoll,

TaskExecutor taskExecutor,

MessageSource<File> earmrkFileReadingMessageSourceIN) {

**return** IntegrationFlows.*from*(earmrkFileReadingMessageSourceIN,

c -> c.poller(Pollers.*fixedDelay*(period)

.taskExecutor(taskExecutor)

.maxMessagesPerPoll(maxMessagesPerPoll)

.transactionSynchronizationFactory(earmkTxSynchronizationFactory())

.transactional(transactionManager())))

.transform(Transformers.*fileToString*())

.handle("ermkFileProcessor", "process")

.channel(AppConfig.***INBOUND\_CHANNEL***)

.get();

}

@Bean

**public** IntegrationFlow earmkInboundFileIntegrationApac(@Value("${inbound.file.poller.fixed.delay}") **long** period,

@Value("${inbound.file.poller.max.messages.per.poll}") **int** maxMessagesPerPoll,

TaskExecutor taskExecutor,

MessageSource<File> earmrkFileReadingMessageSourceAPAC) {

**return** IntegrationFlows.*from*(earmrkFileReadingMessageSourceAPAC,

c -> c.poller(Pollers.*fixedDelay*(period)

.taskExecutor(taskExecutor)

.maxMessagesPerPoll(maxMessagesPerPoll)

.transactionSynchronizationFactory(earmkTxSynchronizationFactory())

.transactional(transactionManager())))

.transform(Transformers.*fileToString*())

.handle("ermkFileProcessor", "process")

.channel(AppConfig.***INBOUND\_CHANNEL***)

.get();

}

@Bean

**public** IntegrationFlow earmkInboundFileIntegrationSG(@Value("${inbound.file.poller.fixed.delay}") **long** period,

@Value("${inbound.file.poller.max.messages.per.poll}") **int** maxMessagesPerPoll,

TaskExecutor taskExecutor,

MessageSource<File> earmrkFileReadingMessageSourceSG) {

**return** IntegrationFlows.*from*(earmrkFileReadingMessageSourceSG,

c -> c.poller(Pollers.*fixedDelay*(period)

.taskExecutor(taskExecutor)

.maxMessagesPerPoll(maxMessagesPerPoll)

.transactionSynchronizationFactory(earmkTxSynchronizationFactory())

.transactional(transactionManager())))

.transform(Transformers.*fileToString*())

.handle("ermkFileProcessor", "process")

.channel(AppConfig.***INBOUND\_CHANNEL***)

.get();

}

@Bean

TaskExecutor taskExecutor(@Value("${inbound.file.poller.thread.pool.size}") **int** poolSize) {

ThreadPoolTaskExecutor taskExecutor = **new** ThreadPoolTaskExecutor();

taskExecutor.setCorePoolSize(poolSize);

**return** taskExecutor;

}

@Bean

PseudoTransactionManager transactionManager() {

**return** **new** PseudoTransactionManager();

}

@Bean

**public** FileProcessor fileProcessor() {

**return** **new** FileProcessor();

}

@Bean

**public** EarmarkingFileProcessor ermkFileProcessor() {

**return** **new** EarmarkingFileProcessor();

}

@Bean

TransactionSynchronizationFactory earmkTxSynchronizationFactory() {

ExpressionParser parser = **new** SpelExpressionParser();

ExpressionEvaluatingTransactionSynchronizationProcessor syncProcessor =

**new** ExpressionEvaluatingTransactionSynchronizationProcessor();

syncProcessor.setBeanFactory(applicationContext.getAutowireCapableBeanFactory());

syncProcessor.setAfterCommitExpression(parser.parseExpression("payload.renameTo(new java.io.File(@earmrkReadDirectory.path " +

" + T(java.io.File).separator + payload.name))"));

syncProcessor.setAfterRollbackExpression(parser.parseExpression("payload.renameTo(new java.io.File(@earmrkReadDirectory.path " +

" + T(java.io.File).separator + payload.name))"));

**return** **new** DefaultTransactionSynchronizationFactory(syncProcessor);

}

@Bean

**public** FileReadingMessageSource earmrkFileReadingMessageSourceIN(@Value("${inbound.filename.regex}") String regex) {

FileReadingMessageSource source = **new** FileReadingMessageSource();

source.setDirectory(**this**.earmrkReadDirectory);

source.setAutoCreateDirectory(**true**);

CompositeFileListFilter<File> filter = **new** CompositeFileListFilter<>(

Arrays.*asList*(**new** AcceptOnceFileListFilter<File>(),

**new** RegexPatternFileListFilter(regex))

);

source.setFilter(filter);

**return** source;

}

@Bean

**public** FileReadingMessageSource earmrkFileReadingMessageSourceSG(@Value("${inbound.filename.regex}") String regex) {

FileReadingMessageSource source = **new** FileReadingMessageSource();

source.setDirectory(**this**.earmrkReadDirectorySG);

source.setAutoCreateDirectory(**true**);

CompositeFileListFilter<File> filter = **new** CompositeFileListFilter<>(

Arrays.*asList*(**new** AcceptOnceFileListFilter<File>(),

**new** RegexPatternFileListFilter(regex))

);

source.setFilter(filter);

**return** source;

}

@Bean

**public** FileReadingMessageSource earmrkFileReadingMessageSourceAPAC(@Value("${inbound.filename.regex}") String regex) {

FileReadingMessageSource source = **new** FileReadingMessageSource();

source.setDirectory(**this**.earmrkReadDirectoryApac);

source.setAutoCreateDirectory(**true**);

CompositeFileListFilter<File> filter = **new** CompositeFileListFilter<>(

Arrays.*asList*(**new** AcceptOnceFileListFilter<File>(),

**new** RegexPatternFileListFilter(regex))

);

source.setFilter(filter);

**return** source;

}

}

@Component

**public** **class** MessageProcessingIntegrationFlow {

@Autowired

**public** File inboundOutDirectory;

@Bean

**public** IntegrationFlow writeToFile(@Qualifier("fileWritingMessageHandler") MessageHandler fileWritingMessageHandler) {

**return** IntegrationFlows.*from*(AppConfig.***INBOUND\_CHANNEL***)

.transform(m -> **new** StringBuilder((String)m).reverse().toString())

.handle(fileWritingMessageHandler)

.handle(loggingHandler())

.get();

}

@Bean (name = "fileWritingMessageHandler")

**public** MessageHandler fileWritingMessageHandler() {

FileWritingMessageHandler handler = **new** FileWritingMessageHandler(inboundOutDirectory);

handler.setAutoCreateDirectory(**true**);

**return** handler;

}

@Bean

**public** MessageHandler loggingHandler() {

LoggingHandler logger = **new** LoggingHandler("INFO");

logger.setShouldLogFullMessage(**true**);

**return** logger;

}

}

@ConfigurationProperties(prefix = "EARMRK.RESPONSE")

@Component("earmarkingProcessor")

**public** **class** EarmarkingProcessor **implements** InterfaceProcessor{

**private** Map<String,String> requestResponseTagMapping;

**private** String tagToMergeWithTransaction;

@Autowired

**private** String earMarkingContainerResponseTemplate;

@Autowired

**private** String earMarkingTransactionResponseTemplate;

@Override

**public** String process(**byte**[] requestPayload) {

Map<String, List<String>> requestedTagValuesMapping=extractRequestInfo(requestPayload);

StringBuilder transactionResponses=**new** StringBuilder();

**int** size=((Collection<List<String>>)requestedTagValuesMapping.values()).iterator().next().size();

**for** (**int** i = 0; i < size; i++) {

StringBuilder transactionResponse = **new** StringBuilder(earMarkingTransactionResponseTemplate);

**final** **int** index=i;

requestedTagValuesMapping.entrySet().forEach(entry->{

String responseTag = requestResponseTagMapping.get(entry.getKey());

String resposneValueToBeRepalce = "%" + responseTag + "%";

transactionResponse.replace(transactionResponse.indexOf(resposneValueToBeRepalce),

transactionResponse.indexOf(resposneValueToBeRepalce) + resposneValueToBeRepalce.length(),

entry.getValue().get(index));

});

transactionResponses.append(transactionResponse);

}

StringBuilder mainResponseBuilder = **new** StringBuilder(earMarkingContainerResponseTemplate);

String endTagToBeMergeWithTransaction=String.*format*("</"+tagToMergeWithTransaction+">");

mainResponseBuilder.insert(mainResponseBuilder.indexOf(endTagToBeMergeWithTransaction)+endTagToBeMergeWithTransaction.length()+1, transactionResponses);

**return** mainResponseBuilder.toString();

}

**private** Map<String, List<String>> extractRequestInfo(**byte**[] bytes) {

Map<String, List<String>> tagValuesMapping = **new** HashMap(requestResponseTagMapping.keySet().size());

**try** {

XMLInputFactory inputFactory = XMLInputFactory.*newInstance*();

XMLEventReader eventReader = inputFactory.createXMLEventReader(**new** ByteArrayInputStream(bytes));

**while** (eventReader.hasNext()) {

XMLEvent event = eventReader.nextEvent();

// reach the start of an item

**if** (event.isStartElement()) {

// data

**for** (String tagTobeExtract : requestResponseTagMapping.keySet())

**if** (event.asStartElement().getName().getLocalPart().equals(tagTobeExtract)) {

event = eventReader.nextEvent();

String value = event.asCharacters().getData();

**if** (tagValuesMapping.containsKey(tagTobeExtract)) {

tagValuesMapping.get(tagTobeExtract).add(value);

} **else** {

List<String> values = **new** ArrayList<>();

values.add(value);

tagValuesMapping.put(tagTobeExtract, values);

}

**break**;

}

}

}

} **catch** (FactoryConfigurationError e) {

e.printStackTrace();

} **catch** (XMLStreamException e) {

e.printStackTrace();

}

**return** tagValuesMapping;

}

**public** Map<String, String> getRequestResponseTagMapping() {

**return** requestResponseTagMapping;

}

**public** **void** setRequestResponseTagMapping(Map<String, String> requestResponseTagMapping) {

**this**.requestResponseTagMapping = requestResponseTagMapping;

}

**public** String getTagToMergeWithTransaction() {

**return** tagToMergeWithTransaction;

}

**public** **void** setTagToMergeWithTransaction(String tagToMergeWithTransaction) {

**this**.tagToMergeWithTransaction = tagToMergeWithTransaction;

}

}

@Component

@ConfigurationProperties(prefix = "SSW.RESPONSE")

**public** **class** SSWListener {

**private** **static** **final** Logger ***LOGGER*** = LoggerFactory.*getLogger*(SSWListener.**class**);

@Resource(name="sswProcessor")

**private** InterfaceProcessor processor;

**private** **final** ResponseService responseService;

**private** **int** delay;

/\*\*

\*

\* **@param** responseService

\*/

@Autowired

**public** SSWListener(ResponseService responseService) {

**this**.responseService = responseService;

}

**private** Map<String,String> requestResponseQueueMapping;

**private** Map<String, String> metadata;

@Autowired

**private** JmsTemplate jmsTemplate;

@Autowired

**private** JMSHeaderProcessor jmsHeaderProcessor;

**private** **volatile** String charset = "UTF-8";

@JmsListeners(value={@JmsListener(containerFactory = "jmsListenerContainerFactory", destination = "${SSW\_IN.REQUEST.QUEUE}",concurrency="${ssw.jmslistener.concurrency}"),

@JmsListener(containerFactory = "jmsListenerContainerFactory", destination = "${SSW\_APAC\_RGRT.REQUEST.QUEUE}",concurrency="${ssw.jmslistener.concurrency}"),

@JmsListener(containerFactory = "jmsListenerContainerFactory", destination = "${SSW\_APAC\_RGPF.REQUEST.QUEUE}",concurrency="${ssw.jmslistener.concurrency}")})

**public** **void** receiveMessage(Message<?> message) {

**try** {

**byte**[] requestPayload = **null**;

MessageHeaders messageheaders=message.getHeaders();

Queue requestQueue=((Queue)messageheaders.get("jms\_destination"));

metadata.put(BNPPJMSHeaderProperties.EmxHeaderProp.***SOURCECOUNTRY***.getHeaderName(),(String)messageheaders.get(BNPPJMSHeaderProperties.EmxHeaderProp.***SOURCECOUNTRY***.getHeaderName()));

metadata.put(BNPPJMSHeaderProperties.EmxHeaderProp.***DESTINATIONCOUNTRY***.getHeaderName(),(String)messageheaders.get(BNPPJMSHeaderProperties.EmxHeaderProp.***DESTINATIONCOUNTRY***.getHeaderName()));

Object payload = message.getPayload();

CommonUtil.*generateLogs*("SSW Request received",messageheaders);

**if** (payload **instanceof** **byte**[]) {

requestPayload = (**byte**[]) payload;

}

**else** **if** (payload **instanceof** String) {

**try** {

requestPayload = ((String) payload).getBytes(**this**.charset);

}

**catch** (UnsupportedEncodingException e) {

**throw** **new** MessageHandlingException(message, e);

}

}

**else** {

**throw** **new** MessageHandlingException(message,

"HdfsTextFileWriter expects " +

"either a byte array or String payload, but received: " + payload.getClass());

}

String sswResponse=processor.process(requestPayload);

MessageHeaders headers = message.getHeaders();

**if** (StringUtils.*isNotBlank*(sswResponse)) {

**if**(delay>0){

Thread.*sleep*(delay);

}

**this**.jmsTemplate.convertAndSend(CommonUtil.*getResponseQueue*(requestResponseQueueMapping, requestQueue.getQueueName()), sswResponse,

**new** MessagePostProcessor() {

**public** javax.jms.Message postProcessMessage(javax.jms.Message message)

**throws** JMSException {

CommonUtil.*generateLogs*("SSW Response sent",headers);

jmsHeaderProcessor.prepareHeader(message,

jmsHeaderProcessor.getMetadata(getMetadata()));

**if** (responseService.isHeaderReconFail()) {

message.setStringProperty("Guid",

**new** StringBuffer(headers.get("Uid").toString()).reverse().toString());

} **else** {

message.setStringProperty("Guid",

headers.get("Uid").toString());

}

**return** message;

}

});

} **else**

System.***out***.println("Error : Response message is null");

} **catch** (Exception e) {

e.printStackTrace();

}

}

**public** **int** getDelay() {

**return** delay;

}

**public** **void** setDelay(**int** delay) {

**this**.delay = delay;

}

**public** Map<String, String> getMetadata() {

**return** metadata;

}

**public** **void** setMetadata(Map<String, String> metadata) {

**this**.metadata = metadata;

}

**public** Map<String, String> getRequestResponseQueueMapping() {

**return** requestResponseQueueMapping;

}

**public** **void** setRequestResponseQueueMapping(Map<String, String> requestResponseQueueMapping) {

**this**.requestResponseQueueMapping = requestResponseQueueMapping;

}

}