**What is numpy ?**

NumPy is the fundamental package for scientific computing in Python. It is a Python library that provides a multidimensional array object, various derived objects (such as masked arrays and matrices), and an assortment of routines for fast operations on arrays, including mathematical, logical, shape manipulation, sorting, selecting, I/O, discrete Fourier transforms, basic linear algebra, basic statistical operations, random simulation and much more.

**Advantage of numpy over python list or array**

Numpy has below three major advantages-

**Size** - Numpy data structures take up less space

**Performance** – Numpy operation are faster b/c of less space consumption and vectorization.

**Functionality** - SciPy and NumPy have optimized functions such as linear algebra operations built in.

**Why numpy is faster**

Numpy is faster compare to list/array because numpy consumes less space and implements vectorization.

**List vs Numpy Array**

Python lists store pointers to memory locations. On the other hand, numpy arrays are typed, where the default type is floating point. Because of this, the system knows how much memory to allocate, and if you ask for an array of size 100, it will allocate one hundred contiguous spots in memory, where the size of each spot is based on the type. This makes access extremely fast.

**Axis convention in numpy:**

Axis =0: operation will be row wise for each column

Axis=1: operation will be column wise for each row
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**Example**:

Concatenate two array row wise.

>>> a = np.array([[1, 2], [3, 4]])

>>> a

array([[1, 2],

[3, 4]])

>>> b = np.array([[5, 6]])

>>> b

array([[5, 6]])

>>> np.concatenate((a, b), axis=0)

array([[1, 2],

[3, 4],

[5, 6]])

>>>

**Attributes of numpy**

|  |  |
| --- | --- |
| [ndarray.T](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.T.html#numpy.ndarray.T) | The transposed array. |
| [ndarray.real](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.real.html#numpy.ndarray.real) | The real part of the array. |
| [ndarray.imag](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.imag.html#numpy.ndarray.imag) | The imaginary part of the array. |
| [ndarray.flat](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.flat.html#numpy.ndarray.flat) | A 1-D iterator over the array. |
| [ndarray.ctypes](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.ctypes.html#numpy.ndarray.ctypes) | An object to simplify the interaction of the array with the ctypes module. |
| [ndarray.dtype](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.dtype.html#numpy.ndarray.dtype) | Data-type of the array’s elements. |

|  |  |
| --- | --- |
| [ndarray.flags](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.flags.html#numpy.ndarray.flags) | Information about the memory layout of the array. |
| [ndarray.shape](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.shape.html#numpy.ndarray.shape) | Tuple of array dimensions. |
| [ndarray.strides](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.strides.html#numpy.ndarray.strides) | Tuple of bytes to step in each dimension when traversing an array. |
| [ndarray.ndim](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.ndim.html#numpy.ndarray.ndim) | Number of array dimensions. |
| [ndarray.data](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.data.html#numpy.ndarray.data) | Python buffer object pointing to the start of the array’s data. |
| [ndarray.size](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.size.html#numpy.ndarray.size) | Number of elements in the array. |
| [ndarray.itemsize](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.itemsize.html#numpy.ndarray.itemsize) | Length of one array element in bytes. |
| [ndarray.nbytes](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.nbytes.html#numpy.ndarray.nbytes) | Total bytes consumed by the elements of the array. |
| [ndarray.base](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.base.html#numpy.ndarray.base) | Base object if memory is from some other object. |

#####################

# Numpy Array creation #

#####################

We can use generally below 5 ways to create array –

1. conversion from python iterable data types (list, tuples, etc)

np.array(pyth\_iterable\_data)

1. Intrinsic numpy array creation object- ones, zeros, arrange etc.

np.zeros(shape\_of\_array))

np.ones(shape\_of\_array))

|  |  |
| --- | --- |
| np.zeros((2,3)) | [[0. 0. 0.]  [0. 0. 0.]] |

1. Reading array from disk either from standard or custom.
2. Creating array from raw bytes through use of string and buffer.
3. Use of special library function.

#######################

# Array Creation Routine #

#######################

We have below methods for numpy array creation.

####################

# From zeros and ones #

####################

numpy.empty(shape, dtype=float, order='C')

Return a new array of given shape and type, without initializing entries.

Shape of the empty array, e.g., (2, 3) or 2, dtype and order are optional.

numpy.empty\_like(prototype\_array, dtype=None, order='K', subok=True, shape=None)

Return a new array with the same shape and type as a given array.

Except prototype\_array remaining all parameter are optional.

numpy.eye(N, M=None, k=0, dtype=<class 'float'>, order='C')

Return a 2-D array with ones on the diagonal and zeros elsewhere.

N , M ---- Number or rows and columns. Except N all are optional.

>>> np.eye(2, dtype=int)

array([[1, 0],

[0, 1]])

numpy.identity(n, dtype=None)

Return the identity array. The identity array is a square array with ones on the main diagonal

n: --- Number or rows and column. Out array will be square array of n x n.

numpy.ones(shape, dtype=None, order='C')

Return a new array of given shape and type, filled with ones.

shape ----- It represents the shape of array, except shape all parameter are optional.

numpy.ones\_like(prototype\_array, dtype=None, order='K', subok=True, shape=None)

Return an array of ones with the same shape and type as a given prototype array.

Except prototype\_array all parameter are optional.

numpy.zeros(shape, dtype=float, order='C')

Return a new array of given shape and type, filled with zeros.

numpy.full(shape, fill\_value, dtype=None, order='C')

Return a new array of given shape and type, filled with fill\_value.

numpy.full\_like(prototype\_array, fill\_value, dtype=None, order='K', subok=True, shape=None)

Return a full array with the same shape and type as a given array.

##################

# From existing data #

##################

numpy.array(data, dtype=None, copy=True, order='K', subok=False, ndmin=0)

Creating an array from given data.

numpy.asarray(data, dtype=None, order=None)

Convert the input to an array.

data: array\_like

Input data, in any form that can be converted to an array. This includes lists, lists of tuples, tuples, tuples of tuples, tuples of lists and ndarrays.

Except data all are optional.

numpy.asmatrix(data, dtype=None)

Interpret the input as a matrix.

|  |  |
| --- | --- |
| [copy](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.copy.html#numpy.copy)(a[, order]) | Return an array copy of the given object. |
| [frombuffer](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.frombuffer.html#numpy.frombuffer)(buffer[, dtype, count, offset]) | Interpret a buffer as a 1-dimensional array. |
| [fromfile](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fromfile.html#numpy.fromfile)(file[, dtype, count, sep, offset]) | Construct an array from data in a text or binary file. |
| [fromfunction](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fromfunction.html#numpy.fromfunction)(function, shape, \\*\\*kwargs) | Construct an array by executing a function over each coordinate. |
| [fromiter](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fromiter.html#numpy.fromiter)(iterable, dtype[, count]) | Create a new 1-dimensional array from an iterable object. |
| [fromstring](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fromstring.html#numpy.fromstring)(string[, dtype, count, sep]) | A new 1-D array initialized from text data in a string. |
| [loadtxt](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.loadtxt.html#numpy.loadtxt)(fname[, dtype, comments, delimiter, …]) | Load data from a text file. |

#################

# Numerical ranges #

#################

numpy.arange([start, ]stop, [step, ]dtype=None)

Return evenly spaced values within a given interval. (Start, Stop and Step)

Interval is half open interval [start,stop) i.e. end value is not included in interval.

Stop ------ End value of interval.

Start ----- start value of interval, default =0

Step ----- Step size of interval, default=1.

Except stop all values are optional.

numpy.linspace(start, stop, num=50, endpoint=True, retstep=False, dtype=None, axis=0)

Return specified number of data points from give data. (Start, stop, num. of data point)

start : Start value of the sequence, this is array like

stop : End value of the sequence

num : Number of data points, default=50

Except start and stop all are optional.

numpy.logspace(start, stop, num=50, endpoint=True, base=10.0, dtype=None, axis=0)

Same as linspace() but here data are even spaced on log scale

Except start and stop all are optional.

numpy.geomspace(start, stop, num=50, endpoint=True, dtype=None, axis=0)

Return numbers spaced evenly on a log scale (a geometric progression).

Except start and stop all are optional.

**##############################**

**# Indexing, Slicing in numpy array #**

**##############################**

Concept of slicing in numpy is same as python slicing as for each diamension. We can generalize it as-

arr[ diam\_1\_start : diam\_1\_end : setp, diam\_2\_start : diam\_2\_end : end , . . . ]

**Parameter:**

We have below three parameter **and all three are optional.**

* start --- default to 0
* end --- default to end of array
* step – default to 1

**#slicing 1 -d array #**

* arr[ n1 : : ] ---- slice the all array value starting from n1
* arr[ n1 : n1 : ] --- slice the array value starting from n1 to n2-1 index with step 1

Let say we have below array –

arr = np.array([3, 5, 7, 9, 11, 15, 18, 22])

# Example 1: Use slicing a 1D arrays

arr2 = arr[1:6]

# Example 2: Slice Starting from 3rd value to end

arr2 = arr[3:]

# Example 3: Slice 0 to 4 index

arr2 = arr[:5]

# Example 4: Use negative slicing

arr2 = arr[-4:-2]

# Example 5: Use step value

arr2 = arr[::3]

**# Slicing 2-D array #**

arr[ diam\_1\_start: diam\_2\_end : step2 , diam\_2\_start : diam\_2\_end : step2 ]

**Example:**

arr = np.array([[3, 5, 7, 9, 11], [2, 4, 6, 8, 10]])

arr2 = arr[1:,1:3]

print(arr2) # [[4 6]]

**#Slicing 3-D Array #**

Slicing of 3-D array is same as 2-D or 1-D just we will have to take care of third dimension.

**Example:**

arr = np.array([[[3, 5, 7, 9, 11],

[2, 4, 6, 8, 10]],

[[5, 7, 8, 9, 2],

[7, 2, 3, 6, 7]]])

arr2 = arr[0,1,0:2]

print(arr2) #[2 4]

**####################################**

**# Getting particular Row or Column data ##** --- 2-D Array

**####################################**

For getting row or column data from a array we need to use indexers in numpy-

arr[ [row1, row2, . . . rown] , [col1, col2, . . . coln] ] **---- getting given row and column data**

arr [ [row1, row2, . . . rown], : ] **---- getting given rows and all columns data**

arr[ : , [ col1, col2, . . . . coln] ] **---- getting all columns and given rows data**

Example:1 --- Get second row and second column data

Solution : print(arr[[1],[1]])

Example 2: Get the first column data

Solution: print(arr[:,[0]])

Example 3: get the second-row data

Solution: print( arr[ [1],: ]

**Question:**

Swap the first column with second column data.

**Solution:**

arr[ :,[0] ] = arr[:, [1] ]

Question:

Swap the first and second column data

Solution:

arr[ :,[0] ],arr[:, [1] ] = arr[:, [1] ],arr[ :,[0] ]

**Note:**

One thing we should keep in mind that shape of result also depends on the shape of input indexing.

Let say we have below 1-D array-

arr= [51 92 14 71 60 20 82 86 74 74]

when we pass indexes as list of list.

ind = np.array([[3, 7],

[4, 5]])

x[ind]

output:

array([[71, 86],

[60, 20]])

**##################################**

**# Filtering / conditional filtering of data #**

**##################################**

Applying any condition to any array is same as applying condition to dataframe.

In dataframe we have column name to we can apply condition on one/more specific columns but in array condition will be applied on all data.

& ---- AND operation while applying multiple condition

| ---- OR operation while applying multiple condition

~ ---- NOT operation while applying multiple condition

**arr condition\_operation** ----- this will always give a Boolean array of same shape of arr

Let say we have below array-

[[5 0 3 3]

[7 9 3 5]

[2 4 7 6]]

arr>6 will give Boolean array where array values are greater than 6 of same shape of arr

|  |  |
| --- | --- |
| arr is:-  [[5 0 3 3]  [7 9 3 5]  [2 4 7 6]]  print([arr>6]) | #print( arr>6 )  [array([[False, False, False, False],  [ **True**, **True**, False, False],  [False, False, **True**, False]])] |

**arr[ Boolean\_array ]** ----- this will given all value of arrary for which Boolean array values are TRUE.

Shape of Boolean array must be same as shape or array

**Example:**

Find all elements from array which are greater than 10.

**Solution:**

arr[ ar>10 ]

**Example 2:** Find all values which are greater than 4 and less than 100.

**Solution:**

arr[ ar>10 & arr<100 ]

#################

# Building matrices #

#################

|  |  |
| --- | --- |
| [diag](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.diag.html#numpy.diag)(v[, k]) | Extract a diagonal or construct a diagonal array. |
| [diagflat](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.diagflat.html#numpy.diagflat)(v[, k]) | Create a two-dimensional array with the flattened input as a diagonal. |
| [tri](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tri.html#numpy.tri)(N[, M, k, dtype]) | An array with ones at and below the given diagonal and zeros elsewhere. |
| [tril](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tril.html#numpy.tril)(m[, k]) | Lower triangle of an array. |
| [triu](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.triu.html#numpy.triu)(m[, k]) | Upper triangle of an array. |
| [vander](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.vander.html#numpy.vander)(x[, N, increasing]) | Generate a Vandermonde matrix. |

numpy.diag(v, k=0)

**v : array\_like**

If v is a 2-D array, return a copy of its k-th diagonal. If v is a 1-D array, return a 2-D array with v on the k-th diagonal.

**k : int, optional**

Diagonal in question. The default is 0. Use k>0 for diagonals above the main diagonal, and k<0 for diagonals below the main diagonal.

**Note:**

If V is any array, then it will extract the diagonal from that array and create a matrix. Where diagonal element will be diagonal element of V and 0 else where.

**Example:**

|  |  |
| --- | --- |
| a = np.arange(12).reshape((4,3))  print(np.diag(np.diag(a)))  diag() have extracted and from a and assigned them as diagonal to new matrix/array | array([[0, 0, 0],  [0, 4, 0],  [0, 0, 8]]) |

**Example 2:**

np.diag([ [4, 5], [6, 8] ] ) # Error because input is not 1-d. If input if not 1-d then use diagflat()

numpy.diagflat(v, k=0)

**v : array\_like**

Input data, which is flattened and set as the k-th diagonal of the output.

**k : int, optional**

Diagonal to set; 0, the default, corresponds to the “main” diagonal, a positive (negative) k giving the number of the diagonal above (below) the main.

**Note:**

If V is not a 1-d list or array then it flattens those value into 1-d and creates matrix. Values of flattened array will be diagonal value of new matrix created and 0 else where

|  |  |
| --- | --- |
| x = np.diagflat([ [4, 5], [6, 8] ] )  Input is not 1-D, in output it’s is flattened and created as diagonal | [[4 0 0 0]  [0 5 0 0]  [0 0 6 0]  [0 0 0 8]] |

#########################

# Numpy Array Broadcasting #

#########################

Broadcasting is an operation of matching the dimensions of differently shaped arrays in order to be able to perform further operations on those arrays (eg per-element arithmetic).

**Rules of broadcasting**

1. If the two arrays differ in their number of dimensions, the shape of the one with fewer dimensions is padded with ones on its leading (left) side
2. If the shape of the two arrays does not match in any dimension, the array with shape equal to 1 in that dimension is stretched to match the other shape.
3. If in any dimension the sizes disagree and neither is equal to 1, an error is raised.

**Question 1:**

Check if two array if shape (2,3) and (3) are broadcastable.

Shape(m)=(2,3)

Shape(n)=3

By rule 1: ----- pad 1 on the left with ones:

Shape(n)=(1,3)

By rule 2: ----- first dimension disagrees, so we stretch this dimension to match

Shape(n)=(2,3)

Finally shape(n)=(2,3) hence shape of both m and n are same so both are broadcastable.

**Question 2:**

Check if array m with shape (3,1) is brodcastable with n with shape(3)

By rule 1: shape(n)=(1,3) ------ padding

By rule 2: shape(n)=(3,3) ------ Stretching

By rule 2 on m: shape(m)=(3,3) ---- stretching on m

Now shape of n and m are (3,3) hence operation on both are bordcastable.

**Question 3:**

Check if below two array are broadcastable:

M = np.ones((3, 2))

a = np.arange(3)

Apply rule 1:

M.shape -> (3, 2)

a.shape -> (1, 3)

Apply rule 2:

M.shape -> (3, 2)

a.shape -> (3, 3)

shape is not matching after applying the rules so arrays are not broadcastable.

##########################

# Array manipulation routines #

##########################

numpy.reshape(arr, newshape, order='C')

Gives a new shape to an array without changing its data.

arr -------- Array to be reshaped

newshape ---- New shape of array. Total number of element must be matching with old shape.

order ----- Optional.

numpy.ravel(arr, order='C')

Return a contiguous flattened array. A 1-D array, containing the elements of the input (arr), is returned. A copy is made only if needed.

Order ------ this is optional.

ndarray.flat

A 1-D iterator over the array.

This is a numpy.flatiter instance, which acts similarly to, but is not a subclass of, Python’s built-in iterator object

ndarray.flat[num] ---- Convert the ndarray into 1-d and return value from index num

array([[1, 0],

[0, 1]])

>>>

>>> x = np.arange(1, 7).reshape(2, 3)

>>> **x.flat[3]** #Convert into 1-d array and give the value at index 4.

4

>>> **type(x.flat)**

<class 'numpy.flatiter'>

>>>

ndarray.flatten(order='C')

Return a copy of the array collapsed into one dimension.

Order ---- this is optional.

**########################**

**# Transpose like operation #**

**########################**

|  |  |
| --- | --- |
| [moveaxis](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.moveaxis.html#numpy.moveaxis)(a, source, destination) | Move axes of an array to new positions. |
| [rollaxis](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.rollaxis.html#numpy.rollaxis)(a, axis[, start]) | Roll the specified axis backwards, until it lies in a given position. |
| [swapaxes](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.swapaxes.html#numpy.swapaxes)(a, axis1, axis2) | Interchange two axes of an array. |
| [ndarray.T](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ndarray.T.html#numpy.ndarray.T) | The transposed array. |
| [transpose](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.transpose.html#numpy.transpose)(a[, axes]) | Permute the dimensions of an array. |

#############################

# Changing number of dimensions #

#############################

numpy.atleast\_1d(\*arys)

Convert inputs to arrays with at least one dimension. Scalar inputs are converted to 1-dimensional arrays, whilst higher-dimensional inputs are preserved.

numpy.atleast\_2d(\*arys)

View inputs as arrays with at least two dimensions.

arys1, arys2, … : array\_like

One or more array-like sequences. Non-array inputs are converted to arrays. Arrays that already have two or more dimensions are preserved.

Returns an array, or list of arrays, each with a.ndim >= 2.

x = np.arange(3.0)

np.atleast\_2d(x).base is x # True

numpy.atleast\_3d(\*arys)

View inputs as arrays with at least three dimensions.

arys1, arys2, … : array\_like

One or more array-like sequences. Non-array inputs are converted to arrays. Arrays that already have three or more dimensions are preserved.

|  |  |
| --- | --- |
| [broadcast\_to](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.broadcast_to.html#numpy.broadcast_to)(array, shape[, subok]) | Broadcast an array to a new shape. |
| [broadcast\_arrays](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.broadcast_arrays.html#numpy.broadcast_arrays)(\\*args, \\*\\*kwargs) | Broadcast any number of arrays against each other. |
| [expand\_dims](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.expand_dims.html#numpy.expand_dims)(a, axis) | Expand the shape of an array. |
| [squeeze](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.squeeze.html#numpy.squeeze)(a[, axis]) | Remove single-dimensional entries from the shape of an array. |

#####################

# Changing kind of array #

#####################

numpy.asarray(arr, dtype=None, order=None)

Convert the input to an array.

arr: input data, in any form that can be converted to an array. This includes lists, lists of tuples, tuples, tuples of tuples, tuples of lists and ndarrays.

numpy.asanyarray(a, dtype=None, order=None)

Convert the input to an ndarray, but pass ndarray subclasses through.

arr: Input data, in any form that can be converted to an array. This includes scalars, lists, lists of tuples, tuples, tuples of tuples, tuples of lists, and ndarrays.

|  |  |
| --- | --- |
| [asmatrix](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.asmatrix.html#numpy.asmatrix)(data[, dtype]) | Interpret the input as a matrix. |
| [asfarray](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.asfarray.html#numpy.asfarray)(a[, dtype]) | Return an array converted to a float type. |
| [asfortranarray](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.asfortranarray.html#numpy.asfortranarray)(a[, dtype]) | Return an array (ndim >= 1) laid out in Fortran order in memory. |
| [ascontiguousarray](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ascontiguousarray.html#numpy.ascontiguousarray)(a[, dtype]) | Return a contiguous array (ndim >= 1) in memory (C order). |
| [asarray\_chkfinite](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.asarray_chkfinite.html#numpy.asarray_chkfinite)(a[, dtype, order]) | Convert the input to an array, checking for NaNs or Infs. |
| [asscalar](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.asscalar.html#numpy.asscalar)(a) | Convert an array of size 1 to its scalar equivalent. |
| [require](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.require.html#numpy.require)(a[, dtype, requirements]) | Return an ndarray of the provided type that satisfies requirements. |

##############

# Joining arrays #

##############

numpy.concatenate((a1, a2, ...), axis=0, out=None)

Join a sequence of arrays along an existing axis.

**a1, a2, … :** sequence of array\_like

The arrays must have the same shape, except in the dimension corresponding to axis (the first, by default).

**axis :** int, optional

The axis along which the arrays will be joined. If axis is None, arrays are flattened before use. Default is 0.

Axis =0: Index, Means along row or for each column

Axis=1: Column, Means along column or for each row

**Note:**

We can achieve concatenate function behaviour using append function also. Both works same.

**Question1:**

Concatenate array a and b along the row.

a = np.array([[1, 2], [3, 4]])

b = np.array([[5, 6]])

**Answer:**

|  |  |
| --- | --- |
| a = np.array([[1, 2], [3, 4]])  b = np.array([[5, 6]]) | np.concatenate((a, b), axis=0)  array([[1, 2],  [3, 4],  [5, 6]]) |

**np.append(arr, values, axis=None)**

Append values to the end of an array.

Parameters are:

**arr** : array\_like

**obj** : slice, int or array of ints

0 -- means first row or column (v=based on axis)

1-- means second row or column (based on axis )

2 -- means third row or column (based on axis ) and so on

**axis** = **{0 means delete the row, 1 means delete the column }**

**values** : array\_like

These values are appended to a copy of arr. It must be of the correct shape (the same shape as arr, excluding axis). If axis is not specified, values can be any shape and will be flattened before use.

**Note:**

For if we are trying to append array along any dimension then **in that dimension shape of another array must be same.** i.e-

* If adding along array row then column of new array must be same
* If adding along the column then row of new array must be same.

Example:

Let say we have below array-

[[ 1 2 3 4]

[ 5 6 7 8]

[ 9 10 11 12]]

**Question:**

Add a row into this array.

**Solution:**

If want to add row then array/values to be added must have same number of column.

arr = np.array([[1,2,3,4], [5,6,7,8], [9,10,11,12]])

print(np.append( arr,[[100, 200, 300, 400]],axis=0 ) )

|  |  |
| --- | --- |
| Output:  [[ 1 2 3 4]  [ 5 6 7 8]  [ 9 10 11 12]  [100 200 300 400]] | New row is added at end and it’s end at end of array. |

numpy.stack(arrays, axis=0, out=None)

Join a sequence of arrays along a new axis.

The axis parameter specifies the index of the new axis in the dimensions of the result. For example, if axis=0 it will be the first dimension and if axis=-1 it will be the last dimension.

**arrays :** sequence of array\_like

Each array must have the same shape.

**axis :** int, optional

The axis in the result array along which the input arrays are stacked.

It’s like concatenate but conceptually not clear on this method.

numpy.column\_stack(tup)

Stack 1-D arrays as columns into a 2-D array

Take a sequence of 1-D arrays and stack them as columns to make a single 2-D array. 2-D arrays are stacked as-is, just like with hstack. 1-D arrays are turned into 2-D columns first.

**tup** : sequence of 1-D or 2-D arrays

Arrays to stack. All of them must have the same first dimension.

**stacked** : 2-D array

The array formed by stacking the given arrays.

**Note:**

It converts rows on both array into column and concatenate columns.

Question 1:

Stack array a and array b. a = np.array((1,2,3)), b = np.array((2,3,4)).

|  |  |
| --- | --- |
| a = np.array((1,2,3))  array([1, 2, 3])  b = np.array((2,3,4)) | np.column\_stack((a,b))  array([[1, 2],  [2, 3],  [3, 4]]) |

numpy.dstack(tup)

Stack arrays in sequence depth wise (along third axis).

This is equivalent to concatenation along the third axis after 2-D arrays of shape (M,N) have been reshaped to (M,N,1) and 1-D arrays of shape (N,) have been reshaped to (1,N,1).

|  |  |
| --- | --- |
| [dstack](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.dstack.html#numpy.dstack)(tup) | Stack arrays in sequence depth wise (along third axis). |
| [hstack](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.hstack.html#numpy.hstack)(tup) | Stack arrays in sequence horizontally (column wise). |
| [vstack](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.vstack.html#numpy.vstack)(tup) | Stack arrays in sequence vertically (row wise). |
| [block](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.block.html#numpy.block)(arrays) | Assemble an nd-array from nested lists of blocks. |

numpy.hstack(tup)

Stack arrays in sequence horizontally (column wise).

np.concatenate((arr,brr),**axis=1**)==**np.hstack()**

np.concatenate((arr,brr),**axis=0**)==**np.vstack()**

For hstack() shape and number of elements must be same.

**Example:** --------- Good

Show find the vstack and hstack for below arrays.

a = np.array((1,2,3))

b = np.array((2,3,4))

Answer:

|  |  |
| --- | --- |
| np.hstack((a,b))  array([1, 2, 3, 2, 3, 4])  arr=np.array([[ 1, 2, 3], [ -1, -2, -3]] )  arr1=np.array([[ 4, 5, 6], [ -4, -5, -6]] )  print(np.hstack((arr,arr1)))  [[ 1 2 3 4 5 6]  [-1 -2 -3 -4 -5 -6]] | np.vstack((a,b))  array([[1, 2, 3],  [2, 3, 4]])  arr=np.array([[ 1, 2, 3], [ -1, -2, -3]] )  arr1=np.array([[ 4, 5, 6], [ -4, -5, -6]] )  print(np.vstack((arr,arr1)))  [[ 1 2 3]  [-1 -2 -3]  [ 4 5 6]  [-4 -5 -6]] |

###############

# Splitting arrays #

###############

numpy.split(ary, indices\_or\_sections, axis=0)

Split an array into multiple sub-arrays and returns it.

**ary : ndarray**

Array to be divided into sub-arrays.

**If indices\_or\_sections is an integer**, N, the array will be divided into N equal arrays along axis. If such a split is not possible, an error is raised.

**If indices\_or\_sections is a 1-D array of sorted integers**, the entries indicate where along axis the array is split. ( split range goes upto num-1 )

For example, [2, 3] would, for axis=0, result in

If an index exceeds the dimension of the array along axis, an empty sub-array is returned correspondingly.

**Example 1: if indices is integer.**

x = np.arange(9.0)

np.split(x, 3) # Split in 3 equal parts--- [array([0., 1., 2.]), array([3., 4., 5.]), array([6., 7., 8.])]

**Example 2: If indices is list of number.**

x = np.arange(8.0)

np.split(x, [3, 5, 6, 10]) #Split at that indixes

[array([0., 1., 2.]), array([3., 4.]), array([5.]), array([6., 7.]), array([], dtype=float64)]

numpy.array\_split(ary, indices\_or\_sections, axis=0)

Split an array into multiple sub-arrays.

The only difference between these functions is that array\_split allows indices\_or\_sections to be an integer that does not equally divide the axis. For an array of length l that should be split into n sections, it returns l % n sub-arrays of size l//n + 1 and the rest of size l//n.

Example:

Let take array – mp.array(8) and split it using split() and array\_split()

|  |  |
| --- | --- |
| x = np.arange(8.0)  np.split(x,3)  #this will give error b/c array will have total 8 elements and that can’t be divided in equal length of size 3. | x = np.arange(7.0)  np.array\_split(x, 3)  [array([0., 1., 2.]), array([3., 4.]), array([5., 6.])] |

|  |  |
| --- | --- |
| [dsplit](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.dsplit.html#numpy.dsplit)(ary, indices\_or\_sections) | Split array into multiple sub-arrays along the 3rd axis (depth). |
| [hsplit](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.hsplit.html#numpy.hsplit)(ary, indices\_or\_sections) | Split an array into multiple sub-arrays horizontally (column-wise). |
| [vsplit](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.vsplit.html#numpy.vsplit)(ary, indices\_or\_sections) | Split an array into multiple sub-arrays vertically (row-wise). |

**######################**

**# Tiling/Repeating arrays #**

**######################**

numpy.repeat(a, repeats, axis=None)

Repeat elements of an array.

a : array\_like

Input array.

repeats : int or array of ints

The number of repetitions for each element. repeats is broadcasted to fit the shape of the given axis.

axis : int, optional

The axis along which to repeat values. By default, use the flattened input array, and return a flat output array.

Example:

>>> x = np.array([[1,2],[3,4]])

>>> np.repeat(x, 2)

array([1, 1, 2, 2, 3, 3, 4, 4])

>>> np.repeat(x, 3, axis=1)

array([[1, 1, 1, 2, 2, 2],

[3, 3, 3, 4, 4, 4]])

>>> np.repeat(x, [1, 2], axis=0)

array([[1, 2],

[3, 4],

[3, 4]])

|  |  |
| --- | --- |
| [tile](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tile.html#numpy.tile)(A, reps) | Construct an array by repeating A the number of times given by reps. |

**#############################**

**# Adding and removing elements #**

**#############################**

|  |  |
| --- | --- |
| [delete](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.delete.html#numpy.delete)(arr, obj[, axis]) | Return a new array with sub-arrays along an axis deleted. |
| [insert](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.insert.html#numpy.insert)(arr, obj, values[, axis]) | Insert values along the given axis before the given indices. |
| [append](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.append.html#numpy.append)(arr, values[, axis]) | Append values to the end of an array. |
| [resize](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.resize.html#numpy.resize)(a, new\_shape) | Return a new array with the specified shape. |
| [trim\_zeros](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.trim_zeros.html#numpy.trim_zeros)(filt[, trim]) | Trim the leading and/or trailing zeros from a 1-D array or sequence. |
| [unique](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.unique.html#numpy.unique)(ar[, return\_index, return\_inverse, …]) | Find the unique elements of an array. |

**np.delete(arr, obj, axis=None)**

Return a new array with sub-arrays along an axis deleted. For a one dimensional array, this returns those entries not returned by arr[obj].

Parameters are:

**arr** : array\_like

**obj** : slice, int or array of ints

0 -- means first row or column (v=based on axis)

1-- means second row or column (based on axis )

2 -- means third row or column (based on axis ) and so on

**axis** = {0 means delete the row, 1 means delete the column }

**Note:**

In delete **axis = 0 points to deleting the column and 1 deleting rows**.

**np.insert(arr, obj, values, axis=None)**

Return a new array with sub-arrays along an axis deleted. For a one dimensional array, this returns those entries not returned by arr[obj].

Parameters are:

**arr** : array\_like

**obj** : slice, int or array of ints

0 -- means first row or column (v=based on axis)

1-- means second row or column (based on axis )

2 -- means third row or column (based on axis ) and so on

**axis** = {0 means delete the row, 1 means delete the column }

**values** : Values to be inserted into array

**Note:**

In delete **axis = 0 points to deleting the column and 1 deleting rows**.

Example:

Let say we have below array.

[[ 1 2 3 4]

[ 5 6 7 8]

[ 9 10 11 12]]

**Question:**

Add 100 as values to second row of this array.

**Solution:**

arr = np.array([[1,2,3,4], [5,6,7,8], [9,10,11,12]])

print(np.insert(arr,1,100,axis=0))

[[ 1 2 3 4]

[100 100 100 100]

[ 5 6 7 8]

[ 9 10 11 12]]

**np.append(arr, values, axis=None)**

Append values to the end of an array.

Parameters are:

**arr** : array\_like

**obj** : slice, int or array of ints

0 -- means first row or column (v=based on axis)

1-- means second row or column (based on axis )

2 -- means third row or column (based on axis ) and so on

**axis** = **{0 means delete the row, 1 means delete the column }**

**values** : array\_like

These values are appended to a copy of arr. It must be of the correct shape (the same shape as arr, excluding axis). If axis is not specified, values can be any shape and will be flattened before use.

**Note:**

For if we are trying to append array along any dimension then **in that dimension shape of another array must be same.** i.e-

* If adding along array row then column of new array must be same
* If adding along the column then row of new array must be same.

Example:

Let say we have below array-

[[ 1 2 3 4]

[ 5 6 7 8]

[ 9 10 11 12]]

**Question:**

Add a row into this array.

**Solution:**

If want to add row then array/values to be added must have same number of column.

arr = np.array([[1,2,3,4], [5,6,7,8], [9,10,11,12]])

print(np.append( arr,[[100, 200, 300, 400]],axis=0 ) )

|  |  |
| --- | --- |
| Output:  [[ 1 2 3 4]  [ 5 6 7 8]  [ 9 10 11 12]  [100 200 300 400]] | New row is added at end and it’s end at end of array. |

**Note:**

We can achieve the append function behaviour by using concatenate(). Both work exactly same except way of using two array in both functions.

numpy.concatenate((a1, a2, ...), axis=0, out=None)

Join a sequence of arrays along an existing axis.

**a1, a2, … :** sequence of array\_like

The arrays must have the same shape, except in the dimension corresponding to axis (the first, by default).

**axis :** int, optional

The axis along which the arrays will be joined. If axis is None, arrays are flattened before use. Default is 0.

Axis =0: Index, Means along row or for each column

Axis=1: Column, Means along column or for each row

###########################

# Reshaping/Rotating the array #

###########################

|  |  |
| --- | --- |
| [rot90](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.rot90.html#numpy.rot90)(m[, k, axes]) | Rotate an array by 90 degrees in the plane specified by axes. |
| [reshape](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.reshape.html#numpy.reshape)(a, newshape[, order]) | Gives a new shape to an array without changing its data. |

>>> m = np.array([[1,2],[3,4]], int)

>>> m

array([[1, 2],

[3, 4]])

>>> np.rot90(m)

array([[2, 4],

[1, 3]])

**##############################**

**# Sorting, searching, and counting #**

**##############################**

numpy.sort(a, axis=-1, kind=None, order=None)

Return a sorted copy of an array

**Order:** When a is an array with fields defined, this argument specifies which fields to compare first, second, etc

**axis** : int. None, default = -1

Axis along which sorting will be performed. -1 meas last axis

If None then it will flatten into 1-D and then will sort.

{ 0 – means each column data, 1 mean each row data }

**Question: ---------- Impt.**

Sort the below structured array based on height.

data\_type = [('name', 'S15'), ('class', int), ('height', float)]

students\_details = [('James', 5, 48.5), ('Nail', 6, 52.5),('Paul', 5, 42.10), ('Pit', 5, 40.11)]

# create a structured array

students = np.array(students\_details, dtype=data\_type)

**Answer:**

students.sort(order='height')

print(students)

let say we have below array-

[[5 0 3 3]

[7 9 3 5]

[2 4 7 6]]

**Example**

|  |  |
| --- | --- |
| # [[5,0,3,3],[7,9,3,5],[2,4,7,6]]  sort( arr, **axis = 0** )  [[2 0 3 3]  [5 4 3 5]  [7 9 7 6]]  Data is sorted for each column | # [[5,0,3,3],[7,9,3,5],[2,4,7,6]]  sort( arr, **axis = 1** )  [[0 3 3 5]  [3 5 7 9]  [2 4 6 7]]  Data is sorted for each row |

numpy.lexsort(keys, axis=-1)

Perform an indirect stable sort using a sequence of keys.

Returns array of indices that sort the keys along the specified axis.

**keys :** (k, N) array or tuple containing k (N,)-shaped sequences. First sort by N then by K

axis=int, optional.

**Example:**

Do the lexsort for below two arrays.

a = [1,5,1,4,3,4,4] # First column

b = [9,4,0,4,0,2,1] # Second column

**Answer:**

print(np.lexsort((b,a))) #[2 0 4 6 5 3 1]

numpy.argsort(a, axis=-1, kind=None, order=None)

Returns the indices that would sort an array.

Perform an indirect sort along the given axis using the algorithm specified by the kind keyword. It returns an array of indices of the same shape as a that index data along the given axis in sorted order.

Example:

x = np.array([3, 1, 2])

x.argsort() #array(**[1, 2, 0]**, dtype=int64)

If we fetch the data from above indices/output array then data would come in sorted array.

ndarray.sort(axis=-1, kind=None, order=None)

Sort an array in-place. It sorts the array and returns none, result of sorting array are stored in same variable.

|  |  |
| --- | --- |
| [msort](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.msort.html#numpy.msort)(a) | Return a copy of an array sorted along the first axis. |
| [sort\_complex](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.sort_complex.html#numpy.sort_complex)(a) | Sort a complex array using the real part first, then the imaginary part. |
| [partition](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.partition.html#numpy.partition)(a, kth[, axis, kind, order]) | Return a partitioned copy of an array. |
| [argpartition](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.argpartition.html#numpy.argpartition)(a, kth[, axis, kind, order]) | Perform an indirect partition along the given axis using the algorithm specified by the *kind* keyword. |

**###########**

**# Searching #**

**###########**

|  |  |
| --- | --- |
| [argmax](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.argmax.html#numpy.argmax)(a[, axis, out]) | Returns the indices of the maximum values along an axis. |
| [nanargmax](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.nanargmax.html#numpy.nanargmax)(a[, axis]) | Return the indices of the maximum values in the specified axis ignoring NaNs. |
| [argmin](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.argmin.html#numpy.argmin)(a[, axis, out]) | Returns the indices of the minimum values along an axis. |
| [nanargmin](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.nanargmin.html#numpy.nanargmin)(a[, axis]) | Return the indices of the minimum values in the specified axis ignoring NaNs. |
| [argwhere](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.argwhere.html#numpy.argwhere)(a) | Find the indices of array elements that are non-zero, grouped by element. |
| [nonzero](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.nonzero.html#numpy.nonzero)(a) | Return the indices of the elements that are non-zero. |
| [flatnonzero](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.flatnonzero.html#numpy.flatnonzero)(a) | Return indices that are non-zero in the flattened version of a. |
| [where](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.where.html#numpy.where)(condition, [x, y]) | Return elements chosen from *x* or *y* depending on *condition*. |
| [searchsorted](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.searchsorted.html#numpy.searchsorted)(a, v[, side, sorter]) | Find indices where elements should be inserted to maintain order. |
| [extract](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.extract.html#numpy.extract)(condition, arr) | Return the elements of an array that satisfy some condition. |

###########

# Counting #

###########

|  |  |
| --- | --- |
| [count\_nonzero](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.count_nonzero.html#numpy.count_nonzero)(a[, axis]) | Counts the number of non-zero values in the array a |

###############

# Linear algebra #

###############

We have below methods for linear algebra, all these methods are – 'numpy.linalg' module.

numpy.linalg.det(a)

Compute the determinant of an array.

a: (...,M,M) Square array

Example:

>>> np.linalg.det(np.array([[1, 2], [3, 4]]))

-2.0000000000000004

numpy.linalg.eig(a)

Compute the eigenvalues and right eigenvectors of a square array.

a : (…, M, M) array

Matrices for which the eigenvalues and right eigenvectors will be computed.

numpy.linalg.inv(a)

Compute the (multiplicative) inverse of a matrix.

Given a square matrix a, return the matrix ainv satisfying

dot(a, ainv) = dot(ainv, a) = eye(a.shape[0]).

a:(…, M, M) array\_like, Matrix to be inverted

|  |  |
| --- | --- |
| [norm](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.norm.html#numpy.linalg.norm)(x[, ord, axis, keepdims]) | Matrix or vector norm. |
| [pinv](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.pinv.html#numpy.linalg.pinv)(a[, rcond, hermitian]) | Compute the (Moore-Penrose) pseudo-inverse of a matrix. |
| [solve](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.solve.html#numpy.linalg.solve)(a, b) | Solve a linear matrix equation, or system of linear scalar equations. |
| [svd](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.svd.html#numpy.linalg.svd)(a[, full\_matrices, compute\_uv, hermitian]) | Singular Value Decomposition. |
| [eig](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eig.html#numpy.linalg.eig)(a) | Compute the eigenvalues and right eigenvectors of a square array. |
| [eigh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigh.html#numpy.linalg.eigh)(a[, UPLO]) | Return the eigenvalues and eigenvectors of a complex Hermitian (conjugate symmetric) or a real symmetric matrix. |
| [eigvals](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigvals.html#numpy.linalg.eigvals)(a) | Compute the eigenvalues of a general matrix. |
| [eigvalsh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigvalsh.html#numpy.linalg.eigvalsh)(a[, UPLO]) | Compute the eigenvalues of a complex Hermitian or real symmetric matrix. |

#############

# Eigen Values #

#############

|  |  |
| --- | --- |
| [linalg.eig](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eig.html#numpy.linalg.eig)(a) | Compute the eigenvalues and right eigenvectors of a square array. |
| [linalg.eigh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigh.html#numpy.linalg.eigh)(a[, UPLO]) | Return the eigenvalues and eigenvectors of a complex Hermitian (conjugate symmetric) or a real symmetric matrix. |
| [linalg.eigvals](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigvals.html#numpy.linalg.eigvals)(a) | Compute the eigenvalues of a general matrix. |
| [linalg.eigvalsh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.eigvalsh.html#numpy.linalg.eigvalsh)(a[, UPLO]) | Compute the eigenvalues of a complex Hermitian or real symmetric matrix. |

#########################

# Matrix and vector products #

#########################

|  |  |
| --- | --- |
| [dot](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.dot.html#numpy.dot)(a, b[, out]) | Dot product of two arrays. |
| [linalg.multi\_dot](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.multi_dot.html#numpy.linalg.multi_dot)(arrays) | Compute the dot product of two or more arrays in a single function call, while automatically selecting the fastest evaluation order. |
| [vdot](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.vdot.html#numpy.vdot)(a, b) | Return the dot product of two vectors. |
| [inner](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.inner.html#numpy.inner)(a, b) | Inner product of two arrays. |
| [outer](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.outer.html#numpy.outer)(a, b[, out]) | Compute the outer product of two vectors. |
| [matmul](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.matmul.html#numpy.matmul)(x1, x2, /[, out, casting, order, …]) | Matrix product of two arrays. |
| [tensordot](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tensordot.html#numpy.tensordot)(a, b[, axes]) | Compute tensor dot product along specified axes. |
| [einsum](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.einsum.html#numpy.einsum)(subscripts, \*operands[, out, dtype, …]) | Evaluates the Einstein summation convention on the operands. |
| [einsum\_path](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.einsum_path.html#numpy.einsum_path)(subscripts, \*operands[, optimize]) | Evaluates the lowest cost contraction order for an einsum expression by considering the creation of intermediate arrays. |
| [linalg.matrix\_power](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.linalg.matrix_power.html#numpy.linalg.matrix_power)(a, n) | Raise a square matrix to the (integer) power *n*. |
| [kron](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.kron.html#numpy.kron)(a, b) | Kronecker product of two arrays. |

**dot() vs vdot()**

If input arrays are complex then vdot() use complex conjugate of first array(first input array) then calculates the dot(). Dot() doesn’t use complex conjugate of any array though they are complex.

**Example:**

a= np.array([1+2j,3+4j])

b = np.array([5+6j,7+8j])

c=np.array([1-2j,3-4j]) #com. Conj(a)

print(np.dot(a,b)) #(-18+68j)

print(np.dot(c,b)) #(70-8j)

print(np.vdot(a,b)) #(70-8j)

**np.vdot(a,b)== np.dot(c,b)** ---- because it c is complex of a and vdot will use complex of a

**Outer product**

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**#########################**

**# Discrete FFT Computation #**

**#########################**

We have below methods in numpy for discrete Fourier Transform calucation.

numpy.fft.fft(a, n=None, axis=-1, norm=None)

Compute the one-dimensional discrete Fourier Transform.

This function computes the one-dimensional n-point discrete Fourier Transform (DFT) with the efficient Fast Fourier Transform (FFT) algorithm [CT].

**a:** array\_like

**n :** int, optional, Length of the transformed axis of the output.

numpy.fft.fft2(a, s=None, axes=(-2, -1), norm=None)

Compute the 2-dimensional discrete Fourier Transform

numpy.fft.fftn(a, s=None, axes=None, norm=None)

Compute the N-dimensional discrete Fourier Transform.

This function computes the N-dimensional discrete Fourier Transform over any number of axes in an M-dimensional array by means of the Fast Fourier Transform (FFT).

|  |  |
| --- | --- |
| [ifft](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.ifft.html#numpy.fft.ifft)(a[, n, axis, norm]) | Compute the one-dimensional inverse discrete Fourier Transform. |
| [ifft2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.ifft2.html#numpy.fft.ifft2)(a[, s, axes, norm]) | Compute the 2-dimensional inverse discrete Fourier Transform. |
| [ifftn](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.ifftn.html#numpy.fft.ifftn)(a[, s, axes, norm]) | Compute the N-dimensional inverse discrete Fourier Transform. |

**#####################**

**# Real FFT computation #**

**#####################**

|  |  |
| --- | --- |
| [rfft](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.rfft.html#numpy.fft.rfft)(a[, n, axis, norm]) | Compute the one-dimensional discrete Fourier Transform for real input. |
| [irfft](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.irfft.html#numpy.fft.irfft)(a[, n, axis, norm]) | Compute the inverse of the n-point DFT for real input. |
| [rfft2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.rfft2.html#numpy.fft.rfft2)(a[, s, axes, norm]) | Compute the 2-dimensional FFT of a real array. |
| [irfft2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.irfft2.html#numpy.fft.irfft2)(a[, s, axes, norm]) | Compute the 2-dimensional inverse FFT of a real array. |
| [rfftn](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.rfftn.html#numpy.fft.rfftn)(a[, s, axes, norm]) | Compute the N-dimensional discrete Fourier Transform for real input. |
| [irfftn](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.irfftn.html#numpy.fft.irfftn)(a[, s, axes, norm]) | Compute the inverse of the N-dimensional FFT of real input. |

########################

# Hermitian FFT calculation #

########################

|  |  |
| --- | --- |
| [hfft](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.hfft.html#numpy.fft.hfft)(a[, n, axis, norm]) | Compute the FFT of a signal that has Hermitian symmetry, i.e., a real spectrum. |
| [ihfft](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.ihfft.html#numpy.fft.ihfft)(a[, n, axis, norm]) | Compute the inverse FFT of a signal that has Hermitian symmetry. |

################

# Helper Routines #

################

|  |  |
| --- | --- |
| [fftfreq](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.fftfreq.html#numpy.fft.fftfreq)(n[, d]) | Return the Discrete Fourier Transform sample frequencies. |
| [rfftfreq](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.rfftfreq.html#numpy.fft.rfftfreq)(n[, d]) | Return the Discrete Fourier Transform sample frequencies (for usage with rfft, irfft). |
| [fftshift](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.fftshift.html#numpy.fft.fftshift)(x[, axes]) | Shift the zero-frequency component to the center of the spectrum. |
| [ifftshift](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.ifftshift.html#numpy.fft.ifftshift)(x[, axes]) | The inverse of [fftshift](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fft.fftshift.html#numpy.fft.fftshift). |

**################################################################################# Trigonometric function #**

**################################################################################**

**###########**

**# Rounding #**

**###########**

Numpy have below methods for precision handling/rounding the decimal numbers.

|  |  |
| --- | --- |
| [around](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.around.html#numpy.around)(a[, decimals, out]) | Evenly round to the given number of decimals. |
| [round\_](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.round_.html#numpy.round_)(a[, decimals, out]) | Round an array to the given number of decimals. |
| [rint](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.rint.html#numpy.rint)(x, /[, out, where, casting, order, …]) | Round elements of the array to the nearest integer. |
| [fix](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fix.html#numpy.fix)(x[, out]) | Round to nearest integer towards zero. |
| [floor](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.floor.html#numpy.floor)(x, /[, out, where, casting, order, …]) | Return the floor of the input, element-wise. |
| [ceil](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.ceil.html#numpy.ceil)(x, /[, out, where, casting, order, …]) | Return the ceiling of the input, element-wise. |
| [trunc](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.trunc.html#numpy.trunc)(x, /[, out, where, casting, order, …]) | Return the truncated value of the input, element-wise. |

######################

# Trigonometric function #

######################

|  |  |
| --- | --- |
| [sin](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.sin.html#numpy.sin)(x, /[, out, where, casting, order, …]) | Trigonometric sine, element-wise. |
| [cos](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.cos.html#numpy.cos)(x, /[, out, where, casting, order, …]) | Cosine element-wise. |
| [tan](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tan.html#numpy.tan)(x, /[, out, where, casting, order, …]) | Compute tangent element-wise. |
| [arcsin](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arcsin.html#numpy.arcsin)(x, /[, out, where, casting, order, …]) | Inverse sine, element-wise. |
| [arccos](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arccos.html#numpy.arccos)(x, /[, out, where, casting, order, …]) | Trigonometric inverse cosine, element-wise. |
| [arctan](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arctan.html#numpy.arctan)(x, /[, out, where, casting, order, …]) | Trigonometric inverse tangent, element-wise. |
| [hypot](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.hypot.html#numpy.hypot)(x1, x2, /[, out, where, casting, …]) | Given the “legs” of a right triangle, return its hypotenuse. |
| [arctan2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arctan2.html#numpy.arctan2)(x1, x2, /[, out, where, casting, …]) | Element-wise arc tangent of x1/x2 choosing the quadrant correctly. |
| [degrees](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.degrees.html#numpy.degrees)(x, /[, out, where, casting, order, …]) | Convert angles from radians to degrees. |
| [radians](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.radians.html#numpy.radians)(x, /[, out, where, casting, order, …]) | Convert angles from degrees to radians. |
| [unwrap](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.unwrap.html#numpy.unwrap)(p[, discont, axis]) | Unwrap by changing deltas between values to 2\*pi complement. |
| [deg2rad](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.deg2rad.html#numpy.deg2rad)(x, /[, out, where, casting, order, …]) | Convert angles from degrees to radians. |
| [rad2deg](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.rad2deg.html#numpy.rad2deg)(x, /[, out, where, casting, order, …]) | Convert angles from radians to degrees. |

####################

# Hyperbolic functions #

####################

|  |  |
| --- | --- |
| [sinh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.sinh.html#numpy.sinh)(x, /[, out, where, casting, order, …]) | Hyperbolic sine, element-wise. |
| [cosh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.cosh.html#numpy.cosh)(x, /[, out, where, casting, order, …]) | Hyperbolic cosine, element-wise. |
| [tanh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.tanh.html#numpy.tanh)(x, /[, out, where, casting, order, …]) | Compute hyperbolic tangent element-wise. |
| [arcsinh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arcsinh.html#numpy.arcsinh)(x, /[, out, where, casting, order, …]) | Inverse hyperbolic sine element-wise. |
| [arccosh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arccosh.html#numpy.arccosh)(x, /[, out, where, casting, order, …]) | Inverse hyperbolic cosine, element-wise. |
| [arctanh](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.arctanh.html#numpy.arctanh)(x, /[, out, where, casting, order, …]) | Inverse hyperbolic tangent element-wise. |

########################

# Exponents and logarithms #

########################

|  |  |
| --- | --- |
| [exp](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.exp.html#numpy.exp)(x, /[, out, where, casting, order, …]) | Calculate the exponential of all elements in the input array. |
| [expm1](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.expm1.html#numpy.expm1)(x, /[, out, where, casting, order, …]) | Calculate exp(x) - 1 for all elements in the array. |
| [exp2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.exp2.html#numpy.exp2)(x, /[, out, where, casting, order, …]) | Calculate *2\*\*p* for all *p* in the input array. |
| [log](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.log.html#numpy.log)(x, /[, out, where, casting, order, …]) | Natural logarithm, element-wise. |
| [log10](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.log10.html#numpy.log10)(x, /[, out, where, casting, order, …]) | Return the base 10 logarithm of the input array, element-wise. |
| [log2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.log2.html#numpy.log2)(x, /[, out, where, casting, order, …]) | Base-2 logarithm of *x*. |
| [log1p](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.log1p.html#numpy.log1p)(x, /[, out, where, casting, order, …]) | Return the natural logarithm of one plus the input array, element-wise. |
| [logaddexp](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logaddexp.html#numpy.logaddexp)(x1, x2, /[, out, where, casting, …]) | Logarithm of the sum of exponentiations() of the inputs.  log(exp(x1) + exp(x2)) |
| [logaddexp2](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logaddexp2.html#numpy.logaddexp2)(x1, x2, /[, out, where, casting, …]) | Logarithm of the sum of exponentiations of the inputs in base-2.  log(exp(x1) + exp(x2)) |

###################

# Numpy Set Routine #

###################

numpy.unique(ar, return\_index=False, return\_inverse=False, return\_counts=False, axis=None)

Find the unique elements of an array.

Returns the sorted unique elements of an array.

There are three optional outputs in addition to the unique elements: -

* the indices of the input array that give the unique values --- return\_index
* the indices of the unique array that reconstruct the input array --- return\_inverse
* the number of times each unique value comes up in the input array – return\_count

**ar : array\_like**

**return\_index : bool, optional**

If True, also return the indices of ar (along the specified axis, if provided, or in the flattened array) that result in the unique array.

**return\_inverse : bool, optional**

If True, also return the indices of the unique array (for the specified axis, if provided) that can be used to reconstruct ar.

**return\_counts : bool, optional**

If True, also return the number of times each unique item appears in ar.

|  |  |
| --- | --- |
|  | **Returns:**  **unique** : ndarray  The sorted unique values.  **unique\_indices** : ndarray, optional  The indices of the first occurrences of the unique values in the original array. Only provided if *return\_index* is True.  **unique\_inverse** : ndarray, optional  The indices to reconstruct the original array from the unique array. Only provided if *return\_inverse* is True.  **unique\_counts** : ndarray, optional  The number of times each of the unique values comes up in the original array. Only provided if *return\_counts* is True.  New in version 1.9.0. |

|  |  |
| --- | --- |
| [in1d](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.in1d.html#numpy.in1d)(ar1, ar2[, assume\_unique, invert]) | Test whether each element of a 1-D array is also present in a second array. |
| [intersect1d](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.intersect1d.html#numpy.intersect1d)(ar1, ar2[, assume\_unique, …]) | Find the intersection/common element of two arrays. |
| [isin](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isin.html#numpy.isin)(element, test\_elements[, …]) | Calculates *element in test\_elements*, broadcasting over *element* only. |
| [setdiff1d](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.setdiff1d.html#numpy.setdiff1d)(ar1, ar2[, assume\_unique]) | Find the set difference of two arrays. |
| [setxor1d](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.setxor1d.html#numpy.setxor1d)(ar1, ar2[, assume\_unique]) | Find the set exclusive-or of two arrays. |
| [union1d](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.union1d.html#numpy.union1d)(ar1, ar2) | Find the union of two arrays. |

**################################################################################**

**# Logic functions #**

**################################################################################**

**# Truth value testing#**

|  |  |
| --- | --- |
| [all](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.all.html#numpy.all)(a[, axis, out, keepdims]) | Test whether all array elements along a given axis evaluate to True. |
| [any](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.any.html#numpy.any)(a[, axis, out, keepdims]) | Test whether any array element along a given axis evaluates to True. |

**# Array contents #**

|  |  |
| --- | --- |
| [isfinite](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isfinite.html#numpy.isfinite)(x, /[, out, where, casting, order, …]) | Test element-wise for finiteness (not infinity or not Not a Number). |
| [isinf](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isinf.html#numpy.isinf)(x, /[, out, where, casting, order, …]) | Test element-wise for positive or negative infinity. |
| [isnan](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isnan.html#numpy.isnan)(x, /[, out, where, casting, order, …]) | Test element-wise for NaN and return result as a boolean array. |
| [isnat](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isnat.html#numpy.isnat)(x, /[, out, where, casting, order, …]) | Test element-wise for NaT (not a time) and return result as a boolean array. |
| [isneginf](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isneginf.html#numpy.isneginf)(x[, out]) | Test element-wise for negative infinity, return result as bool array. |
| [isposinf](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isposinf.html#numpy.isposinf)(x[, out]) | Test element-wise for positive infinity, return result as bool array. |

**np.isnan(x, /, out=None, \*, where=True, casting='same\_kind', order='K', dtype=None, subok=True[, signature, extobj])**

this function checks if each element of array x is nan/null values and return Boolean array.

**Example:**

Check if element or array are nan/missing in array and print them.

**Solution:**

arr[ np.isnan(arr) ]

**# Array type testing #**

|  |  |
| --- | --- |
| [iscomplex](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.iscomplex.html#numpy.iscomplex)(x) | Returns a bool array, where True if input element is complex. |
| [iscomplexobj](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.iscomplexobj.html#numpy.iscomplexobj)(x) | Check for a complex type or an array of complex numbers. |
| [isfortran](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isfortran.html#numpy.isfortran)(a) | Check if the array is Fortran contiguous but *not* C contiguous. |
| [isreal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isreal.html#numpy.isreal)(x) | Returns a bool array, where True if input element is real. |
| [isrealobj](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isrealobj.html#numpy.isrealobj)(x) | Return True if x is a not complex type or an array of complex numbers. |
| [isscalar](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isscalar.html#numpy.isscalar)(num) | Returns True if the type of *num* is a scalar type. |

**# Logical operations #**

|  |  |
| --- | --- |
| [logical\_and](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logical_and.html#numpy.logical_and)(x1, x2, /[, out, where, …]) | Compute the truth value of x1 AND x2 element-wise. |
| [logical\_or](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logical_or.html#numpy.logical_or)(x1, x2, /[, out, where, casting, …]) | Compute the truth value of x1 OR x2 element-wise. |
| [logical\_not](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logical_not.html#numpy.logical_not)(x, /[, out, where, casting, …]) | Compute the truth value of NOT x element-wise. |
| [logical\_xor](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.logical_xor.html#numpy.logical_xor)(x1, x2, /[, out, where, …]) | Compute the truth value of x1 XOR x2, element-wise. |

# Comparison #

|  |  |
| --- | --- |
| [allclose](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.allclose.html#numpy.allclose)(a, b[, rtol, atol, equal\_nan]) | Returns True if two arrays are element-wise equal within a tolerance. |
| [isclose](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.isclose.html#numpy.isclose)(a, b[, rtol, atol, equal\_nan]) | Returns a boolean array where two arrays are element-wise equal within a tolerance. |
| [array\_equal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.array_equal.html#numpy.array_equal)(a1, a2) | True if two arrays have the same shape and elements, False otherwise. |
| [array\_equiv](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.array_equiv.html#numpy.array_equiv)(a1, a2) | Returns True if input arrays are shape consistent and all elements equal. |

|  |  |
| --- | --- |
| [greater](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.greater.html#numpy.greater)(x1, x2, /[, out, where, casting, …]) | Return the truth value of (x1 > x2) element-wise. |
| [greater\_equal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.greater_equal.html#numpy.greater_equal)(x1, x2, /[, out, where, …]) | Return the truth value of (x1 >= x2) element-wise. |
| [less](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.less.html#numpy.less)(x1, x2, /[, out, where, casting, …]) | Return the truth value of (x1 < x2) element-wise. |
| [less\_equal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.less_equal.html#numpy.less_equal)(x1, x2, /[, out, where, casting, …]) | Return the truth value of (x1 =< x2) element-wise. |
| [equal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.equal.html#numpy.equal)(x1, x2, /[, out, where, casting, …]) | Return (x1 == x2) element-wise. |
| [not\_equal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.not_equal.html#numpy.not_equal)(x1, x2, /[, out, where, casting, …]) | Return (x1 != x2) element-wise. |

###################

# Arithmetic function #

###################

|  |  |
| --- | --- |
| [add](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.add.html#numpy.add)(x1, x2, /[, out, where, casting, order, …]) | Add arguments element-wise. |
| [reciprocal](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.reciprocal.html#numpy.reciprocal)(x, /[, out, where, casting, …]) | Return the reciprocal of the argument, element-wise. |
| [positive](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.positive.html#numpy.positive)(x, /[, out, where, casting, order, …]) | Numerical positive, element-wise. |
| [negative](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.negative.html#numpy.negative)(x, /[, out, where, casting, order, …]) | Numerical negative, element-wise. |
| [multiply](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.multiply.html#numpy.multiply)(x1, x2, /[, out, where, casting, …]) | Multiply arguments element-wise. |
| [divide](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.divide.html#numpy.divide)(x1, x2, /[, out, where, casting, …]) | Returns a true division of the inputs, element-wise. |
| [power](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.power.html#numpy.power)(x1, x2, /[, out, where, casting, …]) | First array elements raised to powers from second array, element-wise. |
| [subtract](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.subtract.html#numpy.subtract)(x1, x2, /[, out, where, casting, …]) | Subtract arguments, element-wise. |
| [true\_divide](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.true_divide.html#numpy.true_divide)(x1, x2, /[, out, where, …]) | Returns a true division of the inputs, element-wise. |
| [floor\_divide](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.floor_divide.html#numpy.floor_divide)(x1, x2, /[, out, where, …]) | Return the largest integer smaller or equal to the division of the inputs. |
| [float\_power](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.float_power.html#numpy.float_power)(x1, x2, /[, out, where, …]) | First array elements raised to powers from second array, element-wise. |
| [fmod](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.fmod.html#numpy.fmod)(x1, x2, /[, out, where, casting, …]) | Return the element-wise remainder of division. |
| [mod](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.mod.html#numpy.mod)(x1, x2, /[, out, where, casting, order, …]) | Return element-wise remainder of division. |
| [modf](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.modf.html#numpy.modf)(x[, out1, out2], / [[, out, where, …]) | Return the fractional and integral parts of an array, element-wise. |
| [remainder](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.remainder.html#numpy.remainder)(x1, x2, /[, out, where, casting, …]) | Return element-wise remainder of division. |
| [divmod](https://docs.scipy.org/doc/numpy-1.17.0/reference/generated/numpy.divmod.html#numpy.divmod)(x1, x2[, out1, out2], / [[, out, …]) | Return element-wise quotient and remainder simultaneously. |

################################################################################

# Interview Qeustion #

################################################################################

**Why numpy is preferred over python list?**

1. Python lists support storing heterogeneous data types whereas NumPy arrays can store homogeneous data so it assign the required amount of memory for each element leading to less memory uses.
2. Numpy supports vectorization, leading to fast operation.

**Numpy supported data type and how to identify?**

* **i** - integer
* **S** - string
* **b** - boolean
* **f** - float
* **u** - unsigned integer
* **c** - complex float
* **m** - timedelta
* **M** - datetime
* **O** - object
* **U** - unicode string
* **V** - fixed memory chunk for types such as void

**######################**

**#Numpy random module #**

**######################**

Numpy random module is used to create the array by randomly picking value based on parameters.

**random.randint(start, end, size=(m,n))**

This function is used to create a random array by randomly picking value from range [start, end) whose size will be specified by size(m,n)

**Start** : minimum value , default 0

**np.random.random([size])**

This function of random module is used to generate random floats number in the half-open interval [0.0, 1.0)

**np.random.random\_sample([size])**

This function of random module is used to generate random floats number in the half-open interval [0.0, 1.0).

**np.random.random\_integers(low[, high, size])**

This function of random module is used to generate random integers number of type np.int between low and high.

**################################################################################**

**# Input and output #**

**################################################################################**

**#Methods related with text files processing#**

We can use text file data to convert into numpy array or can save array data into text file and other operation.

We have below method for this-

np.loadtxt(fname, dtype=<class 'float'>, comments='#', delimiter=None, converters=None, skiprows=0, usecols=None, unpack=False, ndmin=0, encoding='bytes', max\_rows=None, \*, quotechar=None, like=None)

This function is used to read data from test file and convert into array.

Number of column or column data must be same in each row.

**Example:**

Let say we have below data into f1.txt file. Read the data and convert into array.

![](data:image/png;base64,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)

**Solution:**

arr=np.loadtxt('f1.txt', delimiter=',', dtype='i')

print(arr)

**Output**:

[[ 1 2 3 4]

[11 32 3 45]]

**np.savetxt(fname, X, fmt='%.18e', delimiter=' ', newline='\n', header='', footer='', comments='# ', encoding=None)**

Save an array to a text file.

**Parameter:**

**fname** : file name, if file name is .gz then it will be uncompressed by itself.

**delimiter** : delimiter for column data

|  |  |
| --- | --- |
| [genfromtxt](https://numpy.org/doc/stable/reference/generated/numpy.genfromtxt.html#numpy.genfromtxt)(fname[, dtype, comments, ...]) | Load data from a text file, with missing values handled as specified. |
| [fromregex](https://numpy.org/doc/stable/reference/generated/numpy.fromregex.html#numpy.fromregex)(file, regexp, dtype[, encoding]) | Construct an array from a text file, using regular expression parsing. |
| [fromstring](https://numpy.org/doc/stable/reference/generated/numpy.fromstring.html#numpy.fromstring)(string[, dtype, count, like]) | A new 1-D array initialized from text data in a string. |
| [ndarray.tofile](https://numpy.org/doc/stable/reference/generated/numpy.ndarray.tofile.html#numpy.ndarray.tofile)(fid[, sep, format]) | Write array to a file as text or binary (default). |
| [ndarray.tolist](https://numpy.org/doc/stable/reference/generated/numpy.ndarray.tolist.html#numpy.ndarray.tolist)() | Return the array as an a.ndim-levels deep nested list of Python scalars. |

**################################################################################**

**# String operations #**

**################################################################################**

In numpy we have methods to operate on value of numpy arrays, in case arrays are string values.

|  |  |
| --- | --- |
| np.cahr.add(x1, x2) | Return element-wise string concatenation for two arrays of str or unicode. |
| np.cahr.multiply(a, i) | Return (a \* i), that is string multiple concatenation, element-wise. |
| np.cahr.mod(a, values) | Return (a % i), that is pre-Python 2.6 string formatting (interpolation), element-wise for a pair of array\_likes of str or unicode. |
| np.cahr.capitalize(a) | Return a copy of *a* with only the first character of each element capitalized. |
| np.cahr.center(a, width[, fillchar]) | Return a copy of *a* with its elements centered in a string of length *width*. |
| np.cahr.decode(a[, encoding, errors]) | Calls bytes.decode element-wise. |
| np.cahr.encode(a[, encoding, errors]) | Calls *str.encode* element-wise. |
| np.cahr.expandtabs(a[, tabsize]) | Return a copy of each string element where all tab characters are replaced by one or more spaces. |
| np.cahr.join(sep, seq) | Return a string which is the concatenation of the strings in the sequence *seq*. |
| np.cahr.ljust(a, width[, fillchar]) | Return an array with the elements of *a* left-justified in a string of length *width*. |
| np.cahr.lower(a) | Return an array with the elements converted to lowercase. |
| np.cahr.lstrip(a[, chars]) | For each element in *a*, return a copy with the leading characters removed. |
| np.cahr.partition(a, sep) | Partition each element in *a* around *sep*. |
| np.cahr.replace(a, old, new[, count]) | For each element in *a*, return a copy of the string with all occurrences of substring *old* replaced by *new*. |
| np.cahr.rjust(a, width[, fillchar]) | Return an array with the elements of *a* right-justified in a string of length *width*. |
| np.cahr.rpartition(a, sep) | Partition (split) each element around the right-most separator. |
| np.cahr.rsplit(a[, sep, maxsplit]) | For each element in *a*, return a list of the words in the string, using *sep* as the delimiter string. |
| np.cahr.rstrip(a[, chars]) | For each element in *a*, return a copy with the trailing characters removed. |
| np.cahr.split(a[, sep, maxsplit]) | For each element in *a*, return a list of the words in the string, using *sep* as the delimiter string. |
| np.cahr.splitlines(a[, keepends]) | For each element in *a*, return a list of the lines in the element, breaking at line boundaries. |
| np.cahr.strip(a[, chars]) | For each element in *a*, return a copy with the leading and trailing characters removed. |
| np.cahr.swapcase(a) | Return element-wise a copy of the string with uppercase characters converted to lowercase and vice versa. |
| np.cahr.title(a) | Return element-wise title cased version of string or unicode. |
| np.cahr.translate(a, table[, deletechars]) | For each element in *a*, return a copy of the string where all characters occurring in the optional argument *deletechars* are removed, and the remaining characters have been mapped through the given translation table. |
| np.cahr.upper(a) | Return an array with the elements converted to uppercase. |
| np.cahr.zfill(a, width) | Return the numeric string left-filled with zeros |

**Example:**

From below two list, create array and then concatenate element wise data and create a new array.

l1=[['hello','hii'],['Ram','Rakesh']]

l2=[['GM','GE'],['p1','P2']]

**Solution:**

arr1=np.array(l1)

arr2=np.array(l2)

x=np.char.add(arr1,arr2)

|  |  |
| --- | --- |
| Arr1:  [['hello' 'hii']  ['Ram' 'Rakesh']]  Arr2:  [['hello' 'hii']  ['Ram' 'Rakesh']] | np.char( arr1, arr2 )  [['hello' 'hii']  ['Ram' 'Rakesh']] |

**##################**

**# String information #**

**##################**

We have below methods –

|  |  |
| --- | --- |
| np.cahar.count(a, sub[, start, end]) | Returns an array with the number of non-overlapping occurrences of substring *sub* in the range [*start*, *end*]. |
| np.cahar.endswith(a, suffix[, start, end]) | Returns a boolean array which is *True* where the string element in *a* ends with *suffix*, otherwise *False*. |
| np.cahar.find(a, sub[, start, end]) | For each element, return the lowest index in the string where substring *sub* is found. |
| np.cahar.index(a, sub[, start, end]) | [Like find, but raises ValueError when the substring is not found.](https://numpy.org/doc/stable/reference/generated/numpy.char.find.html#numpy.char.find) |
| np.cahar.isalpha(a) | Returns true for each element if all characters in the string are alphabetic and there is at least one character, false otherwise. |
| np.cahar.isalnum(a) | Returns true for each element if all characters in the string are alphanumeric and there is at least one character, false otherwise. |
| np.cahar.isdecimal(a) | For each element, return True if there are only decimal characters in the element. |
| np.cahar.isdigit(a) | Returns true for each element if all characters in the string are digits and there is at least one character, false otherwise. |
| np.cahar.islower(a) | Returns true for each element if all cased characters in the string are lowercase and there is at least one cased character, false otherwise. |
| np.cahar.isnumeric(a) | For each element, return True if there are only numeric characters in the element. |
| np.cahar.isspace(a) | Returns true for each element if there are only whitespace characters in the string and there is at least one character, false otherwise. |
| np.cahar.istitle(a) | Returns true for each element if the element is a titlecased string and there is at least one character, false otherwise. |
| np.cahar.isupper(a) | Return true for each element if all cased characters in the string are uppercase and there is at least one character, false otherwise. |
| np.cahar.rfind(a, sub[, start, end]) | For each element in *a*, return the highest index in the string where substring *sub* is found, such that *sub* is contained within [*start*, *end*]. |
| np.cahar.rindex(a, sub[, start, end]) | [Like rfind, but raises ValueError when the substring sub is not found.](https://numpy.org/doc/stable/reference/generated/numpy.char.rfind.html#numpy.char.rfind) |
| np.cahar.startswith(a, prefix[, start, end]) | Returns a boolean array which is *True* where the string element in *a* starts with *prefix*, otherwise *False*. |
| np.cahar.str\_len(a) | Return len(a) element-wise. |

**Question**:

Write a NumPy program to extract all the rows to compute the student weight from a given array (student information) where a third column starts with a given character 'E'. Array is:-

[['01' 'V' 'Debby Pramod' '30.21']

['02' 'V' 'Artemiy Ellie' '29.32']

['03' 'V' 'Baptist Kamal' '31.0']

['04' 'V' 'Lavanya Davide' '30.22']

['05' 'V' 'Fulton Antwan' '30.21']

['06' 'V' 'Euanthe Sandeep' '31.0']

['07' 'V' 'Endzela Sanda' '32.0']

['08' 'V' 'Victoire Waman' '29.21']

['09' 'V' 'Briar Nur' '30.0']

['10' 'V' 'Rose Lykos' '32.0']]

**Solution:**

#first get those rows which start with 'E'

x = student[np.char.startswith(student[:,2], 'E')]

print(x)

#Now convert into flat type

y=x[:,3].astype(float)

#Now get the sum

print(y.sum())

**################################################################################**

**# Mathematical Function #**

**################################################################################**

**#####################**

**# Arithmetic Operation #**

**#####################**

We have below methods for arithmetic related operation-

|  |  |
| --- | --- |
| np.add(x1, x2, /[, out, where, casting, order, ...]) | Add arguments element-wise. |
| np.reciprocal(x, /[, out, where, casting, ...]) | Return the reciprocal of the argument, element-wise. |
| np.positive(x, /[, out, where, casting, order, ...]) | Numerical positive, element-wise. |
| np.negative(x, /[, out, where, casting, order, ...]) | Numerical negative, element-wise. |
| np.multiply(x1, x2, /[, out, where, casting, ...]) | Multiply arguments element-wise. |
| np.divide(x1, x2, /[, out, where, casting, ...]) | Divide arguments element-wise. |
| np.power(x1, x2, /[, out, where, casting, ...]) | First array elements raised to powers from second array, element-wise. |
| np.subtract(x1, x2, /[, out, where, casting, ...]) | Subtract arguments, element-wise. |
| np.true\_divide(x1, x2, /[, out, where, ...]) | Divide arguments element-wise. |
| np.floor\_divide(x1, x2, /[, out, where, ...]) | Return the largest integer smaller or equal to the division of the inputs. |
| np.float\_power(x1, x2, /[, out, where, ...]) | First array elements raised to powers from second array, element-wise. |
| np.fmod(x1, x2, /[, out, where, casting, ...]) | Returns the element-wise remainder of division. |
| np.mod(x1, x2, /[, out, where, casting, order, ...]) | Returns the element-wise remainder of division. |
| np.modf(x[, out1, out2], / [[, out, where, ...]) | Return the fractional and integral parts of an array, element-wise. |
| np.remainder(x1, x2, /[, out, where, casting, ...]) | Returns the element-wise remainder of division. |
| np.divmod(x1, x2[, out1, out2], / [[, out, ...]) | Return element-wise quotient and remainder simultaneously. |

**Question:**

Write a NumPy program to calculate the arithmetic means of corresponding elements of two given arrays of same size

**Solution:**

print(np.divide(np.add(nums1, nums2), 2))

**##########################**

**# Sums, products, differences #**

**##########################**

|  |  |
| --- | --- |
| np.prod(a[, axis, dtype, out, keepdims, ...]) | Return the product of array elements over a given axis. |
| np.sum(a[, axis, dtype, out, keepdims, ...]) | Sum of array elements over a given axis. |
| np.nanprod(a[, axis, dtype, out, keepdims, ...]) | Return the product of array elements over a given axis treating Not a Numbers (NaNs) as ones. |
| np.nansum(a[, axis, dtype, out, keepdims, ...]) | Return the sum of array elements over a given axis treating Not a Numbers (NaNs) as zero. |
| np.cumprod(a[, axis, dtype, out]) | Return the cumulative product of elements along a given axis. |
| np.cumsum(a[, axis, dtype, out]) | Return the cumulative sum of the elements along a given axis. |
| np.nancumprod(a[, axis, dtype, out]) | Return the cumulative product of array elements over a given axis treating Not a Numbers (NaNs) as one. |
| np.nancumsum(a[, axis, dtype, out]) | Return the cumulative sum of array elements over a given axis treating Not a Numbers (NaNs) as zero. |
| np.diff(a[, n, axis, prepend, append]) | Calculate the n-th discrete difference along the given axis. |
| np.ediff1d(ary[, to\_end, to\_begin]) | The differences between consecutive elements of an array. |
| np.gradient(f, \*varargs[, axis, edge\_order]) | Return the gradient of an N-dimensional array. |
| np.cross(a, b[, axisa, axisb, axisc, axis]) | Return the cross product of two (arrays of) vectors. |
| np.trapz(y[, x, dx, axis]) | Integrate along the given axis using the composite trapezoidal rule. |

**#######################**

**# Trigonometric functions #**

**#######################**

|  |  |
| --- | --- |
| [sin(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.sin.html#numpy.sin) | Trigonometric sine, element-wise. |
| [cos(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.cos.html#numpy.cos) | Cosine element-wise. |
| [tan(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.tan.html#numpy.tan) | Compute tangent element-wise. |
| [arcsin(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.arcsin.html#numpy.arcsin) | Inverse sine, element-wise. |
| [arccos(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.arccos.html#numpy.arccos) | Trigonometric inverse cosine, element-wise. |
| [arctan(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.arctan.html#numpy.arctan) | Trigonometric inverse tangent, element-wise. |
| [hypot(x1, x2, /[, out, where, casting, ...])](https://numpy.org/doc/stable/reference/generated/numpy.hypot.html#numpy.hypot) | Given the "legs" of a right triangle, return its hypotenuse. |
| [arctan2(x1, x2, /[, out, where, casting, ...])](https://numpy.org/doc/stable/reference/generated/numpy.arctan2.html#numpy.arctan2) | Element-wise arc tangent of x1/x2 choosing the quadrant correctly. |
| [degrees(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.degrees.html#numpy.degrees) | Convert angles from radians to degrees. |
| [radians(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.radians.html#numpy.radians) | Convert angles from degrees to radians. |
| [unwrap(p[, discont, axis, period])](https://numpy.org/doc/stable/reference/generated/numpy.unwrap.html#numpy.unwrap) | Unwrap by taking the complement of large deltas with respect to the period. |
| [deg2rad(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.deg2rad.html#numpy.deg2rad) | Convert angles from degrees to radians. |
| [rad2deg(x, /[, out, where, casting, order, ...])](https://numpy.org/doc/stable/reference/generated/numpy.rad2deg.html#numpy.rad2deg) | Convert angles from radians to degrees. |

**###########**

**# Rounding #**

**###########**

|  |  |
| --- | --- |
| np.around(a[, decimals, out]) | Evenly round to the given number of decimals. |
| np.rint(x, /[, out, where, casting, order, ...]) | Round elements of the array to the nearest integer. |
| np.fix(x[, out]) | Round to nearest integer towards zero. |
| np.floor(x, /[, out, where, casting, order, ...]) | Return the floor of the input, element-wise. |
| np.ceil(x, /[, out, where, casting, order, ...]) | Return the ceiling of the input, element-wise. |
| np.trunc(x, /[, out, where, casting, order, ...]) | Return the truncated value of the input, element-wise. |