Before starting with REST we will first take a overview on JSON

**JSON**

SON (JavaScript Object Notation) is a popular data format used for representing structured data. It's commonly used in transmit and receive data between a server and web application in JSON format

**NOTE:**

* JSON data looks like python dictionary data types, JSON data are always kept in double quote but dictionary can be in single or double quote.
* We can differentiate JSON data python dictionary using type()

**Json data types:**

In JSON, values must be one of the following data types

1. String
2. Number
3. Object (JSON object)
4. Array Boolean
5. null

**Json String**

Strings in JSON must be written in double quotes.

{ "name":"John" }

**Number**

Numbers in JSON must be an integer or a floating point.

{ "age":30 }

**JSON Object**

A JSON object contains data in the form of key/value pair. The keys are strings and the values are the JSON types. Keys and values are separated by colon. Each entry (key/value pair) is separated by comma.

*The { (curly brace) represents the JSON object*

*{*

*"employee": {*

*"name": "sonoo",*

*"salary": 56000,*

*"married": true*

*}*

*}*

**Json Array**

The data enclosed into '[',']' (square bracket) represents the JSON array.

*A JSON array can have values and objects.*

e.g—

1. Simple JSON array

["Sunday", "Monday", "Tuesday", "Wednesday", "Thursday", "Friday", "Saturday"]

2. Json array of json objects

[

{"name":"Ram", "email":"Ram@gmail.com"},

{"name":"Bob", "email":"bob32@gmail.com"}

]

**Boolean**

Boolean in JSON are either true or false

**Python data to JSON data types conversion tables.**
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**Parse JSON into Python**

The json module makes it easy to parse JSON strings and files containing JSON object

We have two methods to part it

1. json.loads(json\_data) ------ from JSON to python dictionary
2. json.load(file\_object) -------- from JSON file to python

**json.loads()**

using this method, we can convert JSON string into python data type or python data in a variable

We can parse a JSON string using json.loads() method.

*The method returns a dictionary if input data is validate json data else will get ValueError exception*.

Using load() method we can check if input data is a valid input data.

import json

person = '{"name": "Bob", "languages": ["English", "Fench"]}'

person\_dict = json.loads(person)

# Output: {'name': 'Bob', 'languages': ['English', 'Fench']}

print( person\_dict)

NOTE:

Here person is json string that is converted into python dictionary

**json.load(file\_object)**

We can use this method to convert JSON data stored in file to python variable

We can use json.load() method to read a file containing JSON object.

import json

with open('path\_to\_file’) as f:

  data = json.load(f)

print(data)

**Converting Python to JSON string**

**Python(dict,list,tuple etc) Convert to JSON string**

We can convert any of python data types into equivalent data types, for this we have below two methods

1. json.dumps(python\_var) ---------- from python variable to JSON string
2. json.dump(file\_path) ------------

**json.dumps(python\_var)**

using dumps(pyth\_variable) we can convert any python vraibale into it’s equivalent json data types

mport json

person\_dict = {'name': 'Bob',

'age': 12,

'children': None

}

person\_json = json.dumps(person\_dict)

# Output: {"name": "Bob", "age": 12, "children": null}

print(person\_json)

More about the dumps() can be check on next page

**json.dump(python\_data,file\_object)**

this method is used to write python data into JSON file or converting from python JSON variable to JSON file

import json

person\_dict = {"name": "Bob",

"languages": ["English", "Fench"],

"married": True,

"age": 32

}

with open('person.txt', 'w') as json\_file:

  json.dump(person\_dict, json\_file)

Above program will convert python data of variable person\_dict into person.txt file in which data will be in JSON format.

More j about json.dump() can be checked below

**json.dump(obj, skipkeys=False, allow\_nan=True, cls=None, indent=None, separators=None, default=None, sort\_keys=False, \*\*kw)**

1. If skipkeys is true (default: False), then dict keys that are not of a basic type (str, int, float, bool, None) will be skipped instead of raising a TypeError.
2. If indent is a non-negative integer or string, then JSON array elements and object members will be pretty-printed with that indent level. An indent level of 0, negative, or "" will only insert newlines.
3. Separators are used to specify how key and value will be separated for custom separation

separators=("separator\_for\_key", "separation\_for\_value ")

1. sort\_keys parameter to specify if the result should be sorted or not, if TRUE then the output of dictionaries will be sorted by key

**json.dumps(obj, skipkeys=False, allow\_nan=True, cls=None, indent=None, separators=None, default=None, sort\_keys=False, \*\*kw)**

Serialize obj to a JSON formatted str using this conversion table. *The arguments have the same meaning as in dump().*

**Encoders and Decoders**

**Encoders**

**class json.JSONEncoder(\*, skipkeys=False, ensure\_ascii=True, check\_circular=True, allow\_nan=True, sort\_keys=False, indent=None, separators=None, default=None)**

If we do conversion from Python to JSON data types they are converted to their equivalent data types as listed below
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**Decoders**

Supports the following objects and types by default

**class json.JSONDecoder(\*, object\_hook=None, parse\_float=None, parse\_int=None, parse\_constant=None, strict=True, object\_pairs\_hook=None)**
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**requests**

Requests is a Python module that you can use to send all kinds of HTTP requests. It is an easy-to-use library with a lot of features ranging from passing parameters in URLs to sending custom headers and SSL Verification

It has below methods-

|  |  |
| --- | --- |
| [delete(url, args)](https://www.w3schools.com/python/ref_requests_delete.asp) | Sends a DELETE request to the specified url |
| [get(url, params, args)](https://www.w3schools.com/python/ref_requests_get.asp) | Sends a GET request to the specified url  It returns response object |
| [head(url, args)](https://www.w3schools.com/python/ref_requests_head.asp) | Sends a HEAD request to the specified url |
| patch(url, data, args) | Sends a PATCH request to the specified url |
| [post(url, data, json, args)](https://www.w3schools.com/python/ref_requests_post.asp)  *requests.post(*url*, data={*key*:* value*}, json={*key*:* value*},* args*) --- syntax*  arguments means zero or more named arguments | Sends a POST request to the specified url |
| put(url, data, args) | Sends a PUT request to the specified url |
| request(method, url, args) | Sends a request of the specified method to the specified url |

**Methods of attributes of response**

Response is obtained when ever we send request using get() to server. It has below methods/attributes

json() ----- retuns json object of result(if result is in JSON format else error)

status\_code ---- returns status that indicates status

url --- returns url of response

close() ---- close connection to server

**How to send HttpResponse using CLI**

We can send using command line http clients, we can send. There are many but few are:-

1. HttPie ------ we will work with HttPie
2. Curl
3. Wget

**Sending HttpRequest using HttPie**

http <url\_for\_request>

Note:

For sending request using cmd, as usual server need to be running

Views.py file

def home(request):

    print("tis is home view method")

    d={1:"hello",2:"Shyam",3:"Hare Hare"}

    json\_data=json.dumps(d)

    return HttpResponse(json\_data, content\_type='application/json')

urls.py

app\_name='no\_rest'

urlpatterns = [

    path('home/',views.home, name='no\_rest-home'),

]

sending httprequest

http http://127.0.0.1:8000/no\_rest/home/

output is below
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**How to send dictionary object as Json type**

**Note:**

We can use **JsonResponse()** method from json module to send dict object as json object, method will itself convert from dictionary to Json

def home(request):

    print("tis is home view method")

    d={1:"hello",2:"Shyam",3:"Hare Hare"}

    json\_data=json.dumps(d)

    print('data type of d is: ', type(d))

    print('data type of json\_data  is: ', type(json\_data))

    #return HttpResponse(json\_data, content\_type='application/json')

    return JsonResponse(d)

**How to send httprequest from python application**

Using 'requests' module we can send httprequest on a specified url.

In requests library we have **'get()'** using which we can call url which will fetch response

The returned response we can convert into dictionary object using json() as – response.json()

response =requests.get(url) #Getting response from url

dict\_data=response.json() # getting data back into json format (if returns json data)

test.py file

import requests

import json as js

base\_url='http://127.0.0.1:8000/no\_rest/'

end\_point='home'

response=requests.get(base\_url+end\_point)

print('this is test application')

print(type(response))

test.py file can be created/placed in any path(in this case I have created into rest\_api folder which is in project folder)

![](data:image/png;base64,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)

Common language b/t two app--- Http(java, Django etc)

Common message format --- JSON, XML(old technology)

**How to disable csrf\_token middleware**

In Settings.py file go to middleware section and comment it.

**What is Mixin**

Mixin in class in Django which acts as parent class to provide functionality to child class, it supports only to child class.

Mixin class always extends object class not any other class

It always provides support to child class

Let’s take an example of mixin, here we are going to deal with same above example.

Mixin.py file

import json

from django.http import JsonResponse

class JsonMininx:

    def json\_data(self,data):

        return JsonResponse(data)

views.py file

class JsonCBV(JsonMininx,View):

    def get(self,request):

        d={1:"hello",2:"Shyam",0:"Hare Hare"}

        return self.json\_data(d)

**NOTE**:

Now here we can notice that where ever is required to run json response we can call json\_data from JsonMininx class.(we can modify that for any number of argument using variable argument)

**Multiple inheritance vs Mixin**

|  |  |
| --- | --- |
| **Mixin** | **Multiple inheritance** |
| >Parent class instantiation not possible or of no use  >Parent class contain only instance method not instance variable.  >Methods are useful only for Child class.  >Parent class should be direct child class of object class. | >We can instantiate.  >It will contain both instance variable and method.  >Methods are useful for parent and child class.  >Parent class can inherit any other class also |

**What is difference between makemigrations and migrate command**

Makemigrations ---- create SQL query to create DB table

Migrate ------ creates table and inserts data into DB

**http Status code in Django**

1XX ----- this is for informational, it’s range is from 100 to 199

2XX ----- this is for success, it range is from 200 to 299

3XX ----- this is re-directional, it range from 300 to 399

4XX ----- Client Error, ranges from 400 to 499 (e.g --- page not found)

5XX ----- Server error

**Create a REST api to get data from database**

Here we will Employee model.

models.py file

class Employee(models.Model):

    ename=models.CharField(max\_length=100)

    esal=models.IntegerField()

    eadd=models.CharField(max\_length=100)

views.py file

class EmployeeCBV(View):

    def get(self,request,\*args):

        data=Employee.objects.get(id=1)

        print(data)

        emp\_data={'ename':data.ename,'esal':data.esal,'eadd':data.esal}

        json\_data=json.dumps(emp\_data)

        return HttpResponse(json\_data,content\_type='application/json')

urls.py file

urlpatterns = [

    #path('home/',views.home, name='no\_rest-home'),

    path('cbv/',views.JsonCBV.as\_view(),name="no\_rest\_cbv"),

    path('emp/',views.EmployeeCBV.as\_view(),name="no\_rest\_emp-cbv"),

]

Now from based on urls mapping and views we can get data from database using requests library

test.py file for getting json data

import requests

import json as js

#http://127.0.0.1:8000/no\_rest/cbv/

#http://127.0.0.1:8000/no\_rest/cbv/

base\_url='http://127.0.0.1:8000/no\_rest/'

end\_point='cbv'

response=requests.get(base\_url+end\_point)

**Customise above code in such way that it will accept employee id from requestor/url and then it will display detail of that employee.**

Hint- Modify urls.py file and class based view

urls.py file

urlpatterns = [

    #path('home/',views.home, name='no\_rest-home'),

    path('emp/<int:pk>',views.EmployeeCBV.as\_view(),name="no\_rest\_emp-cbv"),

]

Views.py file

class EmployeeCBV(View):

    pk=None

    def get(self,request,pk,\*args):

        data=Employee.objects.get(id=pk)

        print(data)

        emp\_data={'ename':data.ename,'esal':data.esal,'eadd':data.esal}

        json\_data=json.dumps(emp\_data)

        print(type(json\_data))

        return HttpResponse(json\_data,content\_type='application/json')

output

**What is Serialization**

Converting python dict object to json object is called serialization

(In general terminology converting from one object to another is called serialization)

Now suppose in case we used Entry.object.all() then there are chances that we may get thousands of data then converting them in json is big problem. To overcome this burden djanog have module called **serializer**

**Serializers**

Serializer is available in django.core import serializers

from django.core import serializers

Django’s serialization framework provides a mechanism for “translating” Django models into other formats. Usually these other formats will be text-based and used for sending Django data over a wire, but it’s possible for a serializer to handle any format (text-based or not).

**Serializing data**

We can use **serialize()** function to serialize data from queryset to json format

serialize(data\_format,[data])

this is function in django.core.serializers

This methods creates json data as json array**.**

data\_format----- data format in which you want to serialize, this is string. E.g—xml,json

data ---- data that want to serialize, it’s iterable data , e.g--- queryset

**Note:**

If data is iterable(e.g- queryset) then we can some use that if not iterable then give in list form

CASE1:

data=Employee.objects.all()

json\_data=serializers.serialize('json',data,fields=['ename','eadd'])

here data is queryset (an iterable data)

CASE 2:

data=Employee.objects.get(id=pk)

json\_data=serializers.serialize('json',[data])

here data is not iterable data so giving in list

e.g---

data = serializers.serialize('xml', Restaurant.objects.all())

serialize(data\_format,[data], fields=[files\_that\_want\_to\_show])

This method creates json data as **json array.**

fields--- files that you want to show or give to requestor, these are nothing but column of DB table

e.g.-

json\_data=serializers.serialize('json',[data],fields=['ename','eadd'])

Showing all files of model class

class EmployeeCBV(View):

    pk=None

    def get(self,request,pk,\*args):

        print('id is: ',pk)

        data=Employee.objects.get(id=pk)

        json\_data=serializers.serialize('json',[data,])

        print("data typed of serialized data is: ",type(json\_data))

        return HttpResponse(json\_data,content\_type='application/json')

Showing only required fields

class EmployeeCBV(View):

    pk=None

    def get(self,request,pk,\*args):

        print('id is: ',pk)

        data=Employee.objects.get(id=pk)

        json\_data=serializers.serialize('json',[data],fields=['ename','eadd'])

        print("data typed of serialized data is: ",type(json\_data))

        return HttpResponse(json\_data,content\_type='application/json')

NOTE:

When we used above two methods for fetching data then the fetched data will be list of dictonary.

Key of dictionary will be – model, fields, primary key of id

**fields**--- it denotes all data from model class , doesn’t matter it we have used fields attribute while converting to json data using serialize function

**WAP a view to get data only, don’t want keys**

final\_list=[]

for each in json\_data:

final\_list.append(each[‘fields’])

json\_data=json.dumps(final\_list)

class EmployeeListCBV(View):

    def get(self,request,\*args):

        print('this is EmployeeListCBV class ')

        qs=Employee.objects.all()

        json\_data=serializers.serialize('json',qs)#convert into json(list of dict will be)

        d=json.loads(json\_data) #get back in python data format

        fina\_list=[]

        for each in d:

            fina\_list.append(each['fields'])

        json\_data=json.dumps(fina\_list)#now convert into JSON data format

        return HttpResponse(json\_data,content\_type='application/json')

Let’s try to use here mixins to separate some code for getting required data only.

Views.py file

class EmployeeListCBV(View,EmployeeMixins):

    def get(self,request,\*args):

        print('this is EmployeeListCBV class ')

        qs=Employee.objects.all()

        data=self.json\_data(qs)

        return HttpResponse(data, content\_type='application/json')

mixins.py file

class EmployeeMixins(object):

    def json\_data(self,qs):

        json\_data=srz.serialize('json',qs) #converting query set into json

        d=json.loads(json\_data) #converted back to python

        fina\_list=[]

        for each in d:

            fina\_list.append(each['fields'])

        json\_data=json.dumps(fina\_list)

        return json\_data #retunred json data

Now here we will not get some details like – model name, fields etc.

**Exception handling in API**

Let say we have below code in view.py file-

class EmployeeCBV(View,EmployeeMixins):

    pk=None

    def get(self,request,pk,\*args):

        print('i am working wih JSON data')

        print('id is: ',pk)

        qs=Employee.objects.get(id=pk)

        data=self.json\_data([qs,])

        return HttpResponse(data, content\_type='application/json')

when user tries to access any data by using id then it’s going to give exception/error, that we need to handle that need to be handled as below-

*Method 1: More suggustable*

Modify the views.py file to handle exception as shown below-

view.py file

class EmployeeCBV(View,):

    pk=None

    def get(self,request,pk,\*args):

        print('i am working wih JSON data')

        print('id is: ',pk)

        try:

            qs=Employee.objects.get(id=pk)

        except Employee.DoesNotExist:

            data=json.dumps({'msg':"no such employee"})

            return HttpResponse(data, content\_type='application/json')

        else:

            data=self.json\_data([qs,])

            return HttpResponse(data, content\_type='application/json')

*Method 2:* handle in partner application

If Django application doesn’t handles exception then we can handle in our partner application.

Python application(test.py file)

data=requests.get('http://127.0.0.1:8000/no\_rest/emp/200/')

if data.status\_code in range(200,300):

    data=data.json() #get the json data obtained in response

    print(data)

else:

    print('something goes worng')

views.py file

class EmployeeCBV(View,EmployeeMixins):

    pk=None

    def get(self,request,pk,\*args):

        print('i am working wih JSON data')

        print('id is: ',pk)

        qs=Employee.objects.get(id=pk)

        data=self.json\_data([qs,])

        return HttpResponse(data, content\_type='application/json')

mixin.py file

class EmployeeMixins(object):

    def json\_data(self,qs):

        json\_data=srz.serialize('json',qs) #converting query set into json

        d=json.loads(json\_data) #converted back to python

        fina\_list=[]

        for each in d:

            fina\_list.append(each['fields'])

        json\_data=json.dumps(fina\_list)

        return json\_data #retunred json data

**How to add status code manually in response**

We can add status code while returning response. The same status code will be retuned to partner application or in response

HttpResponse(data, content\_type='application/json', status=status\_code)

**Create operation**

For create operation we will be using POST() in our view(if class based view of not class based view then we have to check method name for which data is coming and then work accordingly) or from requests.

**How to dump data from database**

In Django we can dump data using manage.py file as below

python manage.py dumpdata <app\_name>.<model\_name> --format format\_value --indent int –output filename

Using above command, we can dump data to console for given app and model name.

--fomrat ----------> this is optional, default to JSON format

-- indent -----optional, specify the indent label you want to keep while displaying data

-- output ----- optional, specify the file where you want to write data, default is console

**How to disable csrf\_token verification**

We can disable csrf\_token verification in three ways

1. **Method level or function lelvel.**

To disable at function label import decorator '@csrf\_exempt' on the where for which we want to disable csrf token validation.

@csrf\_exempt

def myview(request,\*args):

#

1. **Class label**

For class label we need to use below two decorators with class name.

from django.views.decorators.csrf import csrf\_exempta

from django.utils.decorators import method\_decorator

@method\_decorator(csrf\_exempt, name='dispatcha)

Class myClassBasedview(View):

#

*name= ‘dispatch’* -------- then it disables csrf validation for all methods related to class.

1. Project label

Disable it from setting.py file

Now here we will try to send a create operation for our model Employee from python application (test.py file)

test.py file

def create\_resource():

    emp={'ename':"rakesh",'esal':2000,'eadd':"semarbari"}

    json\_data=json.dumps(emp)

    resp=requests.post('http://127.0.0.1:8000/no\_rest/emp/',data=json\_data)

    print('retundes statuse code is: ',resp.status\_code)

create\_resource()

views.py file

@method\_decorator(csrf\_exempt,name='dispatch')

class EmployeeListCBV(View,EmployeeMixins):

    def get(self,request,\*args):

        print('this is EmployeeListCBV class ')

        qs=Employee.objects.all()

        data=self.json\_data(qs)

        return HttpResponse(data, content\_type='application/json')

    def post(self,request, \*args, \*\*kwargs):

        print('processing post request')

        data={'msg':'this is retunred message'}

        json\_resp=json.dumps(data)

        return HttpResponse(json\_resp,content\_type='application/json')

Output will be :-

retundes statuse code is: 200 # 200 means we are able to send a post request,

**Adding data validation(data type) in view**

Now in my view we have not added validation to check if data sent by consumer is validation json data or not, we will check if and accordingly will sent a message to consumer.

Steps:

1. While receiving data try to convert into python data, is completed without any error then requestor have sent a valid input data.

Views.py file

    def post(self,request, \*args, \*\*kwargs):

        input\_data=request.body #retriving data from request

        try:

            json.loads(input\_data)

        except ValueError as e:

            print(e)

            data={'msg':'invalid data'}

            json\_resp=json.dumps(data)

            return HttpResponse(json\_resp,content\_type='application/json')

        else:

            data={'msg':'we have got your data'}

#we will also add logic data validation with our model and will add in DB

            return HttpResponse(json.dumps(data),content\_type='application/json')

request.body ---- this is way to retrieve data from request. Check HttpRequest in djano

tesy.py file

def create\_resource():

    emp={'ename':"rakesh",'esal':2000,'eadd':"semarbari"}

    json\_data=json.dumps(emp)

    resp=requests.post('http://127.0.0.1:8000/no\_rest/emp/',data=json\_data)

    print('retundes statuse code is: ',resp.status\_code)

    print(resp.json())

create\_resource()

Output:

Now if we sent other than json data from client end then we will get ‘Invalid data’ as response at client end. (instead of data=json\_data try use data=emp in test.py file and see response/output)

**Now our requirement is to do data validation(data type, data related to model) and add data to DB**

@method\_decorator(csrf\_exempt,name='dispatch')

class EmployeeListCBV(View,EmployeeMixins):

    def get(self,request,\*args):

        print('this is EmployeeListCBV class ')

        qs=Employee.objects.all()

        data=self.json\_data(qs)

        return HttpResponse(data, content\_type='application/json')

    def post(self,request, \*args, \*\*kwargs):

        input\_data=request.body

        try:

            py\_data=json.loads(input\_data)

            fm=forms.AddDataForm(py\_data)

            if fm.is\_valid():

                print('data was a valid data')

                fm.save()

                return HttpResponse(json.dumps({"msg":"data added to DB"}),content\_type='application/json')

        except ValueError as e:

            print(e)

            data={'msg':'invalid data'}

            json\_resp=json.dumps(data)

            return HttpResponse(json\_resp,content\_type='application/json')

        else:

            data={'msg':'we have got your data'}

            return HttpResponse(json.dumps(data),content\_type='application/json')

**Create API to update details of a Employee**

For updating we need to use put() in views.py file and in python applications.

Consider a case where we can to update employee address and salary from our python applications for given eomployee, employee id is paswd in url

def update\_resource():

    url='http://127.0.0.1:8000/no\_rest/emp/1/' #here I at end is emp id to update

    emp={'ename':"mukesh",'esal':10,'eadd':"Delhi"}

    json\_emp=json.dumps(emp)

    resp=requests.put(url,data=json\_emp)

    print('retundes statuse code is: ',resp.status\_code)

    print(resp.json())

update\_resource()

Here from python application we are sending data in json form to update in database.

Utils.py file in app

import json

from .models import \*

from .forms import \*

#this method is for checking if data provided was in json format

def is\_valid\_json(data): #this is for checking it input data is valid json

    try:

        json\_data=json.loads(data)

        return True

    except ValueError as e:

        return False

    finally:

        pass

def get\_object\_by\_id(id): #this is just to check if employee exists with given id

    try:

        emp=Employee.objects.get(id=id)

        return True

    except Employee.DoesNotExist as e:

        return False

    finally:

        pass

forms.py file

from django import forms

from . import models

class AddDataForm(forms.ModelForm):

    class Meta:

        model=models.Employee

        fields='\_\_all\_\_'

views.py file

@method\_decorator(csrf\_exempt,name='dispatch')

class EmployeeCBV(View,EmployeeMixins):

    pk=None

    def put(self,request,pk,\*args,\*\*kwargs):

        print('employee id is: ',pk)

        print('input data is: ',request.body)

        if is\_valid\_json(request.body):

            if get\_object\_by\_id(pk):

                emp=Employee.objects.get(id=pk)

                input\_data=request.body

                provided\_data=json.loads(input\_data)

                print(emp.id,emp.ename,emp.esal,emp.eadd)

                emp\_dict={'ename':emp.ename,'esal':emp.esal,"eadd":emp.esal}

                emp\_dict.update(provided\_data)

                print('updated employee  dictinary is: ',emp\_dict)

                form=AddDataForm(emp\_dict,instance=emp) #creating new emp obj to update

                if form.is\_valid():

                    msg={'msg':'form is valid'}

                    form.save()

                    emp=Employee.objects.get(id=pk)

                    print(emp.id)

                    print(emp.ename)

                    print(emp.esal)

                    return HttpResponse(json.dumps(msg),content\_type='application/json', status=200)

                if form.errors:

                    msg={'msg':'Error is form creations'}

                    return HttpResponse(json.dumps(msg),content\_type='application/json', status=200)

            else:

                msg={'msg':"object does not exists"}

                return HttpResponse(json.dumps(msg),content\_type='application/json', status=404)

        else:

            return HttpResponse(json.dumps({"msg":"invalid data format"}),content\_type='application/json', status=200)

**Note:**

1. emp\_dict.update(provided\_data)

I have used this to ceate new dicntionary which I will use while creating the employee object for updating the details, irrespective of any parameter that want to update.

1. form=AddDataForm(emp\_dict,instance=emp)

Here I havecreated new form object , I am using instance=emp so that while calling save() on this object it doesn’t create new rows instead that it update the old object(emp)

1. form.errors and form.is\_valid() these two methods are from forms class which are being used to get the error and validate the form(form=AddDataForm(emp\_dict,instance=emp)
2. Employee.DoesNotExist this coming from Employee model of model.py file to handle the exception when employee is not existing with given id.

**Create API to delete details or delete a Employee**

Try by you own

**Thumb Rule:**

1. *We should have only one endpoint for out api to all operations.*

Note:

1. In rest api there must be only one end point but here we have used two end points that should not be case.

Django Rest FrameWork

There are many frame work available in Django as—

DRF

Testify

Features of DRF

1. It provides inbuilt security features (TokenAuthentication, OAuth authentication, JWAuth etc)
2. It provides browsable api(by using browser we can check if API is working properly or not)
3. Serializers both ORM and non ORM
4. Extensive documentations and library
5. Trusted by big companies (Mozilla, amazon)

*pip freeze >file\_name.txt ------- this is will dump all installed library/software in file\_name.*

To use DRF we must install/add rest\_framework in out setting.py file.

INSTALLED\_APPS = [

    'django.contrib.admin',

    'django.contrib.auth',

    'django.contrib.contenttypes',

    'django.contrib.sessions',

    'django.contrib.messages',

    'django.contrib.staticfiles',

    'rest\_framework',

]

If we are intending to use browsable api then we need to use path('api-auth/', include('rest\_framework.urls')) in out project’s url.py file.

urlpatterns = [

    path('admin/', admin.site.urls),

    path('api-auth/', include('rest\_framework.urls')),

]

**DRF serializers**

Below are three main roles of drf serializers.

1. Serialization
2. Deserialization
3. Validaitions

**Hint for future:**

Our DRF serializers concept simply access forms and model forms only. It will exacly work and forms and model forms.

Django forms

class Employee(forms.Form):

    ename=models.CharField(max\_length=100)

    esal=models.IntegerField()

    eadd=models.CharField(max\_length=100)

Using DRF serailizers

class Employee(serializers.Serialozers):

    ename=models.CharField(max\_length=100)

    esal=models.IntegerField()

    eadd=models.CharField(max\_length=100)

Django model forms

class AddDataForm(forms.ModelForm):

    class Meta:

        model=models.Employee

        fields='\_\_all\_\_'

Using DRF serailizers(Model Serializers)

class AddDataForm(serializers.ModelSerializers):

    class Meta:

        model=models.Employee

        fields='\_\_all\_\_'

**Serializations**

Process of converting from complex types (model instance or queryset) to python native datatypes(dict) is called serializations

Let’s take an example for discussing serializations. Here we have one Employee model and for which we want to define rest\_framework serializers class.

**Note:**

It’s always best practice to create serializers in a separate file.

Employee model in models.py file

class Employee(models.Model):

    eno=models.IntegerField()

    ename=models.CharField(max\_length=100)

esal=models.floatfiled()

Now above Employee model we will create on serializer. I have used serialisers.py file
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Seliralizer.py file

from rest\_framework import serializers

class EmployeeSerializer(serializers.):

    enp=serializers.IntegerField()

    ename=serializers.CharField(max\_length=100)

    esal=serializers.FloatField()

Here models is changed to serializers while defining the data types.

**Questions:**

**Get employee object and then convert that into python native(dict) datatypes using rest\_framework serializers.**

>>> from testapp.models import Employee

>>> from testapp.myser import EmployeeSer

>>>emp=Employee.objects.get(id=1)

>>> eser=EmployeeSer(emp)

>>> eser.data # data will in in python dict format, data is bultin attribute

**Steps for converting into python data types from complex data types**

1. Get the model object instance
2. Get the instance of Serializer defined for that model on that model object(say—eser)
3. Instance\_of\_serializer.data --- this will have all data in python dict types(eser.data)

**How to convert from python dict /native to json data types.**

In rest\_framework.renderer there is module by name JSONRenderer, using this the object of this module we can use render method of this module.

>>>from rest\_framework.renderers import JSONRenderer #import rendered

>>> json\_data=JSONRenderer().render(eser.data) #

**How to perform serialization of queryset**

1. Get the querset
2. Get the serialization instance using that query set, you must use many=True for queryset.
3. Rest all are same

>>> eser=EmployeeSer(emp,many=True)

>>> eser.data

**How to convert from python dict /native to json data types(when we got serialize data from qs)**

In rest\_framework.renderer there is module by name JSONRenderer, using this the object of this module we can use render method of this module.

This is same as previous.

>>>from rest\_framework.renderers import JSONRenderer #import rendered

>>> json\_data=JSONRenderer().render(eser.data) #

**Deserializations**

The process of converting python native data types into database supported complex types is called deserializations.

**Converting JSON into python native types**

In rest framework to have JSONParser() class in rest\_frameowrk.parser. Class JSONParser have method parse() which can convert to python data types.(data is parse() should be in io stream format)

from rest\_framework.parser import JSONParser

stream=io.ByteIO(json\_data)

py\_data=JSONParser().parse(stream)

**Converting python data to Database supported data (Deserialization)**

Create serializer object from defined serializer class

Validate the deserialized object

From deserialized object get data into db supported format

eser=EmployeeSer(data=python\_data) #creating serializer object

eser.is\_valid() #validate that it’s in db supported format

eser.validated\_data #data in db supported format

**Example 1:** Getting data from db using rest\_framwork

Views.py file

from django.shortcuts import render

from django.views.generic import View

import io

from rest\_framework.parsers import JSONParser

from .models import Employee

from .myser import EmployeeSer

from rest\_framework.renderers import JSONRenderer

from django.http import HttpResponse

from django.views.decorators.csrf import csrf\_exempt

from django.utils.decorators import method\_decorator

# Create your views here.

@method\_decorator(csrf\_exempt,name='dispatch')

class EmployeeCRUDCBV(View):

    print('this is EmployeeCRUDCBV view')

    def get(self,request,\*args,\*\*kwards):

        print('this is get view')

        json\_data=request.body

        stream=io.BytesIO(json\_data)

        py\_data=JSONParser().parse(stream) #data is in python format

        id=py\_data.get('id',None)

        if id is not None:

            emp=Employee.objects.get(id=id)#this is employee object

            print(emp)

            #converting emp object into JSON types

            eser=EmployeeSer(emp)

            json\_data=JSONRenderer().render(eser.data)

            return HttpResponse(json\_data,content\_type='application/json')

            #send id specific record

        #send all record

        qs=Employee.objects.all()

        eser=EmployeeSer(qs,many=True)

        json\_data=JSONRenderer().render(eser.data)

        return HttpResponse(json\_data,content\_type='application/json')

myser.py (serializer that I created)

from rest\_framework import serializers

class EmployeeSer(serializers.Serializer):

    eno=serializers.IntegerField()

    ename=serializers.CharField(max\_length=100)

    esal=serializers.FloatField()

tests.py file (python applications)

def get\_resource(id=None):

    BASE\_URL='http://127.0.0.1:8000/'

    end\_points='api/'

    data={}

    if id is not None:

        data={'id':id}

        json\_data=json.dumps(py\_data)

        resp=requests.get(BASE\_URL+end\_points,data=json\_data)

        print('fectched id specific data')

        print(resp.json())

        # print('status code is: ',resp.status\_code)

    else:

        resp=requests.get(BASE\_URL+end\_points,data=json.dumps(data))

        print('fetched all data')

        print(resp.json())

        pass

get\_resource()

**Example 2: Post request using rest**

We need to define create() in our serializer class which will be invoked by save() for creating object in DB.

Views.pu file

@method\_decorator(csrf\_exempt,name='dispatch')

class EmployeeCRUDCBV(View):

    def post(self,request,\*args,\*\*kwargs):

        json\_data=request.body

        stream=io.BytesIO(json\_data)

        py\_data=JSONParser().parse(stream)

        eser=EmployeeSer(data=py\_data)

        if eser.is\_valid():

            eser.save()#internally it will call create method of EmployeeSer class

            msg={'msg':"resource created successfully"}

            json\_data=JSONRenderer().render(msg)

            return HttpResponse(json\_data,content\_type='application/json')

        else:

            json\_data=JSONRenderer().render(eser.errors)

            return HttpResponse(json\_data,content\_type='application/json',status=400)

myser.py file (serializer created for employee class)

from rest\_framework import serializers

from .models import Employee

class EmployeeSer(serializers.Serializer):

    eno=serializers.IntegerField()

    ename=serializers.CharField(max\_length=100)

    esal=serializers.FloatField()

    def create(self,validate\_data):

        return Employee.objects.create(\*\*validate\_data)

tests.py file (python applications)

def create\_resource(id=None):

    BASE\_URL='http://127.0.0.1:8000/'

    end\_points='api/'

    data={'eno':510,'ename':'Vinod','esal':10000}

    resp=requests.post(BASE\_URL+end\_points,data=json.dumps(data))

    print(resp.status\_code)

    print(resp.json())

create\_resource()