In [104]:

*#Import package pandas untuk import data*

**import**

**pandas**

**as**

**pd**

*#Import package numpy untuk membuat object menjadi n-multidimensi array*

**import**

**numpy**

**as**

**np**

*#Melakukan import data*

data1

=

pd

.

read\_csv

(

'testh2.csv'

)

*#Mengisi Nilai Attribut yang kosong dengan nilai 0*

data

=

data1

.

fillna

(

0

)

*#print(data.head())*

*#print(data.tail())*

print

(

data

)

*#Membuat array 2D dari data yang telah di import*

ArrayData

=

np

.

array

(

data

)

*#print(ArrayData)*

*#print(ArrayData.shape)*

*#Memilih X sebagai Fitur dari Array yang telah dibuat*

X

=

ArrayData

[:

,

2

:

5

]

*#Memilih Y sebagai Label dari Array yang telah dibuat*

Y

=

ArrayData

[:

,

5

:

6

]

*#print(X.shape)*

*#print(Y.shape)*

*#Mengubah Y menjadi array 1D sehingga bisa dijadikan target pada proses training dan testing*

*data*

Y\_1D

=

Y

.

ravel

()

print

(

X

)

print

(

Y

)

*#print(Y\_1D)*

b

In [105]:

**from** **sklearn.model\_selection** **import** train\_test\_split

*#Memisah data X (fitur) dan Y (label) secara random menjadi data testing dan data train ing, dimana data testing sebanyak 33% dan data training sebanyak 66% dari data asli* x\_train, x\_true, y\_train, y\_true=train\_test\_split(X,Y\_1D,test\_size=0.3) print(x\_train) print(x\_true) print(y\_train) print(y\_true)

In [106]:

**from** **sklearn.neighbors** **import** KNeighborsRegressor

*#Menggunakan KNN sebagai metode regresi*

neigh = KNeighborsRegressor(n\_neighbors=8,metric='minkowski')

*#Mencocokan model data menggunakan x\_train sebagai data latih dan y\_train sebagai nilai target*

neigh.fit(x\_train, y\_train) *#Memprediksi dari data x\_true* y\_predict = neigh.predict(x\_true) print(y\_predict)

[107]:

**from**

**sklearn.metrics**

**import**

r2\_score

print

(

"Koefisien Determinasinya Adalah"

)

*#Menghitung koefisien determinan dari data testing Y dan data prediksi Y*

print

(

r2\_score

(

y\_true

,

y\_predict

))

Koefisien Determinasinya Adalah

0.8720099599553754

In [108]:

**from**

**sklearn**

**import**

neighbors

**from**

**sklearn.metrics**

**import**

mean\_squared\_error

**from**

**math**

**import**

sqrt

**import**

**matplotlib.pyplot**

**as**

**plt**

%

**matplotlib**

inline

In [109]:

rmse\_val = [] *#Membuat Variabel dalam bentuk array untuk menyimpan nilai rmse dari k ya ng berbeda* **for** K **in** range(350):

K = K+1

*#Menggunakan KNN sebagai metode regresi*

model = neighbors.KNeighborsRegressor(n\_neighbors = K)

*#Mencocokan model data menggunakan x\_train sebagai data latih dan y\_train sebagai n ilai target*

model.fit(x\_train, y\_train) *#Memprediksi dari data x\_true* pred=model.predict(x\_true) *#Menghitung nilai RMSE setiap K*

error = sqrt(mean\_squared\_error(y\_true,pred)) *#Menyimpan nilai RMSE ke dalam array untuk setiap K* rmse\_val.append(error)

print('RMSE value for k= ' , K , 'is:', error)

In [110]:

*#Mengubah*

curve

=

pd

.

DataFrame

(

rmse\_val

)

*#Membuat grafik dari nilai RMSE*

curve

.

plot

()

Out[110]: <matplotlib.axes.\_subplots.AxesSubplot at 0x1cf959c7240>

![](data:image/png;base64,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)

In [111]:

**from**

**sklearn.model\_selection**

**import**

GridSearchCV

params

=

{

'n\_neighbors'

:[

2

,

3

,

4

,

5

,

6

,

7

,

8

,

9

]}

knn

=

neighbors

.

KNeighborsRegressor

()

model

=

GridSearchCV

(

knn

,

params

,

cv

=

5

)

model

.

fit

(

x\_train

,

y\_train

)

model

.

best\_params\_

Out[111]:

{'n\_neighbors': 2}