**Python**

Python TOC

1. Python History
2. Python Applications
3. Installation Setup and Testing
4. Python Install
5. Python Path
6. Python Example
7. Execute Python
8. Python Variables
9. Python Data Types
10. Python Keywords
11. Python Literals
12. Python Comments
13. Sample Programs for the above
14. Operators in Python
15. Arithmetical Operators
16. Relational Operators
17. Logical Operators
18. Assignment operators
19. Sample programs for the above
20. Conditional Statements
21. Simple IF
22. If and Else
23. Nested If
24. Sample program using if conditions
25. Walrus Expression
26. Python Loops
27. Python for loop
28. Python while loop
29. Iterators in Python
30. With Sample program
31. Python break
32. Python continue
33. Python pass
34. Usage with program
35. Python String handling and functions
36. Handling string format with f-string
37. capitalize(), center(), count() , endswith()
38. format(), rjust(), ljust()
39. len(), replace(), upper(), lower()
40. split()
41. With Examples
42. Number functions
43. abs() , ceil(), floor()
44. cmp(), exp(),log()
45. log10(),min(), max()
46. power(),round(), sqrt()
47. Date Functions
48. import datetime module
49. now(), datetime()
50. import calendar
51. calender.month()
52. calendar.prcal(2019)
53. import time
54. time.time() and more functions followed
55. User defined functions in Python
56. required argument function
57. keyword argument function
58. varying argument Functions
59. Default argument functions
60. Position only parameter functions
61. Additional Features
62. Decorator
63. Decorator Chaining
64. Closure
65. @Property
66. Python Data Structures or Collections
67. Lists
68. Tuples
69. Named Tuple
70. Sets
71. Default set, Frozen Set
72. Union, Intersect , Minus
73. Dictionaries
    * 1. Un-ordered , Ordered Dict
      2. ChainMap, Counter
74. File Handling in Python
75. Python Files I/O
76. create file using "r", "w" ,"a" modes
77. Python Modules
78. Python OOPs
79. Python OOPs Concepts
80. Python Class designing
81. Object creation and handling class properties through object
82. Python Constructors and overloading of constructor
83. Method overloading in class
84. Python Inheritance with single multi-level and Hierarchy
85. Python multiple inheritance implementation
86. Python Exceptions
87. Types of Exceptions in python
88. using try, except keyword
89. else usage in exception handling
90. usage of finally keyword
91. user defined exceptions
92. Python with Regular Expression
93. Introduction to Regular Expression
94. Understanding formatting characters
95. Working reg-Ex methods such as match
96. search, findall
97. split and sub
98. Python with database
99. configure database
100. connecting to Oracle
101. connecting to Mysql
102. adding mandatory plugins
103. CRUD operations in Python with Database
104. Python for Analytic
105. Introduction to Numpy
106. Arrays, NdArrays
107. Introduction to Panda
108. Data structures in Panda
109. Series
110. DataFrames
111. Panels
112. Understanding Machine Learing
113. Supervised
114. Non-supervised
115. Implementation of Regression

# Introduction to Python

**Python History**

Python is a high-level, interpreted, interactive and object-oriented scripting language. Python is designed to be highly readable. It uses English keywords frequently whereas the other languages use punctuations. It has fewer syntactical constructions than other languages.

Python was comprehended in the late 1980s by Guido van Rossum at Centrum Wiskunde & Informatica (CWI) in the Netherlands as a successor to the ABC language (itself inspired by SETL), capable of exception handling and interfacing with the Amoeba operating system. Its implementation began in December 1989.

**Version and release of python**

| **Version** | **Latest micro version** | **Release date** |
| --- | --- | --- |
| 0.9 | 0.9.9[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) | 1991-02-20[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.0 | 1.0.4[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) | 1994-01-26[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.1 | 1.1.1[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) | 1994-10-11[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.2 |  | 1995-04-13[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.3 |  | 1995-10-13[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.4 |  | 1996-10-25[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.5 | 1.5.2[[34]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-releases-35) | 1998-01-03[[2]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-timeline-of-python-2) |
| 1.6 | 1.6.1[[34]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-releases-35) | 2000-09-05[[35]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0160-36) |
| 2.0 | 2.0.1[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2000-10-16[[37]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0200-38) |
| 2.1 | 2.1.3[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2001-04-15[[38]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0226-39) |
| 2.2 | 2.2.3[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2001-12-21[[39]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0251-40) |
| 2.3 | 2.3.7[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2003-06-29[[40]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0283-41) |
| 2.4 | 2.4.6[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2004-11-30[[41]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0320-42) |
| 2.5 | 2.5.6[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2006-09-19[[42]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0356-43) |
| 2.6 | 2.6.9[[23]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0361-23) | 2008-10-01[[23]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0361-23) |
| 2.7 | *2.7.17*[[43]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0373-45) | 2010-07-03[[43]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0373-45) |
| 3.0 | 3.0.1[[36]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-downloads-37) | 2008-12-03[[23]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0361-23) |
| 3.1 | 3.1.5[[45]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0375-48) | 2009-06-27[[45]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0375-48) |
| 3.2 | 3.2.6[[47]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0392-50) | 2011-02-20[[47]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0392-50) |
| 3.3 | 3.3.7[[48]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0398-51) | 2012-09-29[[48]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0398-51) |
| 3.4 | 3.4.10[[49]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0429-52) | 2014-03-16[[49]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0429-52) |
| 3.5 | *3.5.9*[[51]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0478-54) | 2015-09-13[[51]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0478-54) |
| 3.6 | *3.6.10*[[54]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0494-57) | 2016-12-23[[54]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0494-57) |
| 3.7 | *3.7.6*[[55]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0537-58) | 2018-06-27[[55]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0537-58) |
| 3.8 | *3.8.2*[[56]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0569-59) | 2019-10-14[[56]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0569-59) |
| 3.9 | *3.9.0 alpha 4*[[57]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0596-60) | 2020-10-05[[57]](https://en.wikipedia.org/wiki/History_of_Python#cite_note-pep-0596-60) |

**Note:** Python 3.x introduced some Python 2-incompatible keywords and features that can be imported via the in-built future module in Python 2. It is recommended to use

\_ fture imports, if you are planning Python 3.x support for your code. For example, if we want Python 3.x's integer division behavior in Python 2, add the following import statement.

|  |
| --- |
| from future import division |

**Python Applications**

According to the servey of onemonth.comlook at 10 famous websites built using Python.

* Instagram. Instagram, the world's biggest online photo-sharing app, uses **Python** on its backend. ...
* Google. Google is the most widely used search engine in the world with over 75% of the market share. ...
* Spotify. ...
* Netflix. ...
* Uber. ...
* Dropbox. ...
* Pinterest. ...
* Instacart.

**Installation of Python**

### Download the Python 3 Installer

1. Open a browser window and navigate to the <https://www.python.org/downloads/> .
2. Underneath the heading at the top that says **Python Releases for Windows**, click on the link for the **Latest Python 3 Release - Python 3.x.x**.
3. Scroll to the bottom and select either **Windows x86-64 executable installer** for 64-bit or **Windows x86 executable installer** for 32-bit.

## How to set python path:
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**Once the installation is done you can test python at console mode:**

## 

## 

## 

## The print Function

Most notable and most widely known change in Python 3 is how the print function is used. Use of parenthesis () with print function is now mandatory. It was optional in Python 2.

|  |
| --- |
| print "Hello World" #is acceptable in Python 2  print ("Hello World") # in Python 3, print must be followed by () |

The print() function inserts a new line at the end, by default. In Python 2, it can be suppressed by putting ',' at the end. In Python 3, "end=' '" appends space instead of newline.

|  |
| --- |
| print x, # Trailing comma suppresses newline in Python 2 print(x, end=" ") # Appends a space instead of a newline in Python 3 |

## Reading Input from Keyboard

Python 2 has two versions of input functions, **input()** and **raw\_input()**. The input() function treats the received data as string if it is included in quotes '' or "", otherwise the data is treated as number.

In Python 3, raw\_input() function is deprecated. Further, the received data is always treated as string.

|  |
| --- |
| **In Python 2**  >>> x=input('something:')  something:10 #entered data is treated as number  >>> x 10  >>> x=input('something:')  something:'10' #eentered data is treated as string |

**Programming in Python:**

1. Create textfile with extension .py
2. You can edit code with any text editor
3. Execute program using “python yourfile.py”

**Assignments**:

1. Write a python code to display welcome message

**What is variable:**

A variable is the type of identifier that holds value at runtime or at the time of declaration, python varaibles are not specific to the type of storage of value.

**Python datatype**

In Python the type of Variables that can hold values of different data types. Python being a dynamically typed language it has the flexibility to identify data type during runtime, hence, we need not define the type of the variable while declaring it. The interpreter indirectly binds the value with its type.

Python enables us to check the type of the variable used in the program. Python provides us the **type()** function which returns the type of the variable passed.

Consider the following example to define the values of different data types and checking its type.

Ex:

A=10

b="Hi Python"

c = 10.5

print(type(a));

print(type(b));

print(type(c));

returns output as:

<type ‘int’>

<type ‘str’>

<type ‘float’>

**Assigning values to variables**

Ex1:

a=b=c=1

Ex2:

a,b,c =10,45.60,”Sudha”

where “a” assigned with 10, “b” as 45.60 and “c” is “Sudha”.

**Assignments:**

* 1. Write a python code to store name of a person and salary with hard coded value and display
  2. Write a python code store name , job and salary of person with input function and display

### Integrated Development Environment: There different type of IDE we can use for python coding, such as Visual Studio Code, PyCharm, Anaconda tool

**Quoted text in Python**: Python accepts single ('), double (") and triple (''' or """) quotes to denote string literals, as long as the same type of quote starts and ends the string.

The triple quotes are used to span the string across multiple lines. For example, all the following are legal-

|  |
| --- |
| word = 'word'  sentence = "This is a sentence." paragraph = """This is a paragraph. It is  made up of multiple lines and sentences.""" |

## Lines and Indentation:

Python does not use braces({}) to indicate blocks of code for class and function definitions or flow control. Blocks of code are denoted by line indentation, which is rigidly enforced.

The number of spaces in the indentation is variable, but all statements within the block must be indented the same amount. For example-

if True:

print ("True")

else

print ("False")

**Keywords of Python:** Following are the commonly used keyword of python:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Keywords in Python | | | | |
| False | Class | finally | is | return |
| None | continue | for | lambda | try |
| True | Def | from | nonlocal | while |
| And | Del | global | not | with |
| As | Elif | if | or | yield |
| assert | Else | import | pass |  |
| break | Except | in | raise |  |

**Python Literals**

Literals can be defined as a data that is given in a variable or constant.

Python support the following literals:

**I. String literals:**

String literals can be formed by enclosing a text in the quotes. We can use both single as well as double quotes for a String.

**Eg:** "Aman" , '12345'

**Types of Strings:**

There are two types of Strings supported in Python:

1. Single line String- Strings that are terminated within a single line are known as Single line Strings.
2. Multi line String- A piece of text that is spread along multiple lines is known as Multiple line String.

**2.Numeric literals:**

Numeric Literals are immutable. Numeric literals can belong to following four different numerical types.

|  |  |  |  |
| --- | --- | --- | --- |
| Int(signed integers) | Long(long integers) | float(floating point) | Complex(complex) |
| Numbers( can be both positive and negative) with no fractional part.eg: 100 | Integers of unlimited size followed by lowercase or uppercase L eg: 87032845L | Real numbers with both integer and fractional part eg: -26.2 | In the form of a+bj where a forms the real part and b forms the imaginary part of complex number. eg: 3.14j |

**3. Boolean literals:** A Boolean literal can have any of the two values: True or False.

**Python Comments**:

Comments in Python can be used to explain any program code. It can also be used to hide the code as well.

Comments are the most helpful stuff of any program. It enables us to understand the way, a program works. In python, any statement written along with # symbol is known as a comment. The interpreter does not interpret the comment.

**Operators in Python**

* Arithmetic operators
* Comparison operators
* Assignment Operators
* Logical Operators
* Membership Operators
* Identity Operators

**Arithmetical operators :**

Arithmetic operators are used to perform arithmetic operations between two operands.

It includes +(addition), - (subtraction), \*(multiplication), /(divide), %(reminder), //(floor division), and exponent (\*\*).

Consider the following table for a detailed explanation of arithmetic operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| **+ (Addition)** | if a = 20, b = 10 => a+b = 30 |
| **- (Subtraction)** | if a = 20, b = 10 => a - b = 10 |
| **/ (divide)** | if a = 20, b = 10 => a/b = 2 |
| **\* (Multiplication)** | if a = 20, b = 10 => a \* b = 200 |
| **% (reminder)** | if a = 20, b = 10 => a%b = 0 |
| **\*\* (Exponent)** | If a=2 , b=3 => a\*\*b =8 i.e., 2\*2\*2 |
| **// (Floor division)** | if a=5 , b=2 => a//b is 5//2 returns 2 instead of 2.5 |

**Comparision operator:**

|  |  |
| --- | --- |
| **Operator** | **Description** |
| == | If a=3, b=3 a==b is true |
| != | If a=3, b=3 a!=b is false. |
| <= | If a=4, b=2 a<=b is false. |
| >= | If a=4, b=2 a>=b is true |
| > | If a=4, b=2 a>b is false true. |
| < | If a=4, b=2 a<b is false. |

**Assignment operators**: are used to assign the value of the right expression to the left operand. The assignment operators are described in the following table.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| = | If a=3 b=0 b=a |
| += | if a = 10, b = 20 => a+= b will be as a = a+ b , hence, a = 30. |
| -= | if a = 20, b = 10 => a-= b will be as a = a- b hence, a = 10. |
| \*= | if a = 10, b = 20 => a\*= b will be as a = a\* b hence, a = 200. |
| %= | if a = 20, b = 10 => a %= b same as a = a % b hence, a = 0. |
| \*\*= | a\*\*=b, if a = 4, b =2, a\*\*=b will assign 4\*\*2 = 16 to a. |
| //= | a//=b will be equal to a=a// b, if a = 4, b = 3, a//=b will be 4//3=1 to a. |

**Logical operator**: The logical operators are used primarily in the expression evaluation to make a decision. Python supports the following logical operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| And | a =true, b=true then a and b is true. |
| Or | A=true, b=false then a or b is true. |
| Not | **a** is true then not (a) will be false and vice versa. |

**Python membership operators** are used to check the membership of value inside a Python data structure. If the value is present in the data structure, then the resulting value is true otherwise it returns false.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| In | text=”I am in india” ex: “I” in text return **true** |
| not in | text=”I am in india” ex: “I” not in text return **false** |

## Identity Operators:

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Is | A=10 B=”Raj” , then A is B return false |
| is not | A=10 B=”Raj” , then A is not B return true |

### 

All integers in Python 3 are represented as long integers. Hence, there is no separate number type as long.

### Examples

Here are some examples of numbers-

|  |  |  |
| --- | --- | --- |
| **int** | **float** | **complex** |
| 10 | 0.0 | 3.14j |
| 100 | 15.20 | 45.j |
| -786 | -21.9 | 9.322e-36j |
| 080 | 32.3+e18 | .876j |
| -0490 | -90. | -.6545+0J |
| -0x260 | -32.54e100 | 3e+26J |
| 0x69 | 70.2-E12 | 4.53e-7j |

A complex number consists of an ordered pair of real floating-point numbers denoted by x + yj, where x and y are real numbers and j is the imaginary unit.

## Python Strings

Strings in Python are identified as a contiguous set of characters represented in the quotation marks. Python allows either pair of single or double quotes. Subsets of strings can be taken using the slice operator ([ ] and [:] ) with indexes starting at 0 in the beginning of the string and working their way from -1 to the end.

The plus (+) sign is the string concatenation operator and the asterisk (\*) is the repetition operator. For example-

|  |
| --- |
| str = 'Hello World!'  print (str) # Prints complete string  print (str[0]) # Prints first character of the string  print (str[2:5]) # Prints characters starting from 3rd to 5th print (str[2:]) # Prints string starting from 3rd character print (str \* 2) # Prints string two times  print (str + "TEST") # Prints concatenated string |

This will produce the following result-

|  |
| --- |
| Hello World!  H  llo  llo World!  Hello World!Hello World! Hello World!TEST |

## Python Lists

Lists are the most versatile of Python's compound data types. A list contains items separated by commas and enclosed within square brackets ([]). To some extent, lists are similar to arrays in C. One of the differences between them is that all the items belonging to a list can be of different data type.

The values stored in a list can be accessed using the slice operator ([ ] and [:]) with indexes starting at 0 in the beginning of the list and working their way to end -1. The plus (+) sign is the list concatenation operator, and the asterisk (\*) is the repetition operator. For example-

|  |
| --- |
| #!/usr/bin/python3  list = [ 'abcd', 786 , 2.23, 'john', 70.2 ] tinylist = [123, 'john']  print (list) # Prints complete list  print (list[0]) # Prints first element of the list  print (list[1:3]) # Prints elements starting from 2nd till 3rd print (list[2:]) # Prints elements starting from 3rd element print (tinylist \* 2) # Prints list two times  print (list + tinylist) # Prints concatenated lists |

This produces the following result-

|  |
| --- |
| ['abcd', 786, 2.23, 'john', 70.200000000000003]  abcd  [786, 2.23]  [2.23, 'john', 70.200000000000003]  [123, 'john', 123, 'john']  ['abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john'] |

## Python Tuples

A tuple is another sequence data type that is similar to the list. A tuple consists of a number of values separated by commas. Unlike lists, however, tuples are enclosed within parenthesis.

The main difference between lists and tuples is- Lists are enclosed in brackets ( [ ] ) and their elements and size can be changed, while tuples are enclosed in parentheses ( ( ) ) and cannot be updated. Tuples can be thought of as **read-only** lists. For example-

|  |
| --- |
| #!/usr/bin/python3  tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 ) tinytuple = (123, 'john')  print (tuple) # Prints complete tuple  print (tuple[0]) # Prints first element of the tuple  print (tuple[1:3]) # Prints elements starting from 2nd till 3rd print (tuple[2:]) # Prints elements starting from 3rd element print (tinytuple \* 2) # Prints tuple two times  print (tuple + tinytuple) # Prints concatenated tuple |

This produces the following result-

|  |
| --- |
| ('abcd', 786, 2.23, 'john', 70.200000000000003)  abcd  (786, 2.23)  (2.23, 'john', 70.200000000000003)  (123, 'john', 123, 'john')  ('abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john') |

The following code is invalid with tuple, because we attempted to update a tuple, which is not allowed. Similar case is possible with lists −

|  |
| --- |
| #!/usr/bin/python3  tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )  list = [ 'abcd', 786 , 2.23, 'john', 70.2 ] tuple[2] = 1000 # Invalid syntax with tuple list[2] = 1000 # Valid syntax with list |

## Python Dictionary

Python's dictionaries are kind of hash-table type. They work like associative arrays or hashes found in Perl and consist of key-value pairs. A dictionary key can be almost any Python type, but are usually numbers or strings. Values, on the other hand, can be any arbitrary Python object.

Dictionaries are enclosed by curly braces ({ }) and values can be assigned and accessed using square braces ([]). For example-

|  |
| --- |
| #!/usr/bin/python3 dict = {}  dict['one'] = "This is one" dict[2] = "This is two"  tinydict = {'name': 'john','code':6734, 'dept': 'sales'} print (dict['one']) # Prints value for 'one' key print (dict[2]) # Prints value for 2 key  print (tinydict) # Prints complete dictionary print (tinydict.keys()) # Prints all the keys  print (tinydict.values()) # Prints all the values |

This produces the following result-

|  |
| --- |
| This is one This is two  {'dept': 'sales', 'code': 6734, 'name': 'john'} ['dept', 'code', 'name']  ['sales', 6734, 'john'] |

Dictionaries have no concept of order among the elements. It is incorrect to say that the elements are "out of order"; they are simply unordered.

## Data Type Conversion

Sometimes, you may need to perform conversions between the built-in types. To convert between types, you simply use the type-name as a function.

There are several built-in functions to perform conversion from one data type to another. These functions return a new object representing the converted value.

|  |  |
| --- | --- |
| **Function** | **Description** |
| int(x [,base]) | Converts x to an integer. The base specifies the base if x is a string. |
| float(x) | Converts x to a floating-point number. |
| complex(real [,imag]) | Creates a complex number. |

|  |  |
| --- | --- |
| str(x) | Converts object x to a string representation. |
| repr(x) | Converts object x to an expression string. |
| eval(str) | Evaluates a string and returns an object. |
| tuple(s) | Converts s to a tuple. |
| list(s) | Converts s to a list. |
| set(s) | Converts s to a set. |
| dict(d) | Creates a dictionary. d must be a sequence of (key,value) tuples. |
| frozenset(s) | Converts s to a frozen set. |
| chr(x) | Converts an integer to a character. |
| unichr(x) | Converts an integer to a Unicode character. |
| ord(x) | Converts a single character to its integer value. |
| hex(x) | Converts an integer to a hexadecimal string. |
| oct(x) | Converts an integer to an octal string. |

Operators are the constructs, which can manipulate the value of operands. Consider the expression 4 + 5 = 9. Here, 4 and 5 are called operands and + is called the operator.

Python 3

## Types of Operator

Python language supports the following types of operators-

* Arithmetic Operators
* Comparison (Relational) Operators
* Assignment Operators
* Logical Operators
* Bitwise Operators
* Membership Operators
* Identity Operators

Let us have a look at all the operators one by one.

## Python Arithmetic Operators

Assume variable **a** holds the value 10 and variable **b** holds the value 21, then-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + Addition | Adds values on either side of the operator. | a + b = 31 |
| - Subtraction | Subtracts right hand operand from left hand operand. | a – b = -11 |
| \* Multiplication | Multiplies values on either side of the operator | a \* b = 210 |
| / Division | Divides left hand operand by right hand operand | b / a = 2.1 |
| % Modulus | Divides left hand operand by right hand operand and returns remainder | b % a = 1 |
| \*\* Exponent | Performs exponential (power) calculation on operators | a\*\*b =10 to the power 20 |

|  |  |  |
| --- | --- | --- |
| // | Floor Division - The division of operands where the result is the quotient in which the digits after the decimal point are removed. | 9//2 = 4 and 9.0//2.0 = 4.0 |

### Example

Assume variable a holds 10 and variable b holds 20, then-

|  |
| --- |
| #!/usr/bin/python3 a = 21  b = 10  c = 0  c = a + b  print ("Line 1 - Value of c is ", c)  c = a - b  print ("Line 2 - Value of c is ", c )  c = a \* b  print ("Line 3 - Value of c is ", c)  c = a / b  print ("Line 4 - Value of c is ", c )  c = a % b  print ("Line 5 - Value of c is ", c)  a = 2  b = 3  c = a\*\*b  print ("Line 6 - Value of c is ", c)  a = 10  b = 5  c = a//b  print ("Line 7 - Value of c is ", c) |

When you execute the above program, it produces the following result-

|  |
| --- |
| Line 1 - Value of c is 31 Line 2 - Value of c is 11 |

|  |
| --- |
| Line 3 - Value of c is 210 Line 4 - Value of c is 2.1 Line 5 - Value of c is 1 Line 6 - Value of c is 8  Line 7 - Value of c is 2 |

## Python Comparison Operators

These operators compare the values on either side of them and decide the relation among them. They are also called Relational operators.

Assume variable a holds the value 10 and variable b holds the value 20, then-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | If the values of two operands are equal, then the condition becomes true. | (a == b) is not true. |
| != | If values of two operands are not equal, then condition becomes true. | (a!= b) is true. |
| > | If the value of left operand is greater than the value of right operand, then condition becomes true. | (a > b) is not true. |
| < | If the value of left operand is less than the value of right operand, then condition becomes true. | (a < b) is true. |
| >= | If the value of left operand is greater than or equal to the value of right operand, then condition becomes true. | (a >= b) is not true. |
| <= | If the value of left operand is less than or equal to the value of right operand, then condition becomes true. | (a <= b) is true. |

### Example

Assume variable a holds 10 and variable b holds 20, then-

|  |
| --- |
| a = 21  b = 10  if ( a == b ):  print ("Line 1 - a is equal to b") else: |

|  |
| --- |
| print ("Line 1 - a is not equal to b")  if ( a != b ):  print ("Line 2 - a is not equal to b") else:  print ("Line 2 - a is equal to b")  if ( a < b ):  print ("Line 3 - a is less than b" ) else:  print ("Line 3 - a is not less than b")  if ( a > b ):  print ("Line 4 - a is greater than b") else:  print ("Line 4 - a is not greater than b")  a,b=b,a #values of a and b swapped. a becomes 10, b becomes 21 if ( a <= b ):  print ("Line 5 - a is either less than or equal to b") else:  print ("Line 5 - a is neither less than nor equal to b")  if ( b >= a ):  print ("Line 6 - b is either greater than or equal to b") else:  print ("Line 6 - b is neither greater than nor equal to b") |

When you execute the above program, it produces the following result-

|  |
| --- |
| Line 1 - a is not equal to b Line 2 - a is not equal to b Line 3 - a is not less than b Line 4 - a is greater than b  Line 5 - a is either less than or equal to b  Line 6 - b is either greater than or equal to b |

## Python Assignment Operators

Assume variable a holds 10 and variable b holds 20, then-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Assigns values from right side operands to left side operand | c = a + b assigns value of a + b into c |
| += Add AND | It adds right operand to the left operand and assign the result to left operand | c += a is equivalent to c = c + a |

|  |  |  |
| --- | --- | --- |
| -= Subtract AND | It subtracts right operand from the left operand and assign the result to left operand | c -= a is equivalent to c = c - a |
| \*= Multiply AND | It multiplies right operand with the left operand and assign the result to left operand | c \*= a is equivalent to c = c \* a |
| /= Divide AND | It divides left operand with the right operand and assign the result to left operand | c /= a is equivalent to c = c / ac /= a is equivalent to c = c / a |
| %= Modulus AND | It takes modulus using two operands and assign the result to left operand | c %= a is equivalent to c = c % a |
| \*\*= Exponent AND | Performs exponential (power) calculation on operators and assign value to the left operand | c \*\*= a is equivalent to c = c  \*\* a |
| //= Floor Division | It performs floor division on operators and assign value to the left operand | c //= a is equivalent to c = c // a |

### Example

Assume variable a holds 10 and variable b holds 20, then-

|  |
| --- |
| #!/usr/bin/python3  a = 21  b = 10  c = 0  c = a + b  print ("Line 1 - Value of c is ", c)  c += a  print ("Line 2 - Value of c is ", c )  c \*= a  print ("Line 3 - Value of c is ", c ) |

|  |
| --- |
| c /= a  print ("Line 4 - Value of c is ", c )  c = 2 c %= a  print ("Line 5 - Value of c is ", c)  c \*\*= a  print ("Line 6 - Value of c is ", c)  c //= a  print ("Line 7 - Value of c is ", c) |

When you execute the above program, it produces the following result-

|  |
| --- |
| Line 1 - Value of c is 31 Line 2 - Value of c is 52 Line 3 - Value of c is 1092 Line 4 - Value of c is 52.0 Line 5 - Value of c is 2  Line 6 - Value of c is 2097152  Line 7 - Value of c is 99864 |

## Python Bitwise Operators

Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60; and b = 13; Now in binary format they will be as follows-

a = 0011 1100

b = 0000 1101

----------------- a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a = 1100 0011

Pyhton's built-in function bin() can be used to obtain binary representation of an integer number.

The following Bitwise operators are supported by Python language-

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Operator** | | **Description** | | | | | | | | **Example** |
| & Binary AND | | Operator copies a bit to the result, if it exists in both operands | | | | | | | | (a & b) (means 0000 1100) |
| | Binary OR | | It copies operand. | a | bit, | if | it | exists | in | either | (a | b) = 61 (means 0011 1101) |
| ^ Binary XOR | | It copies the bit, if it is set in one operand but not both. | | | | | | | | (a ^ b) = 49 (means 0011 0001) |
| ~ Binary Complement | Ones | It is unary and has the effect of 'flipping' bits. | | | | | | | | (~a ) = -61 (means 1100 0011 in 2's  complement form due to a signed binary number. |
| << Binary Left Shift | | The left operand’s value is moved left by the number of bits specified by the right operand. | | | | | | | | a << = 240 (means 1111 0000) |
| >> Binary Right Shift | | The left operand’s value is moved right by the number of bits specified by the right operand. | | | | | | | | a >> = 15 (means 0000 1111) |

### Example

|  |
| --- |
| #!/usr/bin/python3  a = 60 # 60 = 0011 1100  b = 13 # 13 = 0000 1101  print ('a=',a,':',bin(a),'b=',b,':',bin(b)) c = 0  c = a & b; # 12 = 0000 1100  print ("result of AND is ", c,':',bin(c))  c = a | b; # 61 = 0011 1101  print ("result of OR is ", c,':',bin(c)) |

|  |
| --- |
| c = a ^ b; # 49 = 0011 0001  print ("result of EXOR is ", c,':',bin(c))  c = ~a; # -61 = 1100 0011  print ("result of COMPLEMENT is ", c,':',bin(c))  c = a << 2; # 240 = 1111 0000  print ("result of LEFT SHIFT is ", c,':',bin(c))  c = a >> 2; # 15 = 0000 1111  print ("result of RIGHT SHIFT is ", c,':',bin(c)) |

When you execute the above program, it produces the following result-

|  |
| --- |
| a= 60 : 0b111100 b= 13 : 0b1101  result of AND is 12 : 0b1100 result of OR is 61 : 0b111101 result of EXOR is 49 : 0b110001  result of COMPLEMENT is -61 : -0b111101 result of LEFT SHIFT is 240 : 0b11110000  result of RIGHT SHIFT is 15 : 0b111 |

## Python Logical Operators

The following logical operators are supported by Python language. Assume variable a holds True and variable b holds False then-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| and Logical AND | If both the operands are true then condition becomes true. | (a and b) is False. |
| or Logical OR | If any of the two operands are non-zero then condition becomes true. | (a or b) is True. |
| not Logical NOT | Used to reverse the logical state of its operand. | Not(a and b) is True. |

## Python Membership Operators

Python’s membership operators test for membership in a sequence, such as strings, lists, or tuples. There are two membership operators as explained below-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| In | Evaluates to true, if it finds a variable in the specified sequence and false otherwise. | x in y, here in results in a 1 if x is a member of sequence y. |
| not in | Evaluates to true, if it does not find a variable in the specified sequence and false otherwise. | x not in y, here not in results in a 1 if x is not a member of sequence y. |

### Example

|  |
| --- |
| #!/usr/bin/python3  a = 10  b = 20  list = [1, 2, 3, 4, 5 ]  if ( a in list ):  print ("Line 1 - a is available in the given list") else:  print ("Line 1 - a is not available in the given list")  if ( b not in list ):  print ("Line 2 - b is not available in the given list") else:  print ("Line 2 - b is available in the given list")  c=b/a  if ( c in list ):  print ("Line 3 - a is available in the given list") else:  print ("Line 3 - a is not available in the given list") |

When you execute the above program, it produces the following result-

|  |
| --- |
| Line 1 - a is not available in the given list Line 2 - b is not available in the given list Line 3 - a is available in the given list |

## Python Identity Operators

Identity operators compare the memory locations of two objects. There are two Identity operators as explained below:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| Is | Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. | x is y, here is results in 1 if id(x) equals id(y). |
| is not | Evaluates to false if the variables on either side of the operator point to the same object and true otherwise. | x is not y, here is not results in 1 if id(x) is not equal to id(y). |

### Example

|  |
| --- |
| #!/usr/bin/python3  a = 20  b = 20  print ('Line 1','a=',a,':',id(a), 'b=',b,':',id(b))  if ( a is b ):  print ("Line 2 - a and b have same identity") else:  print ("Line 2 - a and b do not have same identity")  if ( id(a) == id(b) ):  print ("Line 3 - a and b have same identity") else:  print ("Line 3 - a and b do not have same identity") |

|  |
| --- |
| b = 30  print ('Line 4','a=',a,':',id(a), 'b=',b,':',id(b))  if ( a is not b ):  print ("Line 5 - a and b do not have same identity") else:  print ("Line 5 - a and b have same identity") |

When you execute the above program, it produces the following result-

|  |
| --- |
| Line 1 a= 20 : 1594701888 b= 20 : 1594701888  Line 2 - a and b have same identity Line 3 - a and b have same identity  Line 4 a= 20 : 1594701888 b= 30 : 1594702048  Line 5 - a and b do not have same identity |

## Python Operators Precedence

The following table lists all the operators from highest precedence to the lowest.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| \*\* | Exponentiation (raise to the power) |
| ~ + - | Ccomplement, unary plus and minus (method names for the last two are +@ and -@) |
| \* / % // | Multiply, divide, modulo and floor division |
| + - | Addition and subtraction |
| >> << | Right and left bitwise shift |
| & | Bitwise 'AND' |
| ^ | | Bitwise exclusive `OR' and regular `OR' |
| <= < > >= | Comparison operators |
| <> == != | Equality operators |

|  |  |
| --- | --- |
| = %= /= //= -= += \*=  \*\*= | Assignment operators |
| is is not | Identity operators |
| in not in | Membership operators |
| not or and | Logical operators |

Operator precedence affects the evaluation of an an expression.

For example, x = 7 + 3 \* 2; here, x is assigned 13, not 20 because the operator \* has higher precedence than +, so it first multiplies 3\*2 and then is added to 7.

Here, the operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom.

### Example

|  |
| --- |
| #!/usr/bin/python3  a = 20  b = 10  c = 15  d = 5  print ("a:%d b:%d c:%d d:%d" % (a,b,c,d )) e = (a + b) \* c / d #( 30 \* 15 ) / 5 print ("Value of (a + b) \* c / d is ", e)  e = ((a + b) \* c) / d # (30 \* 15 ) / 5 print ("Value of ((a + b) \* c) / d is ", e)  e = (a + b) \* (c / d) # (30) \* (15/5) print ("Value of (a + b) \* (c / d) is ", e)  e = a + (b \* c) / d # 20 + (150/5) print ("Value of a + (b \* c) / d is ", e) |

When you execute the above program, it produces the following result-

|  |
| --- |
| a:20 b:10 c:15 d:5  Value of (a + b) \* c / d is 90.0 |

|  |
| --- |
| Value of ((a + b) \* c) / d is 90.0  Value of (a + b) \* (c / d) is 90.0 Value of a + (b \* c) / d is 50.0 |

Decision-making is the anticipation of conditions occurring during the execution of a program and specified actions taken according to the conditions.
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Decision structures evaluate multiple expressions, which produce TRUE or FALSE as the outcome. You need to determine which action to take and which statements to execute if the outcome is TRUE or FALSE otherwise.

Following is the general form of a typical decision making structure found in most of the programming languages-
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Python programming language assumes any **non-zero** and **non-null** values as TRUE, and any **zero** or **null values** as FALSE value.

Python programming language provides the following types of decision-making statements.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| if statements | An if statement consists of a Boolean expression followed by one or more statements. |
| if...else statements | An if statement can be followed by an optional else statement, which executes when the boolean expression is FALSE. |

nested if statements

You can use one if or else if statement inside another if or else if statement(s).

Let us go through each decision-making statement quickly.

## IF Statement

The IF statement is similar to that of other languages. The **if** statement contains a logical expression using which the data is compared and a decision is made based on the result of the comparison.

### Syntax

|  |
| --- |
| if expression: statement(s) |

If the boolean expression evaluates to TRUE, then the block of statement(s) inside the if statement is executed. In Python, statements in a block are uniformly indented after the

: symbol. If boolean expression evaluates to FALSE, then the first set of code after the end of block is executed.

### Flow Diagram

### Example

|  |
| --- |
| #!/usr/bin/python3 var1 = 100  if var1:  print ("1 - Got a true expression value") print (var1) |

|  |
| --- |
| var2 = 0 if var2:  print ("2 - Got a true expression value") print (var2)  print ("Good bye!") |

When the above code is executed, it produces the following result −

|  |
| --- |
| 1 - Got a true expression value 100  Good bye! |

## IF...ELIF...ELSE Statements

An **else** statement can be combined with an **if** statement. An **else** statement contains a block of code that executes if the conditional expression in the if statement resolves to 0 or a FALSE value.

The else statement is an optional statement and there could be at the most only one **else** statement following **if**.

### Syntax

The syntax of the **if...else** statement is-

|  |
| --- |
| if expression: statement(s)  else:  statement(s) |

### Flow Diagram

### Example

|  |
| --- |
| #!/usr/bin/python3 amount=int(input("Enter amount: ")) if amount<1000:  discount=amount\*0.05  print ("Discount",discount) else:  discount=amount\*0.10  print ("Discount",discount)  print ("Net payable:",amount-discount) |

In the above example, discount is calculated on the input amount. Rate of discount is 5%, if the amount is less than 1000, and 10% if it is above 10000. When the above code is executed, it produces the following result-

|  |
| --- |
| Enter amount: 600  Discount 30.0  Net payable: 570.0  Enter amount: 1200  Discount 120.0 |

|  |
| --- |
| Net payable: 1080.0 |

### The elif Statement

The **elif** statement allows you to check multiple expressions for TRUE and execute a block of code as soon as one of the conditions evaluates to TRUE.

Similar to the **else**, the **elif** statement is optional. However, unlike **else**, for which there can be at the most one statement, there can be an arbitrary number of **elif** statements following an **if**.

### Syntax

|  |
| --- |
| if expression1: statement(s)  elif expression2: statement(s)  elif expression3: statement(s)  else:  statement(s) |

Core Python does not provide switch or case statements as in other languages, but we can use if..elif...statements to simulate switch case as follows-

### Example

|  |
| --- |
| #!/usr/bin/python3 amount=int(input("Enter amount: "))  if amount<1000: discount=amount\*0.05  print ("Discount",discount) elif amount<5000:  discount=amount\*0.10  print ("Discount",discount) else:  discount=amount\*0.15  print ("Discount",discount) print ("Net payable:",amount-discount) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Enter amount: 600  Discount 30.0  Net payable: 570.0  Enter amount: 3000  Discount 300.0  Net payable: 2700.0  Enter amount: 6000  Discount 900.0  Net payable: 5100.0 |

## Nested IF Statements

There may be a situation when you want to check for another condition after a condition resolves to true. In such a situation, you can use the nested **if** construct.

In a nested **if** construct, you can have an **if...elif...else** construct inside another

**if...elif...else** construct.

### Syntax

The syntax of the nested if...elif...else construct may be-

|  |
| --- |
| if expression1: statement(s)  if expression2: statement(s)  elif expression3: statement(s)  else  statement(s) elif expression4:  statement(s) else:  statement(s) |

### Example

|  |
| --- |
| # !/usr/bin/python3 num=int(input("enter number")) |

|  |
| --- |
| if num%2==0:  if num%3==0:  print ("Divisible by 3 and 2") else:  print ("divisible by 2 not divisible by 3")  else:  if num%3==0:  print ("divisible by 3 not divisible by 2") else:  print ("not Divisible by 2 not divisible by 3") |

When the above code is executed, it produces the following result-

|  |
| --- |
| enter number8  divisible by 2 not divisible by 3  enter number15  divisible by 3 not divisible by 2  enter number12 Divisible by 3 and 2  enter number5  not Divisible by 2 not divisible by 3 |

## Single Statement Suites

If the suite of an **if** clause consists only of a single line, it may go on the same line as the header statement.

Here is an example of a **one-line if** clause-

|  |
| --- |
| #!/usr/bin/python3 var = 100  if ( var == 100 ) : print ("Value of expression is 100")  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Value of expression is 100 Good bye! |

|  |
| --- |
|  |

In general, statements are executed sequentially- The first statement in a function is executed first, followed by the second, and so on. There may be a situation when you need to execute a block of code several number of times.
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Programming languages provide various control structures that allow more complicated execution paths.

A loop statement allows us to execute a statement or group of statements multiple times. The following diagram illustrates a loop statement.
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Python programming language provides the following types of loops to handle looping requirements.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| while loop | Repeats a statement or group of statements while a given condition is TRUE. It tests the condition before executing the loop body. |
| for loop | Executes a sequence of statements multiple times and abbreviates the code that manages the loop variable. |

You can use one or more loop inside any another while, or for loop.

## while Loop Statements

nested loops

A **while** loop statement in Python programming language repeatedly executes a target statement as long as a given condition is true.

### Syntax

The syntax of a **while** loop in Python programming language is-

|  |
| --- |
| while expression: statement(s) |

Here, **statement(s)** may be a single statement or a block of statements with uniform indent. The **condition** may be any expression, and true is any non-zero value. The loop iterates while the condition is true.

When the condition becomes false, program control passes to the line immediately following the loop.

In Python, all the statements indented by the same number of character spaces after a programming construct are considered to be part of a single block of code. Python uses indentation as its method of grouping statements.

### Flow Diagram
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Here, a key point of the while loop is that the loop might not ever run. When the condition is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

### Example

|  |
| --- |
| #!/usr/bin/python3  count = 0  while (count < 9):  print ('The count is:', count) count = count + 1  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| The count is: 0 The count is: 1 The count is: 2 The count is: 3  The count is: 4 |

|  |
| --- |
| The count is: 5 The count is: 6 The count is: 7 The count is: 8  Good bye! |

The block here, consisting of the print and increment statements, is executed repeatedly until count is no longer less than 9. With each iteration, the current value of the index count is displayed and then increased by 1.

### The Infinite Loop

A loop becomes infinite loop if a condition never becomes FALSE. You must be cautious when using while loops because of the possibility that this condition never resolves to a FALSE value. This results in a loop that never ends. Such a loop is called an infinite loop.

An infinite loop might be useful in client/server programming where the server needs to run continuously so that client programs can communicate with it as and when required.

|  |
| --- |
| #!/usr/bin/python3 var = 1  while var == 1 : # This constructs an infinite loop num = int(input("Enter a number :"))  print ("You entered: ", num)  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Enter a number :20 You entered: 20 Enter a number :29 You entered: 29 Enter a number :3 You entered: 3 Enter a number :11 You entered: 11 Enter a number :22 You entered: 22  Enter a number :Traceback (most recent call last):  File "examples\test.py", line 5, in num = int(input("Enter a number :"))  KeyboardInterrupt |

The above example goes in an infinite loop and you need to use CTRL+C to exit the program.

### Using else Statement with Loops

Python supports having an **else** statement associated with a loop statement.

* If the **else** statement is used with a **for** loop, the **else** statement is executed when the loop has exhausted iterating the list.
* If the **else** statement is used with a **while** loop, the **else** statement is executed when the condition becomes false.

The following example illustrates the combination of an else statement with a while statement that prints a number as long as it is less than 5, otherwise the else statement gets executed.

|  |
| --- |
| #!/usr/bin/python3 count = 0  while count < 5:  print (count, " is less than 5") count = count + 1  else:  print (count, " is not less than 5") |

When the above code is executed, it produces the following result-

|  |
| --- |
| 1. is less than 5 2. is less than 5 3. is less than 5 4. is less than 5 5. is less than 5 6. is not less than 5 |

### Single Statement Suites

Similar to the **if** statement syntax, if your **while** clause consists only of a single statement, it may be placed on the same line as the while header.

Here is the syntax and example of a **one-line while** clause-

|  |
| --- |
| #!/usr/bin/python3 flag = 1  while (flag): print ('Given flag is really true!')  print ("Good bye!") |

The above example goes into an infinite loop and you need to press CTRL+C keys to exit.

## for Loop Statements

The for statement in Python has the ability to iterate over the items of any sequence, such as a list or a string.

### Syntax

|  |
| --- |
| for iterating\_var in sequence: statements(s) |

If a sequence contains an expression list, it is evaluated first. Then, the first item in the sequence is assigned to the iterating variable *iterating\_var*. Next, the statements block is executed. Each item in the list is assigned to *iterating\_var*, and the statement(s) block is executed until the entire sequence is exhausted.

### Flow Diagram

### The range() function

The built-in function range() is the right function to iterate over a sequence of numbers. It generates an iterator of arithmetic progressions.

|  |
| --- |
| >>> range(5) range(0, 5)  >>> list(range(5))  [0, 1, 2, 3, 4] |

range() generates an iterator to progress integers starting with 0 upto n-1. To obtain a list object of the sequence, it is typecasted to list(). Now this list can be iterated using the for statement.

|  |
| --- |
| >>> for var in list(range(5)): print (var) |

This will produce the following output.

|  |
| --- |
| 0  1  2  3  4 |

### Example

|  |
| --- |
| #!/usr/bin/python3  for letter in 'Python': # traversal of a string sequence print ('Current Letter :', letter)  print()  fruits = ['banana', 'apple', 'mango']  for fruit in fruits: # traversal of List sequence print ('Current fruit :', fruit)  print ("Good bye!") |

When the above code is executed, it produces the following result −

|  |
| --- |
| Current Letter : P Current Letter : y |

|  |
| --- |
| Current Letter : t Current Letter : h Current Letter : o Current Letter : n  Current fruit : banana Current fruit : apple Current fruit : mango Good bye! |

### Iterating by Sequence Index

An alternative way of iterating through each item is by index offset into the sequence itself. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  fruits = ['banana', 'apple', 'mango'] for index in range(len(fruits)):  print ('Current fruit :', fruits[index])  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Current fruit : banana Current fruit : apple Current fruit : mango Good bye! |

Here, we took the assistance of the len() built-in function, which provides the total number of elements in the tuple as well as the range() built-in function to give us the actual sequence to iterate over.

### Using else Statement with Loops

Python supports having an else statement associated with a loop statement.

* If the **else** statement is used with a **for** loop, the **else** block is executed only if for loops terminates normally (and not by encountering break statement).
* If the **else** statement is used with a **while** loop, the **else** statement is executed when the condition becomes false.

The following example illustrates the combination of an else statement with a **for**

statement that searches for even number in given list.

|  |
| --- |
| #!/usr/bin/python3 numbers=[11,33,55,39,55,75,37,21,23,41,13]  for num in numbers: if num%2==0:  print ('the list contains an even number') break  else:  print ('the list doesnot contain even number') |

When the above code is executed, it produces the following result-

|  |
| --- |
| the list does not contain even number |

## Nested loops

Python programming language allows the use of one loop inside another loop. The following section shows a few examples to illustrate the concept.

### Syntax

|  |
| --- |
| for iterating\_var in sequence: for iterating\_var in sequence:  statements(s)  statements(s) |

The syntax for a nested while loop statement in Python programming language is as follows-

|  |
| --- |
| while expression: while expression:  statement(s)  statement(s) |

A final note on loop nesting is that you can put any type of loop inside any other type of loop. For example a **for** loop can be inside a while loop or vice versa.

### Example

The following program uses a nested-for loop to display multiplication tables from 1-10.

|  |
| --- |
| #!/usr/bin/python3 import sys |

|  |
| --- |
| for i in range(1,11):  for j in range(1,11): k=i\*j  print (k, end=' ')  print() |

The print() function inner loop has **end=' '** which appends a space instead of default newline. Hence, the numbers will appear in one row.

Last print() will be executed at the end of inner for loop.

When the above code is executed, it produces the following result −

|  |
| --- |
| 1 2 3 4 5 6 7 8 9 10  2 4 6 8 10 12 14 16 18 20  3 6 9 12 15 18 21 24 27 30  4 8 12 16 20 24 28 32 36 40  5 10 15 20 25 30 35 40 45 50  6 12 18 24 30 36 42 48 54 60  7 14 21 28 35 42 49 56 63 70  8 16 24 32 40 48 56 64 72 80  9 18 27 36 45 54 63 72 81 90  10 20 30 40 50 60 70 80 90 100 |

## Loop Control Statements

The Loop control statements change the execution from its normal sequence. When the execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Python supports the following control statements.

|  |  |
| --- | --- |
| **Control Statement** | **Description** |
| break statement | Terminates the loop statement and transfers execution to the statement immediately following the loop. |
| continue statement | Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |

pass statement

The pass statement in Python is used when a statement is required syntactically but you do not want any command or code to execute.

Let us go through the loop control statements briefly.

## break statement

The **break** statement is used for premature termination of the current loop. After abandoning the loop, execution at the next statement is resumed, just like the traditional break statement in C.

The most common use of break is when some external condition is triggered requiring a hasty exit from a loop. The **break** statement can be used in both *while* and *for* loops.

If you are using nested loops, the break statement stops the execution of the innermost loop and starts executing the next line of the code after the block.

### Syntax

The syntax for a **break** statement in Python is as follows-

|  |
| --- |
| Break |

### Flow Diagram
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### Example

|  |
| --- |
| #!/usr/bin/python3  for letter in 'Python': # First Example if letter == 'h':  break  print ('Current Letter :', letter)  var = 10 # Second Example while var > 0:  print ('Current variable value :', var) var = var -1  if var == 5: break  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Current Letter : P  Current Letter : y Current Letter : t |

|  |
| --- |
| Current variable value : 10 Current variable value : 9 Current variable value : 8 Current variable value : 7 Current variable value : 6  Good bye! |

The following program demonstrates the use of break in a for loop iterating over a list. User inputs a number, which is searched in the list. If it is found, then the loop terminates with the 'found' message.

|  |
| --- |
| #!/usr/bin/python3 no=int(input('any number: '))  numbers=[11,33,55,39,55,75,37,21,23,41,13]  for num in numbers: if num==no:  print ('number found in list') break  else:  print ('number not found in list') |

The above program will produce the following output-

|  |
| --- |
| any number: 33 number found in list any number: 5  number not found in list |

## continue Statement

The **continue** statement in Python returns the control to the beginning of the current loop. When encountered, the loop starts next iteration without executing the remaining statements in the current iteration.

The **continue** statement can be used in both *while* and *for* loops.

### Syntax

|  |
| --- |
| Continue |

### Flow Diagram

### Example

|  |
| --- |
| #!/usr/bin/python3  for letter in 'Python': # First Example if letter == 'h':  continue  print ('Current Letter :', letter)  var = 10 # Second Example while var > 0:  var = var -1 if var == 5:  continue  print ('Current variable value :', var) print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Current Letter : P |

|  |
| --- |
| Current Letter : y Current Letter : t Current Letter : o Current Letter : n Current variable value : 9 Current variable value : 8 Current variable value : 7 Current variable value : 6 Current variable value : 4 Current variable value : 3 Current variable value : 2 Current variable value : 1 Current variable value : 0  Good bye! |

## pass Statement

It is used when a statement is required syntactically but you do not want any command or code to execute.

The **pass** statement is a *null* operation; nothing happens when it executes. The **pass** statement is also useful in places where your code will eventually go, but has not been written yet i.e. in stubs).

### Syntax

|  |
| --- |
| Pass |

### Example

|  |
| --- |
| #!/usr/bin/python3  for letter in 'Python': if letter == 'h':  pass  print ('This is pass block') print ('Current Letter :', letter)  print ("Good bye!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Current Letter : P Current Letter : y Current Letter : t This is pass block Current Letter : h Current Letter : o Current Letter : n  Good bye! |

## Iterator and Generator

**Iterator** is an object, which allows a programmer to traverse through all the elements of a collection, regardless of its specific implementation. In Python, an iterator object implements two methods, **iter()** and **next().**

String, List or Tuple objects can be used to create an Iterator.

|  |
| --- |
| list=[1,2,3,4]  it = iter(list) # this builds an iterator object  print (next(it)) #prints next available element in iterator Iterator object can be traversed using regular for statement  !usr/bin/python3 for x in it:  print (x, end=" ") or using next() function while True:  try:  print (next(it)) except StopIteration:  sys.exit() #you have to import sys module for this |

A **generator** is a function that produces or yields a sequence of values using yield method.

When a generator function is called, it returns a generator object without even beginning execution of the function. When the next() method is called for the first time, the function starts executing, until it reaches the yield statement, which returns the yielded value. The yield keeps track i.e. remembers the last execution and the second next() call continues from previous value.

The following example defines a generator, which generates an iterator for all the Fibonacci numbers.

|  |
| --- |
| import sys  def fibonacci(n): #generator function a, b, counter = 0, 1, 0  while True:  if (counter > n): return  yield a  a, b = b, a + b counter += 1  f = fibonacci(5) #f is iterator object  while True: try:  print (next(f), end=" ") except StopIteration:  sys.exit() |

Number data types store numeric values. They are immutable data types. This means, changing the value of a number data type results in a newly allocated object.
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Number objects are created when you assign a value to them. For example-

|  |
| --- |
| var1 = 1  var2 = 10 |

You can also delete the reference to a number object by using the **del** statement. The syntax of the **del** statement is −

|  |
| --- |
| del var1[,var2[,var3[ ,varN]]]] |

You can delete a single object or multiple objects by using the **del** statement. For example-

|  |
| --- |
| del var  del var\_a, var\_b |

Python supports different numerical types-

* **int (signed integers)**: They are often called just integers or **ints**. They are positive or negative whole numbers with no decimal point. Integers in Python 3 are of unlimited size. Python 2 has two integer types - int and long. There is no **'long integer'** in Python 3 anymore.
* **float (floating point real values)** : Also called floats, they represent real numbers and are written with a decimal point dividing the integer and the fractional parts. Floats may also be in scientific notation, with E or e indicating the power of 10 (2.5e2 = 2.5 x 102 = 250).
* **complex (complex numbers)** : are of the form a + bJ, where a and b are floats and J (or j) represents the square root of -1 (which is an imaginary number). The real part of the number is a, and the imaginary part is b. Complex numbers are not used much in Python programming.

It is possible to represent an integer in hexa-decimal or octal form.

|  |
| --- |
| >>> number = 0xA0F #Hexa-decimal  >>> number 2575  >>> number=0o37 #Octal  >>> number |

|  |
| --- |
| 31 |

### Examples

Here are some examples of numbers.

|  |  |  |
| --- | --- | --- |
| **int** | **float** | **complex** |
| 10 | 0.0 | 3.14j |
| 100 | 15.20 | 45.j |
| -786 | -21.9 | 9.322e-36j |
| 080 | 32.3+e18 | .876j |
| -0490 | -90. | -.6545+0J |
| -0x260 | -32.54e100 | 3e+26J |
| 0x69 | 70.2-E12 | 4.53e-7j |

A complex number consists of an ordered pair of real floating-point numbers denoted by a + bj, where a is the real part and b is the imaginary part of the complex number.

### Number Type Conversion

Python converts numbers internally in an expression containing mixed types to a common type for evaluation. Sometimes, you need to coerce a number explicitly from one type to another to satisfy the requirements of an operator or function parameter.

* Type **int(x)** to convert x to a plain integer.
* Type **long(x)** to convert x to a long integer.
* Type **float(x)** to convert x to a floating-point number.
* Type **complex(x)** to convert x to a complex number with real part x and imaginary part zero.
* Type **complex(x, y)** to convert x and y to a complex number with real part x and imaginary part y. x and y are numeric expressions.

## Mathematical Functions

Python includes the following functions that perform mathematical calculations.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Function** | **Returns ( Description )** | | | | | |
| abs(x) | The absolute value of x: the (positive) distance between x and zero. | | | | | |
| ceil(x) | The ceiling of x: the smallest integer not less than x. | | | | | |
| cmp(x, y) | -1 if x < y, 0 if x == y, or 1 if x > y. **Deprecated** in Python 3; Instead use **return (x>y)-(x<y).** | | | | | |
| exp(x) | The exponential of x: ex | | | | | |
| fabs(x) | The absolute value of x. | | | | | |
| floor(x) | The floor of x: the largest integer not greater than x. | | | | | |
| log(x) | The natural logarithm of x, for x> 0. | | | | | |
| log10(x) | The base-10 logarithm of x for x> 0. | | | | | |
| max(x1, x2,...) | The largest of its arguments: the value closest to positive infinity. | | | | | |
| min(x1, x2,...) | The smallest of its arguments: infinity. | the | value | closest | to | negative |
| modf(x) | The fractional and integer parts of x in a two-item tuple. Both parts have the same sign as x. The integer part is returned as a float. | | | | | |
| pow(x, y) | The value of x\*\*y. | | | | | |
| round(x [,n]) | x rounded to n digits from the decimal point. Python rounds away from zero as a tie-breaker: round(0.5) is 1.0 and round(-0.5) is - 1.0. | | | | | |
| sqrt(x) | The square root of x for x > 0. | | | | | |

Let us learn about these functions in detail.

## Number abs() Method

### Description

The **abs()** method returns the absolute value of x i.e. the positive distance between x and zero.

### Syntax

Following is the syntax for abs() method-

|  |
| --- |
| abs( x ) |

### Parameters

**x** - This is a numeric expression.

### Return Value

This method returns the absolute value of x.

### Example

The following example shows the usage of the abs() method.

|  |
| --- |
| #!/usr/bin/python3  print ("abs(-45) : ", abs(-45))  print ("abs(100.12) : ", abs(100.12)) |

When we run the above program, it produces the following result-

|  |
| --- |
| abs(-45) : 45  abs(100.12) : 100.12 |

## Number ceil() Method

### Description

The **ceil()** method returns the ceiling value of x i.e. the smallest integer not less than x.

### Syntax

Following is the syntax for the **ceil()** method-

|  |
| --- |
| import math math.ceil( x ) |

**Note:** This function is not accessible directly, so we need to import math module and then we need to call this function using the math static object.

### Parameters

**x** - This is a numeric expression.

### Return Value

This method returns the smallest integer not less than x.

### Example

The following example shows the usage of the ceil() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.ceil(-45.17) : ", math.ceil(-45.17))  print ("math.ceil(100.12) : ", math.ceil(100.12))  print ("math.ceil(100.72) : ", math.ceil(100.72)) print ("math.ceil(math.pi) : ", math.ceil(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.ceil(-45.17) : -45  math.ceil(100.12) : 101  math.ceil(100.72) : 101  math.ceil(math.pi) : 4 |

## Number exp() Method

### Description

The **exp()** method returns exponential of x: ex.

### Syntax

Following is the syntax for the exp() method-

|  |
| --- |
| import math math.exp( x ) |

**Note:** This function is not accessible directly. Therefore, we need to import the math module and then we need to call this function using the math static object.

### Parameters

**X** - This is a numeric expression.

### Return Value

This method returns exponential of x: ex.

### Example

The following example shows the usage of exp() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.exp(-45.17) : ", math.exp(-45.17))  print ("math.exp(100.12) : ", math.exp(100.12))  print ("math.exp(100.72) : ", math.exp(100.72))  print ("math.exp(math.pi) : ", math.exp(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.exp(-45.17) : 2.4150062132629406e-20 math.exp(100.12) : 3.0308436140742566e+43 math.exp(100.72) : 5.522557130248187e+43  math.exp(math.pi) : 23.140692632779267 |

## Number fabs() Method

### Description

The **fabs()** method returns the absolute value of x. Although similar to the abs() function, there are differences between the two functions. They are-

* abs() is a built in function whereas fabs() is defined in math module.
* fabs() function works only on float and integer whereas abs() works with complex number also.

### Syntax

Following is the syntax for the fabs() method-

|  |
| --- |
| import math math.fabs( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This is a numeric value.

### Return Value

This method returns the absolute value of x.

### Example

The following example shows the usage of the fabs() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.fabs(-45.17) : ", math.fabs(-45.17))  print ("math.fabs(100.12) : ", math.fabs(100.12))  print ("math.fabs(100.72) : ", math.fabs(100.72)) print ("math.fabs(math.pi) : ", math.fabs(math.pi)) |

When we run the above program, it produces following result-

|  |
| --- |
| math.fabs(-45.17) : 45.17  math.fabs(100) : 100.0  math.fabs(100.72) : 100.72  math.fabs(math.pi) : 3.141592653589793 |

## Number floor() Method

### Description

The **floor()** method returns the floor of **x** i.e. the largest integer not greater than x.

### Syntax

Following is the syntax for the **floor()** method-

|  |
| --- |
| import math math.floor( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This is a numeric expression.

### Return Value

This method returns the largest integer not greater than x.

### Example

The following example shows the usage of the floor() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module  print ("math.floor(-45.17) : ", math.floor(-45.17)) print ("math.floor(100.12) : ", math.floor(100.12)) print ("math.floor(100.72) : ", math.floor(100.72)) print ("math.floor(math.pi) : ", math.floor(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.floor(-45.17) : -46  math.floor(100.12) : 100  math.floor(100.72) : 100  math.floor(math.pi) : 3 |

## Number log() Method

### Description

The **log()** method returns the natural logarithm of x, for x > 0.

### Syntax

Following is the syntax for the **log()** method-

|  |
| --- |
| import math math.log( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This is a numeric expression.

### Return Value

This method returns natural logarithm of x, for x > 0.

### Example

The following example shows the usage of the log() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import **math** module print ("math.log(100.12) : ", math.log(100.12))  print ("math.log(100.72) : ", math.log(100.72))  print ("math.log(math.pi) : ", math.log(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.log(100.12) : 4.6063694665635735  math.log(100.72) : 4.612344389736092  math.log(math.pi) : 1.1447298858494002 |

## Number log10() Method

### Description

The **log10()** method returns base-10 logarithm of x for x > 0.

### Syntax

Following is the syntax for **log10()** method-

|  |
| --- |
| import math math.log10( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This is a numeric expression.

### Return Value

This method returns the base-10 logarithm of x for x > 0.

### Example

The following example shows the usage of the **log10()** method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module  print ("math.log10(100.12) : ", math.log10(100.12)) print ("math.log10(100.72) : ", math.log10(100.72)) print ("math.log10(119) : ", math.log10(119))  print ("math.log10(math.pi) : ", math.log10(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.log10(100.12) : 2.0005208409361854  math.log10(100.72) : 2.003115717099806  math.log10(119) : 2.0755469613925306  math.log10(math.pi) : 0.49714987269413385 |

## Number max() Method

### Description

The **max()** method returns the largest of its arguments i.e. the value closest to positive infinity.

### Syntax

Following is the syntax for **max()** method-

|  |
| --- |
| max( x, y, z, ) |

### Parameters

* **x** - This is a numeric expression.
* **y** - This is also a numeric expression.
* **z** - This is also a numeric expression.

### Return Value

This method returns the largest of its arguments.

### Example

The following example shows the usage of the max() method.

|  |
| --- |
| #!/usr/bin/python3  print ("max(80, 100, 1000) : ", max(80, 100, 1000))  print ("max(-20, 100, 400) : ", max(-20, 100, 400))  print ("max(-80, -20, -10) : ", max(-80, -20, -10))  print ("max(0, 100, -400) : ", max(0, 100, -400)) |

When we run the above program, it produces the following result-

|  |
| --- |
| max(80, 100, 1000) : 1000  max(-20, 100, 400) : 400  max(-80, -20, -10) : -10 |

|  |
| --- |
| max(0, 100, -400) : 100 |

## Number min() Method

### Description

The method **min()** returns the smallest of its arguments i.e. the value closest to negative infinity.

### Syntax

Following is the syntax for the **min()** method-

|  |
| --- |
| min( x, y, z, ) |

### Parameters

* **x** - This is a numeric expression.
* **y** - This is also a numeric expression.
* **z** - This is also a numeric expression.

### Return Value

This method returns the smallest of its arguments.

### Example

The following example shows the usage of the **min()** method.

|  |
| --- |
| #!/usr/bin/python3  print ("min(80, 100, 1000) : ", min(80, 100, 1000))  print ("min(-20, 100, 400) : ", min(-20, 100, 400))  print ("min(-80, -20, -10) : ", min(-80, -20, -10))  print ("min(0, 100, -400) : ", min(0, 100, -400)) |

When we run the above program, it produces the following result-

|  |
| --- |
| min(80, 100, 1000) : 80  min(-20, 100, 400) : -20  min(-80, -20, -10) : -80  min(0, 100, -400) : -400 |

## Number modf() Method

### Description

The **modf()** method returns the fractional and integer parts of x in a two-item tuple. Both parts have the same sign as x. The integer part is returned as a float.

### Syntax

Following is the syntax for the **modf()** method-

|  |
| --- |
| import math math.modf( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x -** This is a numeric expression.

### Return Value

This method returns the fractional and integer parts of x in a two-item tuple. Both the parts have the same sign as x. The integer part is returned as a float.

### Example

The following example shows the usage of the **modf()** method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.modf(100.12) : ", math.modf(100.12))  print ("math.modf(100.72) : ", math.modf(100.72))  print ("math.modf(119) : ", math.modf(119))  print ("math.modf(math.pi) : ", math.modf(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.modf(100.12) : (0.12000000000000455, 100.0)  math.modf(100.72) : (0.7199999999999989, 100.0)  math.modf(119) : (0.0, 119.0)  math.modf(math.pi) : (0.14159265358979312, 3.0) |

## Number pow() Method

### Return Value

This method returns the value of xy.

### Example

The following example shows the usage of the **pow()** method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.pow(100, 2) : ", math.pow(100, 2))  print ("math.pow(100, -2) : ", math.pow(100, -2))  print ("math.pow(2, 4) : ", math.pow(2, 4))  print ("math.pow(3, 0) : ", math.pow(3, 0)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.pow(100, 2) : 10000.0  math.pow(100, -2) : 0.0001  math.pow(2, 4) : 16.0  math.pow(3, 0) : 1.0 |

## Number round() Method

### Description

round() is a built-in function in Python. It returns x rounded to n digits from the decimal point.

### Syntax

Following is the syntax for the round() method-

|  |
| --- |
| round( x [, n] ) |

### Parameters

* **x** - This is a numeric expression.
* **n** - Represents number of digits from decimal point up to which x is to be rounded. Default is 0.

### Return Value

This method returns x rounded to n digits from the decimal point.

### Example

The following example shows the usage of **round()** method.

|  |
| --- |
| #!/usr/bin/python3  print ("round(70.23456) : ", round(70.23456)) print ("round(56.659,1) : ", round(56.659,1))  print ("round(80.264, 2) : ", round(80.264, 2))  print ("round(100.000056, 3) : ", round(100.000056, 3)) print ("round(-100.000056, 3) : ", round(-100.000056, 3)) |

When we run the above program, it produces the following result-

|  |
| --- |
| round(70.23456) : 70  round(56.659,1) : 56.7  round(80.264, 2) : 80.26  round(100.000056, 3) : 100.0  round(-100.000056, 3) : -100.0 |

## Number sqrt() Method

### Description

The **sqrt()** method returns the square root of x for x > 0.

### Syntax

Following is the syntax for **sqrt()** method-

|  |
| --- |
| import math math.sqrt( x ) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x -** This is a numeric expression.

### Return Value

This method returns square root of x for x > 0.

### Example

The following example shows the usage of sqrt() method.

|  |
| --- |
| #!/usr/bin/python3  import math # This will import math module print ("math.sqrt(100) : ", math.sqrt(100))  print ("math.sqrt(7) : ", math.sqrt(7))  print ("math.sqrt(math.pi) : ", math.sqrt(math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| math.sqrt(100) : 10.0  math.sqrt(7) : 2.6457513110645907  math.sqrt(math.pi) : 1.7724538509055159 |

## Random Number Functions

Random numbers are used for games, simulations, testing, security, and privacy applications. Python includes the following functions that are commonly used.

|  |  |
| --- | --- |
| **Function** | **Description** |
| choice(seq) | A random item from a list, tuple, or string. |
| randrange ([start,] stop [,step]) | A randomly selected element from range(start, stop, step). |
| random() | A random float r, such that 0 is less than or equal to r and r is less than 1. |
| seed([x]) | Sets the integer starting value used in generating random numbers. Call this function before calling any other random module function. Returns None. |
| shuffle(lst) | Randomizes the items of a list in place. Returns None. |
| uniform(x, y) | A random float r, such that x is less than or equal to r and r is less than y. |

## Number choice() Method

### Description

The **choice()** method returns a random item from a list, tuple, or string.

### Syntax

Following is the syntax for **choice()** method-

|  |
| --- |
| choice( seq ) |

**Note:** This function is not accessible directly, so we need to import the random module and then we need to call this function using the random static object.

### Parameters

**seq** - This could be a list, tuple, or string...

### Return Value

This method returns a random item.

### Example

The following example shows the usage of the **choice()** method.

|  |
| --- |
| #!/usr/bin/python3 import random  print ("returns a random number from range(100) : ",random.choice(range(100)))  print ("returns random element from list [1, 2, 3, 5, 9]) : ", random.choice([1,  2, 3, 5, 9]))  print ("returns random character from string 'Hello World' : ", random.choice('Hello World')) |

When we run the above program, it produces a result similar to the following-

|  |
| --- |
| returns a random number from range(100) : 19  returns random element from list [1, 2, 3, 5, 9]) : 9 returns random character from string 'Hello World' : r |

## Number randrange() Method

### Description

The **randrange()** method returns a randomly selected element from range(start, stop, step).

### Syntax

Following is the syntax for the **randrange()** method-

|  |
| --- |
| randrange ([start,] stop [,step]) |

**Note:** This function is not accessible directly, so we need to import the random module and then we need to call this function using the random static object.

### Parameters

* **start** - Start point of the range. This would be included in the range. Default is 0.
* **stop** - Stop point of the range. This would be excluded from the range.
* **step** - Value with which number is incremented. Default is 1.

### Return Value

This method returns a random item from the given range.

### Example

The following example shows the usage of the randrange() method.

|  |
| --- |
| #!/usr/bin/python3 import random  # randomly select an odd number between 1-100  print ("randrange(1,100, 2) : ", random.randrange(1, 100, 2)) # randomly select a number between 0-99  print ("randrange(100) : ", random.randrange(100)) |

When we run the above program, it produces the following result-

|  |
| --- |
| randrange(1,100, 2) : 83  randrange(100) : 93 |

## Number random() Method

### Description

The **random()** method returns a random floating point number in the range [0.0, 1.0].

### Syntax

Following is the syntax for the random() method-

|  |
| --- |
| random ( ) |

**Note:** This function is not accessible directly, so we need to import the random module and then we need to call this function using the random static object.

### Parameters

NA

### Return Value

This method returns a random float r, such that 0.0 <= r <= 1.0

### Example

The following example shows the usage of the **random()** method.

|  |
| --- |
| #!/usr/bin/python3 import random  # First random number  print ("random() : ", random.random()) # Second random number  print ("random() : ", random.random()) |

When we run the above program, it produces the following result-

|  |
| --- |
| random() : 0.281954791393  random() : 0.309090465205 |

## Number seed() Method

### Description

The **seed()** method initializes the basic random number generator. Call this function before calling any other random module function.

### Syntax

Following is the syntax for the seed() method-

|  |
| --- |
| seed ([x], [y]) |

**Note:** This function initializes the basic random number generator.

### Parameters

* **x -** This is the seed for the next random number. If omitted, then it takes system time to generate the next random number. If x is an int, it is used directly.
* **Y -** This is version number (default is 2). str, byte or byte array object gets converted in int. Version 1 used hash() of x.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of the seed() method.

|  |
| --- |
| #!/usr/bin/python3 import random random.seed()  print ("random number with default seed", random.random()) random.seed(10)  print ("random number with int seed", random.random()) random.seed("hello",2)  print ("random number with string seed", random.random()) |

When we run above program, it produces following result-

|  |
| --- |
| random number with default seed 0.2524977842762465  random number with int seed 0.5714025946899135 random number with string seed 0.3537754404730722 |

## Number shuffle() Method

### Description

The **shuffle()** method randomizes the items of a list in place.

### Syntax

Following is the syntax for the **shuffle()** method-

|  |
| --- |
| shuffle (lst,[random]) |

Note: This function is not accessible directly, so we need to import the shuffle module and then we need to call this function using the random static object.

### Parameters

* **lst** - This could be a list or tuple.
* **random** - This is an optional 0 argument function returning float between 0.0 -

1.0. Default is None.

### Return Value

This method returns reshuffled list.

### Example

The following example shows the usage of the shuffle() method.

|  |
| --- |
| #!/usr/bin/python3 import random  list = [20, 16, 10, 5];  random.shuffle(list)  print ("Reshuffled list : ", list) random.shuffle(list)  print ("Reshuffled list : ", list) |

When we run the above program, it produces the following result-

|  |
| --- |
| Reshuffled list : [16, 5, 10, 20]  reshuffled list : [20, 5, 10, 16] |

## Number uniform() Method

### Description

The **uniform()** method returns a random float r, such that x is less than or equal to r and r is less than y.

### Syntax

Following is the syntax for the **uniform()** method-

|  |
| --- |
| uniform(x, y) |

**Note:** This function is not accessible directly, so we need to import the uniform module and then we need to call this function using the random static object.

### Parameters

* **x** - Sets the lower limit of the random float.
* **y** - Sets the upper limit of the random float.

### Return Value

This method returns a floating point number r such that x <=r < y.

### Example

The following example shows the usage of the uniform() method.

|  |
| --- |
| #!/usr/bin/python3 import random |

|  |
| --- |
| print ("Random Float uniform(5, 10) : ", random.uniform(5, 10)) print ("Random Float uniform(7, 14) : ", random.uniform(7, 14)) |

Let us run the above program. This will produce the following result-

|  |
| --- |
| Random Float uniform(5, 10) : 5.52615217015  Random Float uniform(7, 14) : 12.5326369199 |

## Trigonometric Functions

Python includes the following functions that perform trigonometric calculations.

|  |  |
| --- | --- |
| **Function** | **Description** |
| acos(x) | Return the arc cosine of x, in radians. |
| asin(x) | Return the arc sine of x, in radians. |
| atan(x) | Return the arc tangent of x, in radians. |
| atan2(y, x) | Return atan(y / x), in radians. |
| cos(x) | Return the cosine of x radians. |
| hypot(x, y) | Return the Euclidean norm, sqrt(x\*x + y\*y). |
| sin(x) | Return the sine of x radians. |
| tan(x) | Return the tangent of x radians. |
| degrees(x) | Converts angle x from radians to degrees. |
| radians(x) | Converts angle x from degrees to radians. |

## Number acos() Method

### Description

The **acos()** method returns the arc cosine of x in radians.

### Syntax

Following is the syntax for acos() method-

|  |
| --- |
| acos(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value in the range -1 to 1. If x is greater than 1 then it will generate 'math domain error'.

### Return Value

This method returns arc cosine of x, in radians.

### Example

The following example shows the usage of the acos() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("acos(0.64) : ", math.acos(0.64))  print ("acos(0) : ", math.acos(0))  print ("acos(-1) : ", math.acos(-1))  print ("acos(1) : ", math.acos(1)) |

When we run the above program, it produces the following result-

|  |
| --- |
| acos(0.64) : 0.876298061168  acos(0) : 1.57079632679  acos(-1) : 3.14159265359  acos(1) : 0.0 |

## Number asin() Method

### Description

The **asin()** method returns the arc sine of x (in radians).

### Syntax

Following is the syntax for the asin() method-

|  |
| --- |
| asin(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function usingthe math static object.

### Parameters

**x** - This must be a numeric value in the range -1 to 1. If x is greater than 1 then it will generate 'math domain error'.

### Return Value

This method returns arc sine of x, in radians.

### Example

The following example shows the usage of the asin() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("asin(0.64) : ", math.asin(0.64))  print ("asin(0) : ", math.asin(0))  print ("asin(-1) : ", math.asin(-1))  print ("asin(1) : ", math.asin(1)) |

When we run the above program, it produces the following result-

|  |
| --- |
| asin(0.64) : 0.694498265627  asin(0) : 0.0  asin(-1) : -1.57079632679  asin(1) : 1.5707963267 |

## Number atan() Method

### Description

The atan() method returns the arc tangent of x, in radians.

### Syntax

Following is the syntax for atan() method-

|  |
| --- |
| atan(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value.

This method returns arc tangent of x, in radians.

### Example

The following example shows the usage of the atan() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("atan(0.64) : ", math.atan(0.64))  print ("atan(0) : ", math.atan(0))  print ("atan(10) : ", math.atan(10))  print ("atan(-1) : ", math.atan(-1))  print ("atan(1) : ", math.atan(1)) |

When we run the above program, it produces the following result-

|  |
| --- |
| atan(0.64) : 0.569313191101  atan(0) : 0.0  atan(10) : 1.4711276743  atan(-1) : -0.785398163397  atan(1) : 0.785398163397 |

## Number atan2() Method

### Description

The **atan2()** method returns atan(y / x), in radians.

### Syntax

Following is the syntax for atan2() method-

|  |
| --- |
| atan2(y, x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

* **y** - This must be a numeric value.
* **x** - This must be a numeric value.

This method returns atan(y / x), in radians.

### Example

The following example shows the usage of atan2() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("atan2(-0.50,-0.50) : ", math.atan2(-0.50,-0.50))  print ("atan2(0.50,0.50) : ", math.atan2(0.50,0.50))  print ("atan2(5,5) : ", math.atan2(5,5))  print ("atan2(-10,10) : ", math.atan2(-10,10))  print ("atan2(10,20) : ", math.atan2(10,20)) |

When we run the above program, it produces the following result-

|  |
| --- |
| atan2(-0.50,-0.50) : -2.35619449019  atan2(0.50,0.50) : 0.785398163397  atan2(5,5) : 0.785398163397  atan2(-10,10) : -0.785398163397  atan2(10,20) : 0.463647609001 |

## Number cos() Method

### Description

The **cos()** method returns the cosine of x radians.

### Syntax

Following is the syntax for **cos()** method-

|  |
| --- |
| cos(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value.

### Return Value

This method returns a numeric value between -1 and 1, which represents the cosine of the angle.

The following example shows the usage of cos() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("cos(3) : ", math.cos(3))  print ("cos(-3) : ", math.cos(-3))  print ("cos(0) : ", math.cos(0))  print ("cos(math.pi) : ", math.cos(math.pi)) print ("cos(2\*math.pi) : ", math.cos(2\*math.pi)) |

When we run the above program, it produces the following result-

|  |
| --- |
| cos(3) : -0.9899924966  cos(-3) : -0.9899924966  cos(0) : 1.0  cos(math.pi) : -1.0  cos(2\*math.pi) : 1.0 |

## Number hypot() Method

### Description

The method hypot() return the Euclidean norm, sqrt(x\*x + y\*y). This is length of vector from origin to point (x,y)

### Syntax

Following is the syntax for hypot() method-

|  |
| --- |
| hypot(x, y) |

**Note:** This function is not accessible directly, so we need to import math module and then we need to call this function using math static object.

### Parameters

* **x** - This must be a numeric value.
* **y** - This must be a numeric value.

### Return Value

This method returns Euclidean norm, sqrt(x\*x + y\*y).

The following example shows the usage of hypot() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("hypot(3, 2) : ", math.hypot(3, 2))  print ("hypot(-3, 3) : ", math.hypot(-3, 3))  print ("hypot(0, 2) : ", math.hypot(0, 2)) |

When we run the above program, it produces the following result-

|  |
| --- |
| hypot(3, 2) : 3.60555127546  hypot(-3, 3) : 4.24264068712  hypot(0, 2) : 2.0 |

## Number sin() Method

### Description

The **sin()** method returns the sine of x, in radians.

### Syntax

Following is the syntax for sin() method-

|  |
| --- |
| sin(x) |

**Note**: This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value.

### Return Value

This method returns a numeric value between -1 and 1, which represents the sine of the parameter x.

### Example

The following example shows the usage of sin() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("sin(3) : ", math.sin(3))  print ("sin(-3) : ", math.sin(-3))  print ("sin(0) : ", math.sin(0)) |

|  |
| --- |
| print ("sin(math.pi) : ", math.sin(math.pi)) print ("sin(math.pi/2) : ", math.sin(math.pi/2)) |

When we run the above program, it produces the following result-

|  |
| --- |
| sin(3) : 0.14112000806  sin(-3) : -0.14112000806  sin(0) : 0.0  sin(math.pi) : 1.22460635382e-16 sin(math.pi/2) : 1 |

## Number tan() Method

### Description

The **tan()** method returns the tangent of x radians.

### Syntax

Following is the syntax for tan() method.

|  |
| --- |
| tan(x) |

**Note:** This function is not accessible directly, so we need to import math module and then we need to call this function using math static object.

### Parameters

**x** - This must be a numeric value.

### Return Value

This method returns a numeric value between -1 and 1, which represents the tangent of the parameter x.

### Example

The following example shows the usage of tan() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("(tan(3) : ", math.tan(3))  print ("tan(-3) : ", math.tan(-3))  print ("tan(0) : ", math.tan(0))  print ("tan(math.pi) : ", math.tan(math.pi)) print ("tan(math.pi/2) : ", math.tan(math.pi/2)) |

|  |
| --- |
| print ("tan(math.pi/4) : ", math.tan(math.pi/4)) |

When we run the above program, it produces the following result-

|  |
| --- |
| print ("(tan(3) : ", math.tan(3))  print ("tan(-3) : ", math.tan(-3))  print ("tan(0) : ", math.tan(0))  print ("tan(math.pi) : ", math.tan(math.pi)) print ("tan(math.pi/2) : ", math.tan(math.pi/2)) print ("tan(math.pi/4) : ", math.tan(math.pi/4)) |

## Number degrees() Method

### Description

The **degrees()** method converts angle x from radians to degrees..

### Syntax

Following is the syntax for degrees() method-

|  |
| --- |
| degrees(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value.

### Return Value

This method returns the degree value of an angle.

### Example

The following example shows the usage of degrees() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("degrees(3) : ", math.degrees(3))  print ("degrees(-3) : ", math.degrees(-3))  print ("degrees(0) : ", math.degrees(0))  print ("degrees(math.pi) : ", math.degrees(math.pi)) print ("degrees(math.pi/2) : ", math.degrees(math.pi/2)) |

|  |
| --- |
| print ("degrees(math.pi/4) : ", math.degrees(math.pi/4)) |

When we run the above program, it produces the following result-

|  |
| --- |
| degrees(3) : 171.88733853924697  degrees(-3) : -171.88733853924697  degrees(0) : 0.0  degrees(math.pi) : 180.0  degrees(math.pi/2) : 90.0  degrees(math.pi/4) : 45.0 |

## Number radians() Method

### Description

The **radians()** method converts angle x from degrees to radians.

### Syntax

Following is the syntax for radians() method-

|  |
| --- |
| radians(x) |

**Note:** This function is not accessible directly, so we need to import the math module and then we need to call this function using the math static object.

### Parameters

**x** - This must be a numeric value.

### Return Value

This method returns radian value of an angle.

### Example

The following example shows the usage of radians() method.

|  |
| --- |
| #!/usr/bin/python3 import math  print ("radians(3) : ", math.radians(3))  print ("radians(-3) : ", math.radians(-3))  print ("radians(0) : ", math.radians(0))  print ("radians(math.pi) : ", math.radians(math.pi)) print ("radians(math.pi/2) : ", math.radians(math.pi/2)) |

|  |
| --- |
| print ("radians(math.pi/4) : ", math.radians(math.pi/4)) |

When we run the above program, it produces the following result-

|  |
| --- |
| radians(3) : 0.0523598775598  radians(-3) : -0.0523598775598  radians(0) : 0.0  radians(math.pi) : 0.0548311355616  radians(math.pi/2) : 0.0274155677808  radians(math.pi/4) : 0.0137077838904 |

## Mathematical Constants

The module also defines two mathematical constants-

|  |  |
| --- | --- |
| **Constants** | **Description** |
| pi | The mathematical constant pi. |
| e | The mathematical constant e. |

Strings are amongst the most popular types in Python. We can create them simply by enclosing characters in quotes. Python treats single quotes the same as double quotes. Creating strings is as simple as assigning a value to a variable. For example-

Python 3

|  |
| --- |
| var1 = 'Hello World!'  var2 = "Python Programming" |

## Accessing Values in Strings

Python does not support a character type; these are treated as strings of length one, thus also considered a substring.

To access substrings, use the square brackets for slicing along with the index or indices to obtain your substring. For example-

|  |
| --- |
| #!/usr/bin/python3 var1 = 'Hello World!'  var2 = "Python Programming" print ("var1[0]: ", var1[0])  print ("var2[1:5]: ", var2[1:5]) |

When the above code is executed, it produces the following result-

|  |
| --- |
| var1[0]: H var2[1:5]: ytho |

## Updating Strings

You can "update" an existing string by (re)assigning a variable to another string. The new value can be related to its previous value or to a completely different string altogether. For example-

|  |
| --- |
| #!/usr/bin/python3 var1 = 'Hello World!'  print ("Updated String :- ", var1[:6] + 'Python') |

When the above code is executed, it produces the following result-

|  |
| --- |
| Updated String :- Hello Python |

## Escape Characters

Following table is a list of escape or non-printable characters that can be represented with backslash notation.

An escape character gets interpreted; in a single quoted as well as double quoted strings.

|  |  |  |
| --- | --- | --- |
| **Backslash notation** | **Hexadecimal character** | **Description** |
| a | 0x07 | Bell or alert |
| b | 0x08 | Backspace |
| \cx |  | Control-x |
| \C-x |  | Control-x |
| \e | 0x1b | Escape |
| \f | 0x0c | Formfeed |
| \M-\C-x |  | Meta-Control-x |
| \n | 0x0a | Newline |
| \nnn |  | Octal notation, where n is in the range 0.7 |
| \r | 0x0d | Carriage return |
| \s | 0x20 | Space |
| \t | 0x09 | Tab |

|  |  |  |
| --- | --- | --- |
| \v | 0x0b | Vertical tab |
| \x |  | Character x |
| \xnn |  | Hexadecimal notation, where n is in the range 0.9, a.f, or A.F |

## String Special Operators

Assume string variable **a** holds 'Hello' and variable **b** holds 'Python', then-

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Concatenation - Adds values on either side of the operator | a + b will give HelloPython |
| \* | Repetition - Creates new strings, concatenating multiple copies of the same string | a\*2 will give - HelloHello |
| [] | Slice - Gives the character from the given index | a[1] will give e |
| [ : ] | Range Slice - Gives the characters from the given range | a[1:4] will give ell |
| in | Membership - Returns true if a character exists in the given string | H in a will give 1 |
| not in | Membership - Returns true if a character does not exist in the given string | M not in a will give 1 |
| r/R | Raw String - Suppresses actual meaning of Escape characters. The syntax for raw strings is exactly the same as for normal strings with the exception of the raw string operator, the letter "r," which precedes the quotation marks. The "r" can be lowercase (r) or uppercase (R) and must be placed immediately preceding the first quote mark. | print r'\n' prints \n and print  R'\n'prints \n |

|  |  |  |
| --- | --- | --- |
| % | Format - Performs String formatting | See next section |

## String Formatting Operator

One of Python's coolest features is the string format operator %. This operator is unique to strings and makes up for the pack of having functions from C's printf() family. Following is a simple example −

|  |
| --- |
| #!/usr/bin/python3  print ("My name is %s and weight is %d kg!" % ('Zara', 21)) |

When the above code is executed, it produces the following result −

|  |
| --- |
| My name is Zara and weight is 21 kg! |

Here is the list of complete set of symbols which can be used along with %-

|  |  |
| --- | --- |
| **Format Symbol** | **Conversion** |
| %c | Character |
| %s | string conversion via str() prior to formatting |
| %i | signed decimal integer |
| %d | signed decimal integer |
| %u | unsigned decimal integer |
| %o | octal integer |
| %x | hexadecimal integer (lowercase letters) |
| %X | hexadecimal integer (UPPERcase letters) |
| %e | exponential notation (with lowercase 'e') |

|  |  |
| --- | --- |
| %E | exponential notation (with UPPERcase 'E') |
| %f | floating point real number |
| %g | the shorter of %f and %e |
| %G | the shorter of %f and %E |

Other supported symbols and functionality are listed in the following table-

|  |  |
| --- | --- |
| **Symbol** | **Functionality** |
| \* | argument specifies width or precision |
| - | left justification |
| + | display the sign |
| <sp> | leave a blank space before a positive number |
| # | add the octal leading zero ( '0' ) or hexadecimal leading '0x' or '0X', depending on whether 'x' or 'X' were used. |
| 0 | pad from left with zeros (instead of spaces) |
| % | '%%' leaves you with a single literal '%' |
| (var) | mapping variable (dictionary arguments) |
| m.n. | m is the minimum total width and n is the number of digits to display after the decimal point (if appl.) |

## Triple Quotes

Python's triple quotes comes to the rescue by allowing strings to span multiple lines, including verbatim NEWLINEs, TABs, and any other special characters.

The syntax for triple quotes consists of three consecutive **single or double** quotes.

|  |
| --- |
| #!/usr/bin/python3  para\_str = """this is a long string that is made up of several lines and non-printable characters such as  TAB ( \t ) and they will show up that way when displayed. NEWLINEs within the string, whether explicitly given like this within the brackets [ \n ], or just a NEWLINE within the variable assignment will also show up.  """  print (para\_str) |

When the above code is executed, it produces the following result. Note how every single special character has been converted to its printed form, right down to the last NEWLINE at the end of the string between the "up." and closing triple quotes. Also note that NEWLINEs occur either with an explicit carriage return at the end of a line or its escape code (\n) −

|  |
| --- |
| this is a long string that is made up of  several lines and non-printable characters such as  TAB ( ) and they will show up that way when displayed. NEWLINEs within the string, whether explicitly given like this within the brackets [  ], or just a NEWLINE within  the variable assignment will also show up. |

Raw strings do not treat the backslash as a special character at all. Every character you put into a raw string stays the way you wrote it-

|  |
| --- |
| #!/usr/bin/python3 print ('C:\\nowhere') |

When the above code is executed, it produces the following result-

|  |
| --- |
| C:\nowhere |

Now let us make use of raw string. We would put expression in **r'expression'** as follows-

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| print (r'C:\\nowhere') |

When the above code is executed, it produces the following result-

|  |
| --- |
| C:\\nowhere |

## Unicode String

In Python 3, all strings are represented in Unicode. In Python 2 are stored internally as 8- bit ASCII, hence it is required to attach 'u' to make it Unicode. It is no longer necessary now.

### Built-in String Methods

Python includes the following built-in methods to manipulate strings-

|  |  |
| --- | --- |
| **S. No.** | **Methods with Description** |
| 1 | **capitalize()**  Capitalizes first letter of string |
| 2 | **center(width, fillchar)**  Returns a string padded with *fillchar* with the original string centered to a total of *width* columns. |
| 3 | **count(str, beg= 0,end=len(string))**  Counts how many times str occurs in string or in a substring of string if starting index beg and ending index end are given. |
| 4 | **decode(encoding='UTF-8',errors='strict')**  Decodes the string using the codec registered for encoding. encoding defaults to the default string encoding. |
| 5 | **encode(encoding='UTF-8',errors='strict')**  Returns encoded string version of string; on error, default is to raise a ValueError unless errors is given with 'ignore' or 'replace'. |
| 6 | **endswith(suffix, beg=0, end=len(string))** |

|  |  |
| --- | --- |
|  | Determines if string or a substring of string (if starting index beg and ending index end are given) ends with suffix; returns true if so and false otherwise. |
| 7 | **expandtabs(tabsize=8)**  Expands tabs in string to multiple spaces; defaults to 8 spaces per tab if tabsize not provided. |
| 8 | **find(str, beg=0 end=len(string))**  Determine if str occurs in string or in a substring of string if starting index beg and ending index end are given returns index if found and -1 otherwise. |
| 9 | **index(str, beg=0, end=len(string))**  Same as find(), but raises an exception if str not found. |
| 10 | **isalnum()**  Returns true if string has at least 1 character and all characters are alphanumeric and false otherwise. |
| 11 | **isalpha()**  Returns true if string has at least 1 character and all characters are alphabetic and false otherwise. |
| 12 | **isdigit()**  Returns true if the string contains only digits and false otherwise. |
| 13 | **islower()**  Returns true if string has at least 1 cased character and all cased characters are in lowercase and false otherwise. |
| 14 | **isnumeric()**  Returns true if a unicode string contains only numeric characters and false otherwise. |

|  |  |
| --- | --- |
| 15 | **isspace()**  Returns true if string contains only whitespace characters and false otherwise. |
| 16 | **istitle()**  Returns true if string is properly "titlecased" and false otherwise. |
| 17 | **isupper()**  Returns true if string has at least one cased character and all cased characters are in uppercase and false otherwise. |
| 18 | **join(seq)**  Merges (concatenates) the string representations of elements in sequence seq into a string, with separator string. |
| 19 | **len(string)**  Returns the length of the string |
| 20 | **ljust(width[, fillchar])**  Returns a space-padded string with the original string left-justified to a total of width columns. |
| 21 | **lower()**  Converts all uppercase letters in string to lowercase. |
| 22 | **lstrip()**  Removes all leading whitespace in string. |
| 23 | **maketrans()**  Returns a translation table to be used in translate function. |

|  |  |
| --- | --- |
| 24 | **max(str)**  Returns the max alphabetical character from the string str. |
| 25 | **min(str)**  Returns the min alphabetical character from the string str. |
| 26 | **replace(old, new [, max])**  Replaces all occurrences of old in string with new or at most max occurrences if max given. |
| 27 | **rfind(str, beg=0,end=len(string))**  Same as find(), but search backwards in string. |
| 28 | **rindex( str, beg=0, end=len(string))**  Same as index(), but search backwards in string. |
| 29 | **rjust(width,[, fillchar])**  Returns a space-padded string with the original string right-justified to a total of width columns. |
| 30 | **rstrip()**  Removes all trailing whitespace of string. |
| 31 | **split(str="", num=string.count(str))**  Splits string according to delimiter str (space if not provided) and returns list of substrings; split into at most num substrings if given. |
| 32 | **splitlines( num=string.count('\n'))**  Splits string at all (or num) NEWLINEs and returns a list of each line with NEWLINEs removed. |

|  |  |
| --- | --- |
| 33 | **startswith(str, beg=0,end=len(string))**  Determines if string or a substring of string (if starting index beg and ending index end are given) starts with substring str; returns true if so and false otherwise. |
| 34 | **strip([chars])**  Performs both lstrip() and rstrip() on string |
| 35 | **swapcase()**  Inverts case for all letters in string. |
| 36 | **title()**  Returns "titlecased" version of string, that is, all words begin with uppercase and the rest are lowercase. |
| 37 | **translate(table, deletechars="")**  Translates string according to translation table str(256 chars), removing those in the del string. |
| 38 | **upper()**  Converts lowercase letters in string to uppercase. |
| 39 | **zfill (width)**  Returns original string leftpadded with zeros to a total of width characters; intended for numbers, zfill() retains any sign given (less one zero). |
| 40 | **isdecimal()**  Returns true if a unicode string contains only decimal characters and false otherwise. |

## String capitalize() Method

It returns a copy of the string with only its first character capitalized.

### Syntax

|  |
| --- |
| str.capitalize() |

### Parameters

NA

### Return Value

string

### Example

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print ("str.capitalize() : ", str.capitalize()) |

### Result

|  |
| --- |
| str.capitalize() : This is string example. wow!!! |

## String center() Method

The method center() returns centered in a string of length width. Padding is done using the specified fillchar. Default filler is a space.

### Syntax

|  |
| --- |
| str.center(width[, fillchar]) |

### Parameters

* width - This is the total width of the string.
* fillchar - This is the filler character.

### Return Value

This method returns a string that is at least width characters wide, created by padding the string with the character fillchar (default is a space).

### Example

The following example shows the usage of the center() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!" |

|  |
| --- |
| print ("str.center(40, 'a') : ", str.center(40, 'a')) |

### Result

|  |
| --- |
| str.center(40, 'a') : aaaathis is string example. wow!!!aaaa |

## String count() Method

### Description

The **count()** method returns the number of occurrences of substring sub in the range [start, end]. Optional arguments start and end are interpreted as in slice notation.

### Syntax

|  |
| --- |
| str.count(sub, start= 0,end=len(string)) |

### Parameters

* **sub -** This is the substring to be searched.
* **start** - Search starts from this index. First character starts from 0 index. By default search starts from 0 index.
* **end** - Search ends from this index. First character starts from 0 index. By default search ends at the last index.

### Return Value

Centered in a string of length width.

### Example

|  |
| --- |
| #!/usr/bin/python3  str="this is string example. wow!!!"  sub='i'  print ("str.count('i') : ", str.count(sub)) sub='exam'  print ("str.count('exam', 10, 40) : ", str.count(sub,10,40)) |

### Result

|  |
| --- |
| str.count('i') : 3  str.count('exam', 4, 40) : |

## String decode() Method

### Description

The **decode()** method decodes the string using the codec registered for encoding. It defaults to the default string encoding.

### Syntax

|  |
| --- |
| Str.decode(encoding='UTF-8',errors='strict') |

### Parameters

* **encoding** - This is the encodings to be used. For a list of all encoding schemes please visit: Standard Encodings.
* **errors** - This may be given to set a different error handling scheme. The default for errors is 'strict', meaning that encoding errors raise a UnicodeError. Other possible values are 'ignore', 'replace', 'xmlcharrefreplace', 'backslashreplace' and any other name registered via codecs.register\_error()..

### Return Value

Decoded string.

### Example

|  |
| --- |
| #!/usr/bin/python3  Str = "this is string example. wow!!!";  Str = Str.encode('base64','strict'); print "Encoded String: " + Str  print "Decoded String: " + Str.decode('base64','strict') |

### Result

|  |
| --- |
| Encoded String: b'dGhpcyBpcyBzdHJpbmcgZXhhbXBsZS4uLi53b3chISE=' Decoded String: this is string example. wow!!! |

## String encode() Method

### Description

The **encode()** method returns an encoded version of the string. Default encoding is the current default string encoding. The errors may be given to set a different error handling scheme.

### Syntax

|  |
| --- |
| str.encode(encoding='UTF-8',errors='strict') |

### Parameters

* **encoding -** This is the encodings to be used. For a list of all encoding schemes please visit: Standard Encodings.
* **errors -** This may be given to set a different error handling scheme. The default for errors is 'strict', meaning that encoding errors raise a UnicodeError. Other possible values are 'ignore', 'replace', 'xmlcharrefreplace', 'backslashreplace' and any other name registered via codecs.register\_error().

### Return Value

Decoded string.

### Example

|  |
| --- |
| #!/usr/bin/python3 import base64  Str = "this is string example. wow!!!"  Str=base64.b64encode(Str.encode('utf-8',errors='strict')) print ("Encoded String: " , Str) |

### Result

|  |
| --- |
| Encoded String: b'dGhpcyBpcyBzdHJpbmcgZXhhbXBsZS4uLi53b3chISE=' |

## String endswith() Method

### Description

It returns True if the string ends with the specified suffix, otherwise return False optionally restricting the matching with the given indices start and end.

### Syntax

|  |
| --- |
| str.endswith(suffix[, start[, end]]) |

### Parameters

* **suffix -** This could be a string or could also be a tuple of suffixes to look for.
* **start** - The slice begins from here.
* **end** - The slice ends here.

### Return Value

TRUE if the string ends with the specified suffix, otherwise FALSE.

### Example

|  |
| --- |
| #!/usr/bin/python3  Str='this is string example wow!!!'  suffix='!!'  print (Str.endswith(suffix)) print (Str.endswith(suffix,20)) suffix='exam'  print (Str.endswith(suffix))  print (Str.endswith(suffix, 0, 19)) |

### Result

|  |
| --- |
| True True False True |

## String expandtabs() Method

### Description

The **expandtabs()** method returns a copy of the string in which the tab characters ie. '\t' are expanded using spaces, optionally using the given tabsize (default 8)..

### Syntax

|  |
| --- |
| str.expandtabs(tabsize=8) |

### Parameters

**tabsize** - This specifies the number of characters to be replaced for a tab character '\t'.

### Return Value

This method returns a copy of the string in which tab characters i.e., '\t' have been expanded using spaces.

### Example

|  |
| --- |
| #!/usr/bin/python3  str = "this is\tstring example wow!!!"  print ("Original string: " + str)  print ("Defualt exapanded tab: " + str.expandtabs()) print ("Double exapanded tab: " + str.expandtabs(16)) |

### Result

|  |
| --- |
| Original string: this is string example. wow!!!  Defualt exapanded tab: this is string example wow!!!  Double exapanded tab: this is string example wow!!! |

## String find() Method

### Description

The find() method determines if the string str occurs in string, or in a substring of string if the starting index beg and ending index end are given.

### Syntax

|  |
| --- |
| str.find(str, beg=0 end=len(string)) |

### Parameters

* **str** - This specifies the string to be searched.
* **beg** - This is the starting index, by default its 0.
* **end** - This is the ending index, by default its equal to the lenght of the string.

### Return Value

Index if found and -1 otherwise.

### Example

|  |
| --- |
| #!/usr/bin/python3  str1 = "this is string example wow!!!"  str2 = "exam";  print (str1.find(str2)) print (str1.find(str2, 10))  print (str1.find(str2, 40)) |

### Result

|  |
| --- |
| 15  15  -1 |

## String index() Method

### Description

The index() method determines if the string str occurs in string or in a substring of string, if the starting index beg and ending index end are given. This method is same as find(), but raises an exception if sub is not found.

### Syntax

|  |
| --- |
| str.index(str, beg=0 end=len(string)) |

### Parameters

* **str** - This specifies the string to be searched.
* **beg** - This is the starting index, by default its 0.
* **end** - This is the ending index, by default its equal to the length of the string.

### Return Value

Index if found otherwise raises an exception if str is not found.

### Example

|  |
| --- |
| #!/usr/bin/python3  str1 = "this is string example wow!!!"  str2 = "exam";  print (str1.index(str2)) print (str1.index(str2, 10))  print (str1.index(str2, 40)) |

### Result

|  |
| --- |
| 15 |

|  |
| --- |
| 15  Traceback (most recent call last):  File "test.py", line 7, in print (str1.index(str2, 40))  ValueError: substring not found  shell returned 1 |

## String isalnum() Method

### Description

The **isalnum()** method checks whether the string consists of alphanumeric characters.

### Syntax

Following is the syntax for isalnum() method-

|  |
| --- |
| str.isa1num() |

### Parameters

NA

### Return Value

This method returns true if all the characters in the string are alphanumeric and there is at least one character, false otherwise.

### Example

The following example shows the usage of isalnum() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this2016" # No space in this string print (str.isalnum())  str = "this is string example. wow!!!"  print (str.isalnum()) |

When we run the above program, it produces the following result-

|  |
| --- |
| True False |

## String isalpha() Method

### Description

The **isalpha()** method checks whether the string consists of alphabetic characters only.

### Syntax

Following is the syntax for islpha() method-

|  |
| --- |
| str.isalpha() |

### Parameters

NA

### Return Value

This method returns true if all the characters in the string are alphabetic and there is at least one character, false otherwise.

### Example

The following example shows the usage of isalpha() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this"; # No space & digit in this string print (str.isalpha())  str = "this is string example. wow!!!"  print (str.isalpha()) |

### Result

|  |
| --- |
| True False |

## String isdigit() Method

### Description

The method isdigit() checks whether the string consists of digits only.

### Syntax

Following is the syntax for isdigit() method-

|  |
| --- |
| str.isdigit() |

### Parameters

NA

### Return Value

This method returns true if all characters in the string are digits and there is at least one character, false otherwise.

### Example

The following example shows the usage of isdigit() method.

|  |
| --- |
| #!/usr/bin/python3  str = "123456"; # Only digit in this string print (str.isdigit())  str = "this is string example. wow!!!"  print (str.isdigit()) |

### Result

|  |
| --- |
| True False |

## String islower() Method

### Description

The **islower()** method checks whether all the case-based characters (letters) of the string are lowercase.

### Syntax

Following is the syntax for islower() method-

|  |
| --- |
| str.islower() |

### Parameters

NA

### Return Value

This method returns true if all cased characters in the string are lowercase and there is at least one cased character, false otherwise.

### Example

The following example shows the usage of islower() method.

|  |
| --- |
| #!/usr/bin/python3  str = "THIS is string example wow!!!"  print (str.islower())  str = "this is string example. wow!!!"  print (str.islower()) |

### Result

|  |
| --- |
| False True |

## String isnumeric() Method

### Description

The **isnumeric()** method checks whether the string consists of only numeric characters. This method is present only on unicode objects.

**Note:** Unlike Python 2, all strings are represented in Unicode in Python 3. Given below is an example illustrating it.

### Syntax

Following is the syntax for isnumeric() method-

|  |
| --- |
| str.isnumeric() |

### Parameters

NA

### Return Value

This method returns true if all characters in the string are numeric, false otherwise.

### Example

The following example shows the usage of isnumeric() method.

|  |
| --- |
| #!/usr/bin/python3 str = "this2016"  print (str.isnumeric())  str = "23443434" |

|  |
| --- |
| print (str.isnumeric()) |

### Result

|  |
| --- |
| False True |

## String isspace() Method

### Description

The **isspace()** method checks whether the string consists of whitespace..

### Syntax

Following is the syntax for isspace() method-

|  |
| --- |
| str.isspace() |

### Parameters

NA

### Return Value

This method returns true if there are only whitespace characters in the string and there is at least one character, false otherwise.

### Example

The following example shows the usage of isspace() method.

|  |
| --- |
| #!/usr/bin/python3 str = " " print (str.isspace())  str = "This is string example. wow!!!"  print (str.isspace()) |

### Result

|  |
| --- |
| True False |

## String istitle() Method

### Description

The **istitle()** method checks whether all the case-based characters in the string following non-casebased letters are uppercase and all other case-based characters are lowercase.

### Syntax

Following is the syntax for istitle() method-

|  |
| --- |
| str.istitle() |

### Parameters

NA

### Return Value

This method returns true if the string is a titlecased string and there is at least one character, for example uppercase characters may only follow uncased characters and lowercase characters only cased ones. It returns false otherwise.

### Example

The following example shows the usage of istitle() method.

|  |
| --- |
| #!/usr/bin/python3  str = "This Is String Example...Wow!!!" print (str.istitle())  str = "This is string example. wow!!!"  print (str.istitle()) |

### Result

|  |
| --- |
| True False |

## String isupper() Method

### Description

The **isupper()** method checks whether all the case-based characters (letters) of the string are uppercase.

### Syntax

Following is the syntax for isupper() method-

|  |
| --- |
| str.isupper() |

### Parameters

NA

### Return Value

This method returns true if all the cased characters in the string are uppercase and there is at least one cased character, false otherwise.

### Example

The following example shows the usage of isupper() method.

|  |
| --- |
| #!/usr/bin/python3  str = "THIS IS STRING EXAMPLE. WOW!!!"  print (str.isupper())  str = "THIS is string example. wow!!!"  print (str.isupper()) |

### Result

|  |
| --- |
| True False |

## String join() Method

### Description

The **join()** method returns a string in which the string elements of sequence have been joined by str separator.

### Syntax

Following is the syntax for join() method-

|  |
| --- |
| str.join(sequence) |

### Parameters

**sequence** - This is a sequence of the elements to be joined.

### Return Value

This method returns a string, which is the concatenation of the strings in the sequence

**seq**. The separator between elements is the string providing this method.

### Example

The following example shows the usage of join() method.

|  |
| --- |
| #!/usr/bin/python3 s = "-"  seq = ("a", "b", "c") # This is sequence of strings.  print (s.join( seq )) |

### Result

|  |
| --- |
| a-b-c |

## String len() Method

### Description

The **len()** method returns the length of the string.

### Syntax

Following is the syntax for len() method −

|  |
| --- |
| len( str ) |

### Parameters

NA

### Return Value

This method returns the length of the string.

### Example

The following example shows the usage of len() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print ("Length of the string: ", len(str)) |

### Result

|  |
| --- |
| Length of the string: 32 |

## String ljust() Method

### Description

The method ljust() returns the string left justified in a string of length width. Padding is done using the specified fillchar (default is a space). The original string is returned if width is less than len(s).

### Syntax

Following is the syntax for ljust() method −

|  |
| --- |
| str.ljust(width[, fillchar]) |

### Parameters

* **width** - This is string length in total after padding.
* **fillchar** - This is filler character, default is a space.

### Return Value

This method returns the string left justified in a string of length width. Padding is done using the specified fillchar (default is a space). The original string is returned if width is less than len(s).

### Example

The following example shows the usage of ljust() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print str.ljust(50, '\*') |

### Result

|  |
| --- |
| this is string example wow!!!\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |

## String lower() Method

### Description

The method lower() returns a copy of the string in which all case-based characters have been lowercased.

### Syntax

Following is the syntax for lower() method −

|  |
| --- |
| str.lower() |

### Parameters

NA

### Return Value

This method returns a copy of the string in which all case-based characters have been lowercased.

### Example

The following example shows the usage of lower() method.

|  |
| --- |
| #!/usr/bin/python3  str = "THIS IS STRING EXAMPLE. WOW!!!"  print (str.lower()) |

### Result

|  |
| --- |
| this is string example wow!!! |

## String lstrip() Method

### Description

The **lstrip()** method returns a copy of the string in which all chars have been stripped from the beginning of the string (default whitespace characters).

### Syntax

Following is the syntax for lstrip() method-

|  |
| --- |
| str.lstrip([chars]) |

### Parameters

**chars** - You can supply what chars have to be trimmed.

### Return Value

This method returns a copy of the string in which all chars have been stripped from the beginning of the string (default whitespace characters).

### Example

The following example shows the usage of lstrip() method.

|  |
| --- |
| #!/usr/bin/python3  str = " this is string example wow!!!"  print (str.lstrip())  str = "\*\*\*\*\*this is string example. wow!!!\*\*\*\*\*"  print (str.lstrip('\*')) |

### Result

|  |
| --- |
| this is string example wow!!!  this is string example wow!!!\*\*\*\*\* |

## String maketrans() Method

### Description

The **maketrans()** method returns a translation table that maps each character in the intabstring into the character at the same position in the outtab string. Then this table is passed to the translate() function.

**Note:** Both intab and outtab must have the same length.

### Syntax

Following is the syntax for maketrans() method-

|  |
| --- |
| str.maketrans(intab, outtab]); |

### Parameters

* **intab** - This is the string having actual characters.
* **outtab** - This is the string having corresponding mapping character.

### Return Value

This method returns a translate table to be used translate() function.

### Example

The following example shows the usage of maketrans() method. Under this, every vowel in a string is replaced by its vowel position −

|  |
| --- |
| #!/usr/bin/python3 intab = "aeiou" |

|  |
| --- |
| outtab = "12345"  trantab = str.maketrans(intab, outtab) str = "this is string example. wow!!!"  print (str.translate(trantab)) |

### Result

|  |
| --- |
| th3s 3s str3ng 2x1mpl2 w4w!!! |

## String max() Method

### Description

The **max()** method returns the max alphabetical character from the string str.

### Syntax

Following is the syntax for max() method-

|  |
| --- |
| max(str) |

### Parameters

**str** - This is the string from which max alphabetical character needs to be returned.

### Return Value

This method returns the max alphabetical character from the string str.

### Example

The following example shows the usage of max() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is a string example. really!!!"  print ("Max character: " + max(str))  str = "this is a string example. wow!!!"  print ("Max character: " + max(str)) |

### Result

|  |
| --- |
| Max character: y Max character: x |

## String min() Method

### Description

The **min()** method returns the min alphabetical character from the string str.

### Syntax

Following is the syntax for min() method-

|  |
| --- |
| min(str) |

### Parameters

**str** - This is the string from which min alphabetical character needs to be returned.

### Return Value

This method returns the max alphabetical character from the string str.

### Example

The following example shows the usage of min() method.

|  |
| --- |
| #!/usr/bin/python3  str = ["www.SkillSigma.com"](http://www.tutorialspoint.com/) print ("Min character: " + min(str)) str = "SKILLSIGMA"  print ("Min character: " + min(str)) |

### Result

|  |
| --- |
| Min character: . Min character: A |

## String replace() Method

### Description

The **replace()** method returns a copy of the string in which the occurrences of old have been replaced with new, optionally restricting the number of replacements to max.

### Syntax

Following is the syntax for replace() method-

|  |
| --- |
| str.replace(old, new[, max]) |

### Parameters

* **old** - This is old substring to be replaced.
* **new** - This is new substring, which would replace old substring.
* **max** - If this optional argument max is given, only the first count occurrences are replaced.

### Return Value

This method returns a copy of the string with all occurrences of substring old replaced by new. If the optional argument max is given, only the first count occurrences are replaced.

### Example

The following example shows the usage of replace() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example....wow!!! this is really string" print (str.replace("is", "was"))  print (str.replace("is", "was", 3)) |

### Result

|  |
| --- |
| thwas was string example....wow!!! thwas was really string thwas was string example....wow!!! thwas is really string |

## String rfind() Method

### Description

The **rfind()** method returns the last index where the substring str is found, or -1 if no such index exists, optionally restricting the search to string[beg:end].

### Syntax

Following is the syntax for rfind() method-

|  |
| --- |
| str.rfind(str, beg=0 end=len(string)) |

### Parameters

* **str** - This specifies the string to be searched.
* **beg** - This is the starting index, by default its 0.
* **end** - This is the ending index, by default its equal to the length of the string.

### Return Value

This method returns last index if found and -1 otherwise.

### Example

The following example shows the usage of rfind() method.

|  |
| --- |
| #!/usr/bin/python3  str1 = "this is really a string example wow!!!"  str2 = "is"  print (str1.rfind(str2))  print (str1.rfind(str2, 0, 10))  print (str1.rfind(str2, 10, 0)) print (str1.find(str2))  print (str1.find(str2, 0, 10))  print (str1.find(str2, 10, 0)) |

### Result

|  |
| --- |
| 5  5  -1  2  2  -1 |

## String rindex() Method

### Description

The **rindex()** method returns the last index where the substring str is found, or raises an exception if no such index exists, optionally restricting the search to string[beg:end].

### Syntax

Following is the syntax for rindex() method-

|  |
| --- |
| str.rindex(str, beg=0 end=len(string)) |

### Parameters

* **str** - This specifies the string to be searched.
* **beg** - This is the starting index, by default its 0.
* **len** - This is ending index, by default its equal to the length of the string.

### Return Value

This method returns last index if found otherwise raises an exception if str is not found.

### Example

The following example shows the usage of rindex() method.

|  |
| --- |
| #!/usr/bin/python3  str1 = "this is really a string example. wow!!!"  str2 = "is"  print (str1.rindex(str2)) print (str1.rindex(str2,10)) |

### Result

|  |
| --- |
| 5  Traceback (most recent call last):  File "test.py", line 5, in print (str1.rindex(str2,10))  ValueError: substring not found |

## String rjust() Method

### Description

The **rjust()** method returns the string right justified in a string of length width. Padding is done using the specified fillchar (default is a space). The original string is returned if width is less than len(s).

### Syntax

Following is the syntax for rjust() method-

|  |
| --- |
| str.rjust(width[, fillchar]) |

### Parameters

* **width** - This is the string length in total after padding.
* **fillchar** - This is the filler character, default is a space.

### Return Value

This method returns the string right justified in a string of length width. Padding is done using the specified fillchar (default is a space). The original string is returned if the width is less than len(s).

### Example

The following example shows the usage of rjust() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print (str.rjust(50, '\*')) |

### Result

|  |
| --- |
| \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*this is string example wow!!! |

## String rstrip() Method

### Description

The **rstrip()** method returns a copy of the string in which all chars have been stripped from the end of the string (default whitespace characters).

### Syntax

Following is the syntax for rstrip() method-

|  |
| --- |
| str.rstrip([chars]) |

### Parameters

**chars** - You can supply what chars have to be trimmed.

### Return Value

This method returns a copy of the string in which all chars have been stripped from the end of the string (default whitespace characters).

### Example

The following example shows the usage of rstrip() method.

|  |
| --- |
| #!/usr/bin/python3  str = " this is string example....wow!!! " print (str.rstrip())  str = "\*\*\*\*\*this is string example. wow!!!\*\*\*\*\*" |

|  |
| --- |
| print (str.rstrip('\*')) |

### Result

|  |
| --- |
| this is string example wow!!!  \*\*\*\*\*this is string example. wow!!! |

## String split() Method

### Description

The **split()** method returns a list of all the words in the string, using str as the separator (splits on all whitespace if left unspecified), optionally limiting the number of splits to num.

### Syntax

Following is the syntax for split() method-

|  |
| --- |
| str.split(str="", num=string.count(str)). |

### Parameters

* **str** - This is any delimeter, by default it is space.
* **num** - this is number of lines to be made

### Return Value

This method returns a list of lines.

### Example

The following example shows the usage of split() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print (str.split( )) print (str.split('i',1))  print (str.split('w')) |

### Result

|  |
| --- |
| ['this', 'is', 'string', 'example. wow!!!']  ['th', 's is string example. wow!!!']  ['this is string example....', 'o', '!!!'] |

## String splitlines() Method

### Description

The **splitlines()** method returns a list with all the lines in string, optionally including the line breaks (if num is supplied and is true).

### Syntax

Following is the syntax for splitlines() method-

|  |
| --- |
| str.splitlines( num=string.count('\n')) |

### Parameters

**num** - This is any number, if present then it would be assumed that the line breaks need to be included in the lines.

### Return Value

This method returns true if found matching with the string otherwise false.

### Example

The following example shows the usage of splitlines() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is \nstring example \nwow!!!"  print (str.splitlines( )) |

### Result

|  |
| --- |
| ['this is ', 'string example....', 'wow!!!'] |

## String startswith() Method

### Description

The **startswith()** method checks whether the string starts with str, optionally restricting the matching with the given indices start and end.

### Syntax

Following is the syntax for startswith() method-

|  |
| --- |
| str.startswith(str, beg=0,end=len(string)); |

### Parameters

* **str** - This is the string to be checked.
* **beg** - This is the optional parameter to set start index of the matching boundary.
* **end** - This is the optional parameter to set start index of the matching boundary.

### Return Value

This method returns true if found matching with the string otherwise false.

### Example

The following example shows the usage of startswith() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print (str.startswith( 'this' )) print (str.startswith( 'string', 8 )) print (str.startswith( 'this', 2, 4 )) |

### Result

|  |
| --- |
| True True False |

## String strip() Method

### Description

The **strip()** method returns a copy of the string in which all chars have been stripped from the beginning and the end of the string (default whitespace characters).

### Syntax

Following is the syntax for strip() method −

|  |
| --- |
| str.strip([chars]); |

### Parameters

**chars** - The characters to be removed from beginning or end of the string.

### Return Value

This method returns a copy of the string in which all the chars have been stripped from the beginning and the end of the string.

### Example

The following example shows the usage of strip() method.

|  |
| --- |
| #!/usr/bin/python3  str = "\*\*\*\*\*this is string example wow!!!\*\*\*\*\*"  print (str.strip( '\*' )) |

### Result

|  |
| --- |
| this is string example wow!!! |

## String swapcase() Method

### Description

The **swapcase()** method returns a copy of the string in which all the case-based characters have had their case swapped.

### Syntax

Following is the syntax for swapcase() method-

|  |
| --- |
| str.swapcase(); |

### Parameters

NA

### Return Value

This method returns a copy of the string in which all the case-based characters have had their case swapped.

### Example

The following example shows the usage of swapcase() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print (str.swapcase())  str = "This Is String Example. WOW!!!"  print (str.swapcase()) |

### Result

|  |
| --- |
| THIS IS STRING EXAMPLE WOW!!!  tHIS iS sTRING eXAMPLE wow!!! |

## String title() Method

### Description

The **title()** method returns a copy of the string in which first characters of all the words are capitalized.

### Syntax

Following is the syntax for title() method-

|  |
| --- |
| str.title(); |

### Parameters

NA

### Return Value

This method returns a copy of the string in which first characters of all the words are capitalized.

### Example

The following example shows the usage of title() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print (str.title()) |

### Result

|  |
| --- |
| This Is String Example Wow!!! |

## String translate() Method

### Description

The method translate() returns a copy of the string in which all the characters have been translated using table (constructed with the maketrans() function in the string module), optionally deleting all characters found in the string deletechars.

### Syntax

Following is the syntax for translate() method-

|  |
| --- |
| str.translate(table[, deletechars]); |

### Parameters

* **table** - You can use the maketrans() helper function in the string module to create a translation table.
* **deletechars** - The list of characters to be removed from the source string.

### Return Value

This method returns a translated copy of the string.

### Example

The following example shows the usage of translate() method. Under this, every vowel in a string is replaced by its vowel position.

|  |
| --- |
| #!/usr/bin/python3  from string import maketrans # Required to call maketrans function. intab = "aeiou"  outtab = "12345"  trantab = maketrans(intab, outtab)  str = "this is string example. wow!!!";  print (str.translate(trantab)) |

### Result

|  |
| --- |
| th3s 3s str3ng 2x1mpl2 w4w!!! |

Following is the example to delete 'x' and 'm' characters from the string-

|  |
| --- |
| #!/usr/bin/python3  from string import maketrans # Required to call maketrans function. intab = "aeiouxm"  outtab = "1234512"  trantab = maketrans(intab, outtab)  str = "this is string example. wow!!!";  print (str.translate(trantab)) |

### Result

|  |
| --- |
| th3s 3s str3ng 21pl2. w4w!!! |

## String upper() Method

### Description

The **upper()** method returns a copy of the string in which all case-based characters have been uppercased.

### Syntax

Following is the syntax for upper() method −

|  |
| --- |
| str.upper() |

### Parameters

NA

### Return Value

This method returns a copy of the string in which all case-based characters have been uppercased.

### Example

The following example shows the usage of upper() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print ("str.upper : ",str.upper()) |

### Result

|  |
| --- |
| str.upper : THIS IS STRING EXAMPLE WOW!!! |

## String zfill() Method

### Description

The **zfill()** method pads string on the left with zeros to fill width.

### Syntax

Following is the syntax for zfill() method-

|  |
| --- |
| str.zfill(width) |

### Parameters

**width** - This is final width of the string. This is the width which we would get after filling zeros.

### Return Value

This method returns padded string.

### Example

The following example shows the usage of zfill() method.

|  |
| --- |
| #!/usr/bin/python3  str = "this is string example. wow!!!"  print ("str.zfill : ",str.zfill(40))  print ("str.zfill : ",str.zfill(50)) |

### Result

|  |
| --- |
| str.zfill : 00000000this is string example. wow!!!  str.zfill : 000000000000000000this is string example. wow!!! |

## String isdecimal() Method

### Description

The **isdecimal()** method checks whether the string consists of only decimal characters. This method are present only on unicode objects.

**Note:** Unlike in Python 2, all strings are represented as Unicode in Python 3. Given Below is an example illustrating it.

### Syntax

Following is the syntax for isdecimal() method-

|  |
| --- |
| str.isdecimal() |

### Parameters

NA

### Return Value

This method returns true if all the characters in the string are decimal, false otherwise.

### Example

The following example shows the usage of isdecimal() method.

|  |
| --- |
| #!/usr/bin/python3 str = "this2016"  print (str.isdecimal()) str = "23443434"  print (str.isdecimal()) |

### Result

|  |
| --- |
| False True |

The most basic data structure in Python is the **sequence**. Each element of a sequence is assigned a number - its position or index. The first index is zero, the second index is one, and so forth.

Python 3

Python has six built-in types of sequences, but the most common ones are lists and tuples, which we would see in this tutorial.

There are certain things you can do with all the sequence types. These operations include indexing, slicing, adding, multiplying, and checking for membership. In addition, Python has built-in functions for finding the length of a sequence and for finding its largest and smallest elements.

## Python Lists

The list is the most versatile datatype available in Python, which can be written as a list of comma-separated values (items) between square brackets. Important thing about a list is that the items in a list need not be of the same type.

Creating a list is as simple as putting different comma-separated values between square brackets. For example-

|  |
| --- |
| list1 = ['physics', 'chemistry', 1997, 2000];  list2 = [1, 2, 3, 4, 5 ];  list3 = ["a", "b", "c", "d"]; |

Similar to string indices, list indices start at 0, and lists can be sliced, concatenated and so on.

## Accessing Values in Lists

To access values in lists, use the square brackets for slicing along with the index or indices to obtain value available at that index. For example-

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'chemistry', 1997, 2000]  list2 = [1, 2, 3, 4, 5, 6, 7 ]  print ("list1[0]: ", list1[0])  print ("list2[1:5]: ", list2[1:5]) |

When the above code is executed, it produces the following result −

|  |
| --- |
| list1[0]: physics list2[1:5]: [2, 3, 4, 5] |

## Updating Lists

You can update single or multiple elements of lists by giving the slice on the left-hand side of the assignment operator, and you can add to elements in a list with the append() method. For example-

|  |
| --- |
| #!/usr/bin/python3  list = ['physics', 'chemistry', 1997, 2000] print ("Value available at index 2 : ", list[2]) list[2] = 2001  print ("New value available at index 2 : ", list[2]) |

**Note:** The append() method is discussed in the subsequent section. When the above code is executed, it produces the following result −

|  |
| --- |
| Value available at index 2 : 1997  New value available at index 2 :  2001 |

## Delete List Elements

To remove a list element, you can use either the **del** statement if you know exactly which element(s) you are deleting. You can use the remove() method if you do not know exactly which items to delete. For example-

|  |
| --- |
| #!/usr/bin/python3  list = ['physics', 'chemistry', 1997, 2000] print (list)  del list[2]  print ("After deleting value at index 2 : ", list) |

When the above code is executed, it produces the following result-

|  |
| --- |
| ['physics', 'chemistry', 1997, 2000]  After deleting value at index 2 : ['physics', 'chemistry', 2000]  **Note:** remove() method is discussed in subsequent section. |

## Basic List Operations

Lists respond to the + and \* operators much like strings; they mean concatenation and repetition here too, except that the result is a new list, not a string.

In fact, lists respond to all of the general sequence operations we used on strings in the prior chapter.

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| len([1, 2, 3]) | 3 | Length |
| [1, 2, 3] + [4, 5, 6] | [1, 2, 3, 4, 5, 6] | Concatenation |
| ['Hi!'] \* 4 | ['Hi!', 'Hi!', 'Hi!', 'Hi!'] | Repetition |
| 3 in [1, 2, 3] | True | Membership |
| for x in [1,2,3] : print (x,end=' ') | 1 2 3 | Iteration |

## Indexing, Slicing and Matrixes

Since lists are sequences, indexing and slicing work the same way for lists as they do for strings.

Assuming the following input-

|  |
| --- |
| L=['C++'', 'Java', 'Python'] |

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| L[2] | 'Python' | Offsets start at zero |
| L[-2] | 'Java' | Negative: count from the right |
| L[1:] | ['Java', 'Python'] | Slicing fetches sections |

## Built-in List Functions & Methods

Python includes the following list functions-

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | **cmp(list1, list2)**  No longer available in Python 3. |

|  |  |
| --- | --- |
| 2 | **len(list)**  Gives the total length of the list. |
| 3 | **max(list)**  Returns item from the list with max value. |
| 4 | **min(list)**  Returns item from the list with min value. |
| 5 | **list(seq)**  Converts a tuple into list. |

Let us understand the use of these functions.

## List len() Method

### Description

The **len()** method returns the number of elements in the list.

### Syntax

Following is the syntax for len() method-

|  |
| --- |
| len(list) |

### Parameters

**list** - This is a list for which, number of elements are to be counted.

### Return Value

This method returns the number of elements in the list.

### Example

The following example shows the usage of len() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'chemistry', 'maths'] print (len(list1))  list2=list(range(5)) #creates list of numbers between 0-4  print (len(list2)) |

When we run above program, it produces following result-

|  |
| --- |
| 3  5 |

## List max() Method

### Description

The **max()** method returns the elements from the list with maximum value.

### Syntax

Following is the syntax for max() method-

|  |
| --- |
| max(list) |

### Parameters

**list** - This is a list from which max valued element are to be returned.

### Return Value

This method returns the elements from the list with maximum value.

### Example

The following example shows the usage of max() method.

|  |
| --- |
| #!/usr/bin/python3  list1, list2 = ['C++','Java', 'Python'], [456, 700, 200] print ("Max value element : ", max(list1))  print ("Max value element : ", max(list2)) |

When we run above program, it produces following result-

|  |
| --- |
| Max value element : Python Max value element : 700 |

## List min() Method

### Description

The method min() returns the elements from the list with minimum value.

### Syntax

Following is the syntax for min() method-

|  |
| --- |
| min(list) |

### Parameters

**list** - This is a list from which min valued element is to be returned.

### Return Value

This method returns the elements from the list with minimum value.

### Example

|  |
| --- |
| The following example shows the usage of min() method. #!/usr/bin/python3  list1, list2 = ['C++','Java', 'Python'], [456, 700, 200] print ("min value element : ", min(list1))  print ("min value element : ", min(list2)) |

When we run above program, it produces following result-

|  |
| --- |
| min value element : C++ min value element : 200 |

## List list() Method

### Description

The **list()** method takes sequence types and converts them to lists. This is used to convert a given tuple into list.

**Note:** Tuple are very similar to lists with only difference that element values of a tuple can not be changed and tuple elements are put between parentheses instead of square bracket. This function also converts characters in a string into a list.

### Syntax

Following is the syntax for list() method-

|  |
| --- |
| list( seq ) |

### Parameters

**seq** - This is a tuple or string to be converted into list.

### Return Value

This method returns the list.

### Example

The following example shows the usage of list() method.

|  |
| --- |
| #!/usr/bin/python3  aTuple = (123, 'C++', 'Java', 'Python') list1 = list(aTuple)  print ("List elements : ", list1) str="Hello World" list2=list(str)  print ("List elements : ", list2) |

When we run above program, it produces following result-

|  |
| --- |
| List elements : [123, 'C++', 'Java', 'Python']  List elements : ['H', 'e', 'l', 'l', 'o', ' ', 'W', 'o', 'r', 'l', 'd'] |

Python includes the following list methods-

|  |  |
| --- | --- |
| **SN** | **Methods with Description** |
| 1 | **list.append(obj)**  Appends object obj to list |
| 2 | **list.count(obj)**  Returns count of how many times obj occurs in list |
| 3 | **list.extend(seq)**  Appends the contents of seq to list |
| 4 | **list.index(obj)**  Returns the lowest index in list that obj appears |
| 5 | **list.insert(index, obj)**  Inserts object obj into list at offset index |

|  |  |
| --- | --- |
| 6 | **list.pop(obj=list[-1])**  Removes and returns last object or obj from list |
| 7 | **list.remove(obj)**  Removes object obj from list |
| 8 | **list.reverse()**  Reverses objects of list in place |
| 9 | **list.sort([func])**  Sorts objects of list, use compare func if given |

## List append() Method

### Description

The **append()** method appends a passed obj into the existing list.

### Syntax

Following is the syntax for append() method-

|  |
| --- |
| list.append(obj) |

### Parameters

**obj** - This is the object to be appended in the list.

### Return Value

This method does not return any value but updates existing list.

### Example

The following example shows the usage of append() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['C++', 'Java', 'Python'] list1.append('C#')  print ("updated list : ", list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| updated list : ['C++', 'Java', 'Python', 'C#'] |

## List count() Method

### Description

The **count()** method returns count of how many times obj occurs in list.

### Syntax

Following is the syntax for count() method-

|  |
| --- |
| list.count(obj) |

### Parameters

**obj** - This is the object to be counted in the list.

### Return Value

This method returns count of how many times obj occurs in list.

### Example

The following example shows the usage of count() method.

|  |
| --- |
| #!/usr/bin/python3  aList = [123, 'xyz', 'zara', 'abc', 123]; print ("Count for 123 : ", aList.count(123))  print ("Count for zara : ", aList.count('zara')) |

When we run the above program, it produces the following result-

|  |
| --- |
| Count for 123 : 2 Count for zara : 1 |

## List extend() Method

### Description

The **extend()** method appends the contents of seq to list.

### Syntax

Following is the syntax for extend() method-

|  |
| --- |
| list.extend(seq) |

### Parameters

**seq** - This is the list of elements

### Return Value

This method does not return any value but adds the content to an existing list.

### Example

The following example shows the usage of extend() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'chemistry', 'maths'] list2=list(range(5)) #creates list of numbers between 0-4 list1.extend('Extended List :', list2)  print (list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| Extended List : ['physics', 'chemistry', 'maths', 0, 1, 2, 3, 4] |

## List index() Method

### Description

The **index()** method returns the lowest index in list that obj appears.

### Syntax

Following is the syntax for index() method-

|  |
| --- |
| list.index(obj) |

### Parameters

**obj** - This is the object to be find out.

### Return Value

This method returns index of the found object otherwise raises an exception indicating that the value is not found.

### Example

The following example shows the usage of index() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'chemistry', 'maths']  print ('Index of chemistry', list1.index('chemistry')) print ('Index of C#', list1.index('C#')) |

When we run the above program, it produces the following result-

|  |
| --- |
| Index of chemistry 1  Traceback (most recent call last):  File "test.py", line 3, in  print ('Index of C#', list1.index('C#'))  ValueError: 'C#' is not in list |

## List insert() Method

### Description

The **insert() method** inserts object obj into list at offset index.

### Syntax

Following is the syntax for insert() method-

|  |
| --- |
| list.insert(index, obj) |

### Parameters

* **index** - This is the Index where the object obj need to be inserted.
* **obj** - This is the Object to be inserted into the given list.

### Return Value

This method does not return any value but it inserts the given element at the given index.

### Example

The following example shows the usage of insert() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'chemistry', 'maths'] list1.insert(1, 'Biology')  print ('Final list : ', list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| Final list : ['physics', 'Biology', 'chemistry', 'maths'] |

## List pop() Method

### Description

The **pop()** method removes and returns last object or obj from the list.

### Syntax

Following is the syntax for pop() method-

|  |
| --- |
| list.pop(obj=list[-1]) |

### Parameters

**obj** - This is an optional parameter, index of the object to be removed from the list.

### Return Value

This method returns the removed object from the list.

### Example

The following example shows the usage of pop() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'Biology', 'chemistry', 'maths'] list1.pop()  print ("list now : ", list1) list1.pop(1)  print ("list now : ", list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| list now : ['physics', 'Biology', 'chemistry'] list now : ['physics', 'chemistry'] |

## List remove() Method

### Parameters

**obj** - This is the object to be removed from the list.

### Return Value

This method does not return any value but removes the given object from the list.

### Example

The following example shows the usage of remove() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'Biology', 'chemistry', 'maths'] list1.remove('Biology')  print ("list now : ", list1) list1.remove('maths')  print ("list now : ", list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| list now : ['physics', 'chemistry', 'maths'] list now : ['physics', 'chemistry'] |

## List reverse() Method

### Description

The **reverse()** method reverses objects of list in place.

### Syntax

Following is the syntax for reverse() method-

|  |
| --- |
| list.reverse() |

### Parameters

NA

### Return Value

This method does not return any value but reverse the given object from the list.

### Example

The following example shows the usage of reverse() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'Biology', 'chemistry', 'maths'] list1.reverse()  print ("list now : ", list1) |

When we run above program, it produces following result-

|  |
| --- |
| list now : ['maths', 'chemistry', 'Biology', 'physics'] |

## List sort() Method

### Description

The **sort()** method sorts objects of list, use compare function if given.

### Syntax

Following is the syntax for sort() method-

|  |
| --- |
| list.sort([func]) |

### Parameters

NA

### Return Value

This method does not return any value but reverses the given object from the list.

### Example

The following example shows the usage of sort() method.

|  |
| --- |
| #!/usr/bin/python3  list1 = ['physics', 'Biology', 'chemistry', 'maths'] list1.sort()  print ("list now : ", list1) |

When we run the above program, it produces the following result-

|  |
| --- |
| list now : ['Biology', 'chemistry', 'maths', 'physics'] |

A tuple is a sequence of immutable Python objects. Tuples are sequences, just like lists. The main difference between the tuples and the lists is that the tuples cannot be changed unlike lists. Tuples use parentheses, whereas lists use square brackets.

Python 3

Creating a tuple is as simple as putting different comma-separated values. Optionally, you can put these comma-separated values between parentheses also. For example-

|  |
| --- |
| tup1 = ('physics', 'chemistry', 1997, 2000)  tup2 = (1, 2, 3, 4, 5 )  tup3 = "a", "b", "c", "d" |

The empty tuple is written as two parentheses containing nothing.

|  |
| --- |
| tup1 = (); |

To write a tuple containing a single value you have to include a comma, even though there is only one value.

|  |
| --- |
| tup1 = (50,) |

Like string indices, tuple indices start at 0, and they can be sliced, concatenated, and so on.

## Accessing Values in Tuples

To access values in tuple, use the square brackets for slicing along with the index or indices to obtain the value available at that index. For example-

|  |
| --- |
| #!/usr/bin/python3  tup1 = ('physics', 'chemistry', 1997, 2000)  tup2 = (1, 2, 3, 4, 5, 6, 7 )  print ("tup1[0]: ", tup1[0])  print ("tup2[1:5]: ", tup2[1:5]) |

When the above code is executed, it produces the following result-

|  |
| --- |
| tup1[0]: physics tup2[1:5]: [2, 3, 4, 5] |

## Updating Tuples

Tuples are immutable, which means you cannot update or change the values of tuple elements. You are able to take portions of the existing tuples to create new tuples as the following example demonstrates.

|  |
| --- |
| #!/usr/bin/python3  tup1 = (12, 34.56)  tup2 = ('abc', 'xyz')  # Following action is not valid for tuples # tup1[0] = 100;  # So let's create a new tuple as follows tup3 = tup1 + tup2  print (tup3) |

When the above code is executed, it produces the following result-

|  |
| --- |
| (12, 34.56, 'abc', 'xyz') |

## Delete Tuple Elements

Removing individual tuple elements is not possible. There is, of course, nothing wrong with putting together another tuple with the undesired elements discarded.

To explicitly remove an entire tuple, just use the **del** statement. For example-

|  |
| --- |
| #!/usr/bin/python3  tup = ('physics', 'chemistry', 1997, 2000); print (tup)  del tup;  print "After deleting tup : " print tup |

This produces the following result.

**Note:** An exception is raised. This is because after **del tup,** tuple does not exist any more.

|  |
| --- |
| ('physics', 'chemistry', 1997, 2000) After deleting tup :  Traceback (most recent call last): File "test.py", line 9, in <module>  print tup; |

|  |
| --- |
| NameError: name 'tup' is not defined |

## Basic Tuples Operations

Tuples respond to the + and \* operators much like strings; they mean concatenation and repetition here too, except that the result is a new tuple, not a string.

In fact, tuples respond to all of the general sequence operations we used on strings in the previous chapter.

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| len((1, 2, 3)) | 3 | Length |
| (1, 2, 3) + (4, 5, 6) | (1, 2, 3, 4, 5, 6) | Concatenation |
| ('Hi!',) \* 4 | ('Hi!', 'Hi!', 'Hi!', 'Hi!') | Repetition |
| 3 in (1, 2, 3) | True | Membership |
| for x in (1,2,3) : print (x, end=' ') | 1 2 3 | Iteration |

## Indexing, Slicing, and Matrixes

Since tuples are sequences, indexing and slicing work the same way for tuples as they do for strings, assuming the following input-

|  |
| --- |
| T=('C++', 'Java', 'Python') |

|  |  |  |
| --- | --- | --- |
| **Python Expression** | **Results** | **Description** |
| T[2] | 'Python' | Offsets start at zero |
| T[-2] | 'Java' | Negative: count from the right |
| T[1:] | ('Java', 'Python') | Slicing fetches sections |

## No Enclosing Delimiters

No enclosing Delimiters is any set of multiple objects, comma-separated, written without identifying symbols, i.e., brackets for lists, parentheses for tuples, etc., default to tuples, as indicated in these short examples.

## Built-in Tuple Functions

Python includes the following tuple functions-

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | cmp(tuple1, tuple2)  No longer available in Python 3. |
| 2 | len(tuple)  Gives the total length of the tuple. |
| 3 | max(tuple)  Returns item from the tuple with max value. |
| 4 | min(tuple)  Returns item from the tuple with min value. |
| 5 | tuple(seq)  Converts a list into tuple. |

## Tuple len() Method

### Description

The **len()** method returns the number of elements in the tuple.

### Syntax

Following is the syntax for len() method-

|  |
| --- |
| len(tuple) |

### Parameters

**tuple** - This is a tuple for which number of elements to be counted.

### Return Value

This method returns the number of elements in the tuple.

### Example

The following example shows the usage of len() method.

|  |
| --- |
| #!/usr/bin/python3  tuple1, tuple2 = (123, 'xyz', 'zara'), (456, 'abc') print ("First tuple length : ", len(tuple1))  print ("Second tuple length : ", len(tuple2)) |

When we run above program, it produces following result-

|  |
| --- |
| First tuple length : 3 Second tuple length : 2 |

## Tuple max() Method

### Description

The **max()** method returns the elements from the tuple with maximum value.

### Syntax

Following is the syntax for max() method-

|  |
| --- |
| max(tuple) |

### Parameters

**tuple** - This is a tuple from which max valued element to be returned.

### Return Value

This method returns the elements from the tuple with maximum value.

### Example

The following example shows the usage of max() method.

|  |
| --- |
| #!/usr/bin/python3  tuple1, tuple2 = ('maths', 'che', 'phy', 'bio'), (456, 700, 200) print ("Max value element : ", max(tuple1))  print ("Max value element : ", max(tuple2)) |

When we run the above program, it produces the following result-

|  |
| --- |
| Max value element : phy Max value element : 700 |

## Tuple min() Method

### Description

The **min()** method returns the elements from the tuple with minimum value.

### Syntax

Following is the syntax for min() method-

|  |
| --- |
| min(tuple) |

### Parameters

**tuple** - This is a tuple from which min valued element is to be returned.

### Return Value

This method returns the elements from the tuple with minimum value.

### Example

The following example shows the usage of min() method.

|  |
| --- |
| #!/usr/bin/python3  tuple1, tuple2 = ('maths', 'che', 'phy', 'bio'), (456, 700, 200) print ("min value element : ", min(tuple1))  print ("min value element : ", min(tuple2)) |

When we run the above program, it produces the following result-

|  |
| --- |
| min value element : bio min value element : 200 |

## Tuple tuple() Method

### Description

The **tuple()** method converts a list of items into tuples.

### Syntax

Following is the syntax for tuple() method-

|  |
| --- |
| tuple( seq ) |

### Parameters

**seq** - This is a tuple to be converted into tuple.

### Return Value

This method returns the tuple.

### Example

The following example shows the usage of tuple() method.

|  |
| --- |
| #!/usr/bin/python3  list1= ['maths', 'che', 'phy', 'bio'] tuple1=tuple(list1)  print ("tuple elements : ", tuple1) |

When we run the above program, it produces the following result-

|  |
| --- |
| tuple elements : ('maths', 'che', 'phy', 'bio') |

Each key is separated from its value by a colon (:), the items are separated by commas, and the whole thing is enclosed in curly braces. An empty dictionary without any items is written with just two curly braces, like this: {}.
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Keys are unique within a dictionary while values may not be. The values of a dictionary can be of any type, but the keys must be of an immutable data type such as strings, numbers, or tuples.

## Accessing Values in Dictionary

To access dictionary elements, you can use the familiar square brackets along with the key to obtain its value. Following is a simple example.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'}  print ("dict['Name']: ", dict['Name'])  print ("dict['Age']: ", dict['Age']) |

When the above code is executed, it produces the following result-

|  |
| --- |
| dict['Name']: Zara dict['Age']: 7 |

If we attempt to access a data item with a key, which is not a part of the dictionary, we get an error as follows-

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'};  print "dict['Alice']: ", dict['Alice'] |

When the above code is executed, it produces the following result-

|  |
| --- |
| dict['Zara']:  Traceback (most recent call last): File "test.py", line 4, in <module>  print "dict['Alice']: ", dict['Alice'];  KeyError: 'Alice' |

## Updating Dictionary

You can update a dictionary by adding a new entry or a key-value pair, modifying an existing entry, or deleting an existing entry as shown in a simple example given below.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'} dict['Age'] = 8; # update existing entry dict['School'] = "DPS School" # Add new entry  print ("dict['Age']: ", dict['Age'])  print ("dict['School']: ", dict['School']) |

When the above code is executed, it produces the following result-

|  |
| --- |
| dict['Age']: 8 dict['School']: DPS School |

## Delete Dictionary Elements

You can either remove individual dictionary elements or clear the entire contents of a dictionary. You can also delete entire dictionary in a single operation.

To explicitly remove an entire dictionary, just use the **del** statement. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7, 'Class': 'First'}  del dict['Name'] # remove entry with key 'Name' dict.clear() # remove all entries in dict del dict # delete entire dictionary  print ("dict['Age']: ", dict['Age'])  print ("dict['School']: ", dict['School']) |

This produces the following result.

**Note**: An exception is raised because after **del dict,** the dictionary does not exist anymore.

|  |
| --- |
| dict['Age']:  Traceback (most recent call last): File "test.py", line 8, in <module> |

|  |
| --- |
| print "dict['Age']: ", dict['Age']; TypeError: 'type' object is unsubscriptable |

**Note:** The del() method is discussed in subsequent section.

## Properties of Dictionary Keys

Dictionary values have no restrictions. They can be any arbitrary Python object, either standard objects or user-defined objects. However, same is not true for the keys.

There are two important points to remember about dictionary keys-

1. More than one entry per key is not allowed. This means no duplicate key is allowed. When duplicate keys are encountered during assignment, the last assignment wins. For example-

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7, 'Name': 'Manni'}  print ("dict['Name']: ", dict['Name']) |

When the above code is executed, it produces the following result-

|  |
| --- |
| dict['Name']: Manni |

1. Keys must be immutable. This means you can use strings, numbers or tuples as dictionary keys but something like ['key'] is not allowed. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  dict = {['Name']: 'Zara', 'Age': 7}  print ("dict['Name']: ", dict['Name']) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Traceback (most recent call last): File "test.py", line 3, in <module>  dict = {['Name']: 'Zara', 'Age': 7}  TypeError: list objects are unhashable |

## Built-in Dictionary Functions & Methods

Python includes the following dictionary functions-

|  |  |
| --- | --- |
| **SN** | **Functions with Description** |
| 1 | **cmp(dict1, dict2)**  No longer available in Python 3. |
| 2 | **len(dict)**  Gives the total length of the dictionary. This would be equal to the number of items in the dictionary. |
| 3 | **str(dict)**  Produces a printable string representation of a dictionary. |
| 4 | **type(variable)**  Returns the type of the passed variable. If passed variable is dictionary, then it would return a dictionary type. |

## Dictionary len() Method

### DescriptionThe method len() gives the total length of the dictionary. This would be equal to the number of items in the dictionary.

### Syntax

Following is the syntax for len() method-

|  |
| --- |
| len(dict) |

### Parameters

**dict** - This is the dictionary, whose length needs to be calculated.

### Return Value

This method returns the length.

### Example

The following example shows the usage of len() method.

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| dict = {'Name': 'Manni', 'Age': 7, 'Class': 'First'} print ("Length : %d" % len (dict)) |

When we run the above program, it produces the following result-

|  |
| --- |
| Length : 3 |

## Dictionary str() Method

### Description

The method **str()** produces a printable string representation of a dictionary.

### Syntax

Following is the syntax for str() method −

|  |
| --- |
| str(dict) |

### Parameters

**dict** - This is the dictionary.

### Return Value

This method returns string representation.

### Example

The following example shows the usage of str() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Manni', 'Age': 7, 'Class': 'First'} print ("Equivalent String : %s" % str (dict)) |

When we run the above program, it produces the following result-

|  |
| --- |
| Equivalent String : {'Name': 'Manni', 'Age': 7, 'Class': 'First'} |

## Dictionary type() Method

### Description

The method **type()** returns the type of the passed variable. If passed variable is dictionary then it would return a dictionary type.

### Syntax

Following is the syntax for type() method-

|  |
| --- |
| type(dict) |

### Parameters

**dict** - This is the dictionary.

### Return Value

This method returns the type of the passed variable.

### Example

The following example shows the usage of type() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Manni', 'Age': 7, 'Class': 'First'} print ("Variable Type : %s" % type (dict)) |

When we run the above program, it produces the following result-

|  |
| --- |
| Variable Type : <type 'dict'> |

Python includes the following dictionary methods-

|  |  |
| --- | --- |
| **SN** | **Methods with Description** |
| 1 | **dict.clear()**  Removes all elements of dictionary *dict.* |
| 2 | **dict.copy()**  Returns a shallow copy of dictionary *dict.* |
| 3 | **dict.fromkeys()**  Create a new dictionary with keys from seq and values *set* to *value*. |
| 4 | **dict.get(key, default=None)**  For *key* key, returns value or default if key not in dictionary. |

|  |  |
| --- | --- |
| 5 | **dict.has\_key(key)**  Removed, use the **in** operation instead. |
| 6 | **dict.items()**  Returns a list of *dict*'s (key, value) tuple pairs. |
| 7 | **dict.keys()**  Returns list of dictionary dict's keys. |
| 8 | **dict.setdefault(key, default=None)**  Similar to get(), but will set dict[key]=default if *key* is not already in dict. |
| 9 | **dict.update(dict2)**  Adds dictionary *dict2*'s key-values pairs to *dict.* |
| 10 | **dict.values()**  Returns list of dictionary *dict*'s values. |

## Dictionary clear() Method

### Description

The method **clear()** removes all items from the dictionary.

### Syntax

Following is the syntax for clear() method-

|  |
| --- |
| dict.clear() |

### Parameters

NA

### Return Value

This method does not return any value.

### Example

The following example shows the usage of clear() method.

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| dict = {'Name': 'Zara', 'Age': 7} print ("Start Len : %d" % len(dict)) dict.clear()  print ("End Len : %d" % len(dict)) |

When we run the above program, it produces the following result-

|  |
| --- |
| Start Len : 2 End Len : 0 |

## Dictionary copy() Method

### Description

The method **copy()** returns a shallow copy of the dictionary.

### Syntax

Following is the syntax for copy() method-

|  |
| --- |
| dict.copy() |

### Parameters

NA

### Return Value

This method returns a shallow copy of the dictionary.

### Example

The following example shows the usage of copy() method.

|  |
| --- |
| #!/usr/bin/python3  dict1 = {'Name': 'Manni', 'Age': 7, 'Class': 'First'} dict2 = dict1.copy()  print ("New Dictionary : ",dict2) |

When we run the above program, it produces following result-

|  |
| --- |
| New dictionary : {'Name': 'Manni', 'Age': 7, 'Class': 'First'} |

## Dictionary fromkeys() Method

### Description

The method fromkeys() creates a new dictionary with keys from seq and values set to value.

### Syntax

Following is the syntax for fromkeys() method-

|  |
| --- |
| dict.fromkeys(seq[, value])) |

### Parameters

* + **seq** - This is the list of values which would be used for dictionary keys preparation.
  + **value** - This is optional, if provided then value would be set to this value

### Return Value

This method returns the list.

### Example

The following example shows the usage of fromkeys() method.

|  |
| --- |
| #!/usr/bin/python3  seq = ('name', 'age', 'sex') dict = dict.fromkeys(seq)  print ("New Dictionary : %s" % str(dict)) dict = dict.fromkeys(seq, 10)  print ("New Dictionary : %s" % str(dict)) |

When we run the above program, it produces the following result-

|  |
| --- |
| New Dictionary : {'age': None, 'name': None, 'sex': None} New Dictionary : {'age': 10, 'name': 10, 'sex': 10} |

## Dictionary get() Method

### Description

The method **get()** returns a value for the given key. If the key is not available then returns default value None.

### Syntax

Following is the syntax for get() method-

|  |
| --- |
| dict.get(key, default=None) |

### Parameters

* + **key** - This is the Key to be searched in the dictionary.
  + **default** - This is the Value to be returned in case key does not exist.

### Return Value

This method returns a value for the given key. If the key is not available, then returns default value as None.

### Example

The following example shows the usage of get() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 27}  print ("Value : %s" % dict.get('Age'))  print ("Value : %s" % dict.get('Sex', "NA")) |

When we run the above program, it produces the following result-

|  |
| --- |
| Value : 27 Value : NA |

## Dictionary items() Method

### Description

The method items() returns a list of dict's (key, value) tuple pairs.

### Syntax

Following is the syntax for items() method-

|  |
| --- |
| dict.items() |

### Parameters

NA

### Return Value

This method returns a list of tuple pairs.

### Example

The following example shows the usage of items() method.

|  |
| --- |
| #!/usr/bin/python  dict = {'Name': 'Zara', 'Age': 7} print ("Value : %s" % dict.items()) |

When we run the above program, it produces the following result-

|  |
| --- |
| Value : [('Age', 7), ('Name', 'Zara')] |

## Dictionary keys() Method

### Description

The method **keys()** returns a list of all the available keys in the dictionary.

### Syntax

Following is the syntax for keys() method-

|  |
| --- |
| dict.keys() |

### Parameters

NA

### Return Value

This method returns a list of all the available keys in the dictionary.

### Example

The following example shows the usage of keys() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7} print ("Value : %s" % dict.keys()) |

When we run the above program, it produces the following result-

|  |
| --- |
| Value : ['Age', 'Name'] |

## Dictionary setdefault() Method

### Description

The method setdefault() is similar to get(), but will set dict[key]=default if the key is not already in dict.

### Syntax

Following is the syntax for setdefault() method-

|  |
| --- |
| dict.setdefault(key, default=None) |

### Parameters

* + **key** - This is the key to be searched.
  + **default** - This is the Value to be returned in case key is not found.

### Return Value

This method returns the key value available in the dictionary and if given key is not available then it will return provided default value.

### Example

The following example shows the usage of setdefault() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7}  print ("Value : %s" % dict.setdefault('Age', None)) print ("Value : %s" % dict.setdefault('Sex', None))  print (dict) |

When we run the above program, it produces the following result-

|  |
| --- |
| Value : 7 Value : None  {'Name': 'Zara', 'Sex': None, 'Age': 7} |

## Dictionary update() Method

### Description

The method **update()** adds dictionary dict2's key-values pairs in to dict. This function does not return anything.

### Syntax

Following is the syntax for update() method-

|  |
| --- |
| dict.update(dict2) |

### Parameters

**dict2** - This is the dictionary to be added into dict.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of update() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Name': 'Zara', 'Age': 7} dict2 = {'Sex': 'female' } dict.update(dict2)  print ("updated dict : ", dict) |

When we run the above program, it produces the following result-

|  |
| --- |
| updated dict : {'Sex': 'female', 'Age': 7, 'Name': 'Zara'} |

## Dictionary values() Method

### Description

The method **values()** returns a list of all the values available in a given dictionary.

### Syntax

Following is the syntax for values() method-

|  |
| --- |
| dict.values() |

### Parameters

NA

### Return Value

This method returns a list of all the values available in a given dictionary.

### Example

The following example shows the usage of values() method.

|  |
| --- |
| #!/usr/bin/python3  dict = {'Sex': 'female', 'Age': 7, 'Name': 'Zara'} |

|  |
| --- |
| print ("Values : ", list(dict.values())) |

When we run above program, it produces following result-

|  |
| --- |
| Values : ['female', 7, 'Zara'] |

A Python program can handle date and time in several ways. Converting between date formats is a common chore for computers. Python's time and calendar modules help track dates and times.
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## What is Tick?

Time intervals are floating-point numbers in units of seconds. Particular instants in time are expressed in seconds since 12:00am, January 1, 1970(epoch).

There is a popular **time** module available in Python, which provides functions for working with times, and for converting between representations. The function **time.time()** returns the current system time in ticks since 12:00am, January 1, 1970(epoch).

### Example

|  |
| --- |
| #!/usr/bin/python3  import time; # This is required to include time module.  ticks = time.time()  print ("Number of ticks since 12:00am, January 1, 1970:", ticks) |

This would produce a result something as follows-

|  |
| --- |
| Number of ticks since 12:00am, January 1, 1970: 1455508609.34375 |

Date arithmetic is easy to do with ticks. However, dates before the epoch cannot be represented in this form. Dates in the far future also cannot be represented this way - the cutoff point is sometime in 2038 for UNIX and Windows.

## What is TimeTuple?

Many of the Python's time functions handle time as a tuple of 9 numbers, as shown below-

|  |  |  |
| --- | --- | --- |
| **Index** | **Field** | **Values** |
| 0 | 4-digit year | 2016 |
| 1 | Month | 1 to 12 |
| 2 | Day | 1 to 31 |

|  |  |  |
| --- | --- | --- |
| 3 | Hour | 0 to 23 |
| 4 | Minute | 0 to 59 |
| 5 | Second | 0 to 61 (60 or 61 are leap-seconds) |
| 6 | Day of Week | 0 to 6 (0 is Monday) |
| 7 | Day of year | 1 to 366 (Julian day) |
| 8 | Daylight savings | -1, 0, 1, -1 means library determines DST |

For Example-

|  |
| --- |
| >>>import time  >>> print (time.localtime()) |

This would produce a result as follows-

|  |
| --- |
| time.struct\_time(tm\_year=2016, tm\_mon=2, tm\_mday=15, tm\_hour=9, tm\_min=29, tm\_sec=2, tm\_wday=0, tm\_yday=46, tm\_isdst=0) |

The above tuple is equivalent to **struct\_time** structure. This structure has the following attributes-

|  |  |  |
| --- | --- | --- |
| **Index** | **Attributes** | **Values** |
| 0 | tm\_year | 2016 |
| 1 | tm\_mon | 1 to 12 |
| 2 | tm\_mday | 1 to 31 |
| 3 | tm\_hour | 0 to 23 |
| 4 | tm\_min | 0 to 59 |
| 5 | tm\_sec | 0 to 61 (60 or 61 are leap-seconds) |
| 6 | tm\_wday | 0 to 6 (0 is Monday) |

|  |  |  |
| --- | --- | --- |
| 7 | tm\_yday | 1 to 366 (Julian day) |
| 8 | tm\_isdst | -1, 0, 1, -1 means library determines DST |

## Getting current time

To translate a time instant from **seconds** since the epoch floating-point value into a time- tuple, pass the floating-point value to a function (e.g., localtime) that returns a time-tuple with all valid nine items.

|  |
| --- |
| #!/usr/bin/python3 import time  localtime = time.localtime(time.time()) print ("Local current time :", localtime) |

This would produce the following result, which could be formatted in any other presentable form-

|  |
| --- |
| Local current time : time.struct\_time(tm\_year=2016, tm\_mon=2, tm\_mday=15, tm\_hour=9, tm\_min=29, tm\_sec=2, tm\_wday=0, tm\_yday=46, tm\_isdst=0) |

## Getting formatted time

You can format any time as per your requirement, but a simple method to get time in a readable format is **asctime()** −

|  |
| --- |
| #!/usr/bin/python3 import time  localtime = time.asctime( time.localtime(time.time()) ) print ("Local current time :", localtime) |

This would produce the following result-

|  |
| --- |
| Local current time : Mon Feb 15 09:34:03 2016 |

## Getting calendar for a month

The calendar module gives a wide range of methods to play with yearly and monthly calendars. Here, we print a calendar for a given month ( Jan 2008 ).

|  |
| --- |
| #!/usr/bin/python3 import calendar |

|  |
| --- |
| cal = calendar.month(2016, 2)  print ("Here is the calendar:") print (cal) |

This would produce the following result-

|  |
| --- |
| Here is the calendar: February 2016  Mo Tu We Th Fr Sa Su 1 2 3 4 5 6 7  8 9 10 11 12 13 14  15 16 17 18 19 20 21  22 23 24 25 26 27 28  29 |

## The time Module

There is a popular **time** module available in Python, which provides functions for working with times and for converting between representations. Here is the list of all available methods.

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | **time.altzone**  The offset of the local DST timezone, in seconds west of UTC, if one is defined. This is negative if the local DST timezone is east of UTC (as in Western Europe, including the UK). Use this if the daylight is nonzero. |
| 2 | **time.asctime([tupletime])**  Accepts a time-tuple and returns a readable 24-character string such as 'Tue Dec 11 18:07:14 2008'. |
| 3 | **time.clock( )**  Returns the current CPU time as a floating-point number of seconds. To measure computational costs of different approaches, the value of time.clock is more useful than that of time.time(). |
| 4 | **time.ctime([secs])**  Like asctime(localtime(secs)) and without arguments is like asctime( ) |

|  |  |
| --- | --- |
| 5 | **time.gmtime([secs])**  Accepts an instant expressed in seconds since the epoch and returns a time-tuple t with the UTC time. Note : t.tm\_isdst is always 0 |
| 6 | **time.localtime([secs])**  Accepts an instant expressed in seconds since the epoch and returns a time-tuple t with the local time (t.tm\_isdst is 0 or 1, depending on whether DST applies to instant secs by local rules). |
| 7 | **time.mktime(tupletime)**  Accepts an instant expressed as a time-tuple in local time and returns a floating- point value with the instant expressed in seconds since the epoch. |
| 8 | **time.sleep(secs)**  Suspends the calling thread for secs seconds. |
| 9 | **time.strftime(fmt[,tupletime])**  Accepts an instant expressed as a time-tuple in local time and returns a string representing the instant as specified by string fmt. |
| 10 | **time.strptime(str,fmt='%a %b %d %H:%M:%S %Y')**  Parses str according to format string fmt and returns the instant in time-tuple format. |
| 11 | **time.time( )**  Returns the current time instant, a floating-point number of seconds since the epoch. |
| 12 | **time.tzset()**  Resets the time conversion rules used by the library routines. The environment variable TZ specifies how this is done. |

Let us go through the functions briefly-

## Time altzone() Method

### Description

The method **altzone()** is the attribute of the time module. This returns the offset of the local DST timezone, in seconds west of UTC, if one is defined. This is negative if the local

DST timezone is east of UTC (as in Western Europe, including the UK). Only use this if daylight is nonzero.

### Syntax

Following is the syntax for altzone() method-

|  |
| --- |
| time.altzone |

### Parameters

NA

### Return Value

This method returns the offset of the local DST timezone, in seconds west of UTC, if one is defined.

### Example

The following example shows the usage of altzone() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("time.altzone : ", time.altzone) |

When we run the above program, it produces the following result-

|  |
| --- |
| time.altzone : -23400 |

## Time asctime() Method

### Description

The method asctime() converts a tuple or struct\_time representing a time as returned by gmtime() or localtime() to a 24-character string of the following form: 'Tue Feb 17 23:21:05 2009'.

### Syntax

Following is the syntax for asctime() method-

|  |
| --- |
| time.asctime([t])) |

### Parameters

**t** - This is a tuple of 9 elements or struct\_time representing a time as returned by gmtime() or localtime() function.

### Return Value

This method returns 24-character string of the following form: 'Tue Feb 17 23:21:05 2009'.

### Example

The following example shows the usage of asctime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  t = time.localtime()  print ("asctime : ",time.asctime(t)) |

When we run the above program, it produces the following result-

|  |
| --- |
| asctime : Mon Feb 15 09:46:24 2016 |

## Time clock() Method

### Description

The method **clock()** returns the current processor time as a floating point number expressed in seconds on Unix. The precision depends on that of the C function of the same name, but in any case, this is the function to use for benchmarking Python or timing algorithms.

On Windows, this function returns wall-clock seconds elapsed since the first call to this function, as a floating point number, based on the Win32 function QueryPerformanceCounter.

### Syntax

Following is the syntax for clock() method-

|  |
| --- |
| time.clock() |

### Parameters

NA

### Return Value

This method returns the current processor time as a floating point number expressed in seconds on Unix and in Windows it returns wall-clock seconds elapsed since the first call to this function, as a floating point number.

### Example

The following example shows the usage of clock() method.

|  |
| --- |
| #!/usr/bin/python3 import time  def procedure(): time.sleep(2.5)  # measure process time t0 = time.clock() procedure()  print (time.clock() - t0, "seconds process time") # measure wall time  t0 = time.time() procedure()  print (time.time() - t0, "seconds wall time") |

When we run the above program, it produces the following result-

|  |
| --- |
| 2.4993855364299096 seconds process time  2.5 seconds wall time |

**Note**: Not all systems can measure the true process time. On such systems (including Windows), clock usually measures the wall time since the program was started.

## Time ctime() Method

### Description

The method ctime() converts a time expressed in seconds since the epoch to a string representing local time. If secs is not provided or None, the current time as returned by time() is used. This function is equivalent to asctime(localtime(secs)). Locale information is not used by ctime().

### Syntax

Following is the syntax for ctime() method-

|  |
| --- |
| time.ctime([ sec ]) |

### Parameters

**sec** - These are the number of seconds to be converted into string representation.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of ctime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("ctime : ", time.ctime()) |

When we run the above program, it produces the following result-

|  |
| --- |
| ctime : Mon Feb 15 09:55:34 2016 |

## Time gmtime() Method

### Description

The method gmtime() converts a time expressed in seconds since the epoch to a struct\_time in UTC in which the dst flag is always zero. If secs is not provided or None, the current time as returned by time() is used.

### Syntax

Following is the syntax for gmtime() method-

|  |
| --- |
| time.gmtime([ sec ]) |

### Parameters

**sec** - These are the number of seconds to be converted into structure struct\_time representation.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of gmtime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("gmtime :", time.gmtime(1455508609.34375)) |

When we run the above program, it produces the following result-

|  |
| --- |
| gmtime : time.struct\_time(tm\_year=2016, tm\_mon=2, tm\_mday=15, tm\_hour=3, tm\_min=56, tm\_sec=49, tm\_wday=0, tm\_yday=46, tm\_isdst=0) |

## Time localtime() Method

### Description

The method localtime() is similar to gmtime() but it converts number of seconds to local time. If secs is not provided or None, the current time as returned by time() is used. The dst flag is set to 1 when DST applies to the given time.

### Syntax

Following is the syntax for localtime() method-

|  |
| --- |
| time.localtime([ sec ]) |

### Parameters

**sec** - These are the number of seconds to be converted into structure struct\_time representation.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of localtime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("time.localtime() : %s" , time.localtime()) |

When we run the above program, it produces the following result-

|  |
| --- |
| time.localtime() : time.struct\_time(tm\_year=2016, tm\_mon=2, tm\_mday=15, tm\_hour=10, tm\_min=13, tm\_sec=50, tm\_wday=0, tm\_yday=46, tm\_isdst=0) |

## Time mktime() Method

### Description

The method mktime() is the inverse function of localtime(). Its argument is the struct\_time or full 9-tuple and it returns a floating point number, for compatibility with time().

If the input value cannot be represented as a valid time, either OverflowError or ValueError will be raised.

### Syntax

Following is the syntax for mktime() method-

|  |
| --- |
| time.mktime(t) |

### Parameters

**t** - This is the struct\_time or full 9-tuple.

### Return Value

This method returns a floating point number, for compatibility with time().

### Example

The following example shows the usage of mktime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  t = (2016, 2, 15, 10, 13, 38, 1, 48, 0)  d=time.mktime(t)  print ("time.mktime(t) : %f" % d)  print ("asctime(localtime(secs)): %s" % time.asctime(time.localtime(d))) |

When we run the above program, it produces the following result-

|  |
| --- |
| time.mktime(t) : 1455511418.000000  asctime(localtime(secs)): Mon Feb 15 10:13:38 2016 |

## Time sleep() Method

### Description

The method **sleep()** suspends execution for the given number of seconds. The argument may be a floating point number to indicate a more precise sleep time.

The actual suspension time may be less than that requested because any caught signal will terminate the sleep() following execution of that signal's catching routine.

### Syntax

Following is the syntax for sleep() method-

|  |
| --- |
| time.sleep(t) |

### Parameters

**t** - This is the number of seconds for which the execution is to be suspended.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of sleep() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("Start : %s" % time.ctime()) time.sleep( 5 )  print ("End : %s" % time.ctime()) |

When we run the above program, it produces the following result-

|  |
| --- |
| Start : Mon Feb 15 12:08:42 2016  End : Mon Feb 15 12:08:47 2016 |

## Time strftime() Method

### Description

The method **strftime()** converts a tuple or struct\_time representing a time as returned by gmtime() or localtime() to a string as specified by the format argument.

If t is not provided, the current time as returned by localtime() is used. The format must be a string. An exception ValueError is raised if any field in t is outside of the allowed range.

### Syntax

Following is the syntax for strftime() method-

|  |
| --- |
| time.strftime(format[, t]) |

### Parameters

* + **t** - This is the time in number of seconds to be formatted.
  + **format** - This is the directive which would be used to format given time.

The following directives can be embedded in the format string-

### Directive

* + %a - abbreviated weekday name
  + %A - full weekday name
  + %b - abbreviated month name
  + %B - full month name
  + %c - preferred date and time representation
  + %C - century number (the year divided by 100, range 00 to 99)
  + %d - day of the month (01 to 31)
  + %D - same as %m/%d/%y
  + %e - day of the month (1 to 31)
  + %g - like %G, but without the century
  + %G - 4-digit year corresponding to the ISO week number (see %V).
  + %h - same as %b
  + %H - hour, using a 24-hour clock (00 to 23)
  + %I - hour, using a 12-hour clock (01 to 12)
  + %j - day of the year (001 to 366)
  + %m - month (01 to 12)
  + %M - minute
  + %n - newline character
  + %p - either am or pm according to the given time value
  + %r - time in a.m. and p.m. notation
  + %R - time in 24 hour notation
  + %S - second
  + %t - tab character
  + %T - current time, equal to %H:%M:%S
  + %u - weekday as a number (1 to 7), Monday=1. Warning: In Sun Solaris Sunday=1
  + %U - week number of the current year, starting with the first Sunday as the first day of the first week
  + %V - The ISO 8601 week number of the current year (01 to 53), where week 1 is the first week that has at least 4 days in the current year, and with Monday as the first day of the week
  + %W - week number of the current year, starting with the first Monday as the first day of the first week
  + %w - day of the week as a decimal, Sunday=0
  + %x - preferred date representation without the time
  + %X - preferred time representation without the date
  + %y - year without a century (range 00 to 99)
  + %Y - year including the century
  + %Z or %z - time zone or name or abbreviation
  + %% - a literal % character

### Return Value

This method does not return any value.

### Example

The following example shows the usage of strftime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  t = (2015, 12, 31, 10, 39, 45, 1, 48, 0)  t = time.mktime(t)  print (time.strftime("%b %d %Y %H:%M:%S", time.localtime(t))) |

When we run the above program, it produces the following result-

|  |
| --- |
| Dec 31 2015 10:39:45 |

## Time strptime() Method

### Description

The method strptime() parses a string representing a time according to a format. The return value is a struct\_time as returned by gmtime() or localtime().

The format parameter uses the same directives as those used by strftime(); it defaults to "%a %b %d %H:%M:%S %Y" which matches the formatting returned by ctime().

If string cannot be parsed according to format, or if it has excess data after parsing, ValueError is raised.

### Syntax

Following is the syntax for strptime() method-

|  |
| --- |
| time.strptime(string[, format]) |

### Parameters

* + **string** - This is the time in string format which would be parsed based on the given format.
  + **format** - This is the directive which would be used to parse the given string.

### Directive

The following directives can be embedded in the format string-

* + %a - abbreviated weekday name
  + %A - full weekday name
  + %b - abbreviated month name
  + %B - full month name
  + %c - preferred date and time representation
  + %C - century number (the year divided by 100, range 00 to 99)
  + %d - day of the month (01 to 31)
  + %D - same as %m/%d/%y
  + %e - day of the month (1 to 31)
  + %g - like %G, but without the century
  + %G - 4-digit year corresponding to the ISO week number (see %V).
  + %h - same as %b
  + %H - hour, using a 24-hour clock (00 to 23)
  + %I - hour, using a 12-hour clock (01 to 12)
  + %j - day of the year (001 to 366)
  + %m - month (01 to 12)
  + %M - minute
  + %n - newline character
  + %p - either am or pm according to the given time value
  + %r - time in a.m. and p.m. notation
  + %R - time in 24 hour notation
  + %S - second
  + %t - tab character
  + %T - current time, equal to %H:%M:%S
  + %u - weekday as a number (1 to 7), Monday=1. Warning: In Sun Solaris Sunday=1
  + %U - week number of the current year, starting with the first Sunday as the first day of the first week
  + %V - The ISO 8601 week number of the current year (01 to 53), where week 1 is the first week that has at least 4 days in the current year, and with Monday as the first day of the week
  + %W - week number of the current year, starting with the first Monday as the first day of the first week
  + %w - day of the week as a decimal, Sunday=0
  + %x - preferred date representation without the time
  + %X - preferred time representation without the date
  + %y - year without a century (range 00 to 99)
  + %Y - year including the century
  + %Z or %z - time zone or name or abbreviation
  + %% - a literal % character

### Return Value

This return value is struct\_time as returned by gmtime() or localtime().

### Example

The following example shows the usage of strptime() method.

|  |
| --- |
| #!/usr/bin/python3 import time  struct\_time = time.strptime("30 12 2015", "%d %m %Y")  print ("tuple : ", struct\_time) |

When we run the above program, it produces the following result-

|  |
| --- |
| tuple : time.struct\_time(tm\_year=2015, tm\_mon=12, tm\_mday=30, tm\_hour=0, tm\_min=0, tm\_sec=0, tm\_wday=2, tm\_yday=364, tm\_isdst=-1) |

## Time time() Method

### Description

The method time() returns the time as a floating point number expressed in seconds since the epoch, in UTC.

**Note:** Even though the time is always returned as a floating point number, not all systems provide time with a better precision than 1 second. While this function normally returns non-decreasing values, it can return a lower value than a previous call if the system clock has been set back between the two calls.

### Syntax

Following is the syntax for time() method-

|  |
| --- |
| time.time() |

### Parameters

NA

### Return Value

This method returns the time as a floating point number expressed in seconds since the epoch, in UTC.

### Example

The following example shows the usage of time() method.

|  |
| --- |
| #!/usr/bin/python3 import time  print ("time.time(): %f " % time.time()) print (time.localtime( time.time() ))  print (time.asctime( time.localtime(time.time()) )) |

When we run the above program, it produces the following result-

|  |
| --- |
| time.time(): 1455519806.011433  time.struct\_time(tm\_year=2016, tm\_mon=2, tm\_mday=15, tm\_hour=12, tm\_min=33, tm\_sec=26, tm\_wday=0, tm\_yday=46, tm\_isdst=0)  Mon Feb 15 12:33:26 2016 |

## Time tzset() Method

### Description

The method **tzset()** resets the time conversion rules used by the library routines. The environment variable TZ specifies how this is done.

The standard format of the TZ environment variable is (whitespace added for clarity)-

|  |
| --- |
| std offset [dst [offset [,start[/time], end[/time]]]] |

* **std and dst:** Three or more alphanumerics giving the timezone abbreviations. These will be propagated into time.tzname.
* **offset:** The offset has the form: .hh[:mm[:ss]]. This indicates the value added the local time to arrive at UTC. If preceded by a '-', the timezone is east of the Prime Meridian; otherwise, it is west. If no offset follows dst, summer time is assumed to be one hour ahead of standard time.
* **start[/time], end[/time]:** Indicates when to change to and back from DST. The format of the start and end dates are one of the following:
  + **Jn**: The Julian day n (1 <= n <= 365). Leap days are not counted, so in all years February 28 is day 59 and March 1 is day 60.
  + **n**: The zero-based Julian day (0 <= n <= 365). Leap days are counted, and it is possible to refer to February 29.
  + **Mm.n.d**: The d'th day (0 <= d <= 6) or week n of month m of the year (1 <= n

<= 5, 1 <= m <= 12, where week 5 means 'the last d day in month m' which may occur in either the fourth or the fifth week). Week 1 is the first week in which the d'th day occurs. Day zero is Sunday.

* + **time**: This has the same format as offset except that no leading sign ('-' or '+') is allowed. The default, if time is not given, is 02:00:00.

### Syntax

Following is the syntax for tzset() method-

|  |
| --- |
| time.tzset() |

### Parameters

NA

### Return Value

This method does not return any value.

### Example

The following example shows the usage of tzset() method.

|  |
| --- |
| #!/usr/bin/python3 import time import os  os.environ['TZ'] = 'EST+05EDT,M4.1.0,M10.5.0'  time.tzset()  print time.strftime('%X %x %Z')  os.environ['TZ'] = 'AEST-10AEDT-11,M10.5.0,M3.5.0'  time.tzset()  print time.strftime('%X %x %Z') |

When we run the above program, it produces the following result-

|  |
| --- |
| 13:00:40 02/17/09 EST  05:00:40 02/18/09 AEDT |

There are two important attributes available with time module. They are-

|  |  |
| --- | --- |
| **SN** | **Attribute with Description** |
| 1 | **time.timezone**  Attribute time.timezone is the offset in seconds of the local time zone (without DST) from UTC (>0 in the Americas; <=0 in most of Europe, Asia, Africa). |
| 2 | **time.tzname**  Attribute time.tzname is a pair of locale-dependent strings, which are the names of the local time zone without and with DST, respectively. |

## The calendar Module

The calendar module supplies calendar-related functions, including functions to print a text calendar for a given month or year.

By default, calendar takes Monday as the first day of the week and Sunday as the last one. To change this, call the **calendar.setfirstweekday()** function.

Here is a list of functions available with the **calendar** module-

|  |  |
| --- | --- |
| **SN** | **Function with Description** |
| 1 | **calendar.calendar(year,w=2,l=1,c=6)**  Returns a multiline string with a calendar for year year formatted into three columns separated by c spaces. w is the width in characters of each date; each line has length 21\*w+18+2\*c. l is the number of lines for each week. |

|  |  |
| --- | --- |
| 2 | **calendar.firstweekday( )**  Returns the current setting for the weekday that starts each week. By default, when calendar is first imported, this is 0, meaning Monday. |
| 3 | **calendar.isleap(year)**  Returns True if year is a leap year; otherwise, False. |
| 4 | **calendar.leapdays(y1,y2)**  Returns the total number of leap days in the years within range(y1,y2). |
| 5 | **calendar.month(year,month,w=2,l=1)**  Returns a multiline string with a calendar for month month of year year, one line per week plus two header lines. w is the width in characters of each date; each line has length 7\*w+6. l is the number of lines for each week. |
| 6 | **calendar.monthcalendar(year,month)**  Returns a list of lists of ints. Each sublist denotes a week. Days outside month month of year year are set to 0; days within the month are set to their day-of- month, 1 and up. |
| 7 | **calendar.monthrange(year,month)**  Returns two integers. The first one is the code of the weekday for the first day of the month month in year year; the second one is the number of days in the month. Weekday codes are 0 (Monday) to 6 (Sunday); month numbers are 1 to 12. |
| 8 | **calendar.prcal(year,w=2,l=1,c=6)**  Like print calendar.calendar(year,w,l,c). |
| 9 | **calendar.prmonth(year,month,w=2,l=1)**  Like print calendar.month(year,month,w,l). |
| 10 | **calendar.setfirstweekday(weekday)**  Sets the first day of each week to weekday code weekday. Weekday codes are 0 (Monday) to 6 (Sunday). |
| 11 | **calendar.timegm(tupletime)**  The inverse of time.gmtime: accepts a time instant in time-tuple form and returns the same instant as a floating-point number of seconds since the epoch. |

|  |  |
| --- | --- |
| 12 | **calendar.weekday(year,month,day)**  Returns the weekday code for the given date. Weekday codes are 0 (Monday) to 6 (Sunday); month numbers are 1 (January) to 12 (December). |

## Other Modules & Functions

If you are interested, then here you would find a list of other important modules and functions to play with date & time in Python-

* [The datetime Module](http://docs.python.org/library/datetime.html#module-datetime)
* [The pytz Module](http://www.twinsun.com/tz/tz-link.htm)
* [The dateutil Module](http://labix.org/python-dateutil)

A function is a block of organized, reusable code that is used to perform a single, related action. Functions provide better modularity for your application and a high degree of code reusing.
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As you already know, Python gives you many built-in functions like print(), etc. but you can also create your own functions. These functions are called *user-defined functions.*

## Defining a Function

You can define functions to provide the required functionality. Here are simple rules to define a function in Python.

* Function blocks begin with the keyword **def** followed by the function name and parentheses ( ( ) ).
* Any input parameters or arguments should be placed within these parentheses. You can also define parameters inside these parentheses.
* The first statement of a function can be an optional statement - the documentation string of the function or *docstring*.
* The code block within every function starts with a colon (:) and is indented.
* The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

### Syntax

|  |
| --- |
| def functionname( parameters ): "function\_docstring" function\_suite  return [expression] |

By default, parameters have a positional behavior and you need to inform them in the same order that they were defined.

### Example

The following function takes a string as input parameter and prints it on the standard screen.

|  |
| --- |
| def printme( str ):  "This prints a passed string into this function" print (str) |

|  |
| --- |
| return |

## Calling a Function

Defining a function gives it a name, specifies the parameters that are to be included in the function and structures the blocks of code.

Once the basic structure of a function is finalized, you can execute it by calling it from another function or directly from the Python prompt. Following is an example to call the **printme()** function-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def printme( str ):  "This prints a passed string into this function" print (str)  return  # Now you can call printme function  printme("This is first call to the user defined function!") printme("Again second call to the same function") |

When the above code is executed, it produces the following result-

|  |
| --- |
| This is first call to the user defined function! Again second call to the same function |

## Pass by Reference vs Value

All parameters (arguments) in the Python language are passed by reference. It means if you change what a parameter refers to within a function, the change also reflects back in the calling function. For example-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def changeme( mylist ):  "This changes a passed list into this function"  print ("Values inside the function before change: ", mylist) mylist[2]=50  print ("Values inside the function after change: ", mylist) |

|  |
| --- |
| return  # Now you can call changeme function mylist = [10,20,30]  changeme( mylist )  print ("Values outside the function: ", mylist) |

Here, we are maintaining reference of the passed object and appending values in the same object. Therefore, this would produce the following result-

|  |
| --- |
| Values inside the function before change: [10, 20, 30]  Values inside the function after change: [10, 20, 50]  Values outside the function: [10, 20, 50] |

There is one more example where argument is being passed by reference and the reference is being overwritten inside the called function.

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def changeme( mylist ):  "This changes a passed list into this function"  mylist = [1,2,3,4] # This would assi new reference in mylist print ("Values inside the function: ", mylist)  return  # Now you can call changeme function mylist = [10,20,30]  changeme( mylist )  print ("Values outside the function: ", mylist) |

The parameter mylist is local to the function changeme. Changing mylist within the function does not affect mylist. The function accomplishes nothing and finally this would produce the following result-

|  |
| --- |
| Values inside the function: [1, 2, 3, 4]  Values outside the function: [10, 20, 30] |

## Function Arguments

You can call a function by using the following types of formal arguments-

* Required arguments
* Keyword arguments
* Default arguments
* Variable-length arguments

## Required Arguments

Required arguments are the arguments passed to a function in correct positional order. Here, the number of arguments in the function call should match exactly with the function definition.

To call the function printme(), you definitely need to pass one argument, otherwise it gives a syntax error as follows-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def printme( str ):  "This prints a passed string into this function" print (str)  return  # Now you can call printme function printme() |

When the above code is executed, it produces the following result-

|  |
| --- |
| Traceback (most recent call last):  File "test.py", line 11, in <module>  printme()  TypeError: printme() missing 1 required positional argument: 'str' |

## Keyword Arguments

Keyword arguments are related to the function calls. When you use keyword arguments in a function call, the caller identifies the arguments by the parameter name.

This allows you to skip arguments or place them out of order because the Python interpreter is able to use the keywords provided to match the values with parameters. You can also make keyword calls to the printme() function in the following ways-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here |

|  |
| --- |
| def printme( str ):  "This prints a passed string into this function" print (str)  return  # Now you can call printme function printme( str = "My string") |

When the above code is executed, it produces the following result-

|  |
| --- |
| My string |

The following example gives a clearer picture. Note that the order of parameters does not matter.

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def printinfo( name, age ):  "This prints a passed info into this function" print ("Name: ", name)  print ("Age ", age) return  # Now you can call printinfo function printinfo( age=50, name="miki" ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Name: miki Age 50 |

## Default Arguments

A default argument is an argument that assumes a default value if a value is not provided in the function call for that argument. The following example gives an idea on default arguments, it prints default age if it is not passed.

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def printinfo( name, age = 35 ):  "This prints a passed info into this function"  print ("Name: ", name) |

|  |
| --- |
| print ("Age ", age) return  # Now you can call printinfo function printinfo( age=50, name="miki" )  printinfo( name="miki" ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Name: miki Age 50 Name: miki Age 35 |

## Variable-length Arguments

You may need to process a function for more arguments than you specified while defining the function. These arguments are called *variable-length* arguments and are not named in the function definition, unlike required and default arguments.

Syntax for a function with non-keyword variable arguments is given below-

|  |
| --- |
| def functionname([formal\_args,] \*var\_args\_tuple ): "function\_docstring"  function\_suite  return [expression] |

An asterisk (\*) is placed before the variable name that holds the values of all nonkeyword variable arguments. This tuple remains empty if no additional arguments are specified during the function call. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here  def printinfo( arg1, \*vartuple ):  "This prints a variable passed arguments" print ("Output is: ")  print (arg1)  for var in vartuple: print (var)  return  # Now you can call printinfo function printinfo( 10 )  printinfo( 70, 60, 50 ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Output is: 10  Output is: 70  60  50 |

## The Anonymous Functions

These functions are called anonymous because they are not declared in the standard manner by using the def keyword. You can use the lambda keyword to create small anonymous functions.

* Lambda forms can take any number of arguments but return just one value in the form of an expression. They cannot contain commands or multiple expressions.
* An anonymous function cannot be a direct call to print because lambda requires an expression.
* Lambda functions have their own local namespace and cannot access variables other than those in their parameter list and those in the global namespace.
* Although it appears that lambdas are a one-line version of a function, they are not equivalent to inline statements in C or C++, whose purpose is to stack allocation by passing function, during invocation for performance reasons.

### Syntax

The syntax of lambda function contains only a single statement, which is as follows-

|  |
| --- |
| lambda [arg1 [,arg2, argn]]:expression |

Following is an example to show how lambda form of function works-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here  sum = lambda arg1, arg2: arg1 + arg2  # Now you can call sum as a function print ("Value of total : ", sum( 10, 20 ))  print ("Value of total : ", sum( 20, 20 )) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Value of total : 30 Value of total : 40 |

## The return Statement

The statement return [expression] exits a function, optionally passing back an expression to the caller. A return statement with no arguments is the same as return None.

All the examples given above are not returning any value. You can return a value from a function as follows-

|  |
| --- |
| #!/usr/bin/python3  # Function definition is here def sum( arg1, arg2 ):  # Add both the parameters and return them." total = arg1 + arg2  print ("Inside the function : ", total) return total  # Now you can call sum function total = sum( 10, 20 )  print ("Outside the function : ", total ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Inside the function : 30 Outside the function : 30 |

### Scope of Variables

All variables in a program may not be accessible at all locations in that program. This depends on where you have declared a variable.

The scope of a variable determines the portion of the program where you can access a particular identifier. There are two basic scopes of variables in Python-

* Global variables
* Local variables

## Global vs. Local variables

Variables that are defined inside a function body have a local scope, and those defined outside have a global scope.

This means that local variables can be accessed only inside the function in which they are declared, whereas global variables can be accessed throughout the program body by all functions. When you call a function, the variables declared inside it are brought into scope. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  total = 0 # This is global variable. # Function definition is here  def sum( arg1, arg2 ):  # Add both the parameters and return them."  total = arg1 + arg2; # Here total is local variable. print ("Inside the function local total : ", total) return total  # Now you can call sum function sum( 10, 20 )  print ("Outside the function global total : ", total ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Inside the function local total : 30 Outside the function global total : 0 |

A module allows you to logically organize your Python code. Grouping related code into a module makes the code easier to understand and use. A module is a Python object with arbitrarily named attributes that you can bind and reference.
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Simply, a module is a file consisting of Python code. A module can define functions, classes and variables. A module can also include runnable code.

### Example

The Python code for a module named aname normally resides in a file namedaname.py. Here is an example of a simple module, support.py-

|  |
| --- |
| def print\_func( par ): print "Hello : ", par  return |

## The import Statement

You can use any Python source file as a module by executing an import statement in some other Python source file. The import has the following syntax-

|  |
| --- |
| import module1[, module2[,... moduleN] |

When the interpreter encounters an import statement, it imports the module if the module is present in the search path. A search path is a list of directories that the interpreter searches before importing a module. For example, to import the module hello.py, you need to put the following command at the top of the script-

|  |
| --- |
| #!/usr/bin/python3  # Import module support import support  # Now you can call defined function that module as follows  support.print\_func("Zara") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Hello : Zara |

A module is loaded only once, regardless of the number of times it is imported. This prevents the module execution from happening repeatedly, if multiple imports occur.

## The from...import Statement

Python's **from** statement lets you import specific attributes from a module into the current namespace. The **from...import** has the following syntax-

|  |
| --- |
| from modname import name1[, name2[, ... nameN]] |

For example, to import the function fibonacci from the module fib, use the following statement-

|  |
| --- |
| #!/usr/bin/python3  # Fibonacci numbers module  def fib(n): # return Fibonacci series up to n result = []  a, b = 0, 1  while b < n:  result.append(b) a, b = b, a+b  return result  >>> from fib import fib  >>> fib(100)  [1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89] |

This statement does not import the entire module fib into the current namespace; it just introduces the item fibonacci from the module fib into the global symbol table of the importing module.

## The from...import \* Statement:

It is also possible to import all the names from a module into the current namespace by using the following import statement-

|  |
| --- |
| from modname import \* |

This provides an easy way to import all the items from a module into the current namespace; however, this statement should be used sparingly.

## Executing Modules as Scripts

Within a module, the module’s name (as a string) is available as the value of the global variable name . The code in the module will be executed, just as if you imported it, but with the name set to " main ".

Add this code at the end of your module-

|  |
| --- |
| #!/usr/bin/python3  # Fibonacci numbers module  def fib(n): # return Fibonacci series up to n result = []  a, b = 0, 1  while b < n:  result.append(b) a, b = b, a+b  return result  if name == " main ": f=fib(100)  print(f) |

When you run the above code, the following output will be displayed.

|  |
| --- |
| [1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89] |

## Locating Modules

When you import a module, the Python interpreter searches for the module in the following sequences-

* The current directory.
* If the module is not found, Python then searches each directory in the shell variable PYTHONPATH.
* If all else fails, Python checks the default path. On UNIX, this default path is normally /usr/local/lib/python3/.

The module search path is stored in the system module sys as the **sys.path** variable. The sys.path variable contains the current directory, PYTHONPATH, and the installation- dependent default.

## The PYTHONPATH Variable

The PYTHONPATH is an environment variable, consisting of a list of directories. The syntax of PYTHONPATH is the same as that of the shell variable PATH.

Here is a typical PYTHONPATH from a Windows system-

|  |
| --- |
| set PYTHONPATH=c:\python34\lib; |

And here is a typical PYTHONPATH from a UNIX system-

|  |
| --- |
| set PYTHONPATH=/usr/local/lib/python |

## Namespaces and Scoping

Variables are names (identifiers) that map to objects. A *namespace* is a dictionary of variable names (keys) and their corresponding objects (values).

* A Python statement can access variables in a *local namespace* and in the *global namespace*. If a local and a global variable have the same name, the local variable shadows the global variable.
* Each function has its own local namespace. Class methods follow the same scoping rule as ordinary functions.
* Python makes educated guesses on whether variables are local or global. It assumes that any variable assigned a value in a function is local.
* Therefore, in order to assign a value to a global variable within a function, you must first use the global statement.
* The statement *global VarName* tells Python that VarName is a global variable. Python stops searching the local namespace for the variable.

For example, we define a variable Money in the global namespace. Within the function Money, we assign Money a value, therefore Python assumes Money as a local variable.

However, we accessed the value of the local variable Money before setting it, so an UnboundLocalError is the result. Uncommenting the global statement fixes the problem.

|  |
| --- |
| #!/usr/bin/python3  Money = 2000 def AddMoney():  # Uncomment the following line to fix the code: # global Money  Money = Money + 1  print (Money)  AddMoney() print (Money) |

## The dir( ) Function

The dir() built-in function returns a sorted list of strings containing the names defined by a module.

The list contains the names of all the modules, variables and functions that are defined in a module. Following is a simple example-

|  |
| --- |
| #!/usr/bin/python3  # Import built-in module math import math  content = dir(math)  print (content) |

When the above code is executed, it produces the following result-

|  |
| --- |
| [' doc ', ' file ', ' name ', 'acos', 'asin', 'atan',  'atan2', 'ceil', 'cos', 'cosh', 'degrees', 'e', 'exp',  'fabs', 'floor', 'fmod', 'frexp', 'hypot', 'ldexp', 'log',  'log10', 'modf', 'pi', 'pow', 'radians', 'sin', 'sinh', 'sqrt', 'tan', 'tanh'] |

Here, the special string variable name is the module's name, and file is the filename from which the module was loaded.

## The globals() and locals() Functions

The **globals() and locals()** functions can be used to return the names in the global and local namespaces depending on the location from where they are called.

* If **locals()** is called from within a function, it will return all the names that can be accessed locally from that function.
* If **globals()** is called from within a function, it will return all the names that can be accessed globally from that function.

The return type of both these functions is dictionary. Therefore, names can be extracted using the **keys()** function.

## The reload() Function

When a module is imported into a script, the code in the top-level portion of a module is executed only once.

Therefore, if you want to reexecute the top-level code in a module, you can use the *reload()* function. The reload() function imports a previously imported module again. The syntax of the reload() function is this-

|  |
| --- |
| reload(module\_name) |

Here, module\_name is the name of the module you want to reload and not the string containing the module name. For example, to reload hello module, do the following-

|  |
| --- |
| reload(hello) |

## Packages in Python

A package is a hierarchical file directory structure that defines a single Python application environment that consists of modules and subpackages and sub-subpackages, and so on.

Consider a file Pots.py available in Phone directory. This file has the following line of source code-

|  |
| --- |
| #!/usr/bin/python3 def Pots():  print ("I'm Pots Phone") |

Similarly, we have other two files having different functions with the same name as above. They are −

* *Phone/Isdn.py* file having function Isdn()
* *Phone/G3.py* file having function G3()

Now, create one more file init .py in the *Phone* directory-

* Phone/ init .py

To make all of your functions available when you have imported Phone, you need to put explicit import statements in init .py as follows-

|  |
| --- |
| from Pots import Pots from Isdn import Isdn from G3 import G3 |

After you add these lines to init .py, you have all of these classes available when you import the Phone package.

|  |
| --- |
| #!/usr/bin/python3  # Now import your Phone Package. import Phone  Phone.Pots()  Phone.Isdn() Phone.G3() |

When the above code is executed, it produces the following result-

|  |
| --- |
| I'm Pots Phone  I'm 3G Phone I'm ISDN Phone |

In the above example, we have taken example of a single function in each file, but you can keep multiple functions in your files. You can also define different Python classes in those files and then you can create your packages out of those classes.

This chapter covers all the basic I/O functions available in Python 3. For more functions, please refer to the standard Python documentation.
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## Printing to the Screen

The simplest way to produce output is using the *print* statement where you can pass zero or more expressions separated by commas. This function converts the expressions you pass into a string and writes the result to standard output as follows-

|  |
| --- |
| #!/usr/bin/python3  print ("Python is really a great language,", "isn't it?") |

This produces the following result on your standard screen-

|  |
| --- |
| Python is really a great language, isn't it? |

## Reading Keyboard Input

Python 2 has two built-in functions to read data from standard input, which by default comes from the keyboard. These functions are **input()** and **raw\_input()**

In Python 3, raw\_input() function is deprecated. Moreover, input() functions read data from keyboard as string, irrespective of whether it is enclosed with quotes ('' or "" ) or not.

## The input Function

The **input([prompt])** function is equivalent to raw\_input, except that it assumes that the input is a valid Python expression and returns the evaluated result to you.

|  |
| --- |
| #!/usr/bin/python3  >>> x=input("something:") something:10  >>> x '10'  >>> x=input("something:")  something:'10' #entered data treated as string with or without ''  >>> x "'10'" |

## Opening and Closing Files

Until now, you have been reading and writing to the standard input and output. Now, we will see how to use actual data files.

Python provides basic functions and methods necessary to manipulate files by default. You can do most of the file manipulation using a **file** object.

## The open Function

Before you can read or write a file, you have to open it using Python's built-in open() function. This function creates a **file** object, which would be utilized to call other support methods associated with it.

### Syntax

|  |
| --- |
| file object = open(file\_name [, access\_mode][, buffering]) |

Here are parameter details-

* **file\_name:** The file\_name argument is a string value that contains the name of the file that you want to access.
* **access\_mode:** The access\_mode determines the mode in which the file has to be opened, i.e., read, write, append, etc. A complete list of possible values is given below in the table. This is an optional parameter and the default file access mode is read (r).
* **buffering:** If the buffering value is set to 0, no buffering takes place. If the buffering value is 1, line buffering is performed while accessing a file. If you specify the buffering value as an integer greater than 1, then buffering action is performed with the indicated buffer size. If negative, the buffer size is the system default (default behavior).

Here is a list of the different modes of opening a file-

|  |  |
| --- | --- |
| **Modes** | **Description** |
| r | Opens a file for reading only. The file pointer is placed at the beginning of the file. This is the default mode. |
| rb | Opens a file for reading only in binary format. The file pointer is placed at the beginning of the file. This is the default mode. |
| r+ | Opens a file for both reading and writing. The file pointer placed at the beginning of the file. |

|  |  |
| --- | --- |
| rb+ | Opens a file for both reading and writing in binary format. The file pointer placed at the beginning of the file. |
| w | Opens a file for writing only. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| wb | Opens a file for writing only in binary format. Overwrites the file if the file exists. If the file does not exist, creates a new file for writing. |
| w+ | Opens a file for both writing and reading. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| wb+ | Opens a file for both writing and reading in binary format. Overwrites the existing file if the file exists. If the file does not exist, creates a new file for reading and writing. |
| a | Opens a file for appending. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| ab | Opens a file for appending in binary format. The file pointer is at the end of the file if the file exists. That is, the file is in the append mode. If the file does not exist, it creates a new file for writing. |
| a+ | Opens a file for both appending and reading. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |
| ab+ | Opens a file for both appending and reading in binary format. The file pointer is at the end of the file if the file exists. The file opens in the append mode. If the file does not exist, it creates a new file for reading and writing. |

## The file Object Attributes

Once a file is opened and you have one *file* object, you can get various information related to that file.

Here is a list of all the attributes related to a file object-

|  |  |
| --- | --- |
| **Attribute** | **Description** |
| file.closed | Returns true if file is closed, false otherwise. |

|  |  |
| --- | --- |
| file.mode | Returns access mode with which file was opened. |
| file.name | Returns name of the file. |

**Note:** softspace attribute is not supported in Python 3.x

### Example

|  |
| --- |
| #!/usr/bin/python3  # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name) print ("Closed or not : ", fo.closed) print ("Opening mode : ", fo.mode)  fo.close() |

This produces the following result-

|  |
| --- |
| Name of the file: foo.txt Closed or not : False Opening mode : wb |

## The close() Method

The close() method of a file object flushes any unwritten information and closes the file object, after which no more writing can be done.

Python automatically closes a file when the reference object of a file is reassigned to another file. It is a good practice to use the close() method to close a file.

### Syntax

|  |
| --- |
| fileObject.close(); |

### Example

|  |
| --- |
| #!/usr/bin/python3  # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name) |

|  |
| --- |
| # Close opened file fo.close() |

This produces the following result-

|  |
| --- |
| Name of the file: foo.txt |

## Reading and Writing Files

The file object provides a set of access methods to make our lives easier. We would see how to use read() and write() methods to read and write files.

## The write() Method

The write() method writes any string to an open file. It is important to note that Python strings can have binary data and not just text.

The write() method does not add a newline character ('\n') to the end of the string-

### Syntax

|  |
| --- |
| fileObject.write(string); |

Here, passed parameter is the content to be written into the opened file.

### Example

|  |
| --- |
| #!/usr/bin/python3  # Open a file  fo = open("foo.txt", "w")  fo.write( "Python is a great language.\nYeah its great!!\n")  # Close opend file fo.close() |

The above method would create foo.txt file and would write given content in that file and finally it would close that file. If you would open this file, it would have the following content-

|  |
| --- |
| Python is a great language. Yeah its great!! |

## The read() Method

The read() method reads a string from an open file. It is important to note that Python strings can have binary data apart from the text data.

### Syntax

|  |
| --- |
| fileObject.read([count]); |

Here, passed parameter is the number of bytes to be read from the opened file. This method starts reading from the beginning of the file and if count is missing, then it tries to read as much as possible, maybe until the end of file.

### Example

Let us take a file foo*.*txt, which we created above.

|  |
| --- |
| #!/usr/bin/python3  # Open a file  fo = open("foo.txt", "r+") str = fo.read(10)  print ("Read String is : ", str) # Close opened file  fo.close() |

This produces the following result-

|  |
| --- |
| Read String is : Python is |

## File Positions

The tell() method tells you the current position within the file; in other words, the next read or write will occur at that many bytes from the beginning of the file.

The *seek(*offset[, from]) method changes the current file position. The offset argument indicates the number of bytes to be moved. The from argument specifies the reference position from where the bytes are to be moved.

If *from* is set to 0, the beginning of the file is used as the reference position. If it is set to 1, the current position is used as the reference position. If it is set to 2 then the end of the file would be taken as the reference position.

### Example

Let us take a file foo.txt, which we created above.

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| # Open a file  fo = open("foo.txt", "r+") str = fo.read(10)  print ("Read String is : ", str)  # Check current position position = fo.tell()  print ("Current file position : ", position)  # Reposition pointer at the beginning once again position = fo.seek(0, 0)  str = fo.read(10)  print ("Again read String is : ", str) # Close opened file  fo.close() |

This produces the following result-

|  |
| --- |
| Read String is : Python is Current file position : 10  Again read String is : Python is |

## Renaming and Deleting Files

Python **os** module provides methods that help you perform file-processing operations, such as renaming and deleting files.

To use this module, you need to import it first and then you can call any related functions.

## The rename() Method

The rename() method takes two arguments, the current filename and the new filename.

### Syntax

|  |
| --- |
| os.rename(current\_file\_name, new\_file\_name) |

### Example

Following is an example to rename an existing file *test1.txt*-

|  |
| --- |
| #!/usr/bin/python3 import os |

|  |
| --- |
| # Rename a file from test1.txt to test2.txt os.rename( "test1.txt", "test2.txt" ) |

## The remove() Method

You can use the remove() method to delete files by supplying the name of the file to be deleted as the argument.

### Syntax

|  |
| --- |
| os.remove(file\_name) |

### Example

Following is an example to delete an existing file test2.txt*-*

|  |
| --- |
| #!/usr/bin/python3 import os  # Delete file test2.txt os.remove("text2.txt") |

## Directories in Python

All files are contained within various directories, and Python has no problem handling these too. The **os** module has several methods that help you create, remove, and change directories.

## The mkdir() Method

You can use the mkdir() method of the **os** module to create directories in the current directory. You need to supply an argument to this method, which contains the name of the directory to be created.

### Syntax

|  |
| --- |
| os.mkdir("newdir") |

### Example

Following is an example to create a directory test in the current directory-

|  |
| --- |
| #!/usr/bin/python3 import os |

|  |
| --- |
| # Create a directory "test" os.mkdir("test") |

## The chdir() Method

You can use the chdir() method to change the current directory. The chdir() method takes an argument, which is the name of the directory that you want to make the current directory.

### Syntax

|  |
| --- |
| os.chdir("newdir") |

### Example

Following is an example to go into "/home/newdir" directory-

|  |
| --- |
| #!/usr/bin/python3 import os  # Changing a directory to "/home/newdir" os.chdir("/home/newdir") |

## The getcwd() Method

The getcwd() method displays the current working directory.

### Syntax

|  |
| --- |
| os.getcwd() |

### Example

Following is an example to give current directory-

|  |
| --- |
| #!/usr/bin/python3 import os  # This would give location of the current directory os.getcwd() |

## The rmdir() Method

The rmdir() method deletes the directory, which is passed as an argument in the method. Before removing a directory, all the contents in it should be removed.

### Syntax

|  |
| --- |
| os.rmdir('dirname') |

### Example

Following is an example to remove the "/tmp/test" directory. It is required to give fully qualified name of the directory, otherwise it would search for that directory in the current directory.

|  |
| --- |
| #!/usr/bin/python3 import os  # This would remove "/tmp/test" directory. os.rmdir( "/tmp/test" ) |

## File & Directory Related Methods

There are three important sources, which provide a wide range of utility methods to handle and manipulate files & directories on Windows and Unix operating systems. They are as follows-

* **File Object Methods**: The file object provides functions to manipulate files.
* **OS Object Methods**: This provides methods to process files as well as directories.

## File Methods

A **file** object is created using *open* function and here is a list of functions which can be called on this object.

|  |  |
| --- | --- |
| **S.**  **No.** | **Methods with Description** |
| 1 | **file.close()**  Close the file. A closed file cannot be read or written any more. |
| 2 | **file.flush()** |

|  |  |
| --- | --- |
|  | Flush the internal buffer, like stdio's fflush. This may be a no-op on some file-like objects. |
| 3 | **file.fileno()**  Returns the integer file descriptor that is used by the underlying implementation to request I/O operations from the operating system. |
| 4 | **file.isatty()**  Returns True if the file is connected to a tty(-like) device, else False. |
| 5 | **next(file)**  Returns the next line from the file each time it is being called. |
| 6 | **file.read([size])**  Reads at most size bytes from the file (less if the read hits EOF before obtaining size bytes). |
| 7 | **file.readline([size])**  Reads one entire line from the file. A trailing newline character is kept in the string. |
| 8 | **file.readlines([sizehint])**  Reads until EOF using readline() and return a list containing the lines. If the optional sizehint argument is present, instead of reading up to EOF, whole lines totalling approximately sizehint bytes (possibly after rounding up to an internal buffer size) are read. |
| 9 | **file.seek(offset[, whence])**  Sets the file's current position |
| 10 | **file.tell()**  Returns the file's current position |
| 11 | **file.truncate([size])**  Truncates the file's size. If the optional size argument is present, the file is truncated to (at most) that size. |
| 12 | **file.write(str)** |

|  |  |
| --- | --- |
|  | Writes a string to the file. There is no return value. |
| 13 | **file.writelines(sequence)**  Writes a sequence of strings to the file. The sequence can be any iterable object producing strings, typically a list of strings. |

Let us go through the above mentions methods briefly.

## File close() Method

### Description

The method **close()** closes the opened file. A closed file cannot be read or written any more. Any operation, which requires that the file be opened will raise a ValueError after the file has been closed. Calling close() more than once is allowed.

Python automatically closes a file when the reference object of a file is reassigned to another file. It is a good practice to use the close() method to close a file.

### Syntax

Following is the syntax for close() method-

|  |
| --- |
| fileObject.close() |

### Parameters

NA

### Return Value

This method does not return any value.

### Example

The following example shows the usage of close() method.

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name) # Close opened file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt |

## File flush() Method

### Description

The method **flush()** flushes the internal buffer, like stdio's fflush. This may be a no-op on some file-like objects.

Python automatically flushes the files when closing them. But you may want to flush the data before closing any file.

### Syntax

Following is the syntax for flush() method-

|  |
| --- |
| fileObject.flush() |

### Parameters

NA

### Return Value

This method does not return any value.

### Example

The following example shows the usage of flush() method.

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name)  # Here it does nothing, but you can call it with read operation. fo.flush()  # Close opend file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt |

## File fileno() Method

### Description

The method **fileno()** returns the integer file descriptor that is used by the underlying implementation to request I/O operations from the operating system.

### Syntax

Following is the syntax for fileno() method-

|  |
| --- |
| fileObject.fileno() |

### Parameters

NA

### Return Value

This method returns the integer file descriptor.

### Example

The following example shows the usage of fileno() method.

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name) fid = fo.fileno()  print ("File Descriptor: ", fid) # Close opend file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt File Descriptor: 3 |

## File isatty() Method

### Description

The method isatty() returns True if the file is connected (is associated with a terminal device) to a tty(-like) device, else False.

### Syntax

Following is the syntax for isatty() method-

|  |
| --- |
| fileObject.isatty() |

### Parameters

NA

### Return Value

This method returns true if the file is connected (is associated with a terminal device) to a tty(-like) device, else false.

### Example

The following example shows the usage of isatty() method-

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "wb")  print ("Name of the file: ", fo.name) ret = fo.isatty()  print ("Return value : ", ret) # Close opend file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Return value : False |

## File next() Method

### Description

File object in Python 3 does not support **next()** method. Python 3 has a built-in function next() which retrieves the next item from the iterator by calling its next () method. If default is given, it is returned if the iterator is exhausted, otherwise StopIteration is raised. This method can be used to read the next input line, from the file object.

### Syntax

Following is the syntax for next() method-

|  |
| --- |
| next(iterator[,default]) |

### Parameters

* **iterator** : file object from which lines are to be read
* **default** : returned if iterator exhausted. If not given, StopIteration is raised

### Return Value

This method returns the next input line.

### Example

The following example shows the usage of next() method-

|  |
| --- |
| Assuming that 'foo.txt' contains following lines C++  Java Python Perl  PHP |

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "r")  print ("Name of the file: ", fo.name) for index in range(5):  line = next(fo)  print ("Line No %d - %s" % (index, line)) # Close opened file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Line No 0 - C++  Line No 1 - Java Line No 2 - Python Line No 3 - Perl  Line No 4 - PHP |

## File read() Method

### Description

The method **read()** reads at most size bytes from the file. If the read hits EOF before obtaining size bytes, then it reads only available bytes.

### Syntax

Following is the syntax for read() method-

|  |
| --- |
| fileObject.read( size ); |

### Parameters

**size** - This is the number of bytes to be read from the file.

### Return Value

This method returns the bytes read in string.

### Example

The following example shows the usage of read() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains the following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "r+")  print ("Name of the file: ", fo.name) line = fo.read(10)  print ("Read Line: %s" % (line)) # Close opened file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt |

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "r+")  print ("Name of the file: ", fo.name) line = fo.readline()  print ("Read Line: %s" % (line))  line = fo.readline(5) |

|  |
| --- |
| Read Line: This is 1s |

## File readline() Method

### Description

The method readline()reads one entire line from the file. A trailing newline character is kept in the string. If the size argument is present and non-negative, it is a maximum byte count including the trailing newline and an incomplete line may be returned.

An empty string is returned only when EOF is encountered immediately.

### Syntax

Following is the syntax for readline() method-

|  |
| --- |
| fileObject.readline( size ); |

### Parameters

**size** - This is the number of bytes to be read from the file.

### Return Value

This method returns the line read from the file.

### Example

The following example shows the usage of readline() method. Assuming that 'foo.txt' file contains following text-

|  |
| --- |
| This is 1st line This is 2nd line This is 3rd line This is 4th line This is 5th line |

|  |
| --- |
| print ("Read Line: %s" % (line)) # Close opened file  fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt  Read Line: This is 1st line Read Line: This |

## File readlines() Method

### Description

The method **readlines()** reads until EOF using readline() and returns a list containing the lines. If the optional sizehint argument is present, instead of reading up to EOF, whole lines totalling approximately sizehint bytes (possibly after rounding up to an internal buffer size) are read.

An empty string is returned only when EOF is encountered immediately.

### Syntax

Following is the syntax for readlines() method-

|  |
| --- |
| fileObject.readlines( sizehint ); |

### Parameters

**sizehint** - This is the number of bytes to be read from the file.

### Return Value

This method returns a list containing the lines.

### Example

The following example shows the usage of readlines() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "r+")  print ("Name of the file: ", fo.name) line = fo.readlines()  print ("Read Line: %s" % (line)) line = fo.readlines(2)  print ("Read Line: %s" % (line)) # Close opened file  fo.close() |

When we run above program, it produces following result-

|  |
| --- |
| Name of the file: foo.txt  Read Line: ['This is 1st line\n', 'This is 2nd line\n', 'This is 3rd line\n', 'This is 4th line\n', 'This is 5th line\n']  Read Line: |

## File seek() Method

### Description

The method seek() sets the file's current position at the offset. The whence argument is optional and defaults to 0, which means absolute file positioning, other values are 1 which means seek relative to the current position and 2 means seek relative to the file's end.

There is no return value. Note that if the file is opened for appending using either 'a' or 'a+', any seek() operations will be undone at the next write.

If the file is only opened for writing in append mode using 'a', this method is essentially a no-op, but it remains useful for files opened in append mode with reading enabled (mode 'a+').

If the file is opened in text mode using 't', only offsets returned by tell() are legal. Use of other offsets causes undefined behavior.

Note that not all file objects are seekable.

### Syntax

Following is the syntax for seek() method-

|  |
| --- |
| fileObject.seek(offset[, whence]) |

### Parameters

* **offset**- This is the position of the read/write pointer within the file.
* **whence**- This is optional and defaults to 0 which means absolute file positioning, other values are 1 which means seek relative to the current position and 2 means seek relative to the file's end.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of seek() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3 # Open a file  fo = open("foo.txt", "rw+")  print ("Name of the file: ", fo.name)  line = fo.readlines()  print ("Read Line: %s" % (line))  # Again set the pointer to the beginning fo.seek(0, 0)  line = fo.readline()  print ("Read Line: %s" % (line))  # Close opened file fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt  Read Line: ['This is 1st line\n', 'This is 2nd line\n', 'This is 3rd line\n', 'This is 4th line\n', 'This is 5th line']  Read Line: This is 1st line |

## File tell() Method

### Description

The method **tell()** returns the current position of the file read/write pointer within the file.

### Syntax

Following is the syntax for tell() method-

|  |
| --- |
| fileObject.tell() |

### Parameters

NA

### Return Value

This method returns the current position of the file read/write pointer within the file.

### Example

The following example shows the usage of tell() method-

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3  fo = open("foo.txt", "r+")  print ("Name of the file: ", fo.name) line = fo.readline()  print ("Read Line: %s" % (line)) pos=fo.tell()  print ("current position : ",pos) |

|  |
| --- |
| # Close opened file fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Read Line: This is 1st line  Current Position: 18 |

## File truncate() Method

### Description

The method **truncate()** truncates the file's size. If the optional size argument is present, the file is truncated to (at most) that size.

The size defaults to the current position. The current file position is not changed. Note that if a specified size exceeds the file's current size, the result is platform-dependent.

**Note**: This method will not work in case the file is opened in read-only mode.

### Syntax

Following is the syntax for truncate() method-

|  |
| --- |
| fileObject.truncate( [ size ]) |

### Parameters

**size** - If this optional argument is present, the file is truncated to (at most) that size.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of truncate() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3  fo = open("foo.txt", "r+")  print ("Name of the file: ", fo.name)  line = fo.readline()  print ("Read Line: %s" % (line))  fo.truncate()  line = fo.readlines()  print ("Read Line: %s" % (line))  # Close opened file fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Read Line: This is 1s Read Line: [] |

## File write() Method

### Description

The method **write()** writes a string str to the file. There is no return value. Due to buffering, the string may not actually show up in the file until the flush() or close() method is called.

### Syntax

Following is the syntax for write() method-

|  |
| --- |
| fileObject.write( str ) |

### Parameters

**str** - This is the String to be written in the file.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of write() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3  # Open a file in read/write mode fo = open("abc.txt", "r+")  print ("Name of the file: ", fo.name) str = "This is 6th line"  # Write a line at the end of the file. fo.seek(0, 2)  line = fo.write( str )  # Now read complete file from beginning. fo.seek(0,0)  for index in range(6): line = next(fo)  print ("Line No %d - %s" % (index, line))  # Close opened file fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Line No 0 - This is 1st line Line No 1 - This is 2nd line Line No 2 - This is 3rd line Line No 3 - This is 4th line  Line No 4 - This is 5th line |

|  |
| --- |
| Line No 5 - This is 6th line |

## File writelines() Method

### Description

The method **writelines()** writes a sequence of strings to the file. The sequence can be any iterable object producing strings, typically a list of strings. There is no return value.

### Syntax

Following is the syntax for writelines() method −

|  |
| --- |
| fileObject.writelines( sequence ) |

### Parameters

**sequence** - This is the Sequence of the strings.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of writelines() method.

|  |
| --- |
| Assuming that 'foo.txt' file contains following text: This is 1st line  This is 2nd line This is 3rd line This is 4th line  This is 5th line |

|  |
| --- |
| #!/usr/bin/python3  # Open a file in read/write mode fo = open("abc.txt", "r+")  print ("Name of the file: ", fo.name)  seq = ["This is 6th line\n", "This is 7th line"] # Write sequence of lines at the end of the file. fo.seek(0, 2)  line = fo.writelines( seq ) |

|  |
| --- |
| # Now read complete file from beginning. fo.seek(0,0)  for index in range(7): line = next(fo)  print ("Line No %d - %s" % (index, line))  # Close opened file fo.close() |

When we run the above program, it produces the following result-

|  |
| --- |
| Name of the file: foo.txt Line No 0 - This is 1st line  Line No 1 - This is 2nd line  Line No 2 - This is 3rd line  Line No 3 - This is 4th line  Line No 4 - This is 5th line  Line No 5 - This is 6th line  Line No 6 - This is 7th line |

## OS File/Directory Methods

The **os** module provides a big range of useful methods to manipulate files and directories. Most of the useful methods are listed here:

|  |  |
| --- | --- |
| **S.**  **No.** | **Methods with Description** |
| 1 | **os.access(path, mode)**  Use the real uid/gid to test for access to path. |

|  |  |
| --- | --- |
| 2 | **os.chdir(path)**  Change the current working directory to path |
| 3 | **os.chflags(path, flags)**  Set the flags of path to the numeric flags. |
| 4 | **os.chmod(path, mode)**  Change the mode of path to the numeric mode. |
| 5 | **os.chown(path, uid, gid)**  Change the owner and group id of path to the numeric uid and gid. |
| 6 | **os.chroot(path)**  Change the root directory of the current process to path. |
| 7 | **os.close(fd)**  Close file descriptor fd. |
| 8 | **os.closerange(fd\_low, fd\_high)**  Close all file descriptors from fd\_low (inclusive) to fd\_high (exclusive), ignoring errors. |
| 9 | **os.dup(fd)**  Return a duplicate of file descriptor fd. |
| 10 | **os.dup2(fd, fd2)**  Duplicate file descriptor fd to fd2, closing the latter first if necessary. |
| 11 | **os.fchdir(fd)** |

|  |  |
| --- | --- |
|  | Change the current working directory to the directory represented by the file descriptor fd. |
| 12 | **os.fchmod(fd, mode)**  Change the mode of the file given by fd to the numeric mode. |
| 13 | **os.fchown(fd, uid, gid)**  Change the owner and group id of the file given by fd to the numeric uid and gid. |
| 14 | **os.fdatasync(fd)**  Force write of file with filedescriptor fd to disk. |
| 15 | **os.fdopen(fd[, mode[, bufsize]])**  Return an open file object connected to the file descriptor fd. |
| 16 | **os.fpathconf(fd, name)**  Return system configuration information relevant to an open file. name specifies the configuration value to retrieve. |
| 17 | **os.fstat(fd)**  Return status for file descriptor fd, like stat(). |
| 18 | **os.fstatvfs(fd)**  Return information about the filesystem containing the file associated with file descriptor fd, like statvfs(). |
| 19 | **os.fsync(fd)**  Force write of file with filedescriptor fd to disk. |
| 20 | **os.ftruncate(fd, length)** |

|  |  |
| --- | --- |
|  | Truncate the file corresponding to file descriptor fd, so that it is at most length bytes in size. |
| 21 | **os.getcwd()**  Return a string representing the current working directory. |
| 22 | **os.getcwdu()**  Return a Unicode object representing the current working directory. |
| 23 | **os.isatty(fd)**  Return True if the file descriptor fd is open and connected to a tty(-like) device, else False. |
| 24 | **os.lchflags(path, flags)**  Set the flags of path to the numeric flags, like chflags(), but do not follow symbolic links. |
| 25 | **os.lchmod(path, mode)**  Change the mode of path to the numeric mode. |
| 26 | **os.lchown(path, uid, gid)**  Change the owner and group id of path to the numeric uid and gid. This function will not follow symbolic links. |
| 27 | **os.link(src, dst)**  Create a hard link pointing to src named dst. |
| 28 | **os.listdir(path)**  Return a list containing the names of the entries in the directory given by path. |
| 29 | **os.lseek(fd, pos, how)** |

|  |  |
| --- | --- |
|  | Set the current position of file descriptor fd to position pos, modified by how. |
| 30 | **os.lstat(path)**  Like stat(), but do not follow symbolic links. |
| 31 | **os.major(device)**  Extract the device major number from a raw device number. |
| 32 | **os.makedev(major, minor)**  Compose a raw device number from the major and minor device numbers. |
| 33 | **os.makedirs(path[, mode])**  Recursive directory creation function. |
| 34 | [**os.minor(device)**](http://www.tutorialspoint.com/python3/os_minor.htm)  Extract the device minor number from a raw device number . |
| 35 | **os.mkdir(path[, mode])**  Create a directory named path with numeric mode mode. |
| 36 | **os.mkfifo(path[, mode])**  Create a FIFO (a named pipe) named path with numeric mode mode. The default mode is 0666 (octal). |
| 37 | **os.mknod(filename[, mode=0600, device])**  Create a filesystem node (file, device special file or named pipe) named filename. |
| 38 | **os.open(file, flags[, mode])** |

|  |  |
| --- | --- |
|  | Open the file file and set various flags according to flags and possibly its mode according to mode. |
| 39 | **os.openpty()**  Open a new pseudo-terminal pair. Return a pair of file descriptors (master, slave) for the pty and the tty, respectively. |
| 40 | **os.pathconf(path, name)**  Return system configuration information relevant to a named file. |
| 41 | **os.pipe()**  Create a pipe. Return a pair of file descriptors (r, w) usable for reading and writing, respectively. |
| 42 | **os.popen(command[, mode[, bufsize]])**  Open a pipe to or from command. |
| 43 | **os.read(fd, n)**  Read at most n bytes from file descriptor fd. Return a string containing the bytes read. If the end of the file referred to by fd has been reached, an empty string is returned. |
| 44 | **os.readlink(path)**  Return a string representing the path to which the symbolic link points. |
| 45 | **os.remove(path)**  Remove the file path. |
| 46 | **os.removedirs(path)**  Remove directories recursively. |

|  |  |
| --- | --- |
| 47 | **os.rename(src, dst)**  Rename the file or directory src to dst. |
| 48 | **os.renames(old, new)**  Recursive directory or file renaming function. |
| 49 | **os.rmdir(path)**  Remove the directory path |
| 50 | **os.stat(path)**  Perform a stat system call on the given path. |
| 51 | **os.stat\_float\_times([newvalue])**  Determine whether stat\_result represents time stamps as float objects. |
| 52 | [**os.statvfs(path)**](http://www.tutorialspoint.com/python3/os_statvfs.htm)  Perform a statvfs system call on the given path. |
| 53 | **os.symlink(src, dst)**  Create a symbolic link pointing to src named dst. |
| 54 | **os.tcgetpgrp(fd)**  Return the process group associated with the terminal given by fd (an open file descriptor as returned by open()). |
| 55 | **os.tcsetpgrp(fd, pg)**  Set the process group associated with the terminal given by fd (an open file descriptor as returned by open()) to pg. |
| 56 | **os.tempnam([dir[, prefix]])** |

|  |  |
| --- | --- |
|  | Return a unique path name that is reasonable for creating a temporary file. |
| 57 | **os.tmpfile()**  Return a new file object opened in update mode (w+b). |
| 58 | **os.tmpnam()**  Return a unique path name that is reasonable for creating a temporary file. |
| 59 | **os.ttyname(fd)**  Return a string which specifies the terminal device associated with file descriptor fd. If fd is not associated with a terminal device, an exception is raised. |
| 60 | **os.unlink(path)**  Remove the file path. |
| 61 | **os.utime(path, times)**  Set the access and modified times of the file specified by path. |
| 62 | **os.walk(top[, topdown=True[, onerror=None[, followlinks=False]]])**  Generate the file names in a directory tree by walking the tree either top-down or bottom-up. |
| 63 | **os.write(fd, str)**  Write the string str to file descriptor fd. Return the number of bytes actually written. |

Let us go through the methods briefly-

## os.access() Method

### Description

The method access() uses the real uid/gid to test for access to path. Most operations will use the effective uid/gid, therefore this routine can be used in a suid/sgid environment to test if the invoking user has the specified access to path.It returns True if access is allowed, False if not.

### Syntax

Following is the syntax for access() method-

|  |
| --- |
| os.access(path, mode) |

### Parameters

* **path** - This is the path which would be tested for existence or any access.
* **mode** - This should be F\_OK to test the existence of path, or it can be the inclusive OR of one or more of R\_OK, W\_OK, and X\_OK to test permissions.
  + **os.F\_OK:** Value to pass as the mode parameter of access() to test the existence of path.
  + **os.R\_OK:** Value to include in the mode parameter of access() to test the readability of path.
  + **os.W\_OK:** Value to include in the mode parameter of access() to test the writability of path.
  + **os.X\_OK:** Value to include in the mode parameter of access() to determine if path can be executed.

### Return Value

This method returns True if access is allowed, False if not.

### Example

The following example shows the usage of access() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Assuming /tmp/foo.txt exists and has read/write permissions. ret = os.access("/tmp/foo.txt", os.F\_OK)  print ("F\_OK - return value %s"% ret)  ret = os.access("/tmp/foo.txt", os.R\_OK) print ("R\_OK - return value %s"% ret) |

|  |
| --- |
| ret = os.access("/tmp/foo.txt", os.W\_OK) print ("W\_OK - return value %s"% ret)  ret = os.access("/tmp/foo.txt", os.X\_OK) print ("X\_OK - return value %s"% ret) |

When we run the above program, it produces the following result-

|  |
| --- |
| F\_OK - return value True R\_OK - return value True W\_OK - return value True  X\_OK - return value False |

## os.chdir() Method

### Description

The method **chdir()** changes the current working directory to the given path.It returns None in all the cases.

### Syntax

Following is the syntax for chdir() method-

|  |
| --- |
| os.chdir(path) |

### Parameters

**path** - This is complete path of the directory to be changed to a new location.

### Return Value

This method does not return any value. It throws FileNotFoundError if the specified path is not found.

### Example

The following example shows the usage of chdir() method.

|  |
| --- |
| #!/usr/bin/python3 import os  path = "d:\\python3" #change path for linux # Now change the directory  os.chdir( path )  # Check current working directory. |

|  |
| --- |
| retval = os.getcwd()  print ("Directory changed successfully %s" % retval) |

When we run the above program, it produces the following result-

|  |
| --- |
| Directory changed successfully d:\python3 |

## os.chflags() Method

### Description

The method **chflags()** sets the flags of path to the numeric flags. The flags may take a combination (bitwise OR) of the various values described below.

**Note:** This method is available Python version 2.6 onwards. Most of the flags can be changed by super-user only.

### Syntax

Following is the syntax for chflags() method-

|  |
| --- |
| os.chflags(path, flags) |

### Parameters

* **path** - This is a complete path of the directory to be changed to a new location.
* **flags** - The flags specified are formed by OR'ing the following values-
  + os.UF\_NODUMP: Do not dump the file.
  + os.UF\_IMMUTABLE: The file may not be changed.
  + os.UF\_APPEND: The file may only be appended to.
  + os.UF\_NOUNLINK: The file may not be renamed or deleted.
  + os.UF\_OPAQUE: The directory is opaque when viewed through a union stack.
  + os.SF\_ARCHIVED: The file may be archived.
  + os.SF\_IMMUTABLE: The file may not be changed.
  + os.SF\_APPEND: The file may only be appended to.
  + os.SF\_NOUNLINK: The file may not be renamed or deleted.
  + os.SF\_SNAPSHOT: The file is a snapshot file.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of chflags() method.

|  |
| --- |
| #!/usr/bin/python3 import os  path = "/tmp/foo.txt"  # Set a flag so that file may not be renamed or deleted. flags = os.SF\_NOUNLINK  retval = os.chflags( path, flags)  print ("Return Value: %s" % retval) |

When we run the above program, it produces the following result-

|  |
| --- |
| Return Value : None |

## os.chmod() Method

### Description

The method chmod() changes the mode of path to the passed numeric mode. The mode may take one of the following values or bitwise ORed combinations of them-

* stat.S\_ISUID: Set user ID on execution.
* stat.S\_ISGID: Set group ID on execution.
* stat.S\_ENFMT: Record locking enforced.
* stat.S\_ISVTX: Save text image after execution.
* stat.S\_IREAD: Read by owner.
* stat.S\_IWRITE: Write by owner.
* stat.S\_IEXEC: Execute by owner.
* stat.S\_IRWXU: Read, write, and execute by owner.
* stat.S\_IRUSR: Read by owner.
* stat.S\_IWUSR: Write by owner.
* stat.S\_IXUSR: Execute by owner.
* stat.S\_IRWXG: Read, write, and execute by group.
* stat.S\_IRGRP: Read by group.
* stat.S\_IWGRP: Write by group.
* stat.S\_IXGRP: Execute by group.
* stat.S\_IRWXO: Read, write, and execute by others.
* stat.S\_IROTH: Read by others.
* stat.S\_IWOTH: Write by others.
* stat.S\_IXOTH: Execute by others.

### Syntax

Following is the syntax for chmod() method-

|  |
| --- |
| os.chmod(path, mode) |

### Parameters

* **path** - This is the path for which mode would be set.
* **mode** - This may take one of the above mentioned values or bitwise ORed combinations of them.

### Return Value

This method does not return any value.

**Note :** Although Windows supports chmod(), you can only set the file’s read-only flag with it (via the stat.S\_IWRITE and stat.S\_IREAD constants or a corresponding integer value). All other bits are ignored.

### Example

The following example shows the usage of chmod() method-

|  |
| --- |
| #!/usr/bin/python3 import os, sys, stat  # Assuming /tmp/foo.txt exists, Set a file execute by the group.  os.chmod("/tmp/foo.txt", stat.S\_IXGRP)  # Set a file write by others. os.chmod("/tmp/foo.txt", stat.S\_IWOTH)  print ("Changed mode successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed mode successfully!! |

## os.chown() Method

### Description

The method **chown()** changes the owner and group id of path to the numeric uid and gid. To leave one of the ids unchanged, set it to -1.To set ownership, you would need super user privilege..

### Syntax

Following is the syntax for chown() method-

|  |
| --- |
| os.chown(path, uid, gid) |

### Parameters

* **path** - This is the path for which owner id and group id need to be setup.
* **uid** - This is Owner ID to be set for the file.
* **gid** - This is Group ID to be set for the file.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of chown() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Assuming /tmp/foo.txt exists.  # To set owner ID 100 following has to be done. os.chown("/tmp/foo.txt", 100, -1)  print ("Changed ownership successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed ownership successfully!! |

## os.chroot() Method

### Description

The method **chroot()** changes the root directory of the current process to the given path. Available on Unix like systems only. To use this method, you would need super user privilege.

### Syntax

Following is the syntax for chroot() method-

|  |
| --- |
| os.chroot(path) |

### Parameters

**path** - This is the path which would be set as root for the current process.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of **chroot()** method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # To set the current root path to /tmp/user os.chroot("/tmp/usr")  print ("Changed root path successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed root path successfully!! |

## Python os.close() Method

### Description

The method close() closes the associated with file descriptor fd.

### Syntax

Following is the syntax for close() method-

|  |
| --- |
| os.close(fd) |

### Parameters

**fd** - This is the file descriptor of the file.

### Return Value

This method does not return any value.

**Note:** This function is intended for low-level I/O and must be applied to a file descriptor as returned by os.open() or pipe().

### Example

The following example shows the usage of close() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="this is test"  # string needs to be converted byte object b=str.encode(line)  os.write(fd, b)  # Close opened file os.close( fd )  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Closed the file successfully!! |

## os.closerange() Method

### Description

The method closerange() closes all file descriptors from fd\_low (inclusive) to fd\_high (exclusive), ignoring errors.This method is introduced in Python version 2.6.

### Syntax

Following is the syntax for closerange() method-

|  |
| --- |
| os.closerange(fd\_low, fd\_high) |

### Parameters

* **fd\_low** - This is the Lowest file descriptor to be closed.
* **fd\_high** - This is the Highest file descriptor to be closed. This function is equivalent to-

|  |
| --- |
| for fd in xrange(fd\_low, fd\_high): try:  os.close(fd) except OSError:  pass |

### Return Value

This method does not return any value.

### Example

The following example shows the usage of closerange() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Write one string line="this is test"  # string needs to be converted byte object b=str.encode(line)  os.write(fd, b)  # Close a single opened file os.closerange( fd, fd)  print ("Closed all the files successfully!!") |

This would create given file foo.txt and then write given content in that file. This will produce the following result-

|  |
| --- |
| Closed all the files successfully! |

## os.dup() Method

### Description

The method dup() returns a duplicate of file descriptor **fd** which can be used in place of original descriptor.

### Syntax

Following is the syntax for dup() method-

|  |
| --- |
| os.dup(fd) |

### Parameters

**fd** - This is the original file descriptor.

### Return Value

This method returns a duplicate of file descriptor.

### Example

The following example shows the usage of dup() method-

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Get one duplicate file descriptor d\_fd = os.dup( fd )  # Write one string using duplicate fd  line="this is test"  # string needs to be converted byte object b=str.encode(line)  os.write(d\_fd, b)  # Close a single opened file os.closerange( fd, d\_fd) |

|  |
| --- |
| print "Closed all the files successfully!!" |

When we run the above program, it produces the following result-

|  |
| --- |
| Closed all the files successfully!! |

## os.dup2() Method

### Description

The method dup2() duplicates file descriptor fd to fd2, closing the latter first if necessary.

**Note:** New file description would be assigned only when it is available. In the following example given below, 1000 would be assigned as a duplicate fd in case when 1000 is available.

### Syntax

Following is the syntax for dup2() method-

|  |
| --- |
| os.dup2(fd, fd2) |

### Parameters

* **fd** - This is File descriptor to be duplicated.
* **fd2** - This is Duplicate file descriptor.

### Return Value

This method returns a duplicate of file descriptor.

### Example

The following example shows the usage of dup2() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Write one string using duplicate fd  line="this is test"  # string needs to be converted byte object b=str.encode(line) |

|  |
| --- |
| os.write(fd, b)  # Now duplicate this file descriptor as 1000 fd2 = 1000  os.dup2(fd, fd2);  # Now read this file from the beginning using fd2. os.lseek(fd2, 0, 0)  line = os.read(fd2, 100) str=line.decode()  print ("Read String is : ", str)  # Close opened file os.closerange( fd,fd2 )  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Read String is : This is test Closed the file successfully!! |

## os.fchdir() Method

### Description

The method **fchdir()** change the current working directory to the directory represented by the file descriptor fd. The descriptor must refer to an opened directory, not an open file.

### Syntax

Following is the syntax for fchdir() method-

|  |
| --- |
| os.fchdir(fd) |

### Parameters

**fd** - This is Directory descriptor.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of fchdir() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # First go to the "/var/www/html" directory os.chdir("/var/www/html" )  # Print current working directory  print ("Current working dir : %s" % os.getcwd())  # Now open a directory "/tmp"  fd = os.open( "/tmp", os.O\_RDONLY )  # Use os.fchdir() method to change the dir os.fchdir(fd)  # Print current working directory  print ("Current working dir : %s" % os.getcwd())  # Close opened directory. os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir : /var/www/html Current working dir : /tmp |

## os.fchmod() Method

### Description

The method fchmod() changes the mode of the file given by fd to the numeric mode. The mode may take one of the following values or bitwise ORed combinations of them-

**Note:** This method is available Python 2.6 onwards.

* stat.S\_ISUID: Set user ID on execution.
* stat.S\_ISGID: Set group ID on execution.
* stat.S\_ENFMT: Record locking enforced.
* stat.S\_ISVTX: Save text image after execution.
* stat.S\_IREAD: Read by owner.
* stat.S\_IWRITE: Write by owner.
* stat.S\_IEXEC: Execute by owner.
* stat.S\_IRWXU: Read, write, and execute by owner.
* stat.S\_IRUSR: Read by owner.
* stat.S\_IWUSR: Write by owner.
* stat.S\_IXUSR: Execute by owner.
* stat.S\_IRWXG: Read, write, and execute by group.
* stat.S\_IRGRP: Read by group.
* stat.S\_IWGRP: Write by group.
* stat.S\_IXGRP: Execute by group.
* stat.S\_IRWXO: Read, write, and execute by others.
* stat.S\_IROTH: Read by others.
* stat.S\_IWOTH: Write by others.
* stat.S\_IXOTH: Execute by others.

### Syntax

Following is the syntax for fchmod() method-

|  |
| --- |
| os.fchmod(fd, mode) |

### Parameters

* **fd** - This is the file descriptor for which mode would be set.
* **mode** - This may take one of the above mentioned values or bitwise ORed combinations of them.

### Return Value

This method does not return any value. Available on Unix like operating systems only.

### Example

The following example shows the usage of fchmod() method-

|  |
| --- |
| #!/usr/bin/python3 import os, sys, stat  # Now open a file "/tmp/foo.txt" fd = os.open( "/tmp", os.O\_RDONLY )  # Set a file execute by the group.  os.fchmod( fd, stat.S\_IXGRP)  # Set a file write by others. os.fchmod(fd, stat.S\_IWOTH)  print ("Changed mode successfully!!")  # Close opened file. os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed mode successfully!! |

## os.fchown() Method

### Description

The method fchown() changes the owner and group id of the file given by fd to the numeric uid and gid. To leave one of the ids unchanged, set it to -1.

**Note:**This method is available Python 2.6 onwards.

### Syntax

Following is the syntax for fchown() method-

|  |
| --- |
| os.fchown(fd, uid, gid) |

### Parameters

* **fd** - This is the file descriptor for which owner id and group id need to be set up.
* **uid** - This is Owner ID to be set for the file.
* **gid** - This is Group ID to be set for the file.

### Return Value

This method does not return any value. Available in Unix like operating systems only.

### Example

The following example shows the usage of fchown() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys, stat  # Now open a file "/tmp/foo.txt"  fd = os.open( "/tmp", os.O\_RDONLY )  # Set the user Id to 100 for this file. os.fchown( fd, 100, -1)  # Set the group Id to 50 for this file. os.fchown( fd, -1, 50)  print ("Changed ownership successfully!!")  # Close opened file. os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed ownership successfully!! |

## os.fdatasync() Method

### Description

The method fdatasync() forces write of file with filedescriptor fd to disk. This does not force update of metadata. If you want to flush your buffer then you can use this method.

### Syntax

Following is the syntax for fdatasync() method-

|  |
| --- |
| os.fdatasync(fd) |

### Parameters

**fd** - This is the file descriptor for which data to be written.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of fdatasync() method-

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="this is test"  # string needs to be converted byte object b=str.encode(line)  os.write(fd, b)  # Now you can use fdatasync() method.  # Infact here you would not be able to see its effect. os.fdatasync(fd)  # Now read this file from the beginning. os.lseek(fd, 0, 0)  str = os.read(fd, 100) line = os.read(fd2, 100) str=line.decode()  print ("Read String is : ", str)  # Close opened file os.close( fd )  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Read String is : This is test Closed the file successfully!! |

## os.fdopen() Method

### Description

The method **fdopen()** returns an open file object connected to the file descriptor fd. Then you can perform all the defined functions on file object.

### Syntax

Following is the syntax for fdopen() method-

|  |
| --- |
| os.fdopen(fd, [, mode[, bufsize]]); |

### Parameters

* **fd** - This is the file descriptor for which a file object is to be returned.
* **mode** - This optional argument is a string indicating how the file is to be opened. The most commonly-used values of mode are 'r' for reading, 'w' for writing (truncating the file if it already exists), and 'a' for appending.
* **bufsize** - This optional argument specifies the file's desired buffer size: 0 means unbuffered, 1 means line buffered, any other positive value means use a buffer of (approximately) that size.

### Return Value

This method returns an open file object connected to the file descriptor.

### Example

The following example shows the usage of fdopen() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Now get a file object for the above file. fo = os.fdopen(fd, "w+")  # Tell the current position  print ("Current I/O pointer position :%d" % fo.tell())  # Write one string  fo.write( "Python is a great language.\nYeah its great!!\n"); |

|  |
| --- |
| # Now read this file from the beginning. os.lseek(fd, 0, 0)  str = os.read(fd, 100)  print ("Read String is : ", str)  # Tell the current position  print "Current I/O pointer position :%d" % fo.tell()  # Close opened file fo.close()  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Current I/O pointer position :0  Read String is : This is testPython is a great language. Yeah its great!!  Current I/O pointer position :45 Closed the file successfully!! |

## os.fpathconf() Method

### Description

The method **fpathconf()** returns system configuration information relevant to an open file.This variable is very similar to unix system call fpathconf() and accept the similar arguments.

### Syntax

Following is the syntax for fpathconf() method-

|  |
| --- |
| os.fpathconf(fd, name) |

### Parameters

* **fd** - This is the file descriptor for which system configuration information is to be returned.
* **name** - This specifies the configuration value to retrieve; it may be a string, which is the name of a defined system value; these names are specified in a number of

standards (POSIX.1, Unix 95, Unix 98, and others). The names known to the host operating system are given in the os.pathconf\_names dictionary.

### Return Value

This method returns system configuration information relevant to an open file.

### Example

The following example shows the usage of fpathconf() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) print ("%s" % os.pathconf\_names)  # Now get maximum number of links to the file. no = os.fpathconf(fd, 'PC\_LINK\_MAX')  print ("Maximum number of links to the file. :%d" % no) # Now get maximum length of a filename  no = os.fpathconf(fd, 'PC\_NAME\_MAX')  print ("Maximum length of a filename :%d" % no)  # Close opened file os.close( fd)  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| {'PC\_MAX\_INPUT': 2, 'PC\_VDISABLE': 8, 'PC\_SYNC\_IO': 9,  'PC\_SOCK\_MAXBUF': 12, 'PC\_NAME\_MAX': 3, 'PC\_MAX\_CANON': 1,  'PC\_PRIO\_IO': 11, 'PC\_CHOWN\_RESTRICTED': 6, 'PC\_ASYNC\_IO': 10,  'PC\_NO\_TRUNC': 7, 'PC\_FILESIZEBITS': 13, 'PC\_LINK\_MAX': 0,  'PC\_PIPE\_BUF': 5, 'PC\_PATH\_MAX': 4}  Maximum number of links to the file. :127 Maximum length of a filename :255  Closed the file successfully!! |

## os.fstat() Method

### Description

The method fstat() returns information about a file associated with the fd. Here is the structure returned by fstat method-

* st\_dev: ID of device containing file
* st\_ino: inode number
* st\_mode: protection
* st\_nlink: number of hard links
* st\_uid: user ID of owner
* st\_gid: group ID of owner
* st\_rdev: device ID (if special file)
* st\_size: total size, in bytes
* st\_blksize: blocksize for filesystem I/O
* st\_blocks: number of blocks allocated
* st\_atime: time of last access
* st\_mtime: time of last modification
* st\_ctime: time of last status change

### Syntax

Following is the syntax for fstat() method-

|  |
| --- |
| os.fstat(fd) |

### Parameters

**fd** - This is the file descriptor for which system information is to be returned.

### Return Value

This method returns information about a file associated with the fd.

### Example

The following example shows the usage of chdir() method.

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| import os, sys # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Now get the touple  info = os.fstat(fd)  print ("File Info :", info)  # Now get uid of the file  print ("UID of the file :%d" % info.st\_uid)  # Now get gid of the file  print ("GID of the file :%d" % info.st\_gid)  # Close opened file os.close( fd) |

When we run the above program, it produces the following result-

|  |
| --- |
| File Info : os.stat\_result(st\_mode=33206, st\_ino=2533274790483933, st\_dev=1017554828, st\_nlink=1, st\_uid=0, st\_gid=0, st\_size=61, st\_atime=1455562034, st\_mtime=1455561637, st\_ctime=1455561164)  UID of the file :0 GID of the file :0 |

## os.fstatvfs() Method

### Description

The method fstatvfs() returns information about the file system containing the file associated with file descriptor fd. This returns the following structure-

* f\_bsize: file system block size
* f\_frsize: fragment size
* f\_blocks: size of fs in f\_frsize units
* f\_bfree: free blocks
* f\_bavail: free blocks for non-root
* f\_files: inodes
* f\_ffree: free inodes
* f\_favail: free inodes for non-root
* f\_fsid: file system ID
* f\_flag: mount flags
* f\_namemax: maximum filename length

### Syntax

Following is the syntax for fstatvfs() method-

|  |
| --- |
| os.fstatvfs(fd) |

### Parameters

**fd** - This is the file descriptor for which system information is to be returned.

### Return Value

This method returns information about the file system containing the file associated.

### Example

The following example shows the usage of fstatvfs() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Now get the touple info = os.fstatvfs(fd)  print ("File Info :", info)  # Now get maximum filename length  print ("Maximum filename length :%d" % info.f\_namemax:)  # Now get free blocks |

|  |
| --- |
| print ("Free blocks :%d" % info.f\_bfree)  # Close opened file os.close( fd) |

When we run the above program, it produces the following result-

|  |
| --- |
| File Info : (4096, 4096, 2621440L, 1113266L, 1113266L, 8929602L, 8764252L, 8764252L, 0, 255)  Maximum filename length :255  Free blocks :1113266 |

## os.fsync() Method

### Description

The method fsync() forces write of file with file descriptor fd to disk. If you're starting with a Python file object f, first do f.flush(), and then do os.fsync(f.fileno()), to ensure that all internal buffers associated with f are written to disk.

### Syntax

Following is the syntax for fsync() method-

|  |
| --- |
| os.fsync(fd) |

### Parameters

**fd** - This is the file descriptor for buffer sync is required.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of fsync() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string |

|  |
| --- |
| line="this is test" b=line.encode() os.write(fd, b)  # Now you can use fsync() method.  # Infact here you would not be able to see its effect. os.fsync(fd)  # Now read this file from the beginning os.lseek(fd, 0, 0)  line = os.read(fd, 100) b=line.decode()  print ("Read String is : ", b) # Close opened file  os.close( fd )  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Read String is : this is test Closed the file successfully!! |

## os.ftruncate() Method

### Description

The method ftruncate() truncates the file corresponding to file descriptor fd, so that it is at most length bytes in size.

### Syntax

Following is the syntax for ftruncate() method-

|  |
| --- |
| os.ftruncate(fd, length) |

### Parameters

* **fd** - This is the file descriptor, which needs to be truncated.
* **length** - This is the length of the file where file needs to be truncated.

### Return Value

This method does not return any value. Available on Unix like systems.

### Example

The following example shows the usage of ftruncate() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT )  # Write one string  os.write(fd, "This is test - This is test")  # Now you can use ftruncate() method. os.ftruncate(fd, 10)  # Now read this file from the beginning. os.lseek(fd, 0, 0)  str = os.read(fd, 100)  print ("Read String is : ", str)  # Close opened file os.close( fd )  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Read String is : This is te Closed the file successfully!! |

## os.getcwd() Method

### Description

The method getcwd() returns current working directory of a process.

### Syntax

Following is the syntax for getcwd() method-

|  |
| --- |
| os.ggetcwd(path) |

### Parameters

NA

### Return Value

This method returns the current working directory of a process.

### Example

The following example shows the usage of getcwd() method-

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # First go to the "/var/www/html" directory os.chdir("/var/www/html" )  # Print current working directory  print ("Current working dir : %s" % os.getcwd())  # Now open a directory "/tmp"  fd = os.open( "/tmp", os.O\_RDONLY )  # Use os.fchdir() method to change the dir os.fchdir(fd)  # Print current working directory  print ("Current working dir : %s" % os.getcwd()) # Close opened directory.  os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir : /var/www/html Current working dir : /tmp |

## os.getcwdu() Method

### Description

The method getcwdu() returns a unicode object representing the current working directory.

### Syntax

Following is the syntax for getcwdu() method-

|  |
| --- |
| os.getcwdu() |

### Parameters

NA

### Return Value

This method returns a unicode object representing the current working directory.

### Example

The following example shows the usage of getcwdu() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # First go to the "/var/www/html" directory os.chdir("/var/www/html" )  # Print current working directory  print ("Current working dir : %s" % os.getcwdu())  # Now open a directory "/tmp"  fd = os.open( "/tmp", os.O\_RDONLY )  # Use os.fchdir() method to change the dir os.fchdir(fd)  # Print current working directory  print ("Current working dir : %s" % os.getcwdu())  # Close opened directory. os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir : /var/www/html Current working dir : /tmp |

## os.isatty() Method

### Description

The method isatty()returns True if the file descriptor fd is open and connected to a tty(- like) device, else False.

### Syntax

Following is the syntax for isatty() method-

|  |
| --- |
| os.isatty( fd ) |

### Parameters

**fd** - This is the file descriptor for which association needs to be checked.

### Return Value

This method returns True if the file descriptor fd is open and connected to a tty(-like) device, else False.

### Example

The following example shows the usage of isatty() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="This is test" b=line.encode() os.write(fd, b)  # Now use isatty() to check the file. ret = os.isatty(fd)  print ("Returned value is: ", ret)  # Close opened file os.close( fd ) |

When we run the above program, it produces the following result-

|  |
| --- |
| Returned value is: False |

## os.lchflags() Method

### Description

The method lchflags() sets the flags of path to the numeric flags. This method does not follow symbolic links unlike chflags() method. As of Python 3.3, this is equivalent to os.chflags(path, flags, follow\_symlinks=False).

Here, flags may take a combination (bitwise OR) of the following values (as defined in the stat module):

* UF\_NODUMP: Do not dump the file.
* UF\_IMMUTABLE: The file may not be changed.
* UF\_APPEND: The file may only be appended to.
* UF\_NOUNLINK: The file may not be renamed or deleted.
* UF\_OPAQUE: The directory is opaque when viewed through a union stack.
* SF\_ARCHIVED: The file may be archived.
* SF\_IMMUTABLE: The file may not be changed.
* SF\_APPEND: The file may only be appended to.
* SF\_NOUNLINK: The file may not be renamed or deleted.
* SF\_SNAPSHOT: The file is a snapshot file.

**Note:** This method has been introduced in Python 2.6

### Syntax

Following is the syntax for lchflags() method-

|  |
| --- |
| os.lchflags(path, flags) |

### Parameters

* **path** - This is the file path for which flags to be set.
* **flags** - This could be a combination (bitwise OR) of the above defined flags values.

### Return Value

This method does not return any value. Available on Unix like systems.

### Example

The following example shows the usage of lchflags() method.

|  |
| --- |
| #!/usr/bin/python3  import os, sys  # Open a file  path = "/var/www/html/foo.txt"  fd = os.open( path, os.O\_RDWR|os.O\_CREAT )  # Close opened file os.close( fd )  # Now change the file flag.  ret = os.lchflags(path, os.UF\_IMMUTABLE )  print ("Changed file flag successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Changed file flag successfully!! |

## os.lchown() Method

### Description

The method lchown() changes the owner and group id of path to the numeric uid and gid. This function will not follow symbolic links. To leave one of the ids unchanged, set it to -

1. As of Python 3.3, this is equivalent to os.chown(path, uid, gid, follow\_symlinks=False).

### Syntax

Following is the syntax for lchown() method-

|  |
| --- |
| os.lchown(path, uid, gid) |

### Parameters

* + **path** - This is the file path for which ownership to be set.
  + **uid** - This is the Owner ID to be set for the file.
  + **gid** - This is the Group ID to be set for the file.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of lchown() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  path = "/var/www/html/foo.txt"  fd = os.open( path, os.O\_RDWR|os.O\_CREAT )  # Close opened file os.close( fd )  # Now change the file ownership. # Set a file owner ID os.lchown( path, 500, -1)  # Set a file group ID os.lchown( path, -1, 500)  print ("Changed ownership successfully!!") |

When we run above program, it produces following result-

|  |
| --- |
| Changed ownership successfully!! |

## os.link() Method

### Description

The method link() creates a hard link pointing to src named dst. This method is very useful to create a copy of existing file.

### Syntax

Following is the syntax for link() method-

|  |
| --- |
| os.link(src, dst) |

### Parameters

* + **src** - This is the source file path for which hard link would be created.
  + **dest** - This is the target file path where hard link would be created.

### Return Value

This method does not return any value. Available on Unix, Windows.

### Example

The following example shows the usage of link() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  path = "d:\\python3\\foo.txt"  fd = os.open( path, os.O\_RDWR|os.O\_CREAT )  # Close opened file os.close( fd )  # Now create another copy of the above file. dst = "d:\\tmp\\foo.txt"  os.link( path, dst)  print ("Created hard link successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Created hard link successfully!! |

## os.listdir() Method

### Description

The method **listdir()** returns a list containing the names of the entries in the directory given by path. The list is in arbitrary order. It does not include the special entries '.' and '..' even if they are present in the directory.

path may be either of type str or of type bytes. If path is of type bytes, the filenames returned will also be of type bytes; in all other circumstances, they will be of type str.

### Syntax

Following is the syntax for listdir() method-

|  |
| --- |
| os.listdir(path) |

### Parameters

**path** - This is the directory, which needs to be explored.

### Return Value

This method returns a list containing the names of the entries in the directory given by path.

### Example

The following example shows the usage of listdir() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file path = "d:\\tmp\\"  dirs = os.listdir( path )  # This would print all the files and directories for file in dirs:  print (file) |

When we run the above program, it produces the following result-

|  |
| --- |
| Applicationdocs.docx test.java  book.zip foo.txt  Java Multiple Inheritance.htm Java Multiple Inheritance\_files java.ppt  ParallelPortViewer |

## os.lseek() Method

### Description

The method lseek() sets the current position of file descriptor fd to the given position pos, modified by how.

### Syntax

Following is the syntax for lseek() method-

|  |
| --- |
| os.lseek(fd, pos, how) |

### Parameters

* + **fd** - This is the file descriptor, which needs to be processed.
  + **pos** - This is the position in the file with respect to given parameter how. You give os.SEEK\_SET or 0 to set the position relative to the beginning of the file, os.SEEK\_CUR or 1 to set it relative to the current position; os.SEEK\_END or 2 to set it relative to the end of the file.
  + **how** - This is the reference point with-in the file. os.SEEK\_SET or 0 means beginning of the file, os.SEEK\_CUR or 1 means the current position and os.SEEK\_END or 2 means end of the file.

Defined **pos** constants

* + os.SEEK\_SET - 0
  + os.SEEK\_CUR - 1
  + os.SEEK\_END - 2

### Return Value

This method does not return any value.

### Example

The following example shows the usage of lseek() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="This is test" b=line.encode() os.write(fd, b)  # Now you can use fsync() method.  # Infact here you would not be able to see its effect. os.fsync(fd)  # Now read this file from the beginning  os.lseek(fd, 0, 0) |

|  |
| --- |
| line = os.read(fd, 100)  print ("Read String is : ", line.decode())  # Close opened file os.close( fd )  print "Closed the file successfully!!" |

When we run the above program, it produces the following result-

|  |
| --- |
| Read String is : This is test Closed the file successfully!! |

## os.lstat() Method

### Description

The method lstat() is very similar to fstat() and returns a stat\_result object containing the information about a file, but do not follow symbolic links. This is an alias for fstat() on platforms that do not support symbolic links, such as Windows.

Here is the structure returned by lstat method-

* + st\_dev: ID of device containing file
  + st\_ino: inode number
  + st\_mode: protection
  + st\_nlink: number of hard links
  + st\_uid: user ID of owner
  + st\_gid: group ID of owner
  + st\_rdev: device ID (if special file)
  + st\_size: total size, in bytes
  + st\_blksize: blocksize for filesystem I/O
  + st\_blocks: number of blocks allocated
  + st\_atime: time of last access
  + st\_mtime: time of last modification
  + st\_ctime: time of last status change

### Syntax

Following is the syntax for lstat() method:

|  |
| --- |
| os.lstat(path) |

### Parameters

**path** - This is the file for which information would be returned.

### Return Value

This method returns the information about a file.

### Example

|  |
| --- |
| The following example shows the usage of lstat() method. #!/usr/bin/python3  import os, sys # Open a file  path = "d:\\python3\\foo.txt"  fd = os.open( path, os.O\_RDWR|os.O\_CREAT ) # Close opened file  os.close( fd )  # Now get the touple info = os.lstat(path)  print ("File Info :", info) # Now get uid of the file  print ("UID of the file :%d" % info.st\_uid) # Now get gid of the file  print ("GID of the file :%d" % info.st\_gid) |

When we run the above program, it produces the following result-

|  |
| --- |
| File Info : os.stat\_result(st\_mode=33206, st\_ino=281474976797706, st\_dev=1017554828, st\_nlink=2, st\_uid=0, st\_gid=0, st\_size=13, st\_atime=1455597777, st\_mtime=1438077266, st\_ctime=1455560006)  UID of the file :0 GID of the file :0 |

## os.major() Method

### Description

The method major() extracts the device major number from a raw device number (usually the st\_dev or st\_rdev field from stat).

### Syntax

Following is the syntax for major() method-

|  |
| --- |
| os.major(device) |

### Parameters

**device** - This is a raw device number (usually the st\_dev or st\_rdev field from stat).

### Return Value

This method returns the device major number.

### Example

The following example shows the usage of major() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  path = "/var/www/html/foo.txt" # Now get the touple  info = os.lstat(path)  # Get major and minor device number major\_dnum = os.major(info.st\_dev) minor\_dnum = os.minor(info.st\_dev)  print ("Major Device Number :", major\_dnum)  print ("Minor Device Number :", minor\_dnum) |

When we run the above program, it produces the following result-

|  |
| --- |
| Major Device Number : 0 Minor Device Number : 103 |

## os.makedev() Method

### Description

The method makedev() composes a raw device number from the major and minor device numbers.

### Syntax

Following is the syntax for makedev() method-

|  |
| --- |
| os.makedev(major, minor) |

### Parameters

* + **major** - This is Major device number.
  + **minor** - This is Minor device number.

### Return Value

This method returns the device number.

### Example

The following example shows the usage of makedev() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  path = "/var/www/html/foo.txt" # Now get the touple  info = os.lstat(path)  # Get major and minor device number major\_dnum = os.major(info.st\_dev) minor\_dnum = os.minor(info.st\_dev)  print ("Major Device Number :", major\_dnum) print ("Minor Device Number :", minor\_dnum)  # Make a device number  dev\_num = os.makedev(major\_dnum, minor\_dnum) print ("Device Number :", dev\_num) |

When we run the above program, it produces the following result-

|  |
| --- |
| Major Device Number : 0 Minor Device Number : 103 Device Number : 103 |

## os.makedirs() Method

### Description

The method makedirs() is recursive directory creation function. Like mkdir(), but makes all intermediate-level directories needed to contain the leaf directory.

The default mode is 0o777 (octal). On some systems, mode is ignored. Where it is used, the current umask value is first masked out.

If exist\_ok is False (the default), an OSError is raised if the target directory already exists.

### Syntax

Following is the syntax for makedirs() method-

|  |
| --- |
| os.makedirs(path[, mode]) |

### Parameters

* + **path** - This is the path, which needs to be created recursively.
  + **mode** - This is the Mode of the directories to be given.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of makedirs() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Path to be created  path = "d:/tmp/home/monthly/daily"  os.makedirs( path, 493 ) #decimal equivalent of 0755 used on Windows print ("Path is created") |

When we run the above program, it produces the following result-

|  |
| --- |
| Path is created |

## os.minor() Method

### Description

The method minor() extracts the device minor number from a raw device number (usually the st\_dev or st\_rdev field from stat).

Following is the syntax for minor() method-

|  |
| --- |
| os.minor(device) |

### Parameters

**device** - This is a raw device number (usually the st\_dev or st\_rdev field from stat).

### Return Value

This method returns the device minor number.

### Example

The following example shows the usage of minor() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  path = "/var/www/html/foo.txt" # Now get the touple  info = os.lstat(path)  # Get major and minor device number major\_dnum = os.major(info.st\_dev) minor\_dnum = os.minor(info.st\_dev)  print ("Major Device Number :", major\_dnum) print ("Minor Device Number :", minor\_dnum) |

When we run the above program, it produces the following result-

|  |
| --- |
| Major Device Number : 0 Minor Device Number : 103 |

## os.mkdir() Method

### Description

The method mkdir() create a directory named path with numeric mode mode. The default mode is 0777 (octal). On some systems, mode is ignored. Where it is used, the current umask value is first masked out.

Following is the syntax for mkdir() method-

|  |
| --- |
| os.mkdir(path[, mode]) |

### Parameters

* + **path** - This is the path, which needs to be created.
  + **mode** - This is the mode of the directories to be given.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of mkdir() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Path to be created  path = "/tmp/home/monthly/daily/hourly" os.mkdir( path, 0755 );  print "Path is created" |

When we run the above program, it produces the following result-

|  |
| --- |
| Path is created |

## os.mkfifo() Method

### Description

The method **mkfifo()** create a FIFO named path with numeric mode. The default mode is 0666 (octal).The current umask value is first masked out.

FIFOs are pipes that can be accessed like regular files. FIFOs exist until they are deleted

### Syntax

Following is the syntax for mkfifo() method-

|  |
| --- |
| os.mkfifo(path[, mode]) |

### Parameters

* + **path** - This is the path, which needs to be created.
  + **mode** - This is the mode of the named path to be given.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of mkfifo() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # Path to be created path = "/tmp/hourly" os.mkfifo( path, 0644 )  print ("Path is created") |

When we run the above program, it produces the following result-

|  |
| --- |
| Path is created |

## os.mknod() Method

### Description

The method mknod() creates a filesystem node (file, device special file or named pipe) named filename.

### Syntax

Following is the syntax for mknod() method-

|  |
| --- |
| os.mknod(filename[, mode=0600[, device=0]]) |

### Parameters

* + **filename** - This is the filesystem node to be created.
  + **mode** - The mode specifies both the permissions to use and the type of node to be created combined (bitwise OR) with one of the values stat.S\_IFREG, stat.S\_IFCHR, stat.S\_IFBLK, and stat.S\_IFIFO. They can be ORed base don requirement.
  + **device** - This is the device special file created and its optional to provide.

### Return Value

This method does not return any value. Available on Unix like systems.

### Example

The following example shows the usage of mknod() method.

|  |
| --- |
| # !/usr/bin/python3 import os  import stat  filename = '/tmp/tmpfile' mode = 0600|stat.S\_IRUSR  # filesystem node specified with different modes  os.mknod(filename, mode) |

Let us compile and run the above program, this will create a simple file in /tmp directory with a name tmpfile:

|  |
| --- |
| -rw-------. 1 root root 0 Apr 30 02:38 tmpfile |

## os.open() Method

### Description

The method **open()** opens the file file and set various flags according to flags and possibly its mode according to mode.The default mode is 0777 (octal), and the current umask value is first masked out.

### Syntax

Following is the syntax for open() method:

|  |
| --- |
| os.open(file, flags[, mode]); |

### Parameters

* + **file** - File name to be opened.
  + **flags** - The following constants are options for the flags. They can be combined using the bitwise OR operator |. Some of them are not available on all platforms.
    - os.O\_RDONLY: open for reading only
    - os.O\_WRONLY: open for writing only
    - os.O\_RDWR : open for reading and writing
    - os.O\_NONBLOCK: do not block on open
    - os.O\_APPEND: append on each write
    - os.O\_CREAT: create file if it does not exist
    - os.O\_TRUNC: truncate size to 0
    - os.O\_EXCL: error if create and file exists
    - os.O\_SHLOCK: atomically obtain a shared lock
    - os.O\_EXLOCK: atomically obtain an exclusive lock
    - os.O\_DIRECT: eliminate or reduce cache effects
    - os.O\_FSYNC : synchronous writes
    - os.O\_NOFOLLOW: do not follow symlinks
* **mode** - This work in similar way as it works for chmod() method.

### Return Value

This method returns the file descriptor for the newly opened file.

### Example

The following example shows the usage of open() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "foo.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="this is test"  # string needs to be converted byte object b=str.encode(line)  os.write(fd, b)  # Close opened file os.close( fd)  print ("Closed the file successfully!!") |

This would create given file foo.txt and then would write given content in that file and would produce the following result-

|  |
| --- |
| Closed the file successfully!! |

## os.openpty() Method

The method **openpty()** opens a pseudo-terminal pair and returns a pair of file descriptors(master,slave) for the pty & the tty respectively.

The new file descriptors are non-inheritable. For a (slightly) more portable approach, use the pty module.

### Syntax

Following is the syntax for openpty() method-

|  |
| --- |
| os.openpty() |

### Parameters

NA

### Return Value

This method returns a pair of file descriptors i.e., master and slave.

### Example

|  |
| --- |
| The following example shows the usage of openpty() method. # !/usr/bin/python3  import os  # master for pty, slave for tty m,s = os.openpty()  print (m) print (s)  # showing terminal name s = os.ttyname(s) print (m)  print( s) |

When we run the above program, it produces the following result-

|  |
| --- |
| 3  4  3  /dev/pty0 |

## os.pathconf() Method

The method pathconf() returns system configuration information relevant to a named file.

### Syntax

Following is the syntax for pathconf() method-

|  |
| --- |
| os.pathconf(path, name) |

### Parameters

* + **path** - This is the file path.
  + **name** - This specifies the configuration value to retrieve; it may be a string which is the name of a defined system value; these names are specified in a number of standards (POSIX.1, Unix 95, Unix 98, and others). The names known to the host operating system are given in the os.pathconf\_names dictionary.

### Return Value

This method returns system configuration information of a file. Available on Unix like systems.

### Example

The following example shows the usage of pathconf() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  print ("%s" % os.pathconf\_names)  # Retrieve maximum length of a filename no = os.pathconf('a2.py', 'PC\_NAME\_MAX')  print ("Maximum length of a filename :%d" % no) # Retrieve file size  no = os.pathconf('a2.py', 'PC\_FILESIZEBITS')  print ("file size in bits :%d" % no) |

When we run the above program, it produces the following result-

|  |
| --- |
| {'PC\_MAX\_INPUT': 2, 'PC\_VDISABLE': 8, 'PC\_SYNC\_IO': 9,  'PC\_SOCK\_MAXBUF': 12, 'PC\_NAME\_MAX': 3, 'PC\_MAX\_CANON': 1,  'PC\_PRIO\_IO': 11, 'PC\_CHOWN\_RESTRICTED': 6, 'PC\_ASYNC\_IO': 10,  'PC\_NO\_TRUNC': 7, 'PC\_FILESIZEBITS': 13, 'PC\_LINK\_MAX': 0,  'PC\_PIPE\_BUF': 5, 'PC\_PATH\_MAX': 4}  Maximum length of a filename :255 |

|  |
| --- |
| file size in bits : 64 |

## os.pipe() Method

### Description

The method pipe() creates a pipe and returns a pair of file descriptors (r, w) usable for reading and writing, respectively

### Syntax

Following is the syntax for pipe() method-

|  |
| --- |
| os.pipe() |

### Parameters

NA

### Return Value

This method returns a pair of file descriptors.

### Example

The following example shows the usage of pipe() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  print ("The child will write text to a pipe and ")  print ("the parent will read the text written by child...")  # file descriptors r, w for reading and writing r, w = os.pipe()  processid = os.fork() if processid:  # This is the parent process # Closes file descriptor w os.close(w)  r = os.fdopen(r)  print ("Parent reading") |

|  |
| --- |
| str = r.read()  print ("text =", str ) sys.exit(0)  else:  # This is the child process os.close(r)  w = os.fdopen(w, 'w') print ("Child writing")  w.write("Text written by child...") w.close()  print ("Child closing")  sys.exit(0) |

When we run the above program, it produces the following result-

|  |
| --- |
| The child will write text to a pipe and  the parent will read the text written by child... Parent reading  Child writing Child closing  text = Text written by child... |

## os.popen() Method

### Description

The method popen() opens a pipe to or from command.The return value is an open file object connected to the pipe, which can be read or written depending on whether mode is 'r' (default) or 'w'.The bufsize argument has the same meaning as in open() function.

### Syntax

Following is the syntax for popen() method-

|  |
| --- |
| os.popen(command[, mode[, bufsize]]) |

### Parameters

* + **command** - This is command used.
  + **mode** - This is the Mode can be 'r'(default) or 'w'.
  + **bufsize** - If the buffering value is set to 0, no buffering will take place. If the buffering value is 1, line buffering will be performed while accessing a file. If you specify the buffering value as an integer greater than 1, then buffering action will be performed with the indicated buffer size. If negative, the buffer size is the system default(default behavior).

### Return Value

This method returns an open file object connected to the pipe.

### Example

The following example shows the usage of popen() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # using command mkdir a = 'mkdir nwdir'  b = os.popen(a,'r',1) print b |

When we run the above program, it produces the following result-

|  |
| --- |
| open file 'mkdir nwdir', mode 'r' at 0x81614d0 |

## os.read() Method

### Description

The method read() reads at most n bytes from file desciptor fd, return a string containing the bytes read. If the end of file referred to by fd has been reached, an empty string is returned.

Note: This function is intended for low-level I/O and must be applied to a file descriptor as returned by os.open() or pipe(). To read a “file object” returned by the built-in function open() or by popen() or fdopen(), or sys.stdin, use its read() or readline() methods.

### Syntax

Following is the syntax for read() method-

|  |
| --- |
| os.read(fd,n) |

### Parameters

* + **fd** - This is the file descriptor of the file.
  + **n** - These are n bytes from file descriptor fd.

### Return Value

This method returns a string containing the bytes read.

### Example

The following example shows the usage of read() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # Open a file  fd = os.open("foo.txt",os.O\_RDWR) # Reading text  ret = os.read(fd,12) print (ret.decode()) # Close opened file os.close(fd)  print ("Closed the file successfully!!") |

Let us compile and run the above program, this will print the contents of file foo.txt-

|  |
| --- |
| This is test  Closed the file successfully!! |

## os.readlink() Method

### Description

The method **readlink()** returns a string representing the path to which the symbolic link points. It may return an absolute or relative pathname.

### Syntax

Following is the syntax for readlink() method-

|  |
| --- |
| os.readlink(path) |

### Parameters

**path** - This is the path or symblic link for which we are going to find source of the link.

### Return Value

This method return a string representing the path to which the symbolic link points.

### Example

The following example shows the usage of readlink() method.

|  |
| --- |
| # !/usr/bin/python3 import os  src = 'd://tmp//python3' dst = 'd://tmp//python2'  # This creates a symbolic link on python in tmp directory os.symlink(src, dst)  # Now let us use readlink to display the source of the link. path = os.readlink( dst )  print (path) |

Let us compile and run the above program. This will create a symblic link to d:\tmp\python3 and later it will read the source of the symbolic link using readlink() call. This is an example on Windows platform and needs administrator privilege to run. Before running this program make sure you do not have d:\tmp\python2 already available.

|  |
| --- |
| d:\tmp\python2 |

## os.remove() Method

### Description

The method remove() removes the file path. If the path is a directory, OSError is raised.

### Syntax

Following is the syntax for remove() method-

|  |
| --- |
| os.remove(path) |

### Parameters

**path** - This is the path, which is to be removed.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of remove() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys os.chdir("d:\\tmp") |

|  |
| --- |
| # listing directories  print ("The dir is: %s" %os.listdir(os.getcwd()))  # removing os.remove("test.java")  # listing directories after removing path  print ("The dir after removal of path : %s" %os.listdir(os.getcwd())) |

When we run above program, it produces following result-

|  |
| --- |
| The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'home', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'ParallelPortViewer', 'test.java']  The dir after removal of path : ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'home', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'ParallelPortViewer'] |

## os.removedirs() Method

### Description

The method removedirs() removes dirs recursively. If the leaf directory is succesfully removed, removedirs tries to successively remove every parent directory displayed in path. Raises OSError if the leaf directory could not be successfully removed.

### Syntax

Following is the syntax for removedirs() method-

|  |
| --- |
| os.removedirs(path) |

### Parameters

**path** - This is the path of the directory, which needs to be removed.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of removedirs() method.

|  |
| --- |
| os.chdir("d:\\tmp") # listing directories  print ("The dir is: %s" %os.listdir(os.getcwd())) # removing  os.removedirs("home\\monthly\\daily")  # listing directories after removing directory  print ("The dir after removal is:" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'home', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'ParallelPortViewer']  The dir after removal is:  ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'ParallelPortViewer'] |

## os.rename() Method

### Description

The method **rename()** renames the file or directory src to dst. If dst is a file or directory(already present), OSError will be raised.

### Syntax

Following is the syntax for rename() method-

|  |
| --- |
| os.rename(src, dst) |

### Parameters

* + **src** - This is the actual name of the file or directory.
  + **dst** - This is the new name of the file or directory.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of rename() method.

|  |
| --- |
| os.chdir("d:\\tmp") # listing directories  print ("The dir is: %s"%os.listdir(os.getcwd())) # renaming directory ''tutorialsdir" os.rename("python3","python2")  print ("Successfully renamed.")  # listing directories after renaming "python3" print ("the dir is: %s" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'Python3']  Successfully renamed.  the dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2'] |

## os.renames() Method

### Description

The method renames() is recursive directory or file renaming function. It does the same functioning as os.rename(), but it also moves a file to a directory, or a whole tree of directories, that do not exist.

### Syntax

Following is the syntax for renames() method:

|  |
| --- |
| os.renames(old, new) |

### Parameters

* + **old** - This is the actual name of the file or directory to be renamed.
  + **new** - This is the new name of the file or directory. It can even include a file to a directory, or a whole tree of directories, that do not exist.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of renames() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys os.chdir("d:\\tmp")  print ("Current directory is: %s" %os.getcwd()) # listing directories  print ("The dir is: %s"%os.listdir(os.getcwd())) # renaming file "aa1.txt" os.renames("foo.txt","newdir/foonew.txt")  print ("Successfully renamed.")  # listing directories after renaming and moving "foo.txt" print ("The dir is: %s" %os.listdir(os.getcwd())) os.chdir("newdir")  print ("The dir is: %s" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| Current directory is: d:\tmp  The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2']  Successfully renamed.  The dir is: ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'newdir', 'python2']  The file foo.txt is not visible here, as it is been moved to newdir and renamed as foonew.txt. The directory newdir and its contents are shown below:  The dir is: ['foonew.txt'] |

## os.renames() Method

### Description

The method renames() is recursive directory or file renaming function. It does the same functioning as os.rename(), but it also moves a file to a directory, or a whole tree of directories, that do not exist.

### Syntax

Following is the syntax for renames() method-

|  |
| --- |
| os.renames(old, new) |

### Parameters

* + **old** - This is the actual name of the file or directory to be renamed.
  + **new** - This is the new name of the file or directory.It can even include a file to a directory, or a whole tree of directories, that do not exist.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of renames() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys os.chdir("d:\\tmp")  print ("Current directory is: %s" %os.getcwd()) # listing directories  print ("The dir is: %s"%os.listdir(os.getcwd())) # renaming file "aa1.txt" os.renames("foo.txt","newdir/foonew.txt")  print ("Successfully renamed.")  # listing directories after renaming and moving "foo.txt" print ("The dir is: %s" %os.listdir(os.getcwd())) os.chdir("newdir")  print ("The dir is: %s" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| Current directory is: d:\tmp  The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2']  Successfully renamed.  The dir is: ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'newdir', 'python2']  The file foo.txt is not visible here, as it is been moved to newdir and renamed as foonew.txt. The directory newdir and its contents are shown below:  The dir is: ['foonew.txt'] |

## os.rmdir() Method

### Description

The method **rmdir()** removes the directory path. It works only when the directory is empty, else OSError is raised.

### Syntax

Following is the syntax for rmdir() method-

|  |
| --- |
| os.rmdir(path) |

### Parameters

**path** - This is the path of the directory, which needs to be removed.

### Return Value

This method does not return any value.

### Example

|  |
| --- |
| The following example shows the usage of rmdir() method. # !/usr/bin/python3  import os, sys os.chdir("d:\\tmp") # listing directories  print ("the dir is: %s" %os.listdir(os.getcwd()))  # removing path os.rmdir("newdir")  # listing directories after removing directory path print ("the dir is:" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| the dir is: ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'newdir', 'python2']  Traceback (most recent call last):  File "test.py", line 8, in os.rmdir("newdir")  OSError: [WinError 145] The directory is not empty: 'newdir'  The error is coming as 'newdir' directory is not empty. If 'newdir' is an empty directory, then this would produce following result: |

|  |
| --- |
| the dir is: ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'newdir', 'python2']  the dir is: ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2'] |

## os.stat() Method

### Description

The method **stat()** performs a stat system call on the given path.

### Syntax

Following is the syntax for stat() method-

|  |
| --- |
| os.stat(path) |

### Parameters

**path** - This is the path, whose stat information is required.

### Return Value

Here is the list of members of stat structure-

* + st\_mode: protection bits.
  + st\_ino: inode number.
  + st\_dev: device.
  + st\_nlink: number of hard links.
  + st\_uid: user id of owner.
  + st\_gid: group id of owner.
  + st\_size: size of file, in bytes.
  + st\_atime: time of most recent access.
  + st\_mtime: time of most recent content modification.
  + st\_ctime: time of most recent metadata change.

### Example

The following example shows the usage of stat() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # showing stat information of file "foo.txt"  statinfo = os.stat('foo.txt') |

|  |
| --- |
| print (statinfo) |

When we run the above program, it produces the following result-

|  |
| --- |
| os.stat\_result(st\_mode=33206, st\_ino=281474976797706, st\_dev=1017554828, st\_nlink=1, st\_uid=0, st\_gid=0, st\_size=13, st\_atime=1455649253, st\_mtime=1438077266, st\_ctime=1455560006) |

## os.stat\_float\_times() Method

### Description

The method stat\_float\_times() determines whether stat\_result represents time stamps as float objects.

### Syntax

Following is the syntax for stat\_float\_times() method-

|  |
| --- |
| os.stat\_float\_times([newvalue]) |

### Parameters

**newvalue** - If newvalue is True, future calls to stat() return floats, if it is False, future call on stat returns ints. If newvalue is not mentioned, it returns the current settings.

### Return Value

This method returns either True or False.

### Example

The following example shows the usage of stat\_float\_times() method.

|  |
| --- |
| #!/usr/bin/python3 import os, sys  # Stat information statinfo = os.stat('a2.py')  print (statinfo)  statinfo = os.stat\_float\_times() print (statinfo) |

When we run the above program, it produces the following result-

|  |
| --- |
| os.stat\_result(st\_mode=33206, st\_ino=562949953508433, st\_dev=1017554828, st\_nlink=1, st\_uid=0, st\_gid=0, st\_size=27, st\_atime=1455597032, st\_mtime=1455597032, st\_ctime=1455562995)  True |

## os.statvfs() Method

### Description

The method statvfs() perform a statvfs system call on the given path.

### Syntax

Following is the syntax for statvfs() method-

|  |
| --- |
| os.statvfs(path) |

### Parameters

**path** - This is the path, whose statvfs information is required.

### Return Value

Here is the list of members of statvfs structure-

* + f\_bsize: preferred file system block size.
  + f\_frsize: fundamental file system block size.
  + f\_blocks: total number of blocks in the filesystem.
  + f\_bfree: total number of free blocks.
  + f\_bavail: free blocks available to non-super user.
  + f\_files: total number of file nodes.
  + f\_ffree: total number of free file nodes.
  + f\_favail: free nodes available to non-super user.
  + f\_flag: system dependent.
  + f\_namemax: maximum file name length.

### Example

The following example shows the usage of statvfs() method. Availabe on Unix like systems-

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # showing statvfs information of file "a1.py"  stinfo = os.statvfs('a1.py') |

|  |
| --- |
| print (stinfo) |

When we run the above program, it produces the following result-

|  |
| --- |
| posix.statvfs\_result(f\_bsize=4096, f\_frsize=4096, f\_blocks=1909350L, f\_bfree=1491513L,  f\_bavail=1394521L, f\_files=971520L, f\_ffree=883302L, f\_fvail=883302L, f\_flag=0, f\_namemax=255) |

## os.symlink() Method

### Description

The method symlink() creates a symbolic link dst pointing to src.

### Syntax

Following is the syntax for symlink() method-

|  |
| --- |
| os.symlink(src, dst) |

### Parameters

* + **src** - This is the source.
  + **dest** - This is the destination, which did not exist previously.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of symlink() method-

|  |
| --- |
| #!/usr/bin/python3 import os  src = '/usr/bin/python3' dst = '/tmp/python'  # This creates a symbolic link on python in tmp directory os.symlink(src, dst)  print "symlink created" |

Let us compile and run the above program, this will create a symbolic link in /tmp directory which will be as follows-

|  |
| --- |
| lrwxrwxrwx. 1 root root 15 Apr 30 03:00 python -> /usr/bin/python3 |

## os.tcgetpgrp() Method

### Description

The method tcgetpgrp() returns the process group associated with the terminal given by fd (an open file descriptor as returned by os.open())

### Syntax

Following is the syntax for tcgetpgrp() method-

|  |
| --- |
| os.tcgetpgrp(fd) |

### Parameters

**fd** - This is the file descriptor.

### Return Value

This method returns the process group.

### Example

The following example shows the usage of tcgetpgrp() method-

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # Showing current directory  print ("Current working dir :%s" %os.getcwd()) # Changing dir to /dev/tty  fd = os.open("/dev/tty",os.O\_RDONLY) f = os.tcgetpgrp(fd)  # Showing the process group  print ("the process group associated is: ") print (f)  os.close(fd)  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir is :/tmp the process group associated is: |

|  |
| --- |
| 2670  Closed the file successfully!! |

## os.tcsetpgrp() Method

### Description

The method tcsetpgrp() sets the process group associated with the terminal given by fd (an open file descriptor as returned by os.open()) to pg.

### Syntax

Following is the syntax for tcsetpgrp() method-

|  |
| --- |
| os.tcsetpgrp(fd, pg) |

### Parameters

* + **fd** - This is the file descriptor.
  + **pg** - This set the process group to pg.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of tcsetpgrp() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # Showing current directory  print ("Current working dir :%s" %os.getcwd())  # Changing dir to /dev/tty  fd = os.open("/dev/tty",os.O\_RDONLY)  f = os.tcgetpgrp(fd)  # Showing the process group  print ("the process group associated is: ") print (f) |

|  |
| --- |
| # Setting the process group os.tcsetpgrp(fd,2672) print ("done")  os.close(fd)  print "Closed the file successfully!!" |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir is :/tmp the process group associated is: 2672  done  Closed the file successfully!! |

## os.tempnam() Method

##### Description

The method tempnam() returns a unique path name that is reasonable for creating a temporary file.

##### Syntax

Following is the syntax for tempnam() method-

|  |
| --- |
| os.tempnam(dir, prefix) |

##### Parameters

* + **dir** - This is the dir where the temporary filename will be created.
  + **prefix** - This is the prefix of the generated temporary filename.

##### Return Value

This method returns a unique path.

##### Example

The following example shows the usage of tempnam() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # prefix is tuts1 of the generated file  tmpfn = os.tempnam('/tmp/tutorialsdir,'tuts1') |

|  |
| --- |
| print "This is the unique path:" print tmpfn |

When we run the above program, it produces the following result-

|  |
| --- |
| This is the unique path:  /tmp/tutorialsdir/tuts1IbAco8 |

## os.tmpfile() Method

### Description

The method tmpfile() returns a new temporary file object opened in update mode (w+b). The file has no directory entries associated with it and will be deleted automatically once there are no file descriptors.

### Syntax

Following is the syntax for tmpfile() method-

|  |
| --- |
| os.tmpfile |

### Parameters

NA

### Return Value

This method returns a new temporary file object.

### Example

The following example shows the usage of tmpfile() method.

|  |
| --- |
| # !/usr/bin/python3 import os  # The file has no directory entries associated with it and will be # deleted automatically once there are no file descriptors. tmpfile = os.tmpfile()  tmpfile.write('Temporary newfile is here. ')  tmpfile.seek(0)  print tmpfile.read() |

|  |
| --- |
| tmpfile.close |

When we run the above program, it produces the following result-

|  |
| --- |
| Temporary newfile is here..... |

## os.tmpnam() Method

### Description

The method **tmpnam()** returns a unique path name that is reasonable for creating a temporary file.

### Syntax

Following is the syntax for tmpnam() method-

|  |
| --- |
| os.tmpnam() |

### Parameters

NA

### Return Value

This method returns a unique path name.

### Example

|  |
| --- |
| The following example shows the usage of tmpnam() method. # !/usr/bin/python3  import os, sys  # Temporary file generated in current directory tmpfn = os.tmpnam()  print "This is the unique path:"  print tmpfn |

When we run the above program, it produces the following result-

|  |
| --- |
| This is the unique path:  /tmp/fileUFojpd |

## os.ttyname() Method

### Description

The method **ttyname()** returns a string, which specifies the terminal device associated with fd. If fd is not associated with a terminal device, an exception is raised.

### Syntax

Following is the syntax for ttyname() method-

|  |
| --- |
| os.ttyname(fd) |

### Parameters

**fd** - This is the file descriptor.

### Return Value

This method returns a string which specifies the terminal device. Available on Unix like Systems.

### Example

The following example shows the usage of ttyname() method.

|  |
| --- |
| # !/usr/bin/python33 import os, sys  # Showing current directory  print ("Current working dir :%s" %os.getcwd())  # Changing dir to /dev/tty  fd = os.open("/dev/tty",os.O\_RDONLY)  p = os.ttyname(fd)  print ("the terminal device associated is: ") print p  print ("done!!")  os.close(fd)  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| Current working dir is :/tmp  the terminal device associated is:  /dev/tty |

|  |
| --- |
| done!!  Closed the file successfully!! |

## os.unlink() Method

### Description

The method **unlink()** removes (deletes) the file path. If the path is a directory, OSError is raised. This function is identical to the remove() mehod; the unlink name is its traditional Unix name.

### Syntax

Following is the syntax for unlink() method-

|  |
| --- |
| os.unlink(path) |

### Parameters

**path** - This is the path, which is to be removed.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of unlink() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys os.chdir("d:\\tmp") # listing directories  print ("The dir is: %s" %os.listdir(os.getcwd())) os.unlink("foo.txt")  # listing directories after removing path  print ("The dir after removal of path : %s" %os.listdir(os.getcwd())) |

When we run the above program, it produces the following result-

|  |
| --- |
| The dir is: ['Applicationdocs.docx', 'book.zip', 'foo.txt', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2']  The dir after removal of path : ['Applicationdocs.docx', 'book.zip', 'Java Multiple Inheritance.htm', 'Java Multiple Inheritance\_files', 'java.ppt', 'python2'] |

## os.utime() Method

### Description

The method utime() sets the access and modified times of the file specified by path.

### Syntax

Following is the syntax for utime() method-

|  |
| --- |
| os.utime(path, times) |

### Parameters

* + **path** - This is the path of the file.
  + **times** - This is the file access and modified time. If times is none, then the file access and modified times are set to the current time. The parameter times consists of row in the form of (atime, mtime) i.e (accesstime, modifiedtime).

### Return Value

This method does not return any value.

### Example

The following example shows the usage of utime() method.

|  |
| --- |
| # !/usr/bin/python3 import os, sys, time os.chdir("d:\\tmp")  # Showing stat information of file stinfo = os.stat('foo.txt')  print (stinfo)  # Using os.stat to recieve atime and mtime of file print ("access time of foo.txt: %s" %stinfo.st\_atime) print ("modified time of foo.txt: %s" %stinfo.st\_mtime) print (time.asctime( time.localtime(stinfo.st\_atime))) # Modifying atime and mtime os.utime("foo.txt",(1330712280, 1330712292))  print ("after modification")  print (time.asctime( time.localtime(stinfo.st\_atime))) print ("done!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| os.stat\_result(st\_mode=33206, st\_ino=1688849860351098, st\_dev=1017554828, st\_nlink=1, st\_uid=0, st\_gid=0, st\_size=0, st\_atime=1455684273, st\_mtime=1455684273, st\_ctime=1455683589)  access time of foo.txt: 1455684273.84375 modified time of foo.txt: 1455684273.84375 Wed Feb 17 10:14:33 2016  after modification  Fri Mar 2 23:48:00 2012  done!! |

## os.walk() Method

### Description

The method **walk()** generates the file names in a directory tree by walking the tree either top-down or bottom-up.

### Syntax

Following is the syntax for the walk() method-

|  |
| --- |
| os.walk(top[, topdown=True[, onerror=None[, followlinks=False]]]) |

### Parameters

* + **top** - Each directory rooted at directory, yields 3-tuples, i.e., (dirpath, dirnames, filenames)
  + **topdown** - If optional argument topdown is True or not specified, directories are scanned from top-down. If topdown is set to False, directories are scanned from bottom-up.
  + **onerror** - This can show error to continue with the walk, or raise the exception to abort the walk.
  + **followlinks** - This visits directories pointed to by symlinks, if set to true.

### Return Value

This method does not return any value.

### Example

The following example shows the usage of walk() method.

|  |
| --- |
| # !/usr/bin/python3 import os |

|  |
| --- |
| os.chdir("d:\\tmp")  for root, dirs, files in os.walk(".", topdown=False): for name in files:  print(os.path.join(root, name)) for name in dirs:  print(os.path.join(root, name)) |

Let us compile and run the above program. This will scan all the directories and subdirectories bottom-to-up.

|  |
| --- |
| .\python2\testdir\Readme\_files\Lpt\_Port\_Config.gif  .\python2\testdir\Readme\_files\ParallelPortViever.gif  .\python2\testdir\Readme\_files\softcollection.css  .\python2\testdir\Readme\_files\Thumbs.db  .\python2\testdir\Readme\_files\Yellov\_Ball.gif  .\python2\testdir\Readme.htm  .\python2\testdir\Readme\_files  .\python2\testdir  .\Applicationdocs.docx  .\book.zip  .\foo.txt  .\java.ppt  .\python2 |

If you will change the value of topdown to True, then it will give you the following result-

|  |
| --- |
| .\Applicationdocs.docx  .\book.zip  .\foo.txt  .\java.ppt  .\python2  .\python2\testdir  .\python2\testdir\Readme.htm  .\python2\testdir\Readme\_files  .\python2\testdir\Readme\_files\Lpt\_Port\_Config.gif  .\python2\testdir\Readme\_files\ParallelPortViever.gif  .\python2\testdir\Readme\_files\softcollection.css  .\python2\testdir\Readme\_files\Thumbs.db |

|  |
| --- |
| .\python2\testdir\Readme\_files\Yellov\_Ball.gif |

## os.write() Method

### Description

The method **write()** writes the string str to file descriptor fd. It returns the number of bytes actually written.

### Syntax

Following is the syntax for write() method-

|  |
| --- |
| os.write(fd, str) |

### Parameters

* + **fd** - This is the file descriptor.
  + **str** - This is the string to be written.

### Return Value

This method returns the number of bytes actually written.

### Example

The following example shows the usage of the write() method-

|  |
| --- |
| # !/usr/bin/python3 import os, sys  # Open a file  fd = os.open( "f1.txt", os.O\_RDWR|os.O\_CREAT ) # Write one string  line="this is test"  # string needs to be converted byte object b=str.encode(line)  ret=os.write(fd, b)  # ret consists of number of bytes written to f1.txt print ("the number of bytes written: ", ret)  # Close opened file os.close( fd)  print ("Closed the file successfully!!") |

When we run the above program, it produces the following result-

|  |
| --- |
| the number of bytes written: 12 Closed the file successfully!! |

Python provides two very important features to handle any unexpected error in your Python programs and to add debugging capabilities in them-
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##### Exception Handling.

##### Assertions.

## Standard Exceptions

Here is a list of Standard Exceptions available in Python.

|  |  |
| --- | --- |
| **EXCEPTION NAME** | **DESCRIPTION** |
| Exception | Base class for all exceptions |
| StopIteration | Raised when the next() method of an iterator does not point to any object. |
| SystemExit | Raised by the sys.exit() function. |
| StandardError | Base class for all built-in exceptions except StopIteration and SystemExit. |
| ArithmeticError | Base class for all errors that occur for numeric calculation. |
| OverflowError | Raised when a calculation exceeds maximum limit for a numeric type. |
| FloatingPointError | Raised when a floating point calculation fails. |
| ZeroDivisonError | Raised when division or modulo by zero takes place for all numeric types. |
| AssertionError | Raised in case of failure of the Assert statement. |
| AttributeError | Raised in case of failure of attribute reference or assignment. |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| EOFError | Raised when there is no input from either the raw\_input() or input() function and the end of file is reached. | | | | | | | | | | |
| ImportError | Raised when an import statement fails. | | | | | | | | | | |
| KeyboardInterrupt | Raised when the user interrupts program execution, usually by pressing Ctrl+c. | | | | | | | | | | |
| LookupError | Base class for all lookup errors. | | | | | | | | | | |
| IndexError | Raised when an index is not found in a sequence. | | | | | | | | | | |
| KeyError | Raised when the specified key is not found in the dictionary. | | | | | | | | | | |
| NameError | Raised when namespace. | an | identifier | is | not | found | in | the | local | or | global |
| UnboundLocalError | Raised when trying to access a local variable in a function or method but no value has been assigned to it. | | | | | | | | | | |
| EnvironmentError | Base class for all exceptions that occur outside the Python environment. | | | | | | | | | | |
| IOError | Raised when an input/ output operation fails, such as the print statement or the open() function when trying to open a file that does not exist. | | | | | | | | | | |
| OSError | Raised for operating system-related errors. | | | | | | | | | | |
| SyntaxError | Raised when there is an error in Python syntax. | | | | | | | | | | |
| IndentationError | Raised when indentation is not specified properly. | | | | | | | | | | |
| SystemError | Raised when the interpreter finds an internal problem, but when this error is encountered the Python interpreter does not exit. | | | | | | | | | | |
| SystemExit | Raised when Python interpreter is quit by using the sys.exit() function. If not handled in the code, causes the interpreter to exit. | | | | | | | | | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| TypeError | Raised when an operation or function invalid for the specified data type. | is | attempted | that | is |
| ValueError | Raised when the built-in function for a data type has the valid type of arguments, but the arguments have invalid values specified. | | | | |
| RuntimeError | Raised when a generated error does not fall into any category. | | | | |
| NotImplementedError | Raised when an abstract method that needs to be implemented in an inherited class is not actually implemented. | | | | |

## Assertions in Python

An assertion is a sanity-check that you can turn on or turn off when you are done with your testing of the program.

* + The easiest way to think of an assertion is to liken it to a **raise-if** statement (or to be more accurate, a raise-if-not statement). An expression is tested, and if the result comes up false, an exception is raised.
  + Assertions are carried out by the assert statement, the newest keyword to Python, introduced in version 1.5.
  + Programmers often place assertions at the start of a function to check for valid input, and after a function call to check for valid output.

**The *assert* Statement**

When it encounters an assert statement, Python evaluates the accompanying expression, which is hopefully true. If the expression is false, Python raises anAssertionError exception.

The syntax for assert is −

|  |
| --- |
| assert Expression[, Arguments] |

If the assertion fails, Python uses ArgumentExpression as the argument for the AssertionError. AssertionError exceptions can be caught and handled like any other exception, using the try-except statement. If they are not handled, they will terminate the program and produce a traceback.

### Example

Here is a function that converts a given temperature from degrees Kelvin to degrees Fahrenheit. Since 0° K is as cold as it gets, the function bails out if it sees a negative temperature −

|  |
| --- |
| #!/usr/bin/python3  def KelvinToFahrenheit(Temperature):  assert (Temperature >= 0),"Colder than absolute zero!" return ((Temperature-273)\*1.8)+32  print (KelvinToFahrenheit(273))  print (int(KelvinToFahrenheit(505.78))) print (KelvinToFahrenheit(-5)) |

When the above code is executed, it produces the following result-

|  |
| --- |
| 32.0  451  Traceback (most recent call last):  File "test.py", line 9, in print KelvinToFahrenheit(-5)  File "test.py", line 4, in KelvinToFahrenheit  assert (Temperature >= 0),"Colder than absolute zero!" AssertionError: Colder than absolute zero! |

## What is Exception?

An exception is an event, which occurs during the execution of a program that disrupts the normal flow of the program's instructions. In general, when a Python script encounters a situation that it cannot cope with, it raises an exception. An exception is a Python object that represents an error.

When a Python script raises an exception, it must either handle the exception immediately otherwise it terminates and quits.

## Handling an Exception

If you have some *suspicious* code that may raise an exception, you can defend your program by placing the suspicious code in a **try:** block. After the try: block, include an **except:** statement, followed by a block of code which handles the problem as elegantly as possible.

### Syntax

Here is simple syntax of try....except...else blocks-

|  |
| --- |
| try:  You do your operations here  ...................... |

|  |
| --- |
| except *ExceptionI*:  If there is ExceptionI, then execute this block. except *ExceptionII*:  If there is ExceptionII, then execute this block.  ......................  else:  If there is no exception then execute this block. |

Here are few important points about the above-mentioned syntax-

* + A single try statement can have multiple except statements. This is useful when the try block contains statements that may throw different types of exceptions.
  + You can also provide a generic except clause, which handles any exception.
  + After the except clause(s), you can include an else-clause. The code in the else- block executes if the code in the try: block does not raise an exception.
  + The else-block is a good place for code that does not need the try: block's protection.

### Example

This example opens a file, writes content in the file and comes out gracefully because there is no problem at all.

|  |
| --- |
| #!/usr/bin/python3  try:  fh = open("testfile", "w")  fh.write("This is my test file for exception handling!!") except IOError:  print ("Error: can\'t find file or read data") else:  print ("Written content in the file successfully")  fh.close() |

This produces the following result-

|  |
| --- |
| Written content in the file successfully |

### Example

This example tries to open a file where you do not have the write permission, so it raises an exception-

|  |
| --- |
| #!/usr/bin/python3 try:  fh = open("testfile", "r")  fh.write("This is my test file for exception handling!!") except IOError:  print ("Error: can\'t find file or read data") else:  print ("Written content in the file successfully") |

This produces the following result-

|  |
| --- |
| Error: can't find file or read data |

## The except Clause with No Exceptions

You can also use the except statement with no exceptions defined as follows-

|  |
| --- |
| try:  You do your operations here  ......................  except:  If there is any exception, then execute this block.  ......................  else:  If there is no exception then execute this block. |

This kind of a **try-except** statement catches all the exceptions that occur. Using this kind of try-except statement is not considered a good programming practice though, because it catches all exceptions but does not make the programmer identify the root cause of the problem that may occur.

## The except Clause with Multiple Exceptions

You can also use the same *except* statement to handle multiple exceptions as follows-

|  |
| --- |
| try:  You do your operations here  ......................  except(Exception1[, Exception2[,...ExceptionN]]]):  If there is any exception from the given exception list, then execute this block.  ...................... |

|  |
| --- |
| else:  If there is no exception then execute this block. |

## The try-finally Clause

You can use a **finally:** block along with a **try:** block. The **finally:** block is a place to put any code that must execute, whether the try-block raised an exception or not. The syntax of the try-finally statement is this-

|  |
| --- |
| try:  You do your operations here;  ......................  Due to any exception, this may be skipped. finally:  This would always be executed.  ...................... |

**Note:** You can provide except clause(s), or a finally clause, but not both. You cannot use *else* clause as well along with a finally clause.

### Example

|  |
| --- |
| #!/usr/bin/python3  try:  fh = open("testfile", "w")  fh.write("This is my test file for exception handling!!") finally:  print ("Error: can\'t find file or read data")  fh.close() |

If you do not have permission to open the file in writing mode, then this will produce the following result-

|  |
| --- |
| Error: can't find file or read data |

Same example can be written more cleanly as follows-

|  |
| --- |
| #!/usr/bin/python3  try:  fh = open("testfile", "w") try:  fh.write("This is my test file for exception handling!!") |

|  |
| --- |
| finally:  print ("Going to close the file") fh.close()  except IOError:  print ("Error: can\'t find file or read data") |

When an exception is thrown in the *try* block, the execution immediately passes to the *finally* block. After all the statements in the *finally* block are executed, the exception is raised again and is handled in the *except* statements if present in the next higher layer of the *try-except* statement.

## Argument of an Exception

An exception can have an *argument*, which is a value that gives additional information about the problem. The contents of the argument vary by exception. You capture an exception's argument by supplying a variable in the except clause as follows-

|  |
| --- |
| try:  You do your operations here  ......................  except *ExceptionType as Argument*:  You can print value of Argument here... |

If you write the code to handle a single exception, you can have a variable follow the name of the exception in the except statement. If you are trapping multiple exceptions, you can have a variable follow the tuple of the exception.

This variable receives the value of the exception mostly containing the cause of the exception. The variable can receive a single value or multiple values in the form of a tuple. This tuple usually contains the error string, the error number, and an error location.

### Example

Following is an example for a single exception-

|  |
| --- |
| #!/usr/bin/python3  # Define a function here. def temp\_convert(var):  try:  returnint(var)  except ValueError as Argument:  print("The argument does not contain numbers\n",Argument)  # Call above function here. |

|  |
| --- |
| temp\_convert("xyz") |

This produces the following result-

|  |
| --- |
| The argument does not contain numbers invalid literal for int() with base 10: 'xyz' |

## Raising an Exception

You can raise exceptions in several ways by using the raise statement. The general syntax for the **raise** statement is as follows-

### Syntax

|  |
| --- |
| raise [Exception [, args [, traceback]]] |

Here, *Exception* is the type of exception (for example, NameError) and *argument* is a value for the exception argument. The argument is optional; if not supplied, the exception argument is None.

The final argument, traceback, is also optional (and rarely used in practice), and if present, is the traceback object used for the exception.

### Example

An exception can be a string, a class or an object. Most of the exceptions that the Python core raises are classes, with an argument that is an instance of the class. Defining new exceptions is quite easy and can be done as follows-

|  |
| --- |
| def functionName( level ): if level <1:  raise Exception(level)  # The code below to this would not be executed # if we raise the exception  return level |

**Note:** In order to catch an exception, an "except" clause must refer to the same exception thrown either as a class object or a simple string. For example, to capture the above exception, we must write the except clause as follows-

|  |
| --- |
| try:  Business Logic here... except Exception as e:  Exception handling here using e.args... |

|  |
| --- |
| else:  Rest of the code here... |

The following example illustrates the use of raising an exception-

|  |
| --- |
| #!/usr/bin/python3  def functionName( level ): if level <1:  raise Exception(level)  # The code below to this would not be executed # if we raise the exception  return level  try:  l=functionName(-10) print ("level=",l)  except Exception as e:  print ("error in level argument",e.args[0]) |

This will produce the following result-

|  |
| --- |
| error in level argument -10 |

## User-Defined Exceptions

Python also allows you to create your own exceptions by deriving classes from the standard built-in exceptions.

Here is an example related to *RuntimeError*. Here, a class is created that is subclassed from *RuntimeError*. This is useful when you need to display more specific information when an exception is caught.

In the try block, the user-defined exception is raised and caught in the except block. The variable **e** is used to create an instance of the class *Networkerror*.

|  |
| --- |
| class Networkerror(RuntimeError): def init (self, arg):  self.args = arg |

So once you have defined the above class, you can raise the exception as follows-

|  |
| --- |
| try:  raise Networkerror("Bad hostname") except Networkerror,e:  print e.args |

# Python 3 – Advanced Tutorial

Python has been an object-oriented language since the time it existed. Due to this, creating and using classes and objects are downright easy. This chapter helps you become an expert in using Python's object-oriented programming support.

Python 3

If you do not have any previous experience with object-oriented (OO) programming, you may want to consult an introductory course on it or at least a tutorial of some sort so that you have a grasp of the basic concepts.

However, here is a small introduction of Object-Oriented Programming (OOP) to help you.

## Overview of OOP Terminology

* + **Class:** A user-defined prototype for an object that defines a set of attributes that characterize any object of the class. The attributes are data members (class variables and instance variables) and methods, accessed via dot notation.
  + **Class variable:** A variable that is shared by all instances of a class. Class variables are defined within a class but outside any of the class's methods. Class variables are not used as frequently as instance variables are.
  + **Data member:** A class variable or instance variable that holds data associated with a class and its objects.
  + **Function overloading:** The assignment of more than one behavior to a particular function. The operation performed varies by the types of objects or arguments involved.
  + **Instance variable:** A variable that is defined inside a method and belongs only to the current instance of a class.
  + **Inheritance:** The transfer of the characteristics of a class to other classes that are derived from it.
  + **Instance:** An individual object of a certain class. An object obj that belongs to a class Circle, for example, is an instance of the class Circle.
  + **Instantiation:** The creation of an instance of a class.
  + **Method :** A special kind of function that is defined in a class definition.
  + **Object:** A unique instance of a data structure that is defined by its class. An object comprises both data members (class variables and instance variables) and methods.
  + **Operator overloading:** The assignment of more than one function to a particular operator.

## Creating Classes

The *class* statement creates a new class definition. The name of the class immediately follows the keyword *class* followed by a colon as follows-

|  |
| --- |
| class ClassName:  'Optional class documentation string' class\_suite |

* + The class has a documentation string, which can be accessed

###### viaClassName. doc .

* + The ***class\_suite*** consists of all the component statements defining class members, data attributes and functions.

### Example

Following is an example of a simple Python class-

|  |
| --- |
| class Employee:  'Common base class for all employees' empCount = 0  def init (self, name, salary): self.name = name  self.salary = salary Employee.empCount += 1  def displayCount(self):  print "Total Employee %d" % Employee.empCount  def displayEmployee(self):  print ("Name : ", self.name, ", Salary: ", self.salary) |

* + The variable *empCount* is a class variable whose value is shared among all the instances of **a** in this class. This can be accessed as *Employee.empCount* from inside the class or outside the class.
  + The first method *init ()* is a special method, which is called class constructor or initialization method that Python calls when you create a new instance of this class.
  + You declare other class methods like normal functions with the exception that the first argument to each method is *self*. Python adds the *self* argument to the list for you; you do not need to include it when you call the methods.

## Creating Instance Objects

To create instances of a class, you call the class using class name and pass in whatever arguments its *init* method accepts.

|  |
| --- |
| This would create first object of Employee class emp1 = Employee("Zara", 2000)  This would create second object of Employee class emp2 = Employee("Manni", 5000) |

## Accessing Attributes

You access the object's attributes using the dot operator with object. Class variable would be accessed using class name as follows-

|  |
| --- |
| emp1.displayEmployee() emp2.displayEmployee()  print ("Total Employee %d" % Employee.empCount) |

Now, putting all the concepts together-

|  |
| --- |
| #!/usr/bin/python3  class Employee:  'Common base class for all employees' empCount = 0  def init (self, name, salary): self.name = name  self.salary = salary Employee.empCount += 1  def displayCount(self):  print ("Total Employee %d" % Employee.empCount)  def displayEmployee(self):  print ("Name : ", self.name, ", Salary: ", self.salary)  #This would create first object of Employee class" emp1 = Employee("Zara", 2000)  #This would create second object of Employee class" |

|  |
| --- |
| emp2 = Employee("Manni", 5000) emp1.displayEmployee() emp2.displayEmployee()  print ("Total Employee %d" % Employee.empCount) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Name : Zara ,Salary: 2000  Name : Manni ,Salary: 5000 Total Employee 2 |

You can add, remove, or modify attributes of classes and objects at any time-

|  |
| --- |
| emp1.salary = 7000 # Add an 'salary' attribute. emp1.name = 'xyz' # Modify 'age' attribute.  del emp1.salary # Delete 'age' attribute. |

Instead of using the normal statements to access attributes, you can use the following functions-

* + The **getattr(obj, name[, default])**: to access the attribute of object.
  + The **hasattr(obj,name)**: to check if an attribute exists or not.
  + The **setattr(obj,name,value)**: to set an attribute. If attribute does not exist, then it would be created.
  + The **delattr(obj, name)**: to delete an attribute.

|  |
| --- |
| hasattr(emp1, 'salary') # Returns true if 'salary' attribute exists getattr(emp1, 'salary') # Returns value of 'salary' attribute setattr(emp1, 'salary', 7000) # Set attribute 'age' at 8 delattr(emp1, 'salary') # Delete attribute 'age' |

## Built-In Class Attributes

Every Python class keeps the following built-in attributes and they can be accessed using dot operator like any other attribute −

* + **dict :** Dictionary containing the class's namespace.
  + **doc\_\_:** Class documentation string or none, if undefined.
  + **name\_\_:** Class name.
  + **module :** Module name in which the class is defined. This attribute is " main " in interactive mode.
  + **bases :** A possibly empty tuple containing the base classes, in the order of their occurrence in the base class list.

For the above class let us try to access all these attributes-

|  |
| --- |
| #!/usr/bin/python3  class Employee:  'Common base class for all employees' empCount = 0  def init (self, name, salary): self.name = name  self.salary = salary Employee.empCount += 1  def displayCount(self):  print ("Total Employee %d" % Employee.empCount)  def displayEmployee(self):  print ("Name : ", self.name, ", Salary: ", self.salary)  emp1 = Employee("Zara", 2000) emp2 = Employee("Manni", 5000)  print ("Employee. doc :", Employee. doc ) print ("Employee. name :", Employee. name )  print ("Employee. module :", Employee. module ) print ("Employee. bases :", Employee. bases )  print ("Employee. dict :", Employee. dict ) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Employee. doc : Common base class for all employees Employee. name : Employee  Employee. module : main Employee. bases : (,)  Employee. dict : {'displayCount': , ' module ': ' main ', '\_\_doc ': 'Common base class for all employees', 'empCount': 2, ' init ': , 'displayEmployee': , ' weakref ': , ' dict ': } |

## Destroying Objects (Garbage Collection)

Python deletes unneeded objects (built-in types or class instances) automatically to free the memory space. The process by which Python periodically reclaims blocks of memory that no longer are in use is termed as Garbage Collection.

Python's garbage collector runs during program execution and is triggered when an object's reference count reaches zero. An object's reference count changes as the number of aliases that point to it changes.

An object's reference count increases when it is assigned a new name or placed in a container (list, tuple, or dictionary). The object's reference count decreases when it is deleted with *del*, its reference is reassigned, or its reference goes out of scope. When an object's reference count reaches zero, Python collects it automatically.

|  |
| --- |
| a = 40 # Create object <40>  b = a # Increase ref. count of <40> c = [b] # Increase ref. count of <40>  del a # Decrease ref. count of <40>  b = 100 # Decrease ref. count of <40> c[0] = -1 # Decrease ref. count of <40> |

You normally will not notice when the garbage collector destroys an orphaned instance and reclaims its space. However, a class can implement the special method *del ()*, called a destructor, that is invoked when the instance is about to be destroyed. This method might be used to clean up any non-memory resources used by an instance.

### Example

This del () destructor prints the class name of an instance that is about to be destroyed.

|  |
| --- |
| #!/usr/bin/python3  class Point:  def init( self, x=0, y=0): self.x = x  self.y = y  def del (self):  class\_name = self. class . name print (class\_name, "destroyed")  pt1 = Point() pt2 = pt1  pt3 = pt1 |

|  |
| --- |
| print (id(pt1), id(pt2), id(pt3) # prints the ids of the obejcts) del pt1  del pt2  del pt3 |

When the above code is executed, it produces the following result-

|  |
| --- |
| 3083401324 3083401324 3083401324  Point destroyed |

**Note:** Ideally, you should define your classes in a separate file, then you should import them in your main program file using *import* statement.

In the above example, assuming definition of a Point class is contained in *point.py* and there is no other executable code in it.

|  |
| --- |
| #!/usr/bin/python3 import point p1=point.Point() |

## Class Inheritance

Instead of starting from a scratch, you can create a class by deriving it from a pre-existing class by listing the parent class in parentheses after the new class name.

The child class inherits the attributes of its parent class, and you can use those attributes as if they were defined in the child class. A child class can also override data members and methods from the parent.

### Syntax

Derived classes are declared much like their parent class; however, a list of base classes to inherit from is given after the class name −

|  |
| --- |
| class SubClassName (ParentClass1[, ParentClass2, ...]): 'Optional class documentation string'  class\_suite |

### Example

|  |
| --- |
| #!/usr/bin/python3  class Parent: # define parent class parentAttr = 100  def init (self): |

|  |
| --- |
| print ("Calling parent constructor") def parentMethod(self):  print ('Calling parent method')  def setAttr(self, attr):  Parent.parentAttr = attr  def getAttr(self):  print ("Parent attribute :", Parent.parentAttr)  class Child(Parent): # define child class def init (self):  print ("Calling child constructor")  def childMethod(self):  print ('Calling child method')  c = Child() # instance of child c.childMethod() # child calls its method c.parentMethod() # calls parent's method c.setAttr(200) # again call parent's method  c.getAttr() # again call parent's method |

When the above code is executed, it produces the following result-

|  |
| --- |
| Calling child constructor Calling child method Calling parent method Parent attribute : 200 |

In a similar way, you can drive a class from multiple parent classes as follows-

|  |
| --- |
| class A: # define your class A  .....  class B: # define your calss B  .....  class C(A, B): # subclass of A and B  ..... |

You can use issubclass() or isinstance() functions to check a relationship of two classes and instances.

* + The **issubclass(sub, sup)** boolean function returns True, if the given subclass **sub** is indeed a subclass of the superclass **sup**.
  + The **isinstance(obj, Class)** boolean function returns True, if *obj* is an instance of class *Class* or is an instance of a subclass of Class.

## Overriding Methods

You can always override your parent class methods. One reason for overriding parent's methods is that you may want special or different functionality in your subclass.

### Example

|  |
| --- |
| #!/usr/bin/python3  class Parent: # define parent class def myMethod(self):  print ('Calling parent method')  class Child(Parent): # define child class def myMethod(self):  print ('Calling child method')  c = Child() # instance of child c.myMethod() # child calls overridden method |

When the above code is executed, it produces the following result-

|  |
| --- |
| Calling child method |

## Base Overloading Methods

The following table lists some generic functionality that you can override in your own classes-

|  |  |
| --- | --- |
| **SN** | **Method, Description & Sample Call** |
| 1 | **init ( self [,args...] )**  Constructor (with any optional arguments) Sample Call : *obj = className(args)* |

|  |  |
| --- | --- |
| 2 | **del ( self )**  Destructor, deletes an object Sample Call : *del obj* |
| 3 | **repr ( self )**  Evaluatable string representation Sample Call : *repr(obj)* |
| 4 | **str ( self )**  Printable string representation Sample Call : *str(obj)* |
| 5 | **cmp ( self, x )** Object comparison Sample Call : *cmp(obj, x)* |

## Overloading Operators

Suppose you have created a Vector class to represent two-dimensional vectors. What happens when you use the plus operator to add them? Most likely Python will yell at you.

You could, however, define the *add* method in your class to perform vector addition and then the plus operator would behave as per expectation −

### Example

|  |
| --- |
| #!/usr/bin/python3 class Vector:  def init (self, a, b): self.a = a  self.b = b  def str (self):  return 'Vector (%d, %d)' % (self.a, self.b)  def add (self,other):  return Vector(self.a + other.a, self.b + other.b)  v1 = Vector(2,10) v2 = Vector(5,-2) print (v1 + v2) |

|  |
| --- |
| Vector(7,8) |

## Data Hiding

An object's attributes may or may not be visible outside the class definition. You need to name attributes with a double underscore prefix, and those attributes then will not be directly visible to outsiders.

### Example

|  |
| --- |
| #!/usr/bin/python3  class JustCounter:  secretCount = 0  def count(self):  self. secretCount += 1 print (self. secretCount)  counter = JustCounter() counter.count() counter.count()  print (counter. secretCount) |

When the above code is executed, it produces the following result-

|  |
| --- |
| 1  2  Traceback (most recent call last):  File "test.py", line 12, in <module> print counter. secretCount  AttributeError: JustCounter instance has no attribute ' secretCount' |

Python protects those members by internally changing the name to include the class name. You can access such attributes as *object.\_className attrName*. If you would replace your last line as following, then it works for you-

|  |
| --- |
| .........................  print (counter.\_JustCounter secretCount) |

|  |
| --- |
| 1  2  2 |

A *regular expression* is a special sequence of characters that helps you match or find other strings or sets of strings, using a specialized syntax held in a pattern. Regular expressions are widely used in UNIX world.
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The module **re** provides full support for Perl-like regular expressions in Python. The **re** module raises the exception **re.error** if an error occurs while compiling or using a regular expression.

We would cover two important functions, which would be used to handle regular expressions. Nevertheless, a small thing first: There are various characters, which would have special meaning when they are used in regular expression. To avoid any confusion while dealing with regular expressions, we would use Raw Strings as**r'expression'**.

### Basic patterns that match single chars

* + **a, X, 9, <** -- ordinary characters just match themselves exactly.
  + **. (a period)** -- matches any single character except newline '\n'
  + **\w** -- matches a "word" character: a letter or digit or underbar [a-zA-Z0-9\_].
  + **\W** -- matches any non-word character.
  + **\b** -- boundary between word and non-word
  + **\s** -- matches a single whitespace character -- space, newline, return, tab
  + **\S** -- matches any non-whitespace character.
  + **\t, \n, \r** -- tab, newline, return
  + **\d** -- decimal digit [0-9]
  + **^** = matches start of the string
  + **$** = match the end of the string
  + **\** -- inhibit the "specialness" of a character.

### Compilation flags

Compilation flags let you modify some aspects of how regular expressions work. Flags are available in the **re** module under two names, a long name such as **IGNORECASE** and a short, one-letter form such as I.

|  |  |
| --- | --- |
| **Flag** | **Meaning** |
| ASCII, A | Makes several escapes like \w, \b, \s and \d match only on ASCII characters with the respective property. |
| DOTALL, S | Make, match any character, including newlines |
| IGNORECASE, I | Do case-insensitive matches |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| LOCALE, L | | | Do a locale-aware match | | | | | | | | |
| MULTILINE, M | | | Multi-line matching, affecting ^ and $ | | | | | | | | |
| VERBOSE,  ‘extended’) | X | (for | Enable verbose understandably | REs, | which | can | be | organized | more | cleanly | and |

## The match Function

This function attempts to match RE *pattern* to *string* with optional *flags*. Here is the syntax for this function-

|  |
| --- |
| re.match(pattern, string, flags=0) |

Here is the description of the parameters-

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string, which would be searched to match the pattern at the beginning of string. |
| flags | You can specify different flags using bitwise OR (|). These are modifiers, which are listed in the table below. |

The *re.match* function returns a **match** object on success, **None** on failure. We use

*group(num)* or *groups()* function of **match** object to get matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This method returns entire match (or specific subgroup num) |
| groups() | This method returns all matching subgroups in a tuple (empty if there weren't any) |

### Example

|  |
| --- |
| #!/usr/bin/python3 import re  line = "Cats are smarter than dogs" |

|  |
| --- |
| matchObj = re.match( r'(.\*) are (.\*?) .\*', line, re.M|re.I) if matchObj:  print ("matchObj.group() : ", matchObj.group()) print ("matchObj.group(1) : ", matchObj.group(1)) print ("matchObj.group(2) : ", matchObj.group(2))  else:  print ("No match!!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| matchObj.group() : Cats are smarter than dogs matchObj.group(1) : Cats  matchObj.group(2) : smarter |

## The search Function

This function searches for first occurrence of RE *pattern* within the *string,* with optional *flags*.

Here is the syntax for this function-

|  |
| --- |
| re.search(pattern, string, flags=0) |

Here is the description of the parameters-

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| pattern | This is the regular expression to be matched. |
| string | This is the string, which would be searched to match the pattern anywhere in the string. |
| flags | You can specify different flags using bitwise OR (|). These are modifiers, which are listed in the table below. |

The *re.search* function returns a **match** object on success, **none** on failure. We use *group(num)* or *groups()* function of **match** object to get the matched expression.

|  |  |
| --- | --- |
| **Match Object Methods** | **Description** |
| group(num=0) | This method returns entire match (or specific subgroup num) |

|  |  |
| --- | --- |
| groups() | This method returns all matching subgroups in a tuple (empty if there weren't any) |

### Example

|  |
| --- |
| #!/usr/bin/python3 import re  line = "Cats are smarter than dogs";  searchObj = re.search( r'(.\*) are (.\*?) .\*', line, re.M|re.I) if searchObj:  print ("searchObj.group() : ", searchObj.group()) print ("searchObj.group(1) : ", searchObj.group(1)) print ("searchObj.group(2) : ", searchObj.group(2))  else:  print ("Nothing found!!") |

When the above code is executed, it produces following result-

|  |
| --- |
| matchObj.group() : Cats are smarter than dogs matchObj.group(1) : Cats  matchObj.group(2) : smarter |

## Matching Versus Searching

Python offers two different primitive operations based on regular expressions

:**match** checks for a match only at the beginning of the string, while **search** checks for a match anywhere in the string (this is what Perl does by default).

### Example

|  |
| --- |
| #!/usr/bin/python3 import re  line = "Cats are smarter than dogs";  matchObj = re.match( r'dogs', line, re.M|re.I) if matchObj:  print ("match --> matchObj.group() : ", matchObj.group()) else:  print ("No match!!")  searchObj = re.search( r'dogs', line, re.M|re.I) if searchObj: |

|  |
| --- |
| print ("search --> searchObj.group() : ", searchObj.group()) else:  print ("Nothing found!!") |

When the above code is executed, it produces the following result-

|  |
| --- |
| No match!!  search --> matchObj.group() : dogs |

## Search and Replace

One of the most important **re** methods that use regular expressions is **sub**.

### Syntax

|  |
| --- |
| re.sub(pattern, repl, string, max=0) |

This method replaces all occurrences of the RE *pattern* in *string* with *repl*, substituting all occurrences unless *max* is provided. This method returns modified string.

### Example

|  |
| --- |
| #!/usr/bin/python3 import re  phone = "2004-959-559 # This is Phone Number"  # Delete Python-style comments num = re.sub(r'#.\*$', "", phone) print ("Phone Num : ", num)  # Remove anything other than digits num = re.sub(r'\D', "", phone)  print ("Phone Num : ", num) |

When the above code is executed, it produces the following result-

|  |
| --- |
| Phone Num : 2004-959-559  Phone Num : 2004959559 |

## Regular Expression Modifiers: Option Flags

Regular expression literals may include an optional modifier to control various aspects of matching. The modifiers are specified as an optional flag. You can provide multiple

modifiers using exclusive OR (|), as shown previously and may be represented by one of these-

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| re.I | Performs case-insensitive matching. |
| re.L | Interprets words according to the current locale. This interpretation affects the alphabetic group (\w and \W), as well as word boundary behavior (\b and \B). |
| re.M | Makes $ match the end of a line (not just the end of the string) and makes ^ match the start of any line (not just the start of the string). |
| re.S | Makes a period (dot) match any character, including a newline. |
| re.U | Interprets letters according to the Unicode character set. This flag affects the behavior of \w, \W, \b, \B. |
| re.X | Permits "cuter" regular expression syntax. It ignores whitespace (except inside a set [] or when escaped by a backslash) and treats unescaped # as a comment marker. |

## Regular Expression Patterns

Except for the control characters, **(+ ? . \* ^ $ ( ) [ ] { } | \)**, all characters match themselves. You can escape a control character by preceding it with a backslash.

The following table lists the regular expression syntax that is available in Python-

|  |  |
| --- | --- |
| **Pattern** | **Description** |
| ^ | Matches beginning of line. |
| $ | Matches end of line. |
| . | Matches any single character except newline. Using m option allows it to match newline as well. |
| [...] | Matches any single character in brackets. |
| [^...] | Matches any single character not in brackets |

|  |  |
| --- | --- |
| re\* | Matches 0 or more occurrences of preceding expression. |
| re+ | Matches 1 or more occurrence of preceding expression. |
| re? | Matches 0 or 1 occurrence of preceding expression. |
| re{ n} | Matches exactly n number of occurrences of preceding expression. |
| re{ n,} | Matches n or more occurrences of preceding expression. |
| re{ n, m} | Matches at least n and at most m occurrences of preceding expression. |
| a| b | Matches either a or b. |
| (re) | Groups regular expressions and remembers matched text. |
| (?imx) | Temporarily toggles on i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?-imx) | Temporarily toggles off i, m, or x options within a regular expression. If in parentheses, only that area is affected. |
| (?: re) | Groups regular expressions without remembering matched text. |
| (?imx: re) | Temporarily toggles on i, m, or x options within parentheses. |
| (?-imx: re) | Temporarily toggles off i, m, or x options within parentheses. |
| (?#...) | Comment. |
| (?= re) | Specifies position using a pattern. Does not have a range. |
| (?! re) | Specifies position using pattern negation. Does not have a range. |
| (?> re) | Matches independent pattern without backtracking. |
| \w | Matches word characters. |

|  |  |
| --- | --- |
| \W | Matches nonword characters. |
| \s | Matches whitespace. Equivalent to [\t\n\r\f]. |
| \S | Matches nonwhitespace. |
| \d | Matches digits. Equivalent to [0-9]. |
| \D | Matches nondigits. |
| \A | Matches beginning of string. |
| \Z | Matches end of string. If a newline exists, it matches just before newline. |
| \z | Matches end of string. |
| \G | Matches point where last match finished. |
| \b | Matches word boundaries when outside brackets. Matches backspace (0x08) when inside brackets. |
| \B | Matches nonword boundaries. |
| \n, \t, etc. | Matches newlines, carriage returns, tabs, etc. |
| \1...\9 | Matches nth grouped subexpression. |
| \10 | Matches nth grouped subexpression if it matched already. Otherwise refers to the octal representation of a character code. |

## Regular Expression Examples

### Literal characters

|  |  |
| --- | --- |
| **Example** | **Description** |
| python | Match "python". |

## Character classes

|  |  |
| --- | --- |
| **Example** | **Description** |
| [Pp]ython | Match "Python" or "python" |
| rub[ye] | Match "ruby" or "rube" |
| [aeiou] | Match any one lowercase vowel |
| [0-9] | Match any digit; same as [0123456789] |
| [a-z] | Match any lowercase ASCII letter |
| [A-Z] | Match any uppercase ASCII letter |
| [a-zA-Z0-9] | Match any of the above |
| [^aeiou] | Match anything other than a lowercase vowel |
| [^0-9] | Match anything other than a digit |

## Special Character Classes

|  |  |
| --- | --- |
| **Example** | **Description** |
| . | Match any character except newline |
| \d | Match a digit: [0-9] |
| \D | Match a nondigit: [^0-9] |
| \s | Match a whitespace character: [ \t\r\n\f] |
| \S | Match nonwhitespace: [^ \t\r\n\f] |
| \w | Match a single word character: [A-Za-z0-9\_] |
| \W | Match a nonword character: [^A-Za-z0-9\_] |

## Repetition Cases

|  |  |
| --- | --- |
| **Example** | **Description** |
| ruby? | Match "rub" or "ruby": the y is optional |
| ruby\* | Match "rub" plus 0 or more ys |
| ruby+ | Match "rub" plus 1 or more ys |
| \d{3} | Match exactly 3 digits |
| \d{3,} | Match 3 or more digits |
| \d{3,5} | Match 3, 4, or 5 digits |

## Nongreedy Repetition

This matches the smallest number of repetitions-

|  |  |
| --- | --- |
| **Example** | **Description** |
| <.\*> | Greedy repetition: matches "<python>perl>" |
| <.\*?> | Nongreedy: matches "<python>" in "<python>perl>" |

## Grouping with Parentheses

|  |  |
| --- | --- |
| **Example** | **Description** |
| \D\d+ | No group: + repeats \d |
| (\D\d)+ | Grouped: + repeats \D\d pair |
| ([Pp]ython(, )?)+ | Match "Python", "Python, python, python", etc. |

## Backreferences

This matches a previously matched group again-

|  |  |
| --- | --- |
| **Example** | **Description** |
| ([Pp])ython&\1ails | Match python&pails or Python&Pails |
| (['"])[^\1]\*\1 | Single or double-quoted string. \1 matches whatever the 1st group matched. \2 matches whatever the 2nd group matched, etc. |

## Alternatives

|  |  |
| --- | --- |
| **Example** | **Description** |
| python|perl | Match "python" or "perl" |
| rub(y|le)) | Match "ruby" or "ruble" |
| Python(!+|\?) | "Python" followed by one or more ! or one ? |

## Anchors

This needs to specify match position.

|  |  |
| --- | --- |
| **Example** | **Description** |
| ^Python | Match "Python" at the start of a string or internal line |
| Python$ | Match "Python" at the end of a string or line |
| \APython | Match "Python" at the start of a string |
| Python\Z | Match "Python" at the end of a string |
| \bPython\b | Match "Python" at a word boundary |
| \brub\B | \B is nonword boundary: match "rub" in "rube" and "ruby" but not alone |

|  |  |
| --- | --- |
| Python(?=!) | Match "Python", if followed by an exclamation point. |
| Python(?!!) | Match "Python", if not followed by an exclamation point. |

## Special Syntax with Parentheses

|  |  |
| --- | --- |
| **Example** | **Description** |
| R(?#comment) | Matches "R". All the rest is a comment |
| R(?i)uby | Case-insensitive while matching "uby" |
| R(?i:uby) | Same as above |
| rub(?:y|le)) | Group only without creating \1 backreference |

The Common Gateway Interface, or CGI, is a set of standards that define how information is exchanged between the web server and a custom script. The CGI specs are currently maintained by the NCSA and NCSA.
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## What is CGI?

* + The Common Gateway Interface, or CGI, is a standard for external gateway programs to interface with information servers such as HTTP servers.
  + The current version is CGI/1.1 and CGI/1.2 is under progress.

## Web Browsing

To understand the concept of CGI, let us see what happens when we click a hyperlink to browse a particular web page or URL.

* + Your browser contacts the HTTP web server and demands for the URL, i.e., filename.
  + The web server parses the URL and looks for the filename. If it finds the particular file, then it sends it back to the browser, otherwise sends an error message indicating that you requested a wrong file.
  + The web browser takes response from the web server and displays either, the received file or error message.

However, it is possible to set up the HTTP server so that whenever a file in a certain directory is requested that file is not sent back. Instead, it is executed as a program, and whatever that output of the program, is sent back for your browser to display. This function is called the Common Gateway Interface or CGI and the programs are called CGI scripts. These CGI programs can be Python Script, PERL Script, Shell Script, C or C++ program, etc.

## CGI Architecture Diagram

![](data:image/png;base64,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)

## Web Server Support and Configuration

Before you proceed with CGI Programming, make sure that your Web Server supports CGI and it is configured to handle CGI Programs. All the CGI Programs, which are to be executed by the HTTP server, are kept in a pre-configured directory. This directory is called CGI Directory and by convention it is named as /var/www/cgi-bin. By convention, CGI files have extension as .**cgi,** but you can keep your files with python extension **.py** as well.

By default, the Linux server is configured to run only the scripts in the cgi-bin directory in

/var/[www.](http://www/) If you want to specify any other directory to run your CGI scripts, comment the following lines in the httpd.conf file −

|  |
| --- |
| <Directory "/var/www/cgi-bin"> AllowOverride None  Options ExecCGI Order allow,deny Allow from all  </Directory> |

|  |
| --- |
| <Directory "/var/www/cgi-bin"> Options All  </Directory> |

The following line should also be added for apache server to treat .py file as cgi script.

|  |
| --- |
| AddHandler cgi-script .py |

Here, we assume that you have Web Server up and running successfully and you are able to run any other CGI program like Perl or Shell, etc.

## First CGI Program

Here is a simple link, which is linked to a CGI script called [hello.py](http://www.tutorialspoint.com/cgi-bin/hello.py). This file is kept in

/var/www/cgi-bin directory and it has the following content. Before running your CGI program, make sure you have changed the mode of file using **chmod 755 hello.py,** the UNIX command to make file executable.

|  |
| --- |
| #!/usr/bin/python3  print ("Content-type:text/html") print()  print ("<html>") print ('<head>')  print ('<title>Hello Word - First CGI Program</title>') print ('</head>')  print ('<body>')  print ('<h2>Hello Word! This is my first CGI program</h2>') print ('</body>')  print ('</html>') |

**Note:** First line in the script must be the path to Python executable. In Linux, it should be #!/usr/bin/python3

Enter the following URL in your browser -

|  |
| --- |
| [http://www.SkillSigma.com/cgi-bin/hello.py](http://www.tutorialspoint.com/cgi-bin/hello.py) |

##### Hello Word! This is my first CGI program

This hello.py script is a simple Python script, which writes its output on STDOUT file, i.e., the screen. There is one important and extra feature available that is the first line to be printed **Content-type:text/html** followed by a blank line. This line is sent back to the browser and it specifies the content type to be displayed on the browser screen.

By now, you must have understood the basic concept of CGI and you can write many complicated CGI programs using Python. This script can interact with any other external system also to exchange information such as RDBMS.

## HTTP Header

The line **Content-type:text/html\r\n\r\n** is part of HTTP header which is sent to the browser to understand the content. All the HTTP header will be in the following form-

|  |
| --- |
| HTTP Field Name: Field Content For Example  Content-type: text/html\r\n\r\n |

There are few other important HTTP headers, which you will use frequently in your CGI Programming.

|  |  |
| --- | --- |
| **Header** | **Description** |
| Content-type: | A MIME string defining the format of the file being returned. Example is Content-type:text/html |
| Expires: Date | The date the information becomes invalid. It is used by the browser to decide when a page needs to be refreshed. A valid date string is in the format 01 Jan 1998 12:00:00 GMT. |
| Location: URL | The URL that is returned instead of the URL requested. You can use this field to redirect a request to any file. |
| Last-modified: Date | The date of last modification of the resource. |
| Content-length: N | The length, in bytes, of the data being returned. The browser uses this value to report the estimated download time for a file. |
| Set-Cookie: String | Set the cookie passed through the *string* |

## CGI Environment Variables

All the CGI programs have access to the following environment variables. These variables play an important role while writing any CGI program.

|  |  |
| --- | --- |
| **Variable Name** | **Description** |

|  |  |
| --- | --- |
| CONTENT\_TYPE | The data type of the content. Used when the client is sending attached content to the server. For example, file upload. |
| CONTENT\_LENGTH | The length of the query information. It is available only for POST requests. |
| HTTP\_COOKIE | Returns the set cookies in the form of key & value pair. |
| HTTP\_USER\_AGENT | The User-Agent request-header field contains information about the user agent originating the request. It is name of the web browser. |
| PATH\_INFO | The path for the CGI script. |
| QUERY\_STRING | The URL-encoded information that is sent with GET method request. |
| REMOTE\_ADDR | The IP address of the remote host making the request. This is useful logging or for authentication. |
| REMOTE\_HOST | The fully qualified name of the host making the request. If this information is not available, then REMOTE\_ADDR can be used to get IR address. |
| REQUEST\_METHOD | The method used to make the request. The most common methods are GET and POST. |
| SCRIPT\_FILENAME | The full path to the CGI script. |
| SCRIPT\_NAME | The name of the CGI script. |
| SERVER\_NAME | The server's hostname or IP Address |
| SERVER\_SOFTWARE | The name and version of the software the server is running. |

Here is a small CGI program to list out all the CGI variables. Click this link to see the result Get Environment.

|  |
| --- |
| #!/usr/bin/python3 import os  print ("Content-type: text/html") print ()  print ("<font size=+1>Environment</font><\br>";) |

|  |
| --- |
| for param in os.environ.keys():  print ("<b>%20s</b>: %s<\br>" % (param, os.environ[param])) |

## GET and POST Methods

You must have come across many situations when you need to pass some information from your browser to web server and ultimately to your CGI Program. Most frequently, a browser uses two methods to pass this information to the web server. These methods are GET Method and POST Method.

## Passing Information using GET method

The GET method sends the encoded user information appended to the page request. The page and the encoded information are separated by the ? character as follows-

|  |
| --- |
| [http://www.test.com/cgi-bin/hello.py?key1=value1&key2=value2](http://www.test.com/cgi-bin/hello.py?key1=value1&amp;key2=value2) |

* + The GET method is the default method to pass information from the browser to the web server and it produces a long string that appears in your browser's Location:box.
  + Never use GET method if you have password or other sensitive information to pass to the server.
  + The GET method has size limtation: only 1024 characters can be sent in a request string.
  + The GET method sends information using QUERY\_STRING header and will be accessible in your CGI Program through QUERY\_STRING environment variable.

You can pass information by simply concatenating key and value pairs along with any URL or you can use HTML <FORM> tags to pass information using GET method.

## Simple URL Example – Get Method

Here is a simple URL, which passes two values to hello\_get.py program using GET method.

|  |
| --- |
| [/cgi-bin/hello\_get.py?first\_name=Malhar&last\_name=Lathkar](http://www.tutorialspoint.com/cgi-bin/hello_get.py?first_name=Malhar&amp;last_name=Lathkar) |

Given below is the **hello\_get.py** script to handle the input given by web browser. We are going to use the **cgi** module, which makes it very easy to access the passed information-

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb  # Create instance of FieldStorage form = cgi.FieldStorage() |

|  |
| --- |
| # Get data from fields  first\_name = form.getvalue('first\_name') last\_name = form.getvalue('last\_name')  print ("Content-type:text/html") print()  print ("<html>)" print ("<head>")  print ("<title>Hello - Second CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2>Hello %s %s</h2>" % (first\_name, last\_name)) print ("</body>")  print ("</html>">) |

This would generate the following result-

|  |
| --- |
| Hello ZARA ALI |

## Simple FORM Example – GET Method

This example passes two values using HTML FORM and submit button. We use the same CGI script hello\_get.py to handle this input.

|  |
| --- |
| <form action="/cgi-bin/hello\_get.py" method="get">  First Name: <input type="text" name="first\_name"> <br />  Last Name: <input type="text" name="last\_name" />  <input type="submit" value="Submit" />  </form> |

Here is the actual output of the above form, you enter the First and the Last Name and then click submit button to see the result.

#### First Name:

#### Last Name:

Submit

### Passing Information Using POST Method

A generally more reliable method of passing information to a CGI program is the POST method. This packages the information in exactly the same way as the GET methods, but instead of sending it as a text string after a ? in the URL, it sends it as a separate message. This message comes into the CGI script in the form of the standard input.

Given below is same hello\_get.py script, which handles GET as well as the POST method.

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb  # Create instance of FieldStorage form = cgi.FieldStorage()  # Get data from fields  first\_name = form.getvalue('first\_name') last\_name = form.getvalue('last\_name')  print ("Content-type:text/html") print()  print ("<html>") print ("<head>")  print ("<title>Hello - Second CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2>Hello %s %s</h2>" % (first\_name, last\_name)) print ("</body>")  print ("</html>") |

Let us again take the same example as above, which passes two values using the HTML FORM and the submit button. We use the same CGI script hello\_get.py to handle this input.

|  |
| --- |
| <form action="/cgi-bin/hello\_get.py" method="post"> First Name: <input type="text" name="first\_name"><br /> Last Name: <input type="text" name="last\_name" />  <input type="submit" value="Submit" />  </form> |

Here is the actual output of the above form. You enter the First and the Last Name and then click the submit button to see the result.

#### First Name:

Submit

#### Last Name:

### Passing Checkbox Data to CGI Program

Checkboxes are used when more than one option is required to be selected. Here is an HTML code example for a form with two checkboxes-

|  |
| --- |
| <form action="/cgi-bin/checkbox.py" method="POST" target="\_blank">  <input type="checkbox" name="maths" value="on" /> Maths  <input type="checkbox" name="physics" value="on" /> Physics  <input type="submit" value="Select Subject" />  </form> |

The result of this code is in the above form-

Select Subject

#### Maths Physics

Given below is the checkbox.cgi script to handle the input given by web browser for checkbox button.

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb  # Create instance of FieldStorage form = cgi.FieldStorage()  # Get data from fields  if form.getvalue('maths'): math\_flag = "ON"  else:  math\_flag = "OFF"  if form.getvalue('physics'): physics\_flag = "ON"  else: |

|  |
| --- |
| physics\_flag = "OFF"  print ("Content-type:text/html") print()  print ("<html>") print ("<head>")  print ("<title>Checkbox - Third CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2> CheckBox Maths is : %s</h2>" % math\_flag) print ("<h2> CheckBox Physics is : %s</h2>" % physics\_flag) print ("</body>")  print ("</html>") |

## Passing Radio Button Data to CGI Program

Radio Buttons are used when only one option is required to be selected. Here is an HTML code example for a form with two radio buttons-

|  |
| --- |
| <form action="/cgi-bin/radiobutton.py" method="post" target="\_blank">  <input type="radio" name="subject" value="maths" /> Maths  <input type="radio" name="subject" value="physics" /> Physics  <input type="submit" value="Select Subject" />  </form> |

The result of this code is the following form-

Select Subject

#### Maths Physics

Below is radiobutton.py script to handle input given by web browser for radio button-

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb  # Create instance of FieldStorage form = cgi.FieldStorage()  # Get data from fields  if form.getvalue('subject'): |

|  |
| --- |
| subject = form.getvalue('subject') else:  subject = "Not set"  print "Content-type:text/html") print()  print ("<html>") print ("<head>")  print ("<title>Radio - Fourth CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2> Selected Subject is %s</h2>" % subject) print ("</body>")  print ("</html>") |

## Passing Text Area Data to CGI Program

TEXTAREA element is used when multiline text has to be passed to the CGI Program. Here is an HTML code example for a form with a TEXTAREA box-

|  |
| --- |
| <form action="/cgi-bin/textarea.py" method="post" target="\_blank">  <textarea name="textcontent" cols="40" rows="4"> Type your text here...  </textarea>  <input type="submit" value="Submit" />  </form> |

The result of this code is the following form-
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Submit

Given below is the textarea.cgi script to handle input given by web browser-

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb  # Create instance of FieldStorage |

|  |
| --- |
| form = cgi.FieldStorage()  # Get data from fields  if form.getvalue('textcontent'):  text\_content = form.getvalue('textcontent') else:  text\_content = "Not entered"  print "Content-type:text/html") print()  print ("<html>") print ("<head>";)  print ("<title>Text Area - Fifth CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2> Entered Text Content is %s</h2>" % text\_content) print ("</body>") |

## Passing Drop Down Box Data to CGI Program

The Drop-Down Box is used when we have many options available but only one or two are selected.

Here is an HTML code example for a form with one drop-down box-

|  |
| --- |
| <form action="/cgi-bin/dropdown.py" method="post" target="\_blank">  <select name="dropdown">  <option value="Maths" selected>Maths</option>  <option value="Physics">Physics</option>  </select>  <input type="submit" value="Submit"/>  </form> |

The result of this code is the following form-
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Maths

Submit

Following is the dropdown.py script to handle the input given by web browser.

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling import cgi, cgitb |

|  |
| --- |
| # Create instance of FieldStorage form = cgi.FieldStorage()  # Get data from fields  if form.getvalue('dropdown'):  subject = form.getvalue('dropdown') else:  subject = "Not entered"  print "Content-type:text/html") print()  print ("<html>") print ("<head>")  print ("<title>Dropdown Box - Sixth CGI Program</title>") print ("</head>")  print ("<body>")  print ("<h2> Selected Subject is %s</h2>" % subject) print ("</body>")  print ("</html>") |

## Using Cookies in CGI

HTTP protocol is a stateless protocol. For a commercial website, it is required to maintain session information among different pages. For example, one user registration ends after completing many pages. How to maintain user's session information across all the web pages?

In many situations, using cookies is the most efficient method of remembering and tracking preferences, purchases, commissions, and other information required for better visitor experience or site statistics.

## How It Works?

Your server sends some data to the visitor's browser in the form of a cookie. The browser may accept the cookie. If it does, it is stored as a plain text record on the visitor's hard drive. Now, when the visitor arrives at another page on your site, the cookie is available for retrieval. Once retrieved, your server knows/remembers what was stored.

Cookies are a plain text data record of five variable-length fields-

* + **Expires:** The date the cookie will expire. If this is blank, the cookie will expire when the visitor quits the browser.
  + **Domain:** The domain name of your site.
  + **Path:** The path to the directory or web page that sets the cookie. This may be blank if you want to retrieve the cookie from any directory or page.
  + **Secure:** If this field contains the word "secure", then the cookie may only be retrieved with a secure server. If this field is blank, no such restriction exists.
  + **Name=Value:** Cookies are set and retrieved in the form of key and value pairs.

## Setting up Cookies

It is very easy to send cookies to the browser. These cookies are sent along with the HTTP Header before the Content-type field is sent. Assuming you want to set the User ID and Password as cookies, Cookies are set as follows-

|  |
| --- |
| #!/usr/bin/python3  print ("Set-Cookie:UserID=XYZ;\r\n") print ("Set-Cookie:Password=XYZ123;\r\n")  print ("Set-Cookie:Expires=Tuesday, 31-Dec-2007 23:12:40 GMT";\r\n") print ("Set-Cookie:Domain=www.SkillSigma.com;\r\n")  print ("Set-Cookie:Path=/perl;\n")  print ("Content-type:text/html\r\n\r\n")  ...........Rest of the HTML Content.... |

From this example, you must have understood how to set cookies. We use **Set- Cookie** HTTP header to set the cookies.

It is optional to set cookies attributes like Expires, Domain, and Path. It is notable that the cookies are set before sending the magic line **"Content-type:text/html\r\n\r\n**.

## Retrieving Cookies

It is very easy to retrieve all the set cookies. Cookies are stored in CGI environment variable HTTP\_COOKIE and they will have the following form-

|  |
| --- |
| key1=value1;key2=value2;key3=value3.... |

Here is an example of how to retrieve cookies-

|  |
| --- |
| #!/usr/bin/python3  # Import modules for CGI handling from os import environ  import cgi, cgitb |

|  |
| --- |
| if environ.has\_key('HTTP\_COOKIE'):  for cookie in map(strip, split(environ['HTTP\_COOKIE'], ';')): (key, value ) = split(cookie, '=');  if key == "UserID": user\_id = value  if key == "Password": password = value  print ("User ID = %s" % user\_id)  print ("Password = %s" % password) |

This produces the following result for the cookies set by the above script-

|  |
| --- |
| User ID = XYZ Password = XYZ123 |

## File Upload Example

To upload a file, the HTML form must have the enctype attribute set to **multipart/form- data**. The input tag with the file type creates a "Browse" button.

|  |
| --- |
| <html>  <body>  <form enctype="multipart/form-data"  action="save\_file.py" method="post">  <p>File: <input type="file" name="filename" /></p>  <p><input type="submit" value="Upload" /></p>  </form>  </body>  </html> |

The result of this code is the following form-

#### File:

Upload

The above example has been disabled intentionally to save the people from uploading the file on our server, but you can try the above code with your server.

Here is the script **save\_file.py** to handle file upload-

|  |
| --- |
| #!/usr/bin/python3  import cgi, os  import cgitb; cgitb.enable()  form = cgi.FieldStorage()  # Get filename here. fileitem = form['filename']  # Test if the file was uploaded if fileitem.filename:  # strip leading path from file name to avoid # directory traversal attacks  fn = os.path.basename(fileitem.filename) open('/tmp/' + fn, 'wb').write(fileitem.file.read())  message = 'The file "' + fn + '" was uploaded successfully'  else:  message = 'No file was uploaded'  print ("""\  Content-Type: text/html\n  <html>  <body>  <p>%s</p>  </body>  </html>  """ % (message,)) |

If you run the above script on Unix/Linux, then you need to take care of replacing file separator as follows, otherwise on your windows machine above open() statement should work fine.

|  |
| --- |
| fn = os.path.basename(fileitem.filename.replace("\\", "/" )) |

## How To Raise a "File Download" Dialog Box ?

Sometimes, it is desired that you want to give an option where a user can click a link and it will pop up a "File Download" dialogue box to the user instead of displaying actual content. This is very easy and can be achieved through HTTP header. This HTTP header is different from the header mentioned in the previous section.

For example, if you want make a **FileName** file downloadable from a given link, then its syntax is as follows-

|  |
| --- |
| #!/usr/bin/python3  # HTTP Header  print ("**Content-Type:**application/octet-stream; name=\"FileName\"\r\n") print ("**Content-Disposition:** attachment; filename=\"FileName\"\r\n\n")  # Actual File Content will go hear. fo = open("foo.txt", "rb")  str = fo.read() print (str)  # Close opened file fo.close() |

The Python standard for database interfaces is the Python DB-API. Most Python database interfaces adhere to this standard.
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You can choose the right database for your application. Python Database API supports a wide range of database servers such as −

* + GadFly
  + mSQL
  + MySQL
  + PostgreSQL
  + Microsoft SQL Server 2000
  + Informix
  + Interbase
  + Oracle
  + Sybase
  + SQLite

Here is the list of available Python database interfaces: [Python Database Interfaces and](http://wiki.python.org/moin/DatabaseInterfaces) [APIs](http://wiki.python.org/moin/DatabaseInterfaces). You must download a separate DB API module for each database you need to access. For example, if you need to access an Oracle database as well as a MySQL database, you must download both the Oracle and the MySQL database modules.

The DB API provides a minimal standard for working with databases using Python structures and syntax wherever possible. This API includes the following:

* + Importing the API module.
  + Acquiring a connection with the database.
  + Issuing SQL statements and stored procedures.
  + Closing the connection

Python has an in-built support for SQLite. In this section, we would learn all the concepts using MySQL. MySQLdb module, a popular interface with MySQL is not compatible with Python 3. Instead, we shall use [PyMySQL](http://www.pymysql.org/) module.

## What is PyMySQL ?

PyMySQL is an interface for connecting to a MySQL database server from Python. It implements the Python Database API v2.0 and contains a pure-Python MySQL client library. The goal of PyMySQL is to be a drop-in replacement for MySQLdb .

## How do I Install PyMySQL?

Before proceeding further, you make sure you have PyMySQL installed on your machine. Just type the following in your Python script and execute it-

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL |

If it produces the following result, then it means MySQLdb module is not installed-

|  |
| --- |
| Traceback (most recent call last): File “test.py”, line 3, in <module>  Import PyMySQL  ImportError: No module named PyMySQL |

The last stable release is available on PyPI and can be installed with pip:

|  |
| --- |
| pip install PyMySQL |

Alternatively (e.g. if pip is not available), a tarball can be downloaded from [GitHub](https://github.com/PyMySQL/PyMySQL) and installed with Setuptools as follows-

|  |
| --- |
| $ # X.X is the desired PyMySQL version (e.g. 0.5 or 0.6).  $ curl -L https://github.com/PyMySQL/PyMySQL/tarball/pymysql-X.X | tar xz  $ cd PyMySQL\*  $ python setup.py install  $ # The folder PyMySQL\* can be safely removed now. |

**Note:** Make sure you have root privilege to install the above module.

## Database Connection

Before connecting to a MySQL database, make sure of the following points-

* + You have created a database TESTDB.
  + You have created a table EMPLOYEE in TESTDB.
  + This table has fields FIRST\_NAME, LAST\_NAME, AGE, SEX and INCOME.
  + User ID "testuser" and password "test123" are set to access TESTDB.
  + Python module PyMySQL is installed properly on your machine.
  + You have gone through MySQL tutorial to understand [MySQL Basics.](http://www.tutorialspoint.com/mysql/index.htm)

### Example

Following is an example of connecting with MySQL database "TESTDB"-

|  |
| --- |
| #!/usr/bin/python3 import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method cursor = db.cursor()  # execute SQL query using *execute()* method. cursor.execute("SELECT VERSION()")  # Fetch a single row using *fetchone()* method. data = cursor.fetchone()  print ("Database version : %s " % data)  # disconnect from server db.close() |

While running this script, it produces the following result-

|  |
| --- |
| Database version : 5.5.20-log |

If a connection is established with the datasource, then a Connection Object is returned and saved into **db** for further use, otherwise **db** is set to None. Next, **db** object is used to create a **cursor** object, which in turn is used to execute SQL queries. Finally, before coming out, it ensures that the database connection is closed and resources are released.

## Creating Database Table

Once a database connection is established, we are ready to create tables or records into the database tables using **execute** method of the created cursor.

### Example

Let us create a Database table EMPLOYEE-

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL |

|  |
| --- |
| # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using cursor() method cursor = db.cursor()  # Drop table if it already exist using execute() method. cursor.execute("DROP TABLE IF EXISTS EMPLOYEE")  # Create table as per requirement sql = """CREATE TABLE EMPLOYEE (  FIRST\_NAME CHAR(20) NOT NULL, LAST\_NAME CHAR(20),  AGE INT, SEX CHAR(1),  INCOME FLOAT )"""  cursor.execute(sql)  # disconnect from server db.close() |

## INSERT Operation

The INSERT Operation is required when you want to create your records into a database table.

### Example

The following example, executes SQL *INSERT* statement to create a record in the EMPLOYEE table-

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method |

|  |
| --- |
| cursor = db.cursor()  # Prepare SQL query to INSERT a record into the database. sql = """INSERT INTO EMPLOYEE(FIRST\_NAME,  LAST\_NAME, AGE, SEX, INCOME)  VALUES ('Mac', 'Mohan', 20, 'M', 2000)"""  try:  # Execute the SQL command cursor.execute(sql)  # Commit your changes in the database db.commit()  except:  # Rollback in case there is any error db.rollback()  # disconnect from server db.close() |

The above example can be written as follows to create SQL queries dynamically-

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method cursor = db.cursor()  # Prepare SQL query to INSERT a record into the database. sql = "INSERT INTO EMPLOYEE(FIRST\_NAME, \  LAST\_NAME, AGE, SEX, INCOME) \  VALUES ('%s', '%s', '%d', '%c', '%d' )" % \  ('Mac', 'Mohan', 20, 'M', 2000)  try:  # Execute the SQL command cursor.execute(sql)  # Commit your changes in the database  db.commit() |

|  |
| --- |
| except:  # Rollback in case there is any error db.rollback()  # disconnect from server db.close() |

### Example

The following code segment is another form of execution where you can pass parameters directly-

|  |
| --- |
| ..................................  user\_id = "test123" password = "password"  con.execute('insert into Login values("%s", "%s")' % \ (user\_id, password))  .................................. |

## READ Operation

READ Operation on any database means to fetch some useful information from the database.

Once the database connection is established, you are ready to make a query into this database. You can use either **fetchone()** method to fetch a single record or **fetchall()** method to fetch multiple values from a database table.

* + **fetchone():** It fetches the next row of a query result set. A result set is an object that is returned when a cursor object is used to query a table.
  + **fetchall():** It fetches all the rows in a result set. If some rows have already been extracted from the result set, then it retrieves the remaining rows from the result set.
  + **rowcount:** This is a read-only attribute and returns the number of rows that were affected by an execute() method.

### Example

The following procedure queries all the records from EMPLOYEE table having salary more than 1000-

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method cursor = db.cursor()  # Prepare SQL query to INSERT a record into the database. sql = "SELECT \* FROM EMPLOYEE \  WHERE INCOME > '%d'" % (1000)  try:  # Execute the SQL command cursor.execute(sql)  # Fetch all the rows in a list of lists. results = cursor.fetchall()  for row in results: fname = row[0] lname = row[1] age = row[2]  sex = row[3] income = row[4]  # Now print fetched result  print ("fname=%s,lname=%s,age=%d,sex=%s,income=%d" % \ (fname, lname, age, sex, income ))  except:  print ("Error: unable to fecth data")  # disconnect from server db.close() |

This will produce the following result-

|  |
| --- |
| fname=Mac, lname=Mohan, age=20, sex=M, income=2000 |

## Update Operation

UPDATE Operation on any database means to update one or more records, which are already available in the database.

The following procedure updates all the records having SEX as **'M'**. Here, we increase the AGE of all the males by one year.

### Example

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method cursor = db.cursor()  # Prepare SQL query to UPDATE required records sql = "UPDATE EMPLOYEE SET AGE = AGE + 1  WHERE SEX = '%c'" % ('M')  try:  # Execute the SQL command cursor.execute(sql)  # Commit your changes in the database db.commit()  except:  # Rollback in case there is any error db.rollback()  # disconnect from server db.close() |

## DELETE Operation

DELETE operation is required when you want to delete some records from your database. Following is the procedure to delete all the records from EMPLOYEE where AGE is more than 20-

### Example

|  |
| --- |
| #!/usr/bin/python3  import PyMySQL  # Open database connection  db = PyMySQL.connect("localhost","testuser","test123","TESTDB" )  # prepare a cursor object using *cursor()* method cursor = db.cursor()  # Prepare SQL query to DELETE required records  sql = "DELETE FROM EMPLOYEE WHERE AGE > '%d'" % (20)  try:  # Execute the SQL command cursor.execute(sql)  # Commit your changes in the database db.commit()  except:  # Rollback in case there is any error db.rollback()  # disconnect from server db.close() |

## Performing Transactions

Transactions are a mechanism that ensure data consistency. Transactions have the following four properties-

* + **Atomicity:** Either a transaction completes or nothing happens at all.
  + **Consistency:** A transaction must start in a consistent state and leave the system in a consistent state.
  + **Isolation:** Intermediate results of a transaction are not visible outside the current transaction.
  + **Durability:** Once a transaction was committed, the effects are persistent, even after a system failure.

The Python DB API 2.0 provides two methods to either *commit* or *rollback* a transaction.

### Example

You already know how to implement transactions. Here is a similar example-

|  |
| --- |
| # Prepare SQL query to DELETE required records  sql = "DELETE FROM EMPLOYEE WHERE AGE > '%d'" % (20)  try:  # Execute the SQL command cursor.execute(sql)  # Commit your changes in the database db.commit()  except:  # Rollback in case there is any error db.rollback() |

## COMMIT Operation

Commit is an operation, which gives a green signal to the database to finalize the changes, and after this operation, no change can be reverted back.

Here is a simple example to call the **commit** method.

|  |
| --- |
| db.commit() |

## ROLLBACK Operation

If you are not satisfied with one or more of the changes and you want to revert back those changes completely, then use the **rollback()** method.

Here is a simple example to call the **rollback()** method.

|  |
| --- |
| db.rollback() |

## Disconnecting Database

To disconnect the Database connection, use the close() method.

|  |
| --- |
| db.close() |

If the connection to a database is closed by the user with the close() method, any outstanding transactions are rolled back by the DB. However, instead of depending on any

of the DB lower level implementation details, your application would be better off calling commit or rollback explicitly.

## Handling Errors

There are many sources of errors. A few examples are a syntax error in an executed SQL statement, a connection failure, or calling the fetch method for an already cancelled or finished statement handle.

The DB API defines a number of errors that must exist in each database module. The following table lists these exceptions.

|  |  |
| --- | --- |
| **Exception** | **Description** |
| Warning | Used for non-fatal issues. Must subclass StandardError. |
| Error | Base class for errors. Must subclass StandardError. |
| InterfaceError | Used for errors in the database module, not the database itself. Must subclass Error. |
| DatabaseError | Used for errors in the database. Must subclass Error. |
| DataError | Subclass of DatabaseError that refers to errors in the data. |
| OperationalError | Subclass of DatabaseError that refers to errors such as the loss of a connection to the database. These errors are generally outside of the control of the Python scripter. |
| IntegrityError | Subclass of DatabaseError for situations that would damage the relational integrity, such as uniqueness constraints or foreign keys. |
| InternalError | Subclass of DatabaseError that refers to errors internal to the database module, such as a cursor no longer being active. |
| ProgrammingError | Subclass of DatabaseError that refers to errors such as a bad table name and other things that can safely be blamed on you. |
| NotSupportedError | Subclass of DatabaseError that refers to trying to call unsupported functionality. |

Your Python scripts should handle these errors, but before using any of the above exceptions, make sure your MySQLdb has support for that exception. You can get more information about them by reading the DB API 2.0 specification.

Python provides two levels of access to the network services. At a low level, you can access the basic socket support in the underlying operating system, which allows you to implement clients and servers for both connection-oriented and connectionless protocols.
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Python also has libraries that provide higher-level access to specific application-level network protocols, such as FTP, HTTP, and so on.

This chapter gives you an understanding on the most famous concept in Networking - Socket Programming.

## What is Sockets?

Sockets are the endpoints of a bidirectional communications channel. Sockets may communicate within a process, between processes on the same machine, or between processes on different continents.

Sockets may be implemented over a number of different channel types: Unix domain sockets, TCP, UDP, and so on. The *socket* library provides specific classes for handling the common transports as well as a generic interface for handling the rest.

Sockets have their own vocabulary-

|  |  |
| --- | --- |
| **Term** | **Description** |
| domain | The family of protocols that is used as the transport mechanism. These values are constants such as AF\_INET, PF\_INET, PF\_UNIX, PF\_X25, and so on. |
| type | The type of communications between the two endpoints, typically SOCK\_STREAM for connection-oriented protocols and SOCK\_DGRAM for connectionless protocols. |
| protocol | Typically zero, this may be used to identify a variant of a protocol within a domain and type. |
| hostname | The identifier of a network interface:  A string, which can be a host name, a dotted-quad address, or an IPV6 address in colon (and possibly dot) notation  A string "<broadcast>", which specifies an INADDR\_BROADCAST address.  A zero-length string, which specifies INADDR\_ANY, or |

|  |  |
| --- | --- |
|  | An Integer, interpreted as a binary address in host byte order. |
| port | Each server listens for clients calling on one or more ports. A port may be a Fixnum port number, a string containing a port number, or the name of a service. |

## The socket Module

To create a socket, you must use the socket.socket() function available in the socket module, which has the general syntax-

|  |
| --- |
| s = socket.socket (socket\_family, socket\_type, protocol=0) |

Here is the description of the parameters-

* + **socket\_family:** This is either AF\_UNIX or AF\_INET, as explained earlier.
  + **socket\_type:** This is either SOCK\_STREAM or SOCK\_DGRAM.
  + **protocol:** This is usually left out, defaulting to 0.

Once you have *socket* object, then you can use the required functions to create your client or server program. Following is the list of functions required-

## Server Socket Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.bind() | This method binds address (hostname, port number pair) to socket. |
| s.listen() | This method sets up and start TCP listener. |
| s.accept() | This passively accept TCP client connection, waiting until connection arrives (blocking). |

## Client Socket Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.connect() | This method actively initiates TCP server connection. |

## General Socket Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| s.recv() | This method receives TCP message |
| s.send() | This method transmits TCP message |
| s.recvfrom() | This method receives UDP message |
| s.sendto() | This method transmits UDP message |
| s.close() | This method closes socket |
| socket.gethostname() | Returns the hostname. |

## A Simple Server

To write Internet servers, we use the **socket** function available in socket module to create a socket object. A socket object is then used to call other functions to setup a socket server.

Now call the **bind(hostname, port)** function to specify a *port* for your service on the given host.

Next, call the *accept* method of the returned object. This method waits until a client connects to the port you specified, and then returns a *connection* object that represents the connection to that client.

|  |
| --- |
| #!/usr/bin/python3 # This is server.py file import socket  # create a socket object serversocket = socket.socket(  socket.AF\_INET, socket.SOCK\_STREAM)  # get local machine name host = socket.gethostname()  port = 9999 |

|  |
| --- |
| # bind to the port serversocket.bind((host, port))  # queue up to 5 requests serversocket.listen(5)  while True:  # establish a connection clientsocket,addr = serversocket.accept()  print("Got a connection from %s" % str(addr))  msg='Thank you for connecting'+ "\r\n"  clientsocket.send(msg.encode('ascii')) clientsocket.close() |

## A Simple Client

Let us write a very simple client program, which opens a connection to a given port 12345 and a given host. It is very simple to create a socket client using the Python's *socket* module function.

The **socket.connect(hosname, port )** opens a TCP connection to *hostname* on the *port*. Once you have a socket open, you can read from it like any IO object. When done, remember to close it, as you would close a file.

The following code is a very simple client that connects to a given host and port, reads any available data from the socket, and then exits-

|  |
| --- |
| #!/usr/bin/python3 # This is client.py file import socket  # create a socket object  s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) # get local machine name  host = socket.gethostname() port = 9999  # connection to hostname on the port. s.connect((host, port))  # Receive no more than 1024 bytes msg = s.recv(1024)  s.close() |

|  |
| --- |
| print (msg.decode('ascii')) |

Now run this server.py in the background and then run the above client.py to see the result.

|  |
| --- |
| # Following would start a server in background.  $ python server.py &  # Once server is started run client as follows:  $ python client.py |

This would produce the following result-

|  |
| --- |
| on server terminal  Got a connection from ('192.168.1.10', 3747) On client terminal  Thank you for connecting |

## Python Internet Modules

A list of some important modules in Python Network/Internet programming are given below.

|  |  |  |  |
| --- | --- | --- | --- |
| **Protocol** | **Common function** | **Port No** | **Python module** |
| HTTP | Web pages | 80 | httplib, urllib, xmlrpclib |
| NNTP | Usenet news | 119 | nntplib |
| FTP | File transfers | 20 | ftplib, urllib |
| SMTP | Sending email | 25 | smtplib |
| POP3 | Fetching email | 110 | poplib |
| IMAP4 | Fetching email | 143 | imaplib |
| Telnet | Command lines | 23 | telnetlib |
| Gopher | Document transfers | 70 | gopherlib, urllib |

Please check all the libraries mentioned above to work with FTP, SMTP, POP, and IMAP protocols.

## Further Readings

This was a quick start with the Socket Programming. It is a vast subject. It is recommended to go through the following link to find more detail-

* [Unix Socket Programming](http://www.tutorialspoint.com/unix_sockets/index.htm).
* [Python Socket Library and Modules](http://docs.python.org/3.0/library/socket.html).

imple Mail Transfer Protocol (SMTP) is a protocol, which handles sending an e-mail and routing e-mail between mail servers.
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Python provides smtplib module, which defines an SMTP client session object that can be used to send mails to any Internet machine with an SMTP or ESMTP listener daemon.

Here is a simple syntax to create one SMTP object, which can later be used to send an e- mail-

|  |
| --- |
| import smtplib  smtpObj = smtplib.SMTP( [host [, port [, local\_hostname]]] ) |

Here is the detail of the parameters-

* **host:** This is the host running your SMTP server. You can specifiy IP address of the host or a domain name like SkillSigma.com. This is an optional argument.
* **port:** If you are providing *host* argument, then you need to specify a port, where SMTP server is listening. Usually this port would be 25.
* **local\_hostname**: If your SMTP server is running on your local machine, then you can specify just *localhost* as the option.

An SMTP object has an instance method called **sendmail**, which is typically, used to do the work of mailing a message. It takes three parameters-

* The *sender* - A string with the address of the sender.
* The *receivers* - A list of strings, one for each recipient.
* The *message* - A message as a string formatted as specified in the various RFCs.

### Example

Here is a simple way to send one e-mail using Python script. Try it once-

|  |
| --- |
| #!/usr/bin/python3  import smtplib  sender ='from@fromdomain.com' receivers =['to@todomain.com']  message ="""From: From Person <[from@fromdomain.com](mailto:from@fromdomain.com)> To: To Person <[to@todomain.com](mailto:to@todomain.com)>  Subject: SMTP e-mail test |

|  |
| --- |
| This is a test e-mail message. """  try:  smtpObj = smtplib.SMTP('localhost') smtpObj.sendmail(sender, receivers, message)  print ("Successfully sent email") except smtplib.SMTPException:  print ("Error: unable to send email") |

Here, you have placed a basic e-mail in message, using a triple quote, taking care to format the headers correctly. An e-mail requires a **From**, **To**, and a **Subject** header, separated from the body of the e-mail with a blank line.

To send the mail you use *smtpObj* to connect to the SMTP server on the local machine. Then use the *sendmail* method along with the message, the from address, and the destination address as parameters (even though the from and to addresses are within the e-mail itself, these are not always used to route the mail).

If you are not running an SMTP server on your local machine, you can the use*smtplib* client to communicate with a remote SMTP server. Unless you are using a webmail service (such as gmail or Yahoo! Mail), your e-mail provider must have provided you with the outgoing mail server details that you can supply them, as follows-

|  |
| --- |
| mail=smtplib.SMTP('smtp.gmail.com', 587) |

## Sending an HTML e-mail using Python

When you send a text message using Python, then all the content is treated as simple text. Even if you include HTML tags in a text message, it is displayed as simple text and HTML tags will not be formatted according to the HTML syntax. However, Python provides an option to send an HTML message as actual HTML message.

While sending an e-mail message, you can specify a Mime version, content type and the character set to send an HTML e-mail.

### Example

Following is an example to send the HTML content as an e-mail. Try it once-

|  |
| --- |
| #!/usr/bin/python3  import smtplib  message = """From: From Person <[from@fromdomain.com](mailto:from@fromdomain.com)> To: To Person <[to@todomain.com](mailto:to@todomain.com)> |

|  |
| --- |
| MIME-Version: 1.0 Content-type: text/html  Subject: SMTP HTML e-mail test  This is an e-mail message to be sent in HTML format  <b>This is HTML message.</b>  <h1>This is headline.</h1> """  try:  smtpObj = smtplib.SMTP('localhost') smtpObj.sendmail(sender, receivers, message) print "Successfully sent email"  except SMTPException:  print "Error: unable to send email" |

## Sending Attachments as an E-mail

To send an e-mail with mixed content requires setting the **Content-type** header to **multipart/mixed**. Then, the text and the attachment sections can be specified within **boundaries**.

A boundary is started with two hyphens followed by a unique number, which cannot appear in the message part of the e-mail. A final boundary denoting the e-mail's final section must also end with two hyphens.

The attached files should be encoded with the **pack("m")** function to have base 64 encoding before transmission.

### Example

Following is an example, which sends a file /tmp/test.txt as an attachment. Try it once-

|  |
| --- |
| #!/usr/bin/python3  import smtplib import base64  filename = "/tmp/test.txt"  # Read a file and encode it into base64 format fo = open(filename, "rb")  filecontent = fo.read() |

|  |
| --- |
| encodedcontent = base64.b64encode(filecontent) # base64 sender = 'webmaster@tutorialpoint.com'  reciever = 'amrood.admin@gmail.com'  marker = "AUNIQUEMARKER"  body ="""  This is a test email to send an attachement. """  # Define the main headers.  part1 = """From: From Person <[me@fromdomain.net](mailto:me@fromdomain.net)> To: To Person <[amrood.admin@gmail.com](mailto:amrood.admin@gmail.com)>  Subject: Sending Attachement MIME-Version: 1.0  Content-Type: multipart/mixed; boundary=%s  --%s  """ % (marker, marker)  # Define the message action  part2 = """Content-Type: text/plain Content-Transfer-Encoding:8bit  %s  --%s  """ % (body,marker)  # Define the attachment section  part3 = """Content-Type: multipart/mixed; name=\"%s\" Content-Transfer-Encoding:base64  Content-Disposition: attachment; filename=%s  %s  --%s--  """ %(filename, filename, encodedcontent, marker) message = part1 + part2 + part3  try:  smtpObj = smtplib.SMTP('localhost') smtpObj.sendmail(sender, reciever, message) |

|  |
| --- |
| print ("Successfully sent email") except Exception:  print ("Error: unable to send email") |

Running several threads is similar to running several different programs concurrently, but with the following benefits-
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* Multiple threads within a process share the same data space with the main thread and can therefore share information or communicate with each other more easily than if they were separate processes.
* Threads are sometimes called light-weight processes and they do not require much memory overhead; they are cheaper than processes.

A thread has a beginning, an execution sequence, and a conclusion. It has an instruction pointer that keeps track of where within its context is it currently running.

* It can be pre-empted (interrupted).
* It can temporarily be put on hold (also known as sleeping) while other threads are running - this is called yielding.

There are two different kind of threads-

* kernel thread
* user thread

Kernel Threads are a part of the operating system, while the User-space threads are not implemented in the kernel.

There are two modules, which support the usage of threads in Python3-

* \_thread
* threading

The thread module has been "deprecated" for quite a long time. Users are encouraged to use the threading module instead. Hence, in Python 3, the module "thread" is not available anymore. However, it has been renamed to "\_thread" for backward compatibilities in Python3.

## Starting a New Thread

To spawn another thread, you need to call the following method available in the *thread*

module-

|  |
| --- |
| \_thread.start\_new\_thread ( function, args[, kwargs] ) |

This method call enables a fast and efficient way to create new threads in both Linux and Windows.

The method call returns immediately and the child thread starts and calls function with the passed list of *agrs*. When the function returns, the thread terminates.

Here, *args* is a tuple of arguments; use an empty tuple to call function without passing any arguments. *kwargs* is an optional dictionary of keyword arguments.

### Example

|  |
| --- |
| #!/usr/bin/python3  import \_thread import time  # Define a function for the thread def print\_time( threadName, delay):  count = 0  while count < 5: time.sleep(delay) count += 1  print ("%s: %s" % ( threadName, time.ctime(time.time()) ))  # Create two threads as follows try:  \_thread.start\_new\_thread( print\_time, ("Thread-1", 2, ) )  \_thread.start\_new\_thread( print\_time, ("Thread-2", 4, ) ) except:  print ("Error: unable to start thread")  while 1: pass |

When the above code is executed, it produces the following result-

|  |
| --- |
| Thread-1: Fri Feb 19 09:41:39 2016  Thread-2: Fri Feb 19 09:41:41 2016  Thread-1: Fri Feb 19 09:41:41 2016  Thread-1: Fri Feb 19 09:41:43 2016  Thread-2: Fri Feb 19 09:41:45 2016  Thread-1: Fri Feb 19 09:41:45 2016  Thread-1: Fri Feb 19 09:41:47 2016  Thread-2: Fri Feb 19 09:41:49 2016  Thread-2: Fri Feb 19 09:41:53 2016 |

Program goes in an infinite loop. You will have to press ctrl-c to stop.

Although it is very effective for low-level threading, the *thread* module is very limited compared to the newer threading module.

## The Threading Module

The newer threading module included with Python 2.4 provides much more powerful, high- level support for threads than the thread module discussed in the previous section.

The *threading* module exposes all the methods of the *thread* module and provides some additional methods:

* **threading.activeCount():** Returns the number of thread objects that are active.
* **threading.currentThread():** Returns the number of thread objects in the caller's thread control.
* **threading.enumerate():** Returns a list of all the thread objects that are currently active.

In addition to the methods, the threading module has the *Thread* class that implements threading. The methods provided by the *Thread* class are as follows:

* **run():** The run() method is the entry point for a thread.
* **start():** The start() method starts a thread by calling the run method.
* **join([time]):** The join() waits for threads to terminate.
* **isAlive():** The isAlive() method checks whether a thread is still executing.
* **getName():** The getName() method returns the name of a thread.
* **setName():** The setName() method sets the name of a thread.

## Creating Thread Using Threading Module

To implement a new thread using the threading module, you have to do the following −

* Define a new subclass of the *Thread* class.
* Override the *init (self [,args])* method to add additional arguments.
* Then, override the run(self [,args]) method to implement what the thread should do when started.

Once you have created the new *Thread* subclass, you can create an instance of it and then start a new thread by invoking the *start()*, which in turn calls the *run()*method.

### Example

|  |
| --- |
| #!/usr/bin/python3 |

|  |
| --- |
| import threading import time exitFlag = 0  class myThread (threading.Thread):  def init (self, threadID, name, counter): threading.Thread. init (self) self.threadID = threadID  self.name = name self.counter = counter  def run(self):  print ("Starting " + self.name) print\_time(self.name, self.counter, 5) print ("Exiting " + self.name)  def print\_time(threadName, delay, counter): while counter:  if exitFlag:  threadName.exit() time.sleep(delay)  print ("%s: %s" % (threadName, time.ctime(time.time()))) counter -= 1  # Create new threads  thread1 = myThread(1, "Thread-1", 1) thread2 = myThread(2, "Thread-2", 2)  # Start new Threads thread1.start() thread2.start() thread1.join() thread2.join()  print ("Exiting Main Thread") |

When we run the above program, it produces the following result-

|  |
| --- |
| Starting Thread-1 Starting Thread-2  Thread-1: Fri Feb 19 10:00:21 2016  Thread-2: Fri Feb 19 10:00:22 2016  Thread-1: Fri Feb 19 10:00:22 2016 |

|  |
| --- |
| Thread-1: Fri Feb 19 10:00:23 2016  Thread-2: Fri Feb 19 10:00:24 2016  Thread-1: Fri Feb 19 10:00:24 2016  Thread-1: Fri Feb 19 10:00:25 2016 Exiting Thread-1  Thread-2: Fri Feb 19 10:00:26 2016  Thread-2: Fri Feb 19 10:00:28 2016  Thread-2: Fri Feb 19 10:00:30 2016 Exiting Thread-2  Exiting Main Thread |

## Synchronizing Threads

The threading module provided with Python includes a simple-to-implement locking mechanism that allows you to synchronize threads. A new lock is created by calling the *Lock()* method, which returns the new lock.

The *acquire(blocking)* method of the new lock object is used to force the threads to run synchronously. The optional *blocking* parameter enables you to control whether the thread waits to acquire the lock.

If *blocking* is set to 0, the thread returns immediately with a 0 value if the lock cannot be acquired and with a 1 if the lock was acquired. If blocking is set to 1, the thread blocks and wait for the lock to be released.

The *release()* method of the new lock object is used to release the lock when it is no longer required.

### Example

|  |
| --- |
| #!/usr/bin/python3 import threading import time  class myThread (threading.Thread):  def init (self, threadID, name, counter): threading.Thread. init (self) self.threadID = threadID  self.name = name self.counter = counter  def run(self):  print ("Starting " + self.name) # Get lock to synchronize threads threadLock.acquire()  print\_time(self.name, self.counter, 3) |

|  |
| --- |
| # Free lock to release next thread threadLock.release()  def print\_time(threadName, delay, counter): while counter:  time.sleep(delay)  print ("%s: %s" % (threadName, time.ctime(time.time()))) counter -= 1  threadLock = threading.Lock() threads = []  # Create new threads  thread1 = myThread(1, "Thread-1", 1) thread2 = myThread(2, "Thread-2", 2)  # Start new Threads thread1.start() thread2.start()  # Add threads to thread list threads.append(thread1) threads.append(thread2)  # Wait for all threads to complete for t in threads:  t.join()  print ("Exiting Main Thread") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Starting Thread-1 Starting Thread-2  Thread-1: Fri Feb 19 10:04:14 2016  Thread-1: Fri Feb 19 10:04:15 2016  Thread-1: Fri Feb 19 10:04:16 2016  Thread-2: Fri Feb 19 10:04:18 2016  Thread-2: Fri Feb 19 10:04:20 2016  Thread-2: Fri Feb 19 10:04:22 2016 Exiting Main Thread |

## Multithreaded Priority Queue

The *Queue* module allows you to create a new queue object that can hold a specific number of items. There are following methods to control the Queue −

* **get():** The get() removes and returns an item from the queue.
* **put():** The put adds item to a queue.
* **qsize() :** The qsize() returns the number of items that are currently in the queue.
* **empty():** The empty( ) returns True if queue is empty; otherwise, False.
* **full():** the full() returns True if queue is full; otherwise, False.

### Example

|  |
| --- |
| #!/usr/bin/python3  import queue import threading import time  exitFlag = 0  class myThread (threading.Thread):  def init (self, threadID, name, q): threading.Thread. init (self) self.threadID = threadID self.name = name  self.q = q def run(self):  print ("Starting " + self.name) process\_data(self.name, self.q) print ("Exiting " + self.name)  def process\_data(threadName, q): while not exitFlag:  queueLock.acquire()  if not workQueue.empty(): data = q.get() queueLock.release()  print ("%s processing %s" % (threadName, data)) else:  queueLock.release() |

|  |
| --- |
| time.sleep(1)  threadList = ["Thread-1", "Thread-2", "Thread-3"] nameList = ["One", "Two", "Three", "Four", "Five"] queueLock = threading.Lock()  workQueue = queue.Queue(10) threads = []  threadID = 1  # Create new threads  for tName in threadList:  thread = myThread(threadID, tName, workQueue) thread.start()  threads.append(thread) threadID += 1  # Fill the queue queueLock.acquire() for word in nameList:  workQueue.put(word) queueLock.release()  # Wait for queue to empty while not workQueue.empty():  pass  # Notify threads it's time to exit exitFlag = 1  # Wait for all threads to complete for t in threads:  t.join()  print ("Exiting Main Thread") |

When the above code is executed, it produces the following result-

|  |
| --- |
| Starting Thread-1 Starting Thread-2  Starting Thread-3 |

|  |
| --- |
| Thread-1 processing One Thread-2 processing Two Thread-3 processing Three Thread-1 processing Four Thread-2 processing Five Exiting Thread-3  Exiting Thread-1 Exiting Thread-2  Exiting Main Thread |

XML is a portable, open source language that allows programmers to develop applications that can be read by other applications, regardless of operating system and/or developmental language.

Python 3

## What is XML?

The Extensible Markup Language (XML) is a markup language much like HTML or SGML. This is recommended by the World Wide Web Consortium and available as an open standard.

XML is extremely useful for keeping track of small to medium amounts of data without requiring an SQL- based backbone.

## XML Parser Architectures and APIs

The Python standard library provides a minimal but useful set of interfaces to work with XML.

The two most basic and broadly used APIs to XML data are the SAX and DOM interfaces.

* **Simple API for XML (SAX):** Here, you register callbacks for events of interest and then let the parser proceed through the document. This is useful when your documents are large or you have memory limitations, it parses the file as it reads it from the disk and the entire file is never stored in the memory.
* **Document Object Model (DOM) API:** This is a World Wide Web Consortium recommendation wherein the entire file is read into the memory and stored in a hierarchical (tree-based) form to represent all the features of an XML document.

SAX obviously cannot process information as fast as DOM, when working with large files. On the other hand, using DOM exclusively can really kill your resources, especially if used on many small files.

SAX is read-only, while DOM allows changes to the XML file. Since these two different APIs literally complement each other, there is no reason why you cannot use them both for large projects.

For all our XML code examples, let us use a simple XML file *movies.xml* as an input-

|  |
| --- |
| <collection shelf="New Arrivals">  <movie title="Enemy Behind">  <type>War, Thriller</type>  <format>DVD</format>  <year>2003</year>  <rating>PG</rating>  <stars>10</stars> |

|  |
| --- |
| <description>Talk about a US-Japan war</description>  </movie>  <movie title="Transformers">  <type>Anime, Science Fiction</type>  <format>DVD</format>  <year>1989</year>  <rating>R</rating>  <stars>8</stars>  <description>A schientific fiction</description>  </movie>  <movie title="Trigun">  <type>Anime, Action</type>  <format>DVD</format>  <episodes>4</episodes>  <rating>PG</rating>  <stars>10</stars>  <description>Vash the Stampede!</description>  </movie>  <movie title="Ishtar">  <type>Comedy</type>  <format>VHS</format>  <rating>PG</rating>  <stars>2</stars>  <description>Viewable boredom</description>  </movie>  </collection> |

## Parsing XML with SAX APIs

SAX is a standard interface for event-driven XML parsing. Parsing XML with SAX generally requires you to create your own ContentHandler by subclassing xml.sax.ContentHandler.

Your *ContentHandler* handles the particular tags and attributes of your flavor(s) of XML. A ContentHandler object provides methods to handle various parsing events. Its owning parser calls ContentHandler methods as it parses the XML file.

The methods *startDocument* and *endDocument* are called at the start and the end of the XML file. The method *characters(text)* is passed the character data of the XML file via the parameter text.

The ContentHandler is called at the start and end of each element. If the parser is not in namespace mode, the methods *startElement(tag, attributes)* and*endElement(tag)* are

called; otherwise, the corresponding methods*startElementNS* and *endElementNS* are called. Here, tag is the element tag, and attributes is an Attributes object.

Here are other important methods to understand before proceeding-

## The make\_parser Method

The following method creates a new parser object and returns it. The parser object created will be of the first parser type, the system finds.

|  |
| --- |
| xml.sax.make\_parser( [parser\_list] ) |

Here is the detail of the parameters-

* **parser\_list:** The optional argument consisting of a list of parsers to use, which must all implement the make\_parser method.

## The parse Method

The following method creates a SAX parser and uses it to parse a document.

|  |
| --- |
| xml.sax.parse( xmlfile, contenthandler[, errorhandler]) |

Here are the details of the parameters-

* **xmlfile:** This is the name of the XML file to read from.
* **contenthandler:** This must be a ContentHandler object.
* **errorhandler:** If specified, errorhandler must be a SAX ErrorHandler object.

## The parseString Method

There is one more method to create a SAX parser and to parse the specified**XML string**.

|  |
| --- |
| xml.sax.parseString(xmlstring, contenthandler[, errorhandler]) |

Here are the details of the parameters-

* **xmlstring:** This is the name of the XML string to read from.
* **contenthandler:** This must be a ContentHandler object.
* **errorhandler:** If specified, errorhandler must be a SAX ErrorHandler object.

### Example

|  |
| --- |
| #!/usr/bin/python3  import xml.sax |

|  |
| --- |
| class MovieHandler( xml.sax.ContentHandler ): def init (self):  self.CurrentData = "" self.type = "" self.format = "" self.year = "" self.rating = "" self.stars = "" self.description = ""  # Call when an element starts  def startElement(self, tag, attributes): self.CurrentData = tag  if tag == "movie":  print ("\*\*\*\*\*Movie\*\*\*\*\*") title = attributes["title"] print ("Title:", title)  # Call when an elements ends def endElement(self, tag):  if self.CurrentData == "type": print ("Type:", self.type)  elif self.CurrentData == "format": print ("Format:", self.format)  elif self.CurrentData == "year": print ("Year:", self.year)  elif self.CurrentData == "rating": print ("Rating:", self.rating)  elif self.CurrentData == "stars": print ("Stars:", self.stars)  elif self.CurrentData == "description": print ("Description:", self.description)  self.CurrentData = ""  # Call when a character is read def characters(self, content):  if self.CurrentData == "type": self.type = content  elif self.CurrentData == "format": |

|  |
| --- |
| self.format = content  elif self.CurrentData == "year": self.year = content  elif self.CurrentData == "rating": self.rating = content  elif self.CurrentData == "stars": self.stars = content  elif self.CurrentData == "description": self.description = content  if ( name == " main "):  # create an XMLReader  parser = xml.sax.make\_parser() # turn off namepsaces  parser.setFeature(xml.sax.handler.feature\_namespaces, 0)  # override the default ContextHandler Handler = MovieHandler() parser.setContentHandler( Handler )  parser.parse("movies.xml") |

This would produce the following result-

|  |
| --- |
| \*\*\*\*\*Movie\*\*\*\*\* Title: Enemy Behind Type: War, Thriller Format: DVD  Year: 2003 Rating: PG Stars: 10  Description: Talk about a US-Japan war  \*\*\*\*\*Movie\*\*\*\*\* Title: Transformers  Type: Anime, Science Fiction Format: DVD  Year: 1989  Rating: R Stars: 8 |
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|  |
| --- |
| Description: A schientific fiction  \*\*\*\*\*Movie\*\*\*\*\* Title: Trigun  Type: Anime, Action Format: DVD  Rating: PG Stars: 10  Description: Vash the Stampede!  \*\*\*\*\*Movie\*\*\*\*\* Title: Ishtar Type: Comedy Format: VHS Rating: PG Stars: 2  Description: Viewable boredom |

For a complete detail on SAX API documentation, please refer to the standard [Python SAX](http://docs.python.org/library/xml.sax.html) [APIs](http://docs.python.org/library/xml.sax.html).

## Parsing XMLwith DOM APIs

The Document Object Model ("DOM") is a cross-language API from the World Wide Web Consortium (W3C) for accessing and modifying the XML documents.

The DOM is extremely useful for random-access applications. SAX only allows you a view of one bit of the document at a time. If you are looking at one SAX element, you have no access to another.

Here is the easiest way to load an XML document quickly and to create a minidom object using the xml.dom module. The minidom object provides a simple parser method that quickly creates a DOM tree from the XML file.

The sample phrase calls the parse( file [,parser] ) function of the minidom object to parse the XML file, designated by file into a DOM tree object.

|  |
| --- |
| #!/usr/bin/python3  from xml.dom.minidom import parse import xml.dom.minidom  # Open XML document using minidom parser DOMTree = xml.dom.minidom.parse("movies.xml") collection = DOMTree.documentElement  if collection.hasAttribute("shelf"):  print ("Root element : %s" % collection.getAttribute("shelf")) |

|  |
| --- |
| # Get all the movies in the collection  movies = collection.getElementsByTagName("movie")  # Print detail of each movie. for movie in movies:  print ("\*\*\*\*\*Movie\*\*\*\*\*")  if movie.hasAttribute("title"):  print ("Title: %s" % movie.getAttribute("title"))  type = movie.getElementsByTagName('type')[0] print ("Type: %s" % type.childNodes[0].data) format = movie.getElementsByTagName('format')[0] print ("Format: %s" % format.childNodes[0].data) rating = movie.getElementsByTagName('rating')[0] print ("Rating: %s" % rating.childNodes[0].data)  description = movie.getElementsByTagName('description')[0]  print ("Description: %s" % description.childNodes[0].data) |

This would produce the following result-

|  |
| --- |
| Root element : New Arrivals  \*\*\*\*\*Movie\*\*\*\*\* Title: Enemy Behind Type: War, Thriller Format: DVD Rating: PG  Description: Talk about a US-Japan war  \*\*\*\*\*Movie\*\*\*\*\* Title: Transformers  Type: Anime, Science Fiction Format: DVD  Rating: R  Description: A schientific fiction  \*\*\*\*\*Movie\*\*\*\*\* Title: Trigun Type: Anime, Action  Format: DVD |

|  |
| --- |
| Rating: PG  Description: Vash the Stampede!  \*\*\*\*\*Movie\*\*\*\*\* Title: Ishtar Type: Comedy Format: VHS Rating: PG  Description: Viewable boredom |

For a complete detail on DOM API documentation, please refer to the standard [Python](http://docs.python.org/library/xml.dom.html) [DOM APIs](http://docs.python.org/library/xml.dom.html).

Python provides various options for developing graphical user interfaces (GUIs). The most important features are listed below.
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* **Tkinter:** Tkinter is the Python interface to the Tk GUI toolkit shipped with Python. We would look at this option in this chapter.
* **wxPython:** This is an open-source Python interface for wxWidgets GUI toolkit. You can find a complete tutorial on WxPython [here](http://www.tutorialspoint.com/wxpython/index.htm).
* **PyQt:**This is also a Python interface for a popular cross-platform Qt GUI library. SkillSigma has a very good tutorial on PyQt [here](http://www.tutorialspoint.com/pyqt/index.htm).
* **JPython:** JPython is a Python port for Java, which gives Python scripts seamless access to the Java class libraries on the local machine[http://www.jython.org](http://www.jython.org/).

There are many other interfaces available, which you can find them on the net.

## Tkinter Programming

Tkinter is the standard GUI library for Python. Python when combined with Tkinter provides a fast and easy way to create GUI applications. Tkinter provides a powerful object-oriented interface to the Tk GUI toolkit.

Creating a GUI application using Tkinter is an easy task. All you need to do is perform the following steps −

* Import the *Tkinter* module.
* Create the GUI application main window.
* Add one or more of the above-mentioned widgets to the GUI application.
* Enter the main event loop to take action against each event triggered by the user.

### Example

|  |
| --- |
| #!/usr/bin/python3  import tkinter # note that module name has changed from Tkinter in Python 2 to tkinter in Python 3  top = tkinter.Tk()  # Code to add widgets will go here... top.mainloop() |

This would create a following window-
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## Tkinter Widgets

Tkinter provides various controls, such as buttons, labels and text boxes used in a GUI application. These controls are commonly called widgets.

There are currently 15 types of widgets in Tkinter. We present these widgets as well as a brief description in the following table-

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Button | The Button widget is used to display the buttons in your application. |
| Canvas | The Canvas widget is used to draw shapes, such as lines, ovals, polygons and rectangles, in your application. |
| Checkbutton | The Checkbutton widget is used to display a number of options as checkboxes. The user can select multiple options at a time. |
| Entry | The Entry widget is used to display a single-line text field for accepting values from a user. |
| Frame | The Frame widget is used as a container widget to organize other widgets. |
| Label | The Label widget is used to provide a single-line caption for other widgets. It can also contain images. |

|  |  |
| --- | --- |
| Listbox | The Listbox widget is used to provide a list of options to a user. |
| Menubutton | The Menubutton widget is used to display menus in your application. |
| Menu | The Menu widget is used to provide various commands to a user. These commands are contained inside Menubutton. |
| Message | The Message widget is used to display multiline text fields for accepting values from a user. |
| Radiobutton | The Radiobutton widget is used to display a number of options as radio buttons. The user can select only one option at a time. |
| Scale | The Scale widget is used to provide a slider widget. |
| Scrollbar | The Scrollbar widget is used to add scrolling capability to various widgets, such as list boxes. |
| Text | The Text widget is used to display text in multiple lines. |
| Toplevel | The Toplevel widget is used to provide a separate window container. |
| Spinbox | The Spinbox widget is a variant of the standard Tkinter Entry widget, which can be used to select from a fixed number of values. |
| PanedWindow | A PanedWindow is a container widget that may contain any number of panes, arranged horizontally or vertically. |
| LabelFrame | A labelframe is a simple container widget. Its primary purpose is to act as a spacer or container for complex window layouts. |
| tkMessageBox | This module is used to display the message boxes in your applications. |

Let us study these widgets in detail.

## Tkinter Button

The Button widget is used to add buttons in a Python application. These buttons can display text or images that convey the purpose of the buttons. You can attach a function or a method to a button which is called automatically when you click the button.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Button ( master, option=value, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| activebackground | Background color when the button is under the cursor. |
| activeforeground | Foreground color when the button is under the cursor. |
| bd | Border width in pixels. Default is 2. |
| bg | Normal background color. |
| command | Function or method to be called when the button is clicked. |
| fg | Normal foreground (text) color. |
| font | Text font to be used for the button's label. |
| height | Height of the button in text lines (for textual buttons) or pixels (for images). |

|  |  |
| --- | --- |
| highlightcolor | The color of the focus highlight when the widget has focus. |
| image | Image to be displayed on the button (instead of text). |
| justify | How to show multiple text lines: LEFT to left-justify each line; CENTER to center them; or RIGHT to right-justify. |
| padx | Additional padding left and right of the text. |
| pady | Additional padding above and below the text. |
| relief | Relief specifies the type of the border. Some of the values are SUNKEN, RAISED, GROOVE, and RIDGE. |
| state | Set this option to DISABLED to gray out the button and make it unresponsive. Has the value ACTIVE when the mouse is over it. Default is NORMAL. |
| underline | Default is -1, meaning that no character of the text on the button will be underlined. If nonnegative, the corresponding text character will be underlined. |
| width | Width of the button in letters (if displaying text) or pixels (if displaying an image). |
| wraplength | If this value is set to a positive number, the text lines will be wrapped to fit within this length. |

### Methods

Following are commonly used methods for this widget-

|  |  |
| --- | --- |
| **Method** | **Description** |
| flash() | Causes the button to flash several times between active and normal colors. Leaves the button in the state it was in originally. Ignored if the button is disabled. |
| invoke() | Calls the button's callback, and returns what that function returns. Has no effect if the button is disabled or there is no callback. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  from tkinter import messagebox top = Tk() top.geometry("100x100")  def helloCallBack():  msg=messagebox.showinfo( "Hello Python", "Hello World") B = Button(top, text ="Hello", command = helloCallBack) B.place(x=50,y=50)  top.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter Canvas

The Canvas is a rectangular area intended for drawing pictures or other complex layouts. You can place graphics, text, widgets or frames on a Canvas.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Canvas ( master, option=value, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| bd | Border width in pixels. Default is 2. |
| bg | Normal background color. |
| confine | If true (the default), the canvas cannot be scrolled outside of the scrollregion. |
| cursor | Cursor used in the canvas like arrow, circle, dot etc. |
| height | Size of the canvas in the Y dimension. |
| highlightcolor | Color shown in the focus highlight. |
| relief | Relief specifies the type of the border. Some of the values are SUNKEN, RAISED, GROOVE, and RIDGE. |
| scrollregion | A tuple (w, n, e, s) that defines over how large an area the canvas can be scrolled, where w is the left side, n the top, e the right side, and s the bottom. |
| width | Size of the canvas in the X dimension. |
| xscrollincrement | If you set this option to some positive dimension, the canvas can be positioned only on multiples of that distance, and the value will be used for scrolling by scrolling units, such as when the user clicks on the arrows at the ends of a scrollbar. |
| xscrollcommand | If the canvas is scrollable, this attribute should be the .set() method of the horizontal scrollbar. |
| yscrollincrement | Works like xscrollincrement, but governs vertical movement. |
| yscrollcommand | If the canvas is scrollable, this attribute should be the .set() method of the vertical scrollbar. |

The Canvas widget can support the following standard items-

**arc .** Creates an arc item, which can be a chord, a pieslice or a simple arc.

|  |
| --- |
| coord = 10, 50, 240, 210 |

|  |
| --- |
| arc = canvas.create\_arc(coord, start=0, extent=150, fill="blue") |

**image .** Creates an image item, which can be an instance of either the BitmapImage or the PhotoImage classes.

|  |
| --- |
| filename = PhotoImage(file = "sunshine.gif")  image = canvas.create\_image(50, 50, anchor=NE, image=filename) |

**line .** Creates a line item.

|  |
| --- |
| line = canvas.create\_line(x0, y0, x1, y1, ..., xn, yn, options) |

**oval .** Creates a circle or an ellipse at the given coordinates. It takes two pairs of coordinates; the top left and bottom right corners of the bounding rectangle for the oval.

|  |
| --- |
| oval = canvas.create\_oval(x0, y0, x1, y1, options) |

**polygon .** Creates a polygon item that must have at least three vertices.

|  |
| --- |
| oval = canvas.create\_polygon(x0, y0, x1, y1,...xn, yn, options) |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  from tkinter import messagebox  top = Tk()  C = Canvas(top, bg="blue", height=250, width=300)  coord = 10, 50, 240, 210  arc = C.create\_arc(coord, start=0, extent=150, fill="red") line = C.create\_line(10,10,200,200,fill='white')  C.pack()  Top.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter Checkbutton

The Checkbutton widget is used to display a number of options to a user as toggle buttons. The user can then select one or more options by clicking the button corresponding to each option.

You can also display images in place of text.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Checkbutton ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| activebackground | Background color when the checkbutton is under the cursor. |

|  |  |
| --- | --- |
| activeforeground | Foreground color when the checkbutton is under the cursor. |
| bg | The normal background color displayed behind the label and indicator. |
| bitmap | To display a monochrome image on a button. |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| command | A procedure to be called every time the user changes the state of this checkbutton. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.), the mouse cursor will change to that pattern when it is over the checkbutton.* |
| disabledforeground | The foreground color used to render the text of a disabled checkbutton. The default is a stippled version of the default foreground color. |
| font | The font used for the text. |
| fg | The color used to render the text. |
| height | The number of lines of text on the checkbutton. Default is 1. |
| highlightcolor | The color of the focus highlight when the checkbutton has the focus. |
| image | To display a graphic image on the button. |
| justify | If the text contains multiple lines, this option controls how the text is justified: CENTER, LEFT, or RIGHT. |
| offvalue | Normally, a checkbutton's associated control variable will be set to 0 when it is cleared (off). You can supply an alternate value for the off state by setting offvalue to that value. |
| onvalue | Normally, a checkbutton's associated control variable will be set to 1 when it is set (on). You can supply an alternate value for the on state by setting onvalue to that value. |

|  |  |
| --- | --- |
| padx | How much space to leave to the left and right of the checkbutton and text. Default is 1 pixel. |
| pady | How much space to leave above and below the checkbutton and text. Default is 1 pixel. |
| relief | With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| selectcolor | The color of the checkbutton when it is set. Default is selectcolor="red". |
| selectimage | If you set this option to an image, that image will appear in the checkbutton when it is set. |
| state | The default is state=NORMAL, but you can use state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the checkbutton, the state is ACTIVE. |
| text | The label displayed next to the checkbutton. Use newlines ("\n") to display multiple lines of text. |
| underline | With the default value of -1, none of the characters of the text label are underlined. Set this option to the index of a character in the text (counting from zero) to underline that character. |
| variable | The control variable that tracks the current state of the checkbutton. Normally this variable is an *IntVar*, and 0 means cleared and 1 means set, but see the offvalue and onvalue options above. |
| width | The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |
| wraplength | Normally, lines are not wrapped. You can set this option to a number of characters and all lines will be broken into pieces no longer than that number. |

### Methods

Following are commonly used methods for this widget-

|  |  |
| --- | --- |
| **Method** | **Description** |
| deselect() | Clears (turns off) the checkbutton. |
| flash() | Flashes the checkbutton a few times between its active and normal colors, but leaves it the way it started. |
| invoke() | You can call this method to get the same actions that would occur if the user clicked on the checkbutton to change its state. |
| select() | Sets (turns on) the checkbutton. |
| toggle() | Clears the checkbutton if set, sets it if cleared. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  import tkinter  top = Tk() CheckVar1 = IntVar() CheckVar2 = IntVar()  C1 = Checkbutton(top, text = "Music", variable = CheckVar1, \ onvalue = 1, offvalue = 0, height=5, \  width = 20, )  C2 = Checkbutton(top, text = "Video", variable = CheckVar2, \ onvalue = 1, offvalue = 0, height=5, \  width = 20)  C1.pack()  C2.pack() top.mainloop() |

When the above code is executed, it produces the following result –

![](data:image/jpeg;base64,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)

## Tkinter Entry

The Entry widget is used to accept single-line text strings from a user.

* If you want to display multiple lines of text that can be edited, then you should use the *Text* widget.
* If you want to display one or more lines of text that cannot be modified by the user, then you should use the *Label* widget.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Entry( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| bg | The normal background color displayed behind the label and indicator. |
| bd | The size of the border around the indicator. Default is 2 pixels. |

|  |  |
| --- | --- |
| command | A procedure to be called every time the user changes the state of this checkbutton. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| font | The font used for the text. |
| exportselection | By default, if you select text within an Entry widget, it is automatically exported to the clipboard. To avoid this exportation, use exportselection=0. |
| fg | The color used to render the text. |
| highlightcolor | The color of the focus highlight when the checkbutton has the focus. |
| justify | If the text contains multiple lines, this option controls how the text is justified: CENTER, LEFT, or RIGHT. |
| relief | With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| selectbackground | The background color to use displaying selected text. |
| selectborderwidth | The width of the border to use around selected text. The default is one pixel. |
| selectforeground | The foreground (text) color of selected text. |
| show | Normally, the characters that the user types appear in the entry. To make a .password. entry that echoes each character as an asterisk, set show="\*". |
| state | The default is state=NORMAL, but you can use state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the checkbutton, the state is ACTIVE. |
| textvariable | In order to be able to retrieve the current text from your entry widget, you must set this option to an instance of the StringVar class. |

|  |  |
| --- | --- |
| width | The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |
| xscrollcommand | If you expect that users will often enter more text than the onscreen size of the widget, you can link your entry widget to a scrollbar. |

### Methods

Following are commonly used methods for this widget-

|  |  |
| --- | --- |
| **Method** | **Description** |
| delete ( first, last=None ) | Deletes characters from the widget, starting with the one at index first, up to but not including the character at position last. If the second argument is omitted, only the single character at position first is deleted. |
| get() | Returns the entry's current text as a string. |
| icursor ( index ) | Set the insertion cursor just before the character at the given index. |
| index ( index ) | Shift the contents of the entry so that the character at the given index is the leftmost visible character. Has no effect if the text fits entirely within the entry. |
| insert ( index, s ) | Inserts string s before the character at the given index. |
| select\_adjust ( index ) | This method is used to make sure that the selection includes the character at the specified index. |
| select\_clear() | Clears the selection. If there isn't currently a selection, has no effect. |

|  |  |
| --- | --- |
| select\_from ( index ) | Sets the ANCHOR index position to the character selected by index, and selects that character. |
| select\_present() | If there is a selection, returns true, else returns false. |
| select\_range ( start, end ) | Sets the selection under program control. Selects the text starting at the start index, up to but not including the character at the end index. The start position must be before the end position. |
| select\_to ( index ) | Selects all the text from the ANCHOR position up to but not including the character at the given index. |
| xview ( index ) | This method is useful in linking the Entry widget to a horizontal scrollbar. |
| xview\_scroll ( number, what ) | Used to scroll the entry horizontally. The what argument must be either UNITS, to scroll by character widths, or PAGES, to scroll by chunks the size of the entry widget. The number is positive to scroll left to right, negative to scroll right to left. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  top = Tk()  L1 = Label(top, text="User Name") L1.pack( side = LEFT)  E1 = Entry(top, bd =5) E1.pack(side = RIGHT)  top.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Frame

The Frame widget is very important for the process of grouping and organizing other widgets in a somehow friendly way. It works like a container, which is responsible for arranging the position of other widgets.

It uses rectangular areas in the screen to organize the layout and to provide padding of these widgets. A frame can also be used as a foundation class to implement complex widgets.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Frame ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| bg | The normal background color displayed behind the label and indicator. |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| height | The vertical dimension of the new frame. |
| highlightbackground | Color of the focus highlight when the frame does not have focus. |
| highlightcolor | Color shown in the focus highlight when the frame has the focus. |

|  |  |
| --- | --- |
| highlightthickness | Thickness of the focus highlight. |
| relief | With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| width | The default width of a checkbutton is determined by the size of the displayed image or text. You can set this option to a number of characters and the checkbutton will always have room for that many characters. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  frame = Frame(root) frame.pack()  bottomframe = Frame(root) bottomframe.pack( side = BOTTOM )  redbutton = Button(frame, text="Red", fg="red") redbutton.pack( side = LEFT)  greenbutton = Button(frame, text="Brown", fg="brown") greenbutton.pack( side = LEFT )  bluebutton = Button(frame, text="Blue", fg="blue") bluebutton.pack( side = LEFT )  blackbutton = Button(bottomframe, text="Black", fg="black") blackbutton.pack( side = BOTTOM)  root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Label

This widget implements a display box where you can place text or images. The text displayed by this widget can be updated at any time you want.

It is also possible to underline part of the text (like to identify a keyboard shortcut) and span the text across multiple lines.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Label ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| anchor | This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text in the available space. |
| bg | The normal background color displayed behind the label and indicator. |
| bitmap | Set this option equal to a bitmap or image object and the label will display that graphic. |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| cursor | If you set this option to a cursor name (arrow, dot etc.), the mouse cursor will change to that pattern when it is over the checkbutton. |
| font | If you are displaying text in this label (with the text or textvariable option, the font option specifies in what font that text will be displayed. |

|  |  |
| --- | --- |
| fg | If you are displaying text or a bitmap in this label, this option specifies the color of the text. If you are displaying a bitmap, this is the color that will appear at the position of the 1-bits in the bitmap. |
| height | The vertical dimension of the new frame. |
| image | To display a static image in the label widget, set this option to an image object. |
| justify | Specifies how multiple lines of text will be aligned with respect to each other: LEFT for flush left, CENTER for centered (the default), or RIGHT for right-justified. |
| padx | Extra space added to the left and right of the text within the widget. Default is 1. |
| pady | Extra space added above and below the text within the widget. Default is 1. |
| relief | Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| text | To display one or more lines of text in a label widget, set this option to a string containing the text. Internal newlines ("\n") will force a line break. |
| textvariable | To slave the text displayed in a label widget to a control variable of class StringVar, set this option to that variable. |
| underline | You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=- 1, which means no underlining. |
| width | Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| wraplength | You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  var = StringVar()  label = Label( root, textvariable=var, relief=RAISED )  var.set("Hey!? How are you doing?") label.pack()  root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Listbox

The Listbox widget is used to display a list of items from which a user can select a number of items

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Listbox ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| bg | The normal background color displayed behind the label and indicator. |

|  |  |
| --- | --- |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| cursor | The cursor that appears when the mouse is over the listbox. |
| font | The font used for the text in the listbox. |
| fg | The color used for the text in the listbox. |
| height | Number of lines (not pixels!) shown in the listbox. Default is 10. |
| highlightcolor | Color shown in the focus highlight when the widget has the focus. |
| highlightthickness | Thickness of the focus highlight. |
| relief | Selects three-dimensional border shading effects. The default is SUNKEN. |
| selectbackground | The background color to use displaying selected text. |
| selectmode | Determines how many items can be selected, and how mouse drags affect the selection:   * **BROWSE:** Normally, you can only select one line out of a listbox. If you click on an item and then drag to a different line, the selection will follow the mouse. This is the default. * **SINGLE:** You can only select one line, and you can't drag the mouse.wherever you click button 1, that line is selected. * **MULTIPLE:** You can select any number of lines at once. Clicking on any line toggles whether or not it is selected. * **EXTENDED:** You can select any adjacent group of lines at once by clicking on the first line and dragging to the last line. |
| width | The width of the widget in characters. The default is 20. |

|  |  |
| --- | --- |
| xscrollcommand | If you want to allow the user to scroll the listbox horizontally, you can link your listbox widget to a horizontal scrollbar. |
| yscrollcommand | If you want to allow the user to scroll the listbox vertically, you can link your listbox widget to a vertical scrollbar. |

### Methods

Methods on listbox objects include-

|  |  |
| --- | --- |
| **Options** | **Description** |
| activate ( index ) | Selects the line specifies by the given index. |
| curselection() | Returns a tuple containing the line numbers of the selected element or elements, counting from 0. If nothing is selected, returns an empty tuple. |
| delete ( first, last=None ) | Deletes the lines whose indices are in the range [first, last]. If the second argument is omitted, the single line with index first is deleted. |
| get ( first, last=None ) | Returns a tuple containing the text of the lines with indices from first to last, inclusive. If the second argument is omitted, returns the text of the line closest to first. |
| index ( i ) | If possible, positions the visible part of the listbox so that the line containing index i is at the top of the widget. |
| insert ( index, \*elements ) | Insert one or more new lines into the listbox before the line specified by index. Use END as the first argument if you want to add new lines to the end of the listbox. |
| nearest ( y ) | Return the index of the visible line closest to the y- coordinate y relative to the listbox widget. |
| see ( index ) | Adjust the position of the listbox so that the line referred to by index is visible. |
| size() | Returns the number of lines in the listbox. |

|  |  |
| --- | --- |
| xview() | To make the listbox horizontally scrollable, set the command option of the associated horizontal scrollbar to this method. |
| xview\_moveto ( fraction ) | Scroll the listbox so that the leftmost fraction of the width of its longest line is outside the left side of the listbox. Fraction is in the range [0,1]. |
| xview\_scroll ( number, what ) | Scrolls the listbox horizontally. For the what argument, use either UNITS to scroll by characters, or PAGES to scroll by pages, that is, by the width of the listbox. The number argument tells how many to scroll. |
| yview() | To make the listbox vertically scrollable, set the command option of the associated vertical scrollbar to this method. |
| yview\_moveto ( fraction ) | Scroll the listbox so that the top fraction of the width of its longest line is outside the left side of the listbox. Fraction is in the range [0,1]. |
| yview\_scroll ( number, what ) | Scrolls the listbox vertically. For the what argument, use either UNITS to scroll by lines, or PAGES to scroll by pages, that is, by the height of the listbox. The number argument tells how many to scroll. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  import tkinter  top = Tk()  Lb1 = Listbox(top) Lb1.insert(1, "Python") Lb1.insert(2, "Perl") Lb1.insert(3, "C")  Lb1.insert(4, "PHP") |

|  |
| --- |
| Lb1.insert(5, "JSP") Lb1.insert(6, "Ruby")  Lb1.pack() top.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Menubutton

A menubutton is the part of a drop-down menu that stays on the screen all the time. Every menubutton is associated with a Menu widget that can display the choices for that menubutton when the user clicks on it.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Menubutton ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The background color when the mouse is over the menubutton. |
| activeforeground | The foreground color when the mouse is over the menubutton. |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| anchor | This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text. | | | | | | | | |
| bg | The normal background color displayed behind the label and indicator. | | | | | | | | |
| bitmap | To display a bitmap on the menubutton, set this option to a bitmap name. | | | | | | | | |
| bd | The size of the border around the indicator. Default is 2 pixels. | | | | | | | | |
| cursor | The cursor that appears when the mouse is over this menubutton. | | | | | | | | |
| direction | Set direction=LEFT to display the menu to the left of the button; use direction=RIGHT to display the menu to the right of the button; or use direction='above' to place the menu above the button. | | | | | | | | |
| disabledforeground | The foreground color shown on this menubutton when it is disabled. | | | | | | | | |
| fg | The foreground menubutton. | color | when | the | mouse | is | not | over | the |
| height | The height of the menubutton in lines of text (not pixels!). The default is to fit the menubutton's size to its contents. | | | | | | | | |
| highlightcolor | Color shown in the focus highlight when the widget has the focus. | | | | | | | | |
| image | To display an image on this menubutton, | | | | | | | | |
| justify | This option controls where the text is located when the text doesn't fill the menubutton: use justify=LEFT to left-justify the text (this is the default); use justify=CENTER to center it, or justify=RIGHT to right-justify. | | | | | | | | |
| menu | To associate the menubutton with a set of choices, set this option to the Menu object containing those choices. That menu object must have been created by passing the associated menubutton to the constructor as its first argument. | | | | | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| padx | How much space to leave to the left and right of the text of the menubutton. Default is 1. | | | |
| pady | How much space to leave above and below the text of the menubutton. Default is 1. | | | |
| relief | Selects three-dimensional border shading effects. The default is RAISED. | | | |
| state | Normally, menubuttons state=DISABLED to gray unresponsive. | respond out the | to the menubutton | mouse. Set and make it |
| text | To display text on the menubutton, set this option to the string containing the desired text. Newlines ("\n") within the string will cause line breaks. | | | |
| textvariable | You can associate a control variable of class StringVar with this menubutton. Setting that control variable will change the displayed text. | | | |
| underline | Normally, no underline appears under the text on the menubutton. To underline one of the characters, set this option to the index of that character. | | | |
| width | The width of the widget in characters. The default is 20. | | | |
| wraplength | Normally, lines are not wrapped. You can set this option to a number of characters and all lines will be broken into pieces no longer than that number. | | | |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  import tkinter  top = Tk()  mb= Menubutton ( top, text="condiments", relief=RAISED ) |

|  |
| --- |
| mb.grid()  mb.menu = Menu ( mb, tearoff = 0 ) mb["menu"] = mb.menu  mayoVar = IntVar() ketchVar = IntVar()  mb.menu.add\_checkbutton ( label="mayo",  variable=mayoVar ) mb.menu.add\_checkbutton ( label="ketchup",  variable=ketchVar )  mb.pack() top.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter Menu

The goal of this widget is to allow us to create all kinds of menus that can be used by our applications. The core functionality provides ways to create three menu types: pop-up, toplevel and pull-down.

It is also possible to use other extended widgets to implement new types of menus, such as the *OptionMenu* widget, which implements a special type that generates a pop-up list of items within a selection.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Menu ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The background color that will appear on a choice when it is under the mouse. |
| activeborderwidth | Specifies the width of a border drawn around a choice when it is under the mouse. Default is 1 pixel. |
| activeforeground | The foreground color that will appear on a choice when it is under the mouse. |
| bg | The background color for choices not under the mouse. |
| bd | The width of the border around all the choices. Default is 1. |
| cursor | The cursor that appears when the mouse is over the choices, but only when the menu has been torn off. |
| disabledforeground | The color of the text for items whose state is DISABLED. |
| font | The default font for textual choices. |
| fg | The foreground color used for choices not under the mouse. |
| postcommand | You can set this option to a procedure, and that procedure will be called every time someone brings up this menu. |
| relief | The default 3-D effect for menus is relief=RAISED. |
| image | To display an image on this menubutton. |
| selectcolor | Specifies the color displayed in checkbuttons and radiobuttons when they are selected. |
| tearoff | Normally, a menu can be torn off, the first position (position 0) in the list of choices is occupied by the tear-off element, and the additional choices are added starting at position 1. If you set |

|  |  |
| --- | --- |
|  | tearoff=0, the menu will not have a tear-off feature, and choices will be added starting at position 0. |
| title | Normally, the title of a tear-off menu window will be the same as the text of the menubutton or cascade that lead to this menu. If you want to change the title of that window, set the title option to that string. |

### Methods

These methods are available on Menu objects-

|  |  |
| --- | --- |
| **Option** | **Description** |
| add\_command (options) | Adds a menu item to the menu. |
| add\_radiobutton( options ) | Creates a radio button menu item. |
| add\_checkbutton( options ) | Creates a check button menu item. |
| add\_cascade(options) | Creates a new hierarchical menu by associating a given menu to a parent menu |
| add\_separator() | Adds a separator line to the menu. |
| add( type, options ) | Adds a specific type of menu item to the menu. |
| delete( startindex [, endindex ]) | Deletes the menu items ranging from startindex to endindex. |
| entryconfig( index, options ) | Allows you to modify a menu item, which is identified by the index, and change its options. |
| index(item) | Returns the index number of the given menu item label. |
| insert\_separator ( index ) | Insert a new separator at the position specified by index. |

|  |  |
| --- | --- |
| invoke ( index ) | Calls the command callback associated with the choice at position index. If a checkbutton, its state is toggled between set and cleared; if a radiobutton, that choice is set. |
| type ( index ) | Returns the type of the choice specified by index: either "cascade", "checkbutton", "command", "radiobutton", "separator", or "tearoff". |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* def donothing():  filewin = Toplevel(root)  button = Button(filewin, text="Do nothing button") button.pack()  root = Tk()  menubar = Menu(root)  filemenu = Menu(menubar, tearoff=0) filemenu.add\_command(label="New", command=donothing) filemenu.add\_command(label="Open", command=donothing) filemenu.add\_command(label="Save", command=donothing) filemenu.add\_command(label="Save as...", command=donothing) filemenu.add\_command(label="Close", command=donothing)  filemenu.add\_separator()  filemenu.add\_command(label="Exit", command=root.quit) menubar.add\_cascade(label="File", menu=filemenu) editmenu = Menu(menubar, tearoff=0) editmenu.add\_command(label="Undo", command=donothing) |

|  |
| --- |
| editmenu.add\_separator()  editmenu.add\_command(label="Cut", command=donothing) editmenu.add\_command(label="Copy", command=donothing) editmenu.add\_command(label="Paste", command=donothing) editmenu.add\_command(label="Delete", command=donothing) editmenu.add\_command(label="Select All", command=donothing)  menubar.add\_cascade(label="Edit", menu=editmenu) helpmenu = Menu(menubar, tearoff=0)  helpmenu.add\_command(label="Help Index", command=donothing) helpmenu.add\_command(label="About...", command=donothing) menubar.add\_cascade(label="Help", menu=helpmenu)  root.config(menu=menubar) root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Message

This widget provides a multiline and noneditable object that displays texts, automatically breaking lines and justifying their contents.

Its functionality is very similar to the one provided by the Label widget, except that it can also automatically wrap the text, maintaining a given width or aspect ratio.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Message ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| anchor | This options controls where the text is positioned if the widget has more space than the text needs. The default is anchor=CENTER, which centers the text in the available space. |
| bg | The normal background color displayed behind the label and indicator. |
| bitmap | Set this option equal to a bitmap or image object and the label will display that graphic. |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| font | If you are displaying text in this label (with the text or textvariable option, the font option specifies in what font that text will be displayed. |
| fg | If you are displaying text or a bitmap in this label, this option specifies the color of the text. If you are displaying a bitmap, this is the color that will appear at the position of the 1-bits in the bitmap. |
| height | The vertical dimension of the new frame. |
| image | To display a static image in the label widget, set this option to an image object. |
| justify | Specifies how multiple lines of text will be aligned with respect to each other: LEFT for flush left, CENTER for centered (the default), or RIGHT for right-justified. |

|  |  |
| --- | --- |
| padx | Extra space added to the left and right of the text within the widget. Default is 1. |
| pady | Extra space added above and below the text within the widget. Default is 1. |
| relief | Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| text | To display one or more lines of text in a label widget, set this option to a string containing the text. Internal newlines ("\n") will force a line break. |
| textvariable | To slave the text displayed in a label widget to a control variable of class *StringVar*, set this option to that variable. |
| underline | You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=- 1, which means no underlining. |
| width | Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| wraplength | You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  var = StringVar()  label = Message( root, textvariable=var, relief=RAISED )  var.set("Hey!? How are you doing?") label.pack() |

|  |
| --- |
| root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Radiobutton

This widget implements a multiple-choice button, which is a way to offer many possible selections to the user and lets user choose only one of them.

In order to implement this functionality, each group of radiobuttons must be associated to the same variable and each one of the buttons must symbolize a single value. You can use the Tab key to switch from one radionbutton to another.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Radiobutton ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The background color when the mouse is over the radiobutton. |
| activeforeground | The foreground color when the mouse is over the radiobutton. |
| anchor | If the widget inhabits a space larger than it needs, this option specifies where the radiobutton will sit in that space. The default is anchor=CENTER. |
| bg | The normal background color behind the indicator and label. |

|  |  |
| --- | --- |
| bitmap | To display a monochrome image on a radiobutton, set this option to a bitmap. |
| borderwidth | The size of the border around the indicator part itself. Default is 2 pixels. |
| command | A procedure to be called every time the user changes the state of this radiobutton. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the radiobutton. |
| font | The font used for the text. |
| fg | The color used to render the text. |
| height | The number of lines (not pixels) of text on the radiobutton. Default is 1. |
| highlightbackground | The color of the focus highlight when the radiobutton does not have focus. |
| highlightcolor | The color of the focus highlight when the radiobutton has the focus. |
| image | To display a graphic image instead of text for this radiobutton, set this option to an image object. |
| justify | If the text contains multiple lines, this option controls how the text is justified: CENTER (the default), LEFT, or RIGHT. |
| padx | How much space to leave to the left and right of the radiobutton and text. Default is 1. |
| pady | How much space to leave above and below the radiobutton and text. Default is 1. |
| relief | Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| selectcolor | The color of the radiobutton when it is set. Default is red. |

|  |  |
| --- | --- |
| selectimage | If you are using the image option to display a graphic instead of text when the radiobutton is cleared, you can set the selectimage option to a different image that will be displayed when the radiobutton is set. |
| state | The default is state=NORMAL, but you can set state=DISABLED to gray out the control and make it unresponsive. If the cursor is currently over the radiobutton, the state is ACTIVE. |
| text | The label displayed next to the radiobutton. Use newlines ("\n") to display multiple lines of text. |
| textvariable | To slave the text displayed in a label widget to a control variable of class *StringVar*, set this option to that variable. |
| underline | You can display an underline (\_) below the nth letter of the text, counting from 0, by setting this option to n. The default is underline=-1, which means no underlining. |
| value | When a radiobutton is turned on by the user, its control variable is set to its current value option. If the control variable is an *IntVar*, give each radiobutton in the group a different integer value option. If the control variable is a*StringVar*, give each radiobutton a different string value option. |
| variable | The control variable that this radiobutton shares with the other radiobuttons in the group. This can be either an IntVar or a StringVar. |
| width | Width of the label in characters (not pixels!). If this option is not set, the label will be sized to fit its contents. |
| wraplength | You can limit the number of characters in each line by setting this option to the desired number. The default value, 0, means that lines will be broken only at newlines. |

### Methods

These methods are available.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| deselect() | Clears (turns off) the radiobutton. |

|  |  |
| --- | --- |
| flash() | Flashes the radiobutton a few times between its active and normal colors, but leaves it the way it started. |
| invoke() | You can call this method to get the same actions that would occur if the user clicked on the radiobutton to change its state. |
| select() | Sets (turns on) the radiobutton. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  def sel():  selection = "You selected the option " + str(var.get()) label.config(text = selection)  root = Tk() var = IntVar()  R1 = Radiobutton(root, text="Option 1", variable=var, value=1, command=sel)  R1.pack( anchor = W )  R2 = Radiobutton(root, text="Option 2", variable=var, value=2, command=sel)  R2.pack( anchor = W )  R3 = Radiobutton(root, text="Option 3", variable=var, value=3, command=sel)  R3.pack( anchor = W)  label = Label(root) label.pack() root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Scale

The Scale widget provides a graphical slider object that allows you to select values from a specific scale.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Scale ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The background color when the mouse is over the scale. |
| bg | The background color of the parts of the widget that are outside the trough. |
| bd | Width of the 3-d border around the trough and slider. Default is 2 pixels. |
| command | A procedure to be called every time the slider is moved. This procedure will be passed one argument, the new scale value. If the slider is moved rapidly, you may not get a callback for every possible position, but you'll certainly get a callback when it settles. |

|  |  |
| --- | --- |
| cursor | If you set this option to a cursor name (arrow, dot etc.), the mouse cursor will change to that pattern when it is over the scale. |
| digits | The way your program reads the current value shown in a scale widget is through a control variable. The control variable for a scale can be an IntVar, a DoubleVar (float), or a StringVar. If it is a string variable, the digits option controls how many digits to use when the numeric scale value is converted to a string. |
| font | The font used for the label and annotations. |
| fg | The color of the text used for the label and annotations. |
| from\_ | A float or integer value that defines one end of the scale's range. |
| highlightbackground | The color of the focus highlight when the scale does not have focus. |
| highlightcolor | The color of the focus highlight when the scale has the focus. |
| label | You can display a label within the scale widget by setting this option to the label's text. The label appears in the top left corner if the scale is horizontal, or the top right corner if vertical. The default is no label. |
| length | The length of the scale widget. This is the x dimension if the scale is horizontal, or the y dimension if vertical. The default is 100 pixels. |
| orient | Set orient=HORIZONTAL if you want the scale to run along the x dimension, or orient=VERTICAL to run parallel to the y-axis. Default is horizontal. |
| relief | Specifies the appearance of a decorative border around the label. The default is FLAT; for other values. |
| repeatdelay | This option controls how long button 1 has to be held down in the trough before the slider starts moving in that direction repeatedly. Default is repeatdelay=300, and the units are milliseconds. |
| resolution | Normally, the user will only be able to change the scale in whole units. Set this option to some other value to change the smallest |

|  |  |
| --- | --- |
|  | increment of the scale's value. For example, if from\_=-1.0 and to=1.0, and you set resolution=0.5, the scale will have 5 possible values: -1.0, -0.5, 0.0, +0.5, and +1.0. |
| showvalue | Normally, the current value of the scale is displayed in text form by the slider (above it for horizontal scales, to the left for vertical scales). Set this option to 0 to suppress that label. |
| sliderlength | Normally the slider is 30 pixels along the length of the scale. You can change that length by setting the sliderlength option to your desired length. |
| state | Normally, scale widgets respond to mouse events, and when they have the focus, also keyboard events. Set state=DISABLED to make the widget unresponsive. |
| takefocus | Normally, the focus will cycle through scale widgets. Set this option to 0 if you don't want this behavior. |
| tickinterval | To display periodic scale values, set this option to a number, and ticks will be displayed on multiples of that value. For example, if from\_=0.0, to=1.0, and tickinterval=0.25, labels will be displayed along the scale at values 0.0, 0.25, 0.50, 0.75, and 1.00. These labels appear below the scale if horizontal, to its left if vertical. Default is 0, which suppresses display of ticks. |
| to | A float or integer value that defines one end of the scale's range; the other end is defined by the from\_ option, discussed above. The to value can be either greater than or less than the from\_ value. For vertical scales, the to value defines the bottom of the scale; for horizontal scales, the right end. |
| troughcolor | The color of the trough. |
| variable | The control variable for this scale, if any. Control variables may be from class IntVar, DoubleVar (float), or StringVar. In the latter case, the numerical value will be converted to a string. |
| width | The width of the trough part of the widget. This is the x dimension for vertical scales and the y dimension if the scale has orient=HORIZONTAL. Default is 15 pixels. |

### Methods

Scale objects have these methods-

|  |  |
| --- | --- |
| **Methods** | **Description** |
| get() | This method returns the current value of the scale. |
| set ( value ) | Sets the scale's value. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  def sel():  selection = "Value = " + str(var.get()) label.config(text = selection)  root = Tk()  var = DoubleVar()  scale = Scale( root, variable = var ) scale.pack(anchor=CENTER)  button = Button(root, text="Get Scale Value", command=sel) button.pack(anchor=CENTER)  label = Label(root) label.pack()  root.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter Scrollbar

This widget provides a slide controller that is used to implement vertical scrolled widgets, such as Listbox, Text and Canvas. Note that you can also create horizontal scrollbars on Entry widgets.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Scrollbar ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The color of the slider and arrowheads when the mouse is over them. |
| bg | The color of the slider and arrowheads when the mouse is not over them. |
| bd | The width of the 3-d borders around the entire perimeter of the trough, and also the width of the 3-d effects on the arrowheads and slider. Default is no border around the trough, and a 2-pixel border around the arrowheads and slider. |
| command | A procedure to be called whenever the scrollbar is moved. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| cursor | The cursor that appears when the mouse is over the scrollbar. | | | |
| elementborderwidth | The width of the borders around the arrowheads and slider. The default is elementborderwidth=-1, which means to use the value of the borderwidth option. | | | |
| highlightbackground | The color of the focus highlight when the scrollbar does not have focus. | | | |
| highlightcolor | The color of the focus highlight when the scrollbar has the focus. | | | |
| highlightthickness | The thickness of the focus highlight. Default is 1. Set to 0 to suppress display of the focus highlight. | | | |
| jump | This option controls what happens when a user drags the slider. Normally (jump=0), every small drag of the slider causes the command callback to be called. If you set this option to 1, the callback isn't called until the user releases the mouse button. | | | |
| orient | Set orient=HORIZONTAL for orient=VERTICAL for a vertical one. | a | horizontal | scrollbar, |
| repeatdelay | This option controls how long button 1 has to be held down in the trough before the slider starts moving in that direction repeatedly. Default is repeatdelay=300, and the units are milliseconds. | | | |
| repeatinterval | repeatinterval | | | |
| takefocus | Normally, you can tab the focus through a scrollbar widget. Set takefocus=0 if you don't want this behavior. | | | |
| troughcolor | The color of the trough. | | | |
| width | Width of the scrollbar (its y dimension if horizontal, and its x dimension if vertical). Default is 16. | | | |

### Methods

Scrollbar objects have these methods-

|  |  |
| --- | --- |
| **Methods** | **Description** |

|  |  |
| --- | --- |
| get() | Returns two numbers (a, b) describing the current position of the slider. The a value gives the position of the left or top edge of the slider, for horizontal and vertical scrollbars respectively; the b value gives the position of the right or bottom edge. |
| set ( first, last ) | To connect a scrollbar to another widget w, set w's xscrollcommand or yscrollcommand to the scrollbar's set() method. The arguments have the same meaning as the values returned by the get() method. |

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  scrollbar = Scrollbar(root) scrollbar.pack( side = RIGHT, fill=Y )  mylist = Listbox(root, yscrollcommand = scrollbar.set ) for line in range(100):  mylist.insert(END, "This is line number " + str(line))  mylist.pack( side = LEFT, fill = BOTH ) scrollbar.config( command = mylist.yview )  mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter Text

Text widgets provide advanced capabilities that allow you to edit a multiline text and format the way it has to be displayed, such as changing its color and font.

You can also use elegant structures like tabs and marks to locate specific sections of the text, and apply changes to those areas. Moreover, you can embed windows and images in the text because this widget was designed to handle both plain and formatted text.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Text ( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| bg | The default background color of the text widget. |
| bd | The width of the border around the text widget. Default is 2 pixels. |
| cursor | The cursor that will appear when the mouse is over the text widget. |
| exportselection | Normally, text selected within a text widget is exported to be the selection in the window manager. Set exportselection=0 if you don't want that behavior. |
| font | The default font for text inserted into the widget. |
| fg | The color used for text (and bitmaps) within the widget. You can change the color for tagged regions; this option is just the default. |
| height | The height of the widget in lines (not pixels!), measured according to the current font size. |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| highlightbackground | The color of the focus highlight when the text widget does not have focus. | | | | | | |
| highlightcolor | The color of the focus highlight when the text widget has the focus. | | | | | | |
| highlightthickness | The thickness of the focus highlight. Default is 1. Set highlightthickness=0 to suppress display of the focus highlight. | | | | | | |
| insertbackground | The color of the insertion cursor. Default is black. | | | | | | |
| insertborderwidth | Size of the 3-D border around the insertion cursor. Default is 0. | | | | | | |
| insertofftime | The number of milliseconds the insertion cursor is off during its blink cycle. Set this option to zero to suppress blinking. Default is 300. | | | | | | |
| insertontime | The number of milliseconds the insertion cursor is on during its blink cycle. Default is 600. | | | | | | |
| insertwidth | Width of the insertion cursor (its height is determined by the tallest item in its line). Default is 2 pixels. | | | | | | |
| padx | The size of the internal padding added to the left and right of the text area. Default is one pixel. | | | | | | |
| pady | The size of the internal padding added above and below the text area. Default is one pixel. | | | | | | |
| relief | The 3-D appearance relief=SUNKEN. | of | the | text | widget. | Default | is |
| selectbackground | The background color to use displaying selected text. | | | | | | |
| selectborderwidth | The width of the border to use around selected text. | | | | | | |
| spacing1 | This option specifies how much extra vertical space is put above each line of text. If a line wraps, this space is added only before the first line it occupies on the display. Default is 0. | | | | | | |

|  |  |
| --- | --- |
| spacing2 | This option specifies how much extra vertical space to add between displayed lines of text when a logical line wraps. Default is 0. |
| spacing3 | This option specifies how much extra vertical space is added below each line of text. If a line wraps, this space is added only after the last line it occupies on the display. Default is 0. |
| state | Normally, text widgets respond to keyboard and mouse events; set state=NORMAL to get this behavior. If you set state=DISABLED, the text widget will not respond, and you won't be able to modify its contents programmatically either. |
| tabs | This option controls how tab characters position text. |
| width | The width of the widget in characters (not pixels!), measured according to the current font size. |
| wrap | This option controls the display of lines that are too wide. Set wrap=WORD and it will break the line after the last word that will fit. With the default behavior, wrap=CHAR, any line that gets too long will be broken at any character. |
| xscrollcommand | To make the text widget horizontally scrollable, set this option to the set() method of the horizontal scrollbar. |
| yscrollcommand | To make the text widget vertically scrollable, set this option to the set() method of the vertical scrollbar. |

### Methods

Text objects have these methods-

|  |
| --- |
| **Methods & Description** |
| **delete(startindex [,endindex])**  This method deletes a specific character or a range of text. |
| **get(startindex [,endindex])**  This method returns a specific character or a range of text. |
| **index(index)**  Returns the absolute value of an index based on the given index. |

|  |
| --- |
| **insert(index [,string]...)**  This method inserts strings at the specified index location. |
| **see(index)**  This method returns true if the text located at the index position is visible. |

Text widgets support three distinct helper structures: Marks, Tabs, and Indexes-

Marks are used to bookmark positions between two characters within a given text. We have the following methods available when handling marks:

|  |
| --- |
| **Methods & Description** |
| **index(mark)**  Returns the line and column location of a specific mark. |
| **mark\_gravity(mark [,gravity])**  Returns the gravity of the given mark. If the second argument is provided, the gravity is set for the given mark. |
| **mark\_names()**  Returns all marks from the Text widget. |
| **mark\_set(mark, index)**  Informs a new position to the given mark. |
| **mark\_unset(mark)**  Removes the given mark from the Text widget. |

Tags are used to associate names to regions of text which makes easy the task of modifying the display settings of specific text areas. Tags are also used to bind event callbacks to specific ranges of text.

Following are the available methods for handling tabs-

|  |
| --- |
| **Methods & Description** |
| **tag\_add(tagname, startindex[,endindex] ...)**  This method tags either the position defined by startindex, or a range delimited by the positions startindex and endindex. |
| **tag\_config**  You can use this method to configure the tag properties, which include, justify(center, left, or right), tabs(this property has the same functionality of the Text widget tabs's property), and underline(used to underline the tagged text). |

**tag\_remove(tagname [,startindex[.endindex]] ...)**

After applying this method, the given tag is removed from the provided area without deleting the actual tag definition.

### Example

**tag\_delete(tagname)**

This method is used to delete and remove a given tag.

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  text = Text(root) text.insert(INSERT, "Hello. ")  text.insert(END, "Bye Bye. ")  text.pack()  text.tag\_add("here", "1.0", "1.4")  text.tag\_add("start", "1.8", "1.13")  text.tag\_config("here", background="yellow", foreground="blue") text.tag\_config("start", background="black", foreground="green") root.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCACNAQwDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwDgPid+0Prfxu8c3uqXd7czaKl4f7M0uU+Xb20aeZ5biPzHjkfy3fzJMP8AfkSOTZ5aVkWes2sbZl0uxlPrNAleb+EGEemxmEbR5ddL5tx5ccn7uv6qnUweR06dCFOfJ/c/9vPy6OSYjPKlSvSqQh9j35++dWPEcAOf7K03/wAB46il8Y2qHKaVpp/7d465TzfNkkjr0Xwf8CfFHjHQNA18QPbaFqniC38O/aPIkkktzJJ5f2jy/L8vyI5JPL8zzP8AWfu67XmeV0qH12rP938B8zXyXF4fEfVqkPfMH/hMLQ/8wXTP/AOOj/hMrVf+YLpv/gHHVLxL4G1Lw3qviWOK1urzTNE1e80a41WK3kjtvMt5JI/3kn7yOOSTy/8AV+Z/y0rmSc17GDqYPHU/rGG9+meZiMJUw0+Sodn/AMJha/8AQG03/vxHR/wmFr/0BtN/78R1xdFdn1ekcvsztP8AhMLX/oDab/34jo/4TC1/6A2m/wDfiOuLoo+r0g9mdp/wmFr/ANAbTf8AvxHR/wAJha/9AbTf+/EdcXRR9XpB7M7T/hMLX/oDab/34jo/4TC1/wCgNpv/AH4jrjPLo8ul9XpB7M7P/hMLX/oDab/34jo/4TC1/wCgNpv/AH4jrjPLo8uj6vSD2Z2f/CYWv/QG03/vxHR/wmFr/wBAbTf+/EdcZ5dHl0fV6QezOz/4TC1/6A2m/wDfiOj/AITC1/6A2m/9+I64zy6PLo+r0g9mdnL41tP+gRpv/gPHTP8AhMLX/oE6b/4Dx1x/l0lH1emHIjsP+EwtP+gTpv8A4Dx0f8Jhaf8AQJ03/wAB464/H/TOl8v/AGKfsKaL5D1bwpo2qeObe9n0nwxo11bW8kcctzci3t445JP+WfmTyRx+Z/0zrY/4V34kh/1mi+FI/wDuL6Z/8kV0/wABdek0H4W2n3MSavqkfl/9u+n1B4j8U3EUkuyOP/v3XwEcXmGJrz+rwhyXa27O38yPp44HD+whUqTmcxceC9fjgeaPQfDF8Ut5LiS3sr/T7i4kjj/1nlxx3Ekkn/bOOq/h3wxrfivSH1LSfC+jGy8yS3jvb2S3t45JI/8AWeXJPJH5n/bOtDwVqkmrfFXwR5gT/kY9P4/7eI69R+Cl3BceEvh7obgRpqFvHbyeWf3iRyaxeRyeXXmY7N8bl3PTqQhz/P8Avf3v7ptQyrB4icPZzmeWy/DrxJ/y00nwfF/3HNM/+SKzdV0DWNHsr64n8PeH7m3sohLcnTrq0vJI4v8AnpIlvJI6R/8ATTy/Lr6h1O2+APmSed4912P/AK52kn/yNXhvinTdK0n4qazaaFfz3+jjw5qLwXVx/rLiOfQ7i4jkk/dx/wDPT/nnXNQz7GVOfnh8EOf34Sjt2986a+S0Kb/dz/8AJzktE8A+K/FmkWuqWXhPR4rK5Hm29zqNxaWQuI/+ekaXEkckkf8A00qWT4VeM/8Alr4f8H4/7GDS/wD5Ir6F8Ja7psOjeFLDWZ57bS5ND0cvJHH5kkf/ABLrOr1/8MNS0/XbttZvbSx8HWtvHeSa/FF5kU9u/wDq47f/AFnmSSf6vy/3nl/9NPMj8z8xxXiRmcK9SGHpw5IH6thPD7Kfq9OpiKk4TqQ5/wD9k+SfFuheJ/ANjb63f6Lptta288Yj1LRr+zuJLe4P7yOTzLeSSSOT93+7k/d/6v8Ad17N8G/+CleneEPBcWjePI9U1nVbJxFb3tuLdpZLfy02+e9xewPJJu8zD7CSnl73kk8xzxHjaWC68H/EyS1knkt/7Dj8vzI445PL/tnT/L8yOP8A5aeXXxNrUS/2g+M44r7zh72XiBlLrY2EFOE2rwPIzDKI8NZj9Vw05uHKtz2bwdD5lhAPRK6aOwklkkk/1flx+XHVP4UeAPF/xD0xE8MeH59a+z28ckkdtJH5kcf+r8zy/wDrpHJXqFp+z18YUjyPh3qxk9jH/wDHK/Ss2zTJ5z+r43EQpz/k5+Q/N8IswweIqYjDU+c87i0aS1+/JHL/AM869e8C+MtA0bwB4N0nUb1bO60n4lWfiWdHtnk32kdtHHJIkiI8e+OT958+w7Ixxv2I+X/wz78Y/wDonOrf+S//AMcqL/hnP4xy/wDNOdX/APIf/wAcr5KrT4cxmD/s+njIckJ8/wAZ6VbH57i8X9fr0Pf5OT4Tq/jz8VPC3xt8IB7bzNB1HR9evxYaVbQTx2ep289xI/2ySPZHHHcSfvJJPM2SfvJP+eleD/YP+mdekf8ADOfxjH/NOtW/8h//AByj/hnP4xH/AJp1q3/kP/45Xu5RjMkyWh9XoYy8D57H4fM8bU9pOmec/wBlr70n9lw+hr0j/hm/4w/9E61f/wAh/wDxypP+GbvjF/0TrV/zj/8AjlfRf6xZR/0EQPM/srMv+fczzP8AsuH0NH9lw+hr0z/hm74xf9E61b84/wD45R/wzd8Yv+idat+cf/xyj/WLKP8AoIgH9k5l/wA+5nmf9lw+ho/suH0Nemf8M3/GL/onWrfnH/8AHKP+Gb/jF/0TrVvzj/8AjlH+sWUf9BEA/snMv+fczzD+y4/ej+y4/evS/wDhnD4y/wDRNtX/APIf/wAco/4Zw+Mv/RNtX/8AIf8A8co/1jyj/oIgP+ysy/59zPNP7Lj96P7Lj969L/4Zw+Mv/RNtX/8AIf8A8co/4Zw+Mv8A0TbV/wDyH/8AHKP9Y8o/6CIB/ZWZf8+5nmn9lx+9H9lx+9el/wDDOHxl/wCibav/AOQ//jlH/DOHxl/6Jtq//kP/AOOUf6x5R/0EQD+ysy/59zPNP7Lj96P7Lj969L/4Zw+Mv/RNtX/8h/8Axyj/AIZw+M3/AETbV/8AyH/8co/1jyj/AKCIB/ZWZf8APuZ5jJpclM/s6SvVf+Gc/jH/ANE31f8A8h//AByov+GdPjP/ANE21f8A8h//AByn/rHlH/QRAX9kZn/z7PL/AOzpKP7Okr1D/hnT4zf9E21f/wAh/wDxyj/hnT4zf9E21b/yH/8AHK1XEeUf9BEA/sjMv+fZY8N3/wDY3w18ORvJ5W/XNU/9J9Pr2bxdo/wRGh6rPpHjXWbrVo4JJLO2uoJBFJPs/dxyf6PH+73+X/y0rynSvgn8XbLT5bC8+ENxrVjv89LfUJZI9j+XHHI6SW9xHIm+ONN8fmbH8tP3f7tKsj4NfEZev7PcJ+uoan/8sK/JcXjcLOp7lZrknPWE4e9zS5ur6H3OEw1f6v7OcP8AwM5XwRfpD8XfAiRPkyeI9Px/4ER12fw88UWvhO7+FE99P9mt7ezjuJ5PL8zy449YvJJJPLjqKD4PfFHSbs32lfA2HSL+OUS297Dc3k8lvIP440nuJE3x/wAEnl/J9+P5+Kr2Xwd+LdrZwWeo/Bo6/HaeZHDJeSSW8kKSSB5ESSzuI/MTe7v5cnmfPJJ5f33rXH4rC5i51ak4W9zTnhz/AAz/AO3ftkUMJXw84Q5DS1Lw94fukkH/AAnGhf8AgPf/APyPXPX+v2eqfE90srmPUoE8MXlv9ojikijd4/D8kcnl+YiSeXvjk/1kdag+C3xG/wCjeID/ANxDVP8A5Y1E3wU+K4trkaR8FV0CadHSS6trmS4nMbpseNPPuJI03phJJEj37HdPuO9cv17C1Oen7R3cOT35w5Vz/wCEJYOp7T2kKf8A6UdromoaV/wkWg2GuXb6dpX9iaP5kkcfmfu/7Kt/9XH/AJ/7aV3N58ZfC/iKVfC+raWll4BESW9nHbx5udPkTzPLuPM/eeZJ+8/ef6z/ALafvPM8Xtvhl8ZI7bT49R+DkGqSwwRwRz3ss8cmyP8Adokn2O4jjk8uP5I/Mj8zy/3fmfu483Zfhp8UJh/ybpYfX7Zqn/ybX4ZjuFMWq9SdCvDknP8Anifv2F4nyydDDwxlOfPThye59if8xyXiA2kuh/Eu0tbt72C30OOO3uZI/L8yP+2dP8uTy/8Aln/1zr5A8R2v/E2mr7X1f4KfGLWtOuNO0/4QwaDbXMiefLbSXBkmSOTfHG8l5cSeWnmRxyfu/LTzI45JPuR18da/eW/9qS+Zw1f0B4aZXRy3KamBxVSEpufN7s+5+dcTZrLNs0WJwsJ8nKvi3PsP9j7xHq/g/wCFvxN8SaE1umoaR4U/tBBewO9u/wBnklkdJI43R/nSN08zf8m/f8+dg+lPDH7RN9H4nt/CXiTwj4hfXp9Y/suOPS7COT7HHHb6fJcXF55dxJHHH5l55nmRySeXH5fmfvP9Z4h/wTw8J6X430/xLo+taZBqen3Gk2++yvIEkt5PLvDJHvjf5JPnjSvty0+Dfh9LLTbUaJpAgtLyC+ji/syMRwXEEaR28kcfSOSOOOOOOT76RxxpX86eK+X08bn1Sm8L7T3Pjgb5JPkwkPf5PfPLfEfxD8SaN4O+Lmr2k+lyah4NnuJNPkltJPs1xbx2VveRxyR/aPMkk2XEkfmRyIn3JPL/AOWdek6n8Z9G8KeItN8OXlrqUtxJ9j+1XltGht7A3lzJb2Xmb5I5H+0TxyRx+XHJs8vzJPLjxIbb/Arwlcw61b3PhrRpbbV3juNUjk0yDy7+SOTzI5Lj/no/mYk+etyz+Hnh2BfD1wmi6dJd6DHJFpFwLSPzdMR02SRW8gj/AHEbxiOPEez5B7V+ccN5bWwWJ550OT/hoHu15wnA9CwPSvlH/gqCMfsN/E7/ALhf/p1tq+hv+EV0f+wvsH9i2v2P7b/aP2LyE2faPtP2j7Ts/wCenn/6Rv8Av+Z8/wB+vL/2lfgBZ/tBfC/xL4O+1weH9Q8Qx2VlLrsWnx3D+XbXCXMccieYjumfN2Jv+TzXev1S5wn871tB50qHdxX0X4h+A3hy+0Rrzw5qL2lzb2FveXFpez/aT+8spbzy/Mjt4x5nlxSCPy/Mjk8tzJJb/u45Pspf+COmpvJqUh+N88kuo8Xsr+HX8y7BfzP3v+m/P+8RJP3n/LSMV19j/wAEvvElr4m0rXdS+N1x4kudLuPtNvHq2iXFwiSf3/8Aj93/AOsjjk/1n8Fclb2k/fgcdaFafvwPib4EfBC78KfHjwBqk3iDw/J/Y/j7S9OktUnkjuLy4jvLbzPs8ckUe/Z9o/8AIZ9Y/M/Wn4/+PfH/AIHvfBVt4FgtL+98QaxLpclpdaV9rkbFlc3CSR772zjTZ9kfejyDf5hdOU8t/mj4Yf8ABLbVPhT4+8Oa9F8Yp7yz03V7LVrjSY/D8kEV4ba4jnjic/a37oPn2Ps/Cvtrx58K/BvxLFr/AMJb4R0LxS1pvW3/ALb0+C8EBfZv8sSRybN+xP8Av2lb0faL4zWnCcIfvDxzw/8AtqeGtU0G51Ofwz4gI0/SL/Xb2WwaB7aK3t9Ps717iOSS4ikkjnj1SzEG+KOT95+8jg2Ps9l+FXjs/ErwRZeIj4f1rw0b/fnSfEtgbK9t9kjpieAyPs37N6H+48dQ6N8Px4e+IPiHxT/a19e3WuwWWnSW115fl2kNubiSNICiJJ9+7nd97v8Af+QoiCOrmjeAdA8NWFhYaN4c0rTtN0m4efT7Wys44LewncujvBGkf7t3SedHeP8Avv8A35K0Og7uiuPufCOjahBrVo+j2M8GrM41O3lt0ePUN8EcLi4jOfN/dpHH8/8AAiJ9yrE2iW0+vW9+8KC/ggkSC4e3QSIskiPIiPneiO8CO6fx+Wn9zFAHz3/zlK/7o3/7na+rK8I0b4BQaH+0jN8U7K8hsopvDEnh+TQoLCONBJJqL3klz5iPy7vJJvTZ87u77693oAKKKKACiiigBMUYpaKAExRilooATFGB6UtFACYHpRgDtS0UAJijFLRQAhUE5wM0HpS0h6UAVbr/AFX4V/Or4rAOu3ORnmv6Krr/AFX4V/Ot4r/5Dtz9a/UeCdsT/wBuf+3HzOa/FA/R7/glt/yGtf8A+wXH/wClElfohivzv/4Jc/8AIa17/sGR/wDpRJX6IV4HGX/I6rnflX+6QJqKKK+MPXCiiimAlGKWigBMUtFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUh6UtIelAFW6/1Un0r+dbxX/yHbn61/RTdf6qT6V/Ov4s/wCQ7c/Wv1Hgn4cT/wBuf+3HzOa/FA/R3/glz/yGte/7Bkf/AKUSV+iFfnf/AMEuf+Q1r3/YMj/9KJK/RD1rxOM/+R3XO/Kf90pk1FFFfEnrhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUh6UtIelAFW6/1Un0r+dfxZ/yHbn61/RRdf6qT6V/Ov4s/5Dtz9a/UeCfhxP8A25/7cfM5r8UD9Hf+CXP/ACGte/7Bkf8A6USV+iHrX53/APBLn/kNa9/2DI//AEokr9EPWvE4z/5Hdc78p/3SmTUUUV8SeuFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABSHpS0h6UAVbr/VSfSv51/Fn/ACHbn61/RRdf6qT6V/Ov4s/5Dtz9a/UeCfhxP/bn/tx8zmvxQP0d/wCCXP8AyGte/wCwZH/6USV+iHrX53/8Euf+Q1r3/YMj/wDSiSv0Q9a8TjP/AJHdc78p/wB0pk1FFFfEnrhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUh6UtIelAFW6/wBVJ9K/nX8Wf8h25+tf0UXX+qk+lfzr+LP+Q7c/Wv1Hgn4cT/25/wC3HzOa/FA/R3/glz/yGte/7Bkf/pRJX6Ietfnf/wAEuf8AkNa9/wBgyP8A9KJK/RD1rxOM/wDkd4g7sp/3SBNRSZozXxB7AtFJmjNMBaKTNGaAFopM0ZoAWikzRmgBaKTNGaAFopM0ZoAWikzRmgBaKTNGaAFopM0ZoAWikzRmgBaKTNGaAFopM0ZoAWikzRmgBaQ9KM0E8UAVbr/VSfSv51/Fn/IdufrX9FF1/qpPpX863iz/AJD1z9a/UuCdY4n/ALc/9uPmc1+KB+jH/BLQj+0Neyeulx/+lElfoiZQQXr8CdB+MXjP4bWjWvhzXrvRY2z5n9mzy22/yt+zOxx/ek/77NaEn7V/xa3/API/eIv/AAbXP/xyvQ4j4YxGZZpUrwqL3zDCY9YenyKB+9GF9qOPavwS/wCGs/i3/wBFC8Tf+Dm5/wDi6P8AhrP4t/8ARQvE3/g5uf8A4uuD/iHWP/ngdv8Aai/kP3t59qOfavwS/wCGs/i3/wBFC8Tf+Dm5/wDi6P8AhrP4t/8ARQvE3/g5uf8A4uj/AIh5mH88C/7VX8h+9vHtRge1fgl/w1n8W/8AooXib/wc3P8A8XR/w1n8W/8AooXib/wc3P8A8XR/xDrH/wA8CP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7UYHtX4Jf8NZ/Fv8A6KF4m/8ABzc//F0f8NZ/Fv8A6KF4m/8ABzc//F0f8Q6x/wDPAP7UX8h+9uB7Uce1fgl/w1n8W/8AooXib/wc3P8A8XR/w1n8W/8AooXib/wc3P8A8XR/xDrH/wA8A/tRfyH728+1HPtX4Jf8NZ/Fv/ooXib/AMHNz/8AF0f8NZ/Fv/ooXib/AMHNz/8AF0f8Q8zD+eBf9qr+Q/e3j2owPavwS/4az+Lf/RQvE3/g5uf/AIuj/hrP4t/9FC8Tf+Dm5/8Ai6P+IdY/+eBH9qL+Q/e3A9qXj2r8Ef8AhrP4t/8ARQvE3/g5uf8A4uj/AIaz+Lf/AEULxN/4Obn/AOLo/wCId49fbgH9qL+Q/emeZADyMYr+c7xfL/xPrn616Sf2rfi2f+aheJP/AAb3P/xyvKtSuH1C9knlPzsea+o4UyOtks6s5zvz2OPE4v27R//Z)

## Tkinter Toplevel

Toplevel widgets work as windows that are directly managed by the window manager. They do not necessarily have a parent widget on top of them.

Your application can use any number of top-level windows.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Toplevel ( option, ... ) |

### Parameters

**options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| bg | The background color of the window. |
| bd | Border width in pixels; default is 0. |
| cursor | The cursor that appears when the mouse is in this window. |
| class\_ | Normally, text selected within a text widget is exported to be the selection in the window manager. Set exportselection=0 if you don't want that behavior. |
| font | The default font for text inserted into the widget. |
| fg | The color used for text (and bitmaps) within the widget. You can change the color for tagged regions; this option is just the default. |
| height | Window height. |
| relief | Normally, a top-level window will have no 3-d borders around it. To get a shaded border, set the bd option larger that its default value of zero, and set the relief option to one of the constants. |
| width | The desired width of the window. |

### Methods

Toplevel objects have these methods-

|  |
| --- |
| **Methods and Description** |
| **deiconify()** |

|  |
| --- |
| Displays the window, after using either the iconify or the withdraw methods. |
| **frame()**  Returns a system-specific window identifier. |
| **group(window)**  Adds the window to the window group administered by the given window. |
| **iconify()**  Turns the window into an icon, without destroying it. |
| **protocol(name, function)**  Registers a function as a callback which will be called for the given protocol. |
| **iconify()**  Turns the window into an icon, without destroying it. |
| **state()**  Returns the current state of the window. Possible values are normal, iconic, withdrawn and icon. |
| **transient([master])**  Turns the window into a temporary(transient) window for the given master or to the window's parent, when no argument is given. |
| **withdraw()**  Removes the window from the screen, without destroying it. |
| **maxsize(width, height)**  Defines the maximum size for this window. |
| **minsize(width, height)**  Defines the minimum size for this window. |
| **positionfrom(who)**  Defines the position controller. |

|  |
| --- |
| **resizable(width, height)**  Defines the resize flags, which control whether the window can be resized. |
| **sizefrom(who)**  Defines the size controller. |
| **title(string)**  Defines the window title. |

### Example

Try following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk() root.title("hello") top = Toplevel() top.title("Python") top.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Spinbox

The Spinbox widget is a variant of the standard Tkinter Entry widget, which can be used to select from a fixed number of values.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = Spinbox( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Options** | **Description** |
| activebackground | The color of the slider and arrowheads when the mouse is over them. |
| bg | The color of the slider and arrowheads when the mouse is not over them. |
| bd | The width of the 3-d borders around the entire perimeter of the trough, and also the width of the 3-d effects on the arrowheads and slider. Default is no border around the trough, and a 2-pixel border around the arrowheads and slider. |
| command | A procedure to be called whenever the scrollbar is moved. |
| cursor | The cursor that appears when the mouse is over the scrollbar. |
| disabledbackground | The background color to use when the widget is disabled. |
| disabledforeground | The text color to use when the widget is disabled. |
| fg | Text color. |
| font | The font to use in this widget. |
| format | Format string. No default value. |
| from\_ | The minimum value. Used together with to to limit the spinbox range. |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| justify | Default is LEFT | | | | | | |
| relief | Default is SUNKEN. | | | | | | |
| repeatdelay | Together with repeatinterval, this option controls button auto- repeat. Both values are given in milliseconds. | | | | | | |
| repeatinterval | See repeatdelay. | | | | | | |
| state | One of NORMAL, DISABLED, or "readonly". Default is NORMAL. | | | | | | |
| textvariable | No default value. | | | | | | |
| to | See from. | | | | | | |
| validate | Validation mode. Default is NONE. | | | | | | |
| validatecommand | Validation callback. No default value. | | | | | | |
| values | A tuple containing from/to/increment. | valid | values | for | this | widget. | Overrides |
| vcmd | Same as validatecommand. | | | | | | |
| width | Widget width, in character units. Default is 20. | | | | | | |
| wrap | If true, the up and down buttons will wrap around. | | | | | | |
| xscrollcommand | Used to connect a spinbox field to a horizontal scrollbar. This option should be set to the set method of the corresponding scrollbar. | | | | | | |

### Methods

Spinbox objects have these methods-

|  |
| --- |
| **Methods and Description** |
| **delete(startindex [,endindex])**  This method deletes a specific character or a range of text. |

|  |
| --- |
| **get(startindex [,endindex])**  This method returns a specific character or a range of text. |
| **identify(x, y)**  Identifies the widget element at the given location. |
| **index(index)**  Returns the absolute value of an index based on the given index. |
| **insert(index [,string]...)**  This method inserts strings at the specified index location. |
| **invoke(element)**  Invokes a spinbox button. |

### Example

Try the following example yourself-

|  |
| --- |
| from Tkinter import \*  master = Tk()  w = Spinbox(master, from\_=0, to=10) w.pack()  mainloop() |

When the above code is execduted, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter PanedWindow

A PanedWindow is a container widget that may contain any number of panes, arranged horizontally or vertically.

Each pane contains one widget and each pair of panes is separated by a moveable (via mouse movements) sash. Moving a sash causes the widgets on either side of the sash to be resized.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = PanedWindow( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| bg | The color of the slider and arrowheads when the mouse is not over them. |
| bd | The width of the 3-d borders around the entire perimeter of the trough, and also the width of the 3-d effects on the arrowheads and slider. Default is no border around the trough, and a 2-pixel border around the arrowheads and slider. |
| borderwidth | Default is 2. |
| cursor | The cursor that appears when the mouse is over the window. |
| handlepad | Default is 8. |
| handlesize | Default is 8. |
| height | No default value. |
| orient | Default is HORIZONTAL. |

|  |  |
| --- | --- |
| relief | Default is FLAT. |
| sashcursor | No default value. |
| sashrelief | Default is RAISED. |
| sashwidth | Default is 2. |
| showhandle | No default value |
| width | No default value. |

### Methods

PanedWindow objects have these methods-

|  |
| --- |
| **Methods & Description** |
| **add(child, options)**  Adds a child window to the paned window. |
| **get(startindex [,endindex])**  This method returns a specific character or a range of text. |
| **config(options)**  Modifies one or more widget options. If no options are given, the method returns a dictionary containing all current option values. |

### Example

Try the following example yourself. Here is how to create a 3-pane widget-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* |

|  |
| --- |
| m1 = PanedWindow() m1.pack(fill=BOTH, expand=1)  left = Entry(m1, bd=5) m1.add(left)  m2 = PanedWindow(m1, orient=VERTICAL) m1.add(m2)  top = Scale( m2, orient=HORIZONTAL) m2.add(top)  bottom = Button(m2, text="OK") m2.add(bottom)  mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter LabelFrame

A labelframe is a simple container widget. Its primary purpose is to act as a spacer or container for complex window layouts.

This widget has the features of a frame plus the ability to display a label.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| w = LabelFrame( master, option, ... ) |

### Parameters

* **master:** This represents the parent window.
* **options:** Here is the list of most commonly used options for this widget. These options can be used as key-value pairs separated by commas.

|  |  |
| --- | --- |
| **Option** | **Description** |
| bg | The normal background color displayed behind the label and indicator. |
| bd | The size of the border around the indicator. Default is 2 pixels. |
| cursor | If you set this option to a cursor name (*arrow, dot etc.*), the mouse cursor will change to that pattern when it is over the checkbutton. |
| font | The vertical dimension of the new frame. |
| height | The vertical dimension of the new frame. |
| labelAnchor | Specifies where to place the label. |
| highlightbackground | Color of the focus highlight when the frame does not have focus. |
| highlightcolor | Color shown in the focus highlight when the frame has the focus. |
| highlightthickness | Thickness of the focus highlight. |
| relief | With the default value, relief=FLAT, the checkbutton does not stand out from its background. You may set this option to any of the other styles |
| text | Specifies a string to be displayed inside the widget. |
| width | Specifies the desired width for the window. |

### Example

Try the following example yourself. Here is how to create a labelframe widget-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* |

|  |
| --- |
| root = Tk()  labelframe = LabelFrame(root, text="This is a LabelFrame") labelframe.pack(fill="both", expand="yes")  left = Label(labelframe, text="Inside the LabelFrame") left.pack()  root.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter tkMessageBox

The tkMessageBox module is used to display message boxes in your applications. This module provides a number of functions that you can use to display an appropriate message.

Some of these functions are showinfo, showwarning, showerror, askquestion, askokcancel, askyesno, and askretryignore.

### Syntax

Here is the simple syntax to create this widget-

|  |
| --- |
| tkMessageBox.FunctionName(title, message [, options]) |

### Parameters

* **FunctionName:** This is the name of the appropriate message box function.
* **title:** This is the text to be displayed in the title bar of a message box.
* **message:** This is the text to be displayed as a message.
* **options:** options are alternative choices that you may use to tailor a standard message box. Some of the options that you can use are default and parent. The

default option is used to specify the default button, such as ABORT, RETRY, or IGNORE in the message box. The parent option is used to specify the window on top of which the message box is to be displayed.

You could use one of the following functions with dialogue box-

* showinfo()
* showwarning()
* showerror ()
* askquestion()
* askokcancel()
* askyesno ()
* askretrycancel ()

### Example

Try the following example yourself-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  from tkinter import messagebox  top = Tk() top.geometry("100x100") def hello():  messagebox.showinfo("Say Hello", "Hello World")  B1 = Button(top, text = "Say Hello", command = hello) B1.place(x=35,y=50)  top.mainloop() |

When the above code is executed, it produces the following result-
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## Standard Attributes

Let us look at how some of the common attributes, such as sizes, colors and fonts are specified.

* Dimensions
* Colors
* Fonts
* Anchors
* Relief styles
* Bitmaps
* Cursors

Let us study them briefly-

## Tkinter Dimensions

Various lengths, widths, and other dimensions of widgets can be described in many different units.

* If you set a dimension to an integer, it is assumed to be in pixels.
* You can specify units by setting a dimension to a string containing a number followed by.

|  |  |
| --- | --- |
| **Character** | **Description** |

|  |  |
| --- | --- |
| c | Centimeters |
| i | Inches |
| m | Millimeters |
| p | Printer's points (about 1/72") |

### Length options

Tkinter expresses a length as an integer number of pixels. Here is the list of common length options-

* **borderwidth:** Width of the border which gives a three-dimensional look to the widget.
* **highlightthickness:** Width of the highlight rectangle when the widget has focus .
* **padX padY:** Extra space the widget requests from its layout manager beyond the minimum the widget needs to display its contents in the x and y directions.
* **selectborderwidth:** Width of the three-dimentional border around selected items of the widget.
* **wraplength:** Maximum line length for widgets that perform word wrapping.
* **height:** Desired height of the widget; must be greater than or equal to 1.
* **underline:** Index of the character to underline in the widget's text (0 is the first character, 1 the second one, and so on).
* **width:** Desired width of the widget.

## Tkinter Colors

Tkinter represents colors with strings. There are two general ways to specify colors in Tkinter-

* You can use a string specifying the proportion of red, green and blue in hexadecimal digits. For example, "#fff" is white, "#000000" is black, "#000fff000" is pure green, and "#00ffff" is pure cyan (green plus blue).
* You can also use any locally defined standard color name. The colors "white", "black", "red", "green", "blue", "cyan", "yellow", and "magenta" will always be available.

### Color options

The common color options are-

* **activebackground:** Background color for the widget when the widget is active.
* **activeforeground:** Foreground color for the widget when the widget is active.
* **background:** Background color for the widget. This can also be represented as *bg*.
* **disabledforeground:** Foreground color for the widget when the widget is disabled.
* **foreground:** Foreground color for the widget. This can also be represented as *fg*.
* **highlightbackground:** Background color of the highlight region when the widget has focus.
* **highlightcolor:** Foreground color of the highlight region when the widget has focus.
* **selectbackground:** Background color for the selected items of the widget.
* **selectforeground:** Foreground color for the selected items of the widget.

## Tkinter Fonts

There may be up to three ways to specify type style.

### Simple Tuple Fonts

As a tuple whose first element is the font family, followed by a size in points, optionally followed by a string containing one or more of the style modifiers bold, italic, underline and overstrike.

### Example

* ("Helvetica", "16") for a 16-point Helvetica regular.
* ("Times", "24", "bold italic") for a 24-point Times bold italic.

### Font object Fonts

You can create a "font object" by importing the tkFont module and using its Font class constructor −

|  |
| --- |
| import tkFont  font = tkFont.Font ( option, ... ) |

Here is the list of options-

* **family:** The font family name as a string.
* **size:** The font height as an integer in points. To get a font n pixels high, use -n.
* **weight:** "bold" for boldface, "normal" for regular weight.
* **slant:** "italic" for italic, "roman" for unslanted.
* **underline:** 1 for underlined text, 0 for normal.
* **overstrike:** 1 for overstruck text, 0 for normal.

### Example

|  |
| --- |
| helv36 = tkFont.Font(family="Helvetica",size=36,weight="bold") |

### X Window Fonts

If you are running under the X Window System, you can use any of the X font names.

For example, the font named "-\*-lucidatypewriter-medium-r-\*-\*-\*-140-\*-\*-\*-\*-\*-\*" is the author's favorite fixed-width font for onscreen use. Use the*xfontsel* program to help you select pleasing fonts.

## Tkinter Anchors

Anchors are used to define where text is positioned relative to a reference point. Here is list of possible constants, which can be used for Anchor attribute.

* NW
* N
* NE
* W
* CENTER
* E
* SW
* S
* SE

For example, if you use CENTER as a text anchor, the text will be centered horizontally and vertically around the reference point.

Anchor NW will position the text so that the reference point coincides with the northwest (top left) corner of the box containing the text.

Anchor W will center the text vertically around the reference point, with the left edge of the text box passing through that point, and so on.

If you create a small widget inside a large frame and use the anchor=SE option, the widget will be placed in the bottom right corner of the frame. If you used anchor=N instead, the widget would be centered along the top edge.

### Example

The anchor constants are shown in this diagram-
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## Tkinter Relief styles

The relief style of a widget refers to certain simulated 3-D effects around the outside of the widget. Here is a screenshot of a row of buttons exhibiting all the possible relief styles-

Here is list of possible constants which can be used for relief attribute-

* FLAT
* RAISED
* SUNKEN
* GROOVE
* RIDGE

### Example

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* import tkinter  top = Tk()  B1 = Button(top, text ="FLAT", relief=FLAT ) |

|  |
| --- |
| B2 = Button(top, text ="RAISED", relief=RAISED ) B3 = Button(top, text ="SUNKEN", relief=SUNKEN ) B4 = Button(top, text ="GROOVE", relief=GROOVE ) B5 = Button(top, text ="RIDGE", relief=RIDGE )  B1.pack()  B2.pack()  B3.pack()  B4.pack()  B5.pack() top.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Bitmaps

This attribute to displays a bitmap. There are following type of bitmaps available-

* "error"
* "gray75"
* "gray50"
* "gray25"
* "gray12"
* "hourglass"
* "info"
* "questhead"
* "question"
* "warning"

### Example

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* import tkinter  top = Tk()  B1 = Button(top, text ="error", relief=RAISED,\  bitmap="error")  B2 = Button(top, text ="hourglass", relief=RAISED,\  bitmap="hourglass")  B3 = Button(top, text ="info", relief=RAISED,\  bitmap="info")  B4 = Button(top, text ="question", relief=RAISED,\  bitmap="question")  B5 = Button(top, text ="warning", relief=RAISED,\  bitmap="warning")  B1.pack()  B2.pack()  B3.pack()  B4.pack()  B5.pack() top.mainloop() |

When the above code is executed, it produces the following result-

![](data:image/jpeg;base64,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)

## Tkinter Cursors

Python Tkinter supports quite a number of different mouse cursors available. The exact graphic may vary according to your operating system.

Here is the list of interesting ones-

* "arrow"
* "circle"
* "clock"
* "cross"
* "dotbox"
* "exchange"
* "fleur"
* "heart"
* "heart"
* "man"
* "mouse"
* "pirate"
* "plus"
* "shuttle"
* "sizing"
* "spider"
* "spraycan"
* "star"
* "target"
* "tcross"
* "trek"
* "watch"

### Example

Try the following example by moving cursor on different buttons-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \* import tkinter  top = Tk()  B1 = Button(top, text ="circle", relief=RAISED,\  cursor="circle")  B2 = Button(top, text ="plus", relief=RAISED,\  cursor="plus")  B1.pack()  B2.pack() top.mainloop() |

## Geometry Management

All Tkinter widgets have access to the specific geometry management methods, which have the purpose of organizing widgets throughout the parent widget area. Tkinter exposes the following geometry manager classes: pack, grid, and place.

* The pack() Method - This geometry manager organizes widgets in blocks before placing them in the parent widget.
* The grid() Method - This geometry manager organizes widgets in a table-like structure in the parent widget.
* The place() Method -This geometry manager organizes widgets by placing them in a specific position in the parent widget.

Let us study the geometry management methods briefly –

## Tkinter pack() Method

This geometry manager organizes widgets in blocks before placing them in the parent widget.

### Syntax

|  |
| --- |
| widget.pack( pack\_options ) |

Here is the list of possible options-

* **expand:** When set to true, widget expands to fill any space not otherwise used in widget's parent.
* **fill:** Determines whether widget fills any extra space allocated to it by the packer, or keeps its own minimal dimensions: NONE (default), X (fill only horizontally), Y (fill only vertically), or BOTH (fill both horizontally and vertically).
* **side:** Determines which side of the parent widget packs against: TOP (default), BOTTOM, LEFT, or RIGHT.

### Example

Try the following example by moving cursor on different buttons-

|  |
| --- |
| # !/usr/bin/python3 from tkinter import \*  root = Tk()  frame = Frame(root) frame.pack()  bottomframe = Frame(root) bottomframe.pack( side = BOTTOM )  redbutton = Button(frame, text="Red", fg="red") redbutton.pack( side = LEFT)  greenbutton = Button(frame, text="Brown", fg="brown") greenbutton.pack( side = LEFT )  bluebutton = Button(frame, text="Blue", fg="blue") bluebutton.pack( side = LEFT ) |

|  |
| --- |
| blackbutton = Button(bottomframe, text="Black", fg="black") blackbutton.pack( side = BOTTOM)  root.mainloop() |

When the above code is executed, it produces the following result-
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## Tkinter grid() Method

This geometry manager organizes widgets in a table-like structure in the parent widget.

### Syntax

|  |
| --- |
| widget.grid( grid\_options ) |

Here is the list of possible options-

* **column** : The column to put widget in; default 0 (leftmost column).
* **columnspan**: How many columns widgetoccupies; default 1.
* **ipadx, ipady** :How many pixels to pad widget, horizontally and vertically, inside widget's borders.
* **padx, pady** : How many pixels to pad widget, horizontally and vertically, outside v's borders.
* **row**: The row to put widget in; default the first row that is still empty.
* **rowspan** : How many rowswidget occupies; default 1.
* **sticky** : What to do if the cell is larger than widget. By default, with sticky='', widget is centered in its cell. sticky may be the string concatenation of zero or more of N, E, S, W, NE, NW, SE, and SW, compass directions indicating the sides and corners of the cell to which widget sticks.

### Example

Try the following example by moving cursor on different buttons-

|  |
| --- |
| # !/usr/bin/python3  from tkinter import \* root = Tk( ) |

|  |
| --- |
| b=0  for r in range(6): for c in range(6):  b=b+1  Button(root, text=str(b),  borderwidth=1 ).grid(row=r,column=c) root.mainloop() |

This would produce the following result displaying 12 labels arrayed in a 3 x 4 grid-
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## Tkinter place() Method

This geometry manager organizes widgets by placing them in a specific position in the parent widget.

### Syntax

|  |
| --- |
| widget.place( place\_options ) |

Here is the list of possible options-

* **anchor** : The exact spot of widget other options refer to: may be N, E, S, W, NE, NW, SE, or SW, compass directions indicating the corners and sides of widget; default is NW (the upper left corner of widget)
* **bordermode** : INSIDE (the default) to indicate that other options refer to the parent's inside (ignoring the parent's border); OUTSIDE otherwise.
* **height, width :** Height and width in pixels.
* **relheight, relwidth :** Height and width as a float between 0.0 and 1.0, as a fraction of the height and width of the parent widget.
* **relx, rely :** Horizontal and vertical offset as a float between 0.0 and 1.0, as a fraction of the height and width of the parent widget.
* **x, y :** Horizontal and vertical offset in pixels.

### Example

Try the following example by moving cursor on different buttons-

|  |
| --- |
| # !/usr/bin/python3 ffrom tkinter import \* top = Tk()  L1 = Label(top, text="Physics") L1.place(x=10,y=10)  E1 = Entry(top, bd =5) E1.place(x=60,y=10) L2=Label(top,text="Maths") L2.place(x=10,y=50) E2=Entry(top,bd=5) E2.place(x=60,y=50)  L3=Label(top,text="Total") L3.place(x=10,y=150) E3=Entry(top,bd=5) E3.place(x=60,y=150)  B = Button(top, text ="Add") B.place(x=100, y=100) top.geometry("250x250+10+10")  top.mainloop() |

When the above code is executed, it produces the following result-
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Any code that you write using any compiled language like C, C++, or Java can be integrated or imported into another Python script. This code is considered as an "extension."

Python 3

A Python extension module is nothing more than a normal C library. On Unix machines, these libraries usually end in **.so** (for shared object). On Windows machines, you typically see **.dll** (for dynamically linked library).

## Pre-Requisites for Writing Extensions

To start writing your extension, you are going to need the Python header files.

* On Unix machines, this usually requires installing a developer-specific package such as [python2.5-dev](http://packages.debian.org/etch-m68k/python2.5-dev).
* Windows users get these headers as part of the package when they use the binary Python installer.

Additionally, it is assumed that you have a good knowledge of C or C++ to write any Python Extension using C programming.

## First look at a Python Extension

For your first look at a Python extension module, you need to group your code into four parts-

* The header file *Python.h*.
* The C functions you want to expose as the interface from your module.
* A table mapping the names of your functions as Python developers see them as C functions inside the extension module.
* An initialization function.

## The Header File Python.h

You need to include Python.h header file in your C source file, which gives you the access to the internal Python API used to hook your module into the interpreter.

Make sure to include Python.h before any other headers you might need. You need to follow the includes with the functions you want to call from Python.

## The C Functions

The signatures of the C implementation of your functions always takes one of the following three forms-

|  |
| --- |
| static PyObject \*MyFunction( PyObject \*self, PyObject \*args );  static PyObject \*MyFunctionWithKeywords(PyObject \*self,  PyObject \*args, PyObject \*kw);  static PyObject \*MyFunctionWithNoArgs( PyObject \*self ); |

Each one of the preceding declarations returns a Python object. There is no such thing as a *void* function in Python as there is in C. If you do not want your functions to return a value, return the C equivalent of Python's **None** value. The Python headers define a macro, Py\_RETURN\_NONE, that does this for us.

The names of your C functions can be whatever you like as they are never seen outside of the extension module. They are defined as *static* function.

Your C functions usually are named by combining the Python module and function names together, as shown here −

|  |
| --- |
| static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  /\* Do your stuff here. \*/ Py\_RETURN\_NONE;  } |

This is a Python function called *func* inside the module *module*. You will be putting pointers to your C functions into the method table for the module that usually comes next in your source code.

## The Method Mapping Table

This method table is a simple array of PyMethodDef structures. That structure looks something like this-

|  |
| --- |
| struct PyMethodDef { char \*ml\_name; PyCFunction ml\_meth; int ml\_flags;  char \*ml\_doc;  }; |

Here is the description of the members of this structure-

* **ml\_name:** This is the name of the function as the Python interpreter presents when it is used in Python programs.
* **ml\_meth:** This is the address of a function that has any one of the signatures, described in the previous section.
* **ml\_flags:** This tells the interpreter which of the three signatures ml\_meth is using.
  + This flag usually has a value of METH\_VARARGS.
  + This flag can be bitwise OR'ed with METH\_KEYWORDS if you want to allow keyword arguments into your function.
  + This can also have a value of METH\_NOARGS that indicates you do not want to accept any arguments.
* **ml\_doc:** This is the docstring for the function, which could be NULL if you do not feel like writing one.

This table needs to be terminated with a sentinel that consists of NULL and 0 values for the appropriate members.

### Example

For the above-defined function, we have the following method mapping table-

|  |
| --- |
| static PyMethodDef *module*\_methods[] = {  { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  { NULL, NULL, 0, NULL }  }; |

## The Initialization Function

The last part of your extension module is the initialization function. This function is called by the Python interpreter when the module is loaded. It is required that the function be named **init*Module***, where *Module* is the name of the module.

The initialization function needs to be exported from the library you will be building. The Python headers define PyMODINIT\_FUNC to include the appropriate incantations for that to happen for the particular environment in which we are compiling. All you have to do is use it when defining the function.

Your C initialization function generally has the following overall structure-

|  |
| --- |
| PyMODINIT\_FUNC init*Module*() {  Py\_InitModule3(*func*, *module*\_methods, "docstring...");  } |

Here is the description of Py\_InitModule3 function-

* **func:** This is the function to be exported.
* **module\_methods:** This is the mapping table name defined above.
* **docstring:** This is the comment you want to give in your extension.

Putting all this together, it looks like the following-

|  |
| --- |
| #include <Python.h>  static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  /\* Do your stuff here. \*/ Py\_RETURN\_NONE;  }  static PyMethodDef *module*\_methods[] = {  { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  { NULL, NULL, 0, NULL }  };  PyMODINIT\_FUNC init*Module*() {  Py\_InitModule3(*func*, *module*\_methods, "docstring...");  } |

### Example

A simple example that makes use of all the above concepts-

|  |
| --- |
| #include <Python.h>  static PyObject\* helloworld(PyObject\* self)  {  return Py\_BuildValue("s", "Hello, Python extensions!!");  }  static char helloworld\_docs[] =  "helloworld( ): Any message you want to put here!!\n";  static PyMethodDef helloworld\_funcs[] = {  {"helloworld", (PyCFunction)helloworld, METH\_NOARGS, helloworld\_docs}, |

|  |
| --- |
| {NULL}  };  void inithelloworld(void)  {  Py\_InitModule3("helloworld", helloworld\_funcs,  "Extension module example!");  } |

Here the *Py\_BuildValue* function is used to build a Python value. Save above code in hello.c file. We would see how to compile and install this module to be called from Python script.

## Building and Installing Extensions

The *distutils* package makes it very easy to distribute Python modules, both pure Python and extension modules, in a standard way. Modules are distributed in the source form, built and installed via a setup script usually called *setup.py*as.

For the above module, you need to prepare the following setup.py script −

|  |
| --- |
| from distutils.core import setup, Extension setup(name='helloworld', version='1.0', \  ext\_modules=[Extension('helloworld', ['hello.c'])]) |

Now, use the following command, which would perform all needed compilation and linking steps, with the right compiler and linker commands and flags, and copies the resulting dynamic library into an appropriate directory-

|  |
| --- |
| $ python setup.py install |

On Unix-based systems, you will most likely need to run this command as root in order to have permissions to write to the site-packages directory. This usually is not a problem on Windows.

## Importing Extensions

Once you install your extensions, you would be able to import and call that extension in your Python script as follows-

|  |
| --- |
| #!/usr/bin/python3 import helloworld  print helloworld.helloworld() |

This would produce the following result-

|  |
| --- |
| Hello, Python extensions!! |

## Passing Function Parameters

As you will most likely want to define functions that accept arguments, you can use one of the other signatures for your C functions. For example, the following function, that accepts some number of parameters, would be defined like this-

|  |
| --- |
| static PyObject \**module\_func*(PyObject \*self, PyObject \*args) {  /\* Parse args and do something interesting here. \*/ Py\_RETURN\_NONE;  } |

The method table containing an entry for the new function would look like this-

|  |
| --- |
| static PyMethodDef *module*\_methods[] = {  { "*func*", (PyCFunction)*module\_func*, METH\_NOARGS, NULL },  { "*func*", *module\_func*, METH\_VARARGS, NULL },  { NULL, NULL, 0, NULL }  }; |

You can use the API *PyArg\_ParseTuple* function to extract the arguments from the one PyObject pointer passed into your C function.

The first argument to PyArg\_ParseTuple is the args argument. This is the object you will be *parsing*. The second argument is a format string describing the arguments as you expect them to appear. Each argument is represented by one or more characters in the format string as follows.

|  |
| --- |
| static PyObject \**module\_func*(PyObject \*self, PyObject \*args) { int i;  double d; char \*s;  if (!PyArg\_ParseTuple(args, "ids", &i, &d, &s)) { return NULL;  }  /\* Do something interesting here. \*/ Py\_RETURN\_NONE;  } |

Compiling the new version of your module and importing it enables you to invoke the new function with any number of arguments of any type-

|  |
| --- |
| module.func(1, s="three", d=2.0) module.func(i=1, d=2.0, s="three") |

|  |
| --- |
| module.func(s="three", d=2.0, i=1) |

You can probably come up with even more variations.

## The PyArg\_ParseTuple Function

Here is the standard signature for the **PyArg\_ParseTuple** function=

|  |
| --- |
| int PyArg\_ParseTuple(PyObject\* tuple,char\* format,...) |

This function returns 0 for errors, and a value not equal to 0 for success. Tuple is the PyObject\* that was the C function's second argument. Here *format* is a C string that describes mandatory and optional arguments.

Here is a list of format codes for the **PyArg\_ParseTuple** function-

|  |  |  |
| --- | --- | --- |
| **Code** | **C type** | **Meaning** |
| c | char | A Python string of length 1 becomes a C char. |
| d | double | A Python float becomes a C double. |
| f | float | A Python float becomes a C float. |
| i | int | A Python int becomes a C int. |
| l | long | A Python int becomes a C long. |
| L | long long | A Python int becomes a C long long |
| O | PyObject\* | Gets non-NULL borrowed reference to Python argument. |
| s | char\* | Python string without embedded nulls to C char\*. |
| s# | char\*+int | Any Python string to C address and length. |
| t# | char\*+int | Read-only single-segment buffer to C address and length. |
| u | Py\_UNICODE\* | Python Unicode without embedded nulls to C. |
| u# | Py\_UNICODE\*+int | Any Python Unicode C address and length. |

|  |  |  |
| --- | --- | --- |
| w# | char\*+int | Read/write single-segment buffer to C address and length. |
| z | char\* | Like s, also accepts None (sets C char\* to NULL). |
| z# | char\*+int | Like s#, also accepts None (sets C char\* to NULL). |
| (...) | as per ... | A Python sequence is treated as one argument per item. |
| | |  | The following arguments are optional. |
| : |  | Format end, followed by function name for error messages. |
| ; |  | Format end, followed by entire error message text. |

## Returning Values

*Py\_BuildValue* takes in a format string much like *PyArg\_ParseTuple* does. Instead of passing in the addresses of the values you are building, you pass in the actual values. Here is an example showing how to implement an add function-

|  |
| --- |
| static PyObject \*foo\_add(PyObject \*self, PyObject \*args) { int a;  int b;  if (!PyArg\_ParseTuple(args, "ii", &a, &b)) { return NULL;  }  return Py\_BuildValue("i", a + b);  } |

This is what it would look like if implemented in Python-

|  |
| --- |
| def add(a, b): return (a + b) |

You can return two values from your function as follows. This would be captured using a list in Python.

|  |
| --- |
| static PyObject \*foo\_add\_subtract(PyObject \*self, PyObject \*args) { int a;  int b; |

|  |
| --- |
| if (!PyArg\_ParseTuple(args, "ii", &a, &b)) { return NULL;  }  return Py\_BuildValue("ii", a + b, a - b);  } |

This is what it would look like if implemented in Python-

|  |
| --- |
| def add\_subtract(a, b): return (a + b, a - b) |

## The Py\_BuildValue Function

Here is the standard signature for **Py\_BuildValue** function-

|  |
| --- |
| PyObject\* Py\_BuildValue(char\* format,...) |

Here *format* is a C string that describes the Python object to build. The following arguments of *Py\_BuildValue* are C values from which the result is built. The*PyObject\** result is a new reference.

The following table lists the commonly used code strings, of which zero or more are joined into a string format.

|  |  |  |
| --- | --- | --- |
| **Code** | **C type** | **Meaning** |
| c | char | A C char becomes a Python string of length 1. |
| d | double | A C double becomes a Python float. |
| f | float | A C float becomes a Python float. |
| i | int | A C int becomes a Python int. |
| l | long | A C long becomes a Python int. |
| N | PyObject\* | Passes a Python object and steals a reference. |
| O | PyObject\* | Passes a Python object and INCREFs it as normal. |
| O& | convert+void\* | Arbitrary conversion |

|  |  |  |
| --- | --- | --- |
| s | char\* | C 0-terminated char\* to Python string, or NULL to None. |
| s# | char\*+int | C char\* and length to Python string, or NULL to None. |
| u | Py\_UNICODE\* | C-wide, null-terminated string to Python Unicode, or NULL to None. |
| u# | Py\_UNICODE\*+int | C-wide string and length to Python Unicode, or NULL to None. |
| w# | char\*+int | Read/write single-segment buffer to C address and length. |
| z | char\* | Like s, also accepts None (sets C char\* to NULL). |
| z# | char\*+int | Like s#, also accepts None (sets C char\* to NULL). |
| (...) | as per ... | Builds Python tuple from C values. |
| [...] | as per ... | Builds Python list from C values. |
| {...} | as per ... | Builds Python dictionary from C values, alternating keys and values. |

Code {...} builds dictionaries from an even number of C values, alternately keys and values. For example, Py\_BuildValue("{issi}",23,"zig","zag",42) returns a dictionary like Python's {23:'zig','zag':42}.