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# Introduction

There are three libraries that are introduced in this document. They are

1. Library on Matrix operation (Mat)
2. Library on Quaternion operations (Quat)
3. Library on Data reading from text files (dRead)

In this document a comprehensive description of how these libraries are implemented and how to interface these libraries to a c++ code were described. Methodology for modification to the existing elements is also explained along with compilation scheme.

# General Structure, Interface and Compilation

All the libraries that are described are done to support programming in c/c++ only. Hence the general structure and interface are developed that best suits ‘C programming’ language, which is well established.

## General Structure

This describes the methodology to implement any library in c/c++. Let describe a library **‘myLib’** which comes with a set of predefined function **‘f1(), f2, …, fn()’** andpredefined global variable **‘v1, v2 …. vm’**. The idea of any library is that these functions and variable are in frequent use and hence it’s nice to standardize these functions with greater degree of discipline and use them in one’s code. To do that we have to make

1. **Header file**: Contains all the declarations of functions and global variables
2. **Source file**: Contains all the definitions and assertions of the above describes functions and variable respectively.

In this case a header file could be like **‘myLib.h’** and the file looks like

**myLib.h**

**----------------------------------------------------------------------------------------------------**

**#include < … > // include functions like <stdio.h, math.h> … etc**

**// varibles**

**Type v1;**

**Type v2;**

**.**

**.**

**.**

**Type vm;**

**// functions**

**return\_type f1( input arguments ); // function declarations**

**return\_type f2( input arguments ); // function declarations**

**.**

**.**

**.**

**return\_type fn( input arguments ); // function declarations**

**----------------------------------------------------------------------------------------------------**

and source file could be **‘myLib.cpp’**

**myLib.cpp**

**----------------------------------------------------------------------------------------------------**

**#include < … > // include functions like <stdio.h, math.h> … etc**

**// varibles assertions**

**v1 = 1.0;**

**v2 = true; …**

**vm = 180.0/3.141592;**

**// functions definitions**

**return\_type f1( input arguments )**

**{**

**…. Function f1 content …..**

**}**

**…f2,f3…**

**return\_type fn( input arguments )**

**{**

**…. Function fm content …..**

**}**

**----------------------------------------------------------------------------------------------------**

## 2.2 Interface

To use this library (myLib) in one’s code (let it be mainCode.cpp … your code), we have to include the header file along with its path.

**mainCode.cpp**

**----------------------------------------------------------------------------------------------------**

**#include “myLib.h “ // include mylib.h .. ‘./’ here represents current folder**

**.**

**.**

**.**

**main()**

**{**

**f1( input ); f1 of mylib function call here**

**}**

**----------------------------------------------------------------------------------------------------**

Make sure that the global variable and function calls that are described doesn’t clash with the existing functions. If any queries regarding this please go through c/c++ interfaces *or* ‘Dealing with multiple source files’.

## 2.3 Compilation

While compilation just include the source file (myLib.cpp) along with one’s main code for proper execution.

e.g.

***>> g++ mainCode.cpp myLib.cpp –o out***

*or*

***>> g++ -c myLib.cpp***

***>> g++ mainCode.cpp myLib.o –o out***

# Quaternion Library Usage

Quaternion library captures all the major quaternion operations. This library comes with two files as described above namely **‘QUAT.h’** **& ‘QUAT.cpp’**.

QUAT.h contains all the function declarations of quaternion functions while QUAT.cpp contains all the definitions. Here a ‘Quat’ c++ class is declared which acts as a data container which specifically stores normalised quaternions.

**Interface:**

Copy QUAT.h and QUAT.cpp in the current working directory. Include QUAT.h in the main program and build with QUAT.cpp while compiling. This mentioned operation will include all QUAT library functionalities in one’s code. If any queries are there please refer to previous section.

***QUAT library interface:***

**mainCode.cpp**

**----------------------------------------------------------------------------------------------------**

**#include “QUAT.h “ // include QUAT.h**

**.**

**.**

**main()**

**{**

**Quat functions are available here**

**}**

**----------------------------------------------------------------------------------------------------**

***QUAT library Compilation:***

***>> g++ mainCode.cpp QUAT.cpp –o out***

*or*

***>> g++ -c QUAT.cpp***

***>> g++ mainCode.cpp QUAT.o –o out***

**----------------------------------------------------------------------------------------------------**

**Functionalities of QUAT Library:**

There are many functionalities of quaternion library and all the declarations of functionalities are captured in the public sector of ***Quat*** Class in ***QUAT.h*** and their corresponding definitions in ***QUAT.cpp***.

***QUAT.h***

**#ifndef \_QUAT\_H\_**

**#define \_QUAT\_H\_**

**Include files and standard libraries**

**Note “MAT.h” another external library is also included here**

**#include <stdio.h>**

**#include <iostream>**

**#include <stdlib.h>**

**#include <vector>**

**#include <unistd.h>**

**#include <math.h>**

**#include <limits.h>**

**#include "MAT.h"**

**class Quat**

**{**

**Initialization, Constructer and destructor declarations**

**public :**

**Quat();**

**Quat(double,double,double);**

**Quat(double,double,double,double);**

**//Quat(const Mat);**

**//Quat(const Quat&);**

**~Quat();**

**Setter and getter**

**double q(int);**

**void setq(int,double);**

**void setq(double,double,double);**

**void setq(double,double,double,double);**

**//void setq(const Mat);**

**void SetRotSeq(int,int,int);**

**double eul(int);**

**double dcm(int,int);**

**Mat dcm();**

**void sete(double,double,double);**

**void sete(double inp[3]);**

**//void sete(const Mat);**

**void setd(double inp[3][3]);**

**void setd(const Mat);**

**Quat& operator= (const Quat &Q);**

**Operators**

**Quat operator+ (const Quat &Q);**

**Quat operator- (const Quat &Q); // q1-q2 = ~q1 \* q2**

**Quat operator\* (const Quat &Q);**

**Quat operator~ (void );**

**Quat operator/ ( Quat &Q); // q1/q2 = q1 \* ~q2**

**Display Options**

**void PrintQuat();**

**void PrintEul();**

**void PrintDCM();**

**void PrintRotSeq();**

**private:**

**double Q[4];**

**double EUL[3];**

**double IR1,IR2,IR3;**

**double DCM[3][3];**

**void norm();**

**double sign(double);**

**void ComputeDcm();**

**void ComputeEul();**

**double maximum(double ary[],int size);**

**};**

**#endif**

**Initialization, Constructer and destructor declarations**

**‘Quat’** can be used as any other data type like int, double, float, char etc. Following explains the initialisation of quaternions. Note normalization is part of initialization.

Initialisation examples

Quat q1;

Initializes quaternion q1 with default value (0,0,0,1)

Quat q2(1,2,3);

Initializes quaternion q2

q2(1) = 1/sqrt(1\*1+2\*2+3\*3)

q2(2) = 2/sqrt(1\*1+2\*2+3\*3)

q2(3) = 3/sqrt(1\*1+2\*2+3\*3)

q2(4) = 0;

Here values q4 = sqrt(1 - 1\*1+2\*2+3\*3) is impossible

Quat q3(0.5,0.5,0.5,0.5);

Initializes quaternion q3 by

q3(1) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)

q3(2) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)

q3(3) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)

q3(4) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)

Quat q4(1,2,3,4);

Initializes quaternion q3 by

q4(1) = 1/sqrt(1^2 + 2^2 + 3^2 + 4^2)

q4(2) = 2/sqrt(1^2 + 2^2 + 3^2 + 4^2)

q4(3) = 3/sqrt(1^2 + 2^2 + 3^2 + 4^2)

q4(4) = 4/sqrt(1^2 + 2^2 + 3^2 + 4^2)

Quat q5 = q6;

Initializes q5 with the values of q6.

Note : here q1,q2,q3,q4,q5,q6 are the Quat variables declared randomly. Any name of one’s liking can be given as variable names.

**Setter and getter**

Setter is a function (method) in Quat to set a variable. Similarly getter is used to get the variable in the given quaternion. The following will explain all the methods related to setter and getters.

1. **(double)q(int): Getter**

**Gets the double value of particular quaternion**

**Quat qValue(0.5,0.5,0.5,0.5);**

**double q1 = qValue.q(1);**

**here q1 will be having the value of first quaternion**

**qValue.q(2), qValue.q(3), qValue.q(4) are used to get the second, third and fourth value of the quaternion ‘qValue’**

1. **void setq(int,double) : Setter**

**Never use this function**

1. **void setq(double,double,double) : Setter**

**Sets the value of the quaternion similar to initialization of three values (q1,q2,q3) quaternion initialization**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.setq(0.5,0.5,0.5);**

**re-writes qValue to**

**qValues(4) = sqrt(1- (0.5^2 + 0.5^2 + 0.5^2)) = 0.5**

**qValues(1) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

**qValues(2) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

**qValues(3) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

1. **void setq(double,double,double,double) : Setter**

**Sets the value of quaternion similar to initialization with 4 quaternions.**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.setq(0.5,0.5,0.5,0.5);**

**re-writes qValue to**

**qValues(1) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

**qValues(2) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

**qValues(3) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

**qValues(4) = 0.5/sqrt(0.5^2 + 0.5^2 + 0.5^2 + 0.5^2)**

1. **void SetRotSeq(int,int,int) : Setter**

**Sets the rotation sequence used to compute Euler angles. Default rotation sequence is set to 3-2-1**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.setRotSeq(3,2,1);**

1. **double eul(int): Getter**

**Gets the Euler angles as per the rotation sequence. Output is in radians.**

**Quat qValue; // initializes to 0,0,0,1**

**double psi = qValues.eul(1);**

**returns first Euler angle and copies to psi**

1. **double dcm(int,int) : Getter**

**Gets the element of DCM for a quaternion.**

**Quat qValue; // initializes to 0,0,0,1**

**double dcm31 = qValues.dcm(3,1);**

**returns (3,1) element of qValue DCM and copies to dcm31**

1. **Mat dcm(); Getter**

**Gets dcm matrix in Mat format (to be discussed)**

**Quat qValue; // initializes to 0,0,0,1**

**Mat dcm = qValues.dcm();**

**Returns dcm matrix of qValue**

1. **void sete(double,double,double): Setter**

**Sets the Euler angles and stores as quaternion. Inputs are taken in radians**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.sete(10\*3.141592/180,20\*3.141592/180,30\*3.141592/180);**

**Sets qValue to Euler angles (10,20,30) deg as per rotation sequence**

1. **void sete(double inp[3]): Setter**

**Same as above, Only that input is a double array**

1. **void setd(double inp[3][3]): Setter**

**Quat qValue; // initializes to 0,0,0,1**

**double dcmInp = {{1,0,0},{0,1,0},{0,0,1}}**

**qValues.setd(dcmInp);**

**Sets the DCM matrix given in a double array ‘dcmInp’ and re-computes the qValue.**

1. **void setd(const Mat): Setter**

**Same as above only for input is using Mat.**

**Operators**

Operators are used like any other operations of +,-,\*,/ . All the implementation details of the operators are given below.

1. **Quat& operator= (const Quat )**

**operator=, copies one Quat variable to other Quat variable.**

**Quat q1;**

**Quat q2 = q1;**

**q1 = q2;**

**The above equality is valid because of member function operator=.**

1. **Quat operator+ (const Quat )**

**operator+ effectively adds two quaternions equivalent to quaternion multiplication.**

**Quat q1,q2,q3;**

**q3 = q1+q2; => q3 = qmultiplication(q1,q2)**

1. **Quat operator- (const Quat )**

**operator- does**

**Quat q1,q2,q3;**

**q3 = q1-q2; => q3 = qmultiplication(conjugate(q1),q2)**

**Used while error computation, input to a attitude controller**

1. **Quat operator\* (const Quat )**

**operator\* does exactly what Operator+ does**

1. **Quat operator~ (void )**

**Operator~ computes the conjugate of given quaternion**

**Quat q1,q2;**

**q2 = ~q1;**

**Stores conjugate of q1 in q2**

1. **Quat operator/ (Quat );**

**Operator/ does**

**Quat q1,q2,q3;**

**q3 = q1/q2; => q3 = qmultiplication(q1,conjugate(q2))**

**Display Options**

1. **void PrintQuat();**

**Prints all the quaternions**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.PrintQuat();**

1. **void PrintEul();**

**Prints all the Euler Angles**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.PrintEul();**

1. **void PrintDCM();**

**Prints all the elements of DCM**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.PrintDCM();**

1. **void PrintRotSeq();**

**Prints the Rotation Sequence used in that Quaternion element**

**Quat qValue; // initializes to 0,0,0,1**

**qValues.PrintRotSeq();**

This completes the Quaternion library. ‘**Private functions are not used in function calls’**. Don’t use functions declared in private zone.

Next we will discuss about the Mat (matrix) library.

**Compilation**

**g++ youfile.cpp QUAT.cpp -lm**

**Functionalities of MAT Library:**

Matrix Library is used to complete all the matrix operations with ease. Matrix operations like addition, multiplication, inverse, transpose etc can be easily done using matrix library. Evaluation of sub matrices and extending the existing matrices is also easily done using a matric library. Following gives the interface file for matrix library.

***MAT.h***

**#ifndef \_MAT\_H\_**

**#define \_MAT\_H\_**

**Include files and standard libraries**

**Note WARNING set 1 will display all the errors that a user is doing in the simulation**

**#define WARNING 0**

**#include <stdio.h>**

**#include <iostream>**

**#include <stdlib.h>**

**#include <vector>**

**#include <unistd.h>**

**#include <math.h>**

**#include <limits.h>**

**#include <string.h>**

**class Mat**

**{**

**Initialization, Constructer and destructor**

**public:**

**Mat();**

**Mat(int ,int ); //row column**

**Mat(const Mat& ); //deep copy;**

**~Mat();**

**Display elements**

**int rsize() const;**

**int csize() const;**

**void size();**

**void show();**

**Some Major matrix operators**

**Mat& operator= (const Mat& );**

**double& operator()(unsigned int ,unsigned int );**

**double& operator()(unsigned int );**

**void reset(int row,int col);**

**Setters**

**void set(int,double);**

**void set(double);**

**void set(int,int,double);**

**void set(const Mat& );**

**void set(int,int,const Mat& );**

**double get(int,int);**

**Getters**

**double get(int);**

**Mat row(int);**

**Mat col(int);**

**Mat submat(int,int,int,int);**

**Mat zero();**

**Mat Const(double );**

**Mat eye();**

**Mat eyec();**

**Mat eyer();**

**Mat diag();**

**void close(); -- Closes the matrix**

**Mat inv(); -- Computes inverse of matrix**

**double \*\*val;**

**private:**

**int r,c;**

**void allocate(int,int);**

**void release();**

**};**

**Mat operator+(Mat,double);**

**Some Major matrix operators**

**Mat operator+(double,const Mat);**

**Mat operator+(const Mat,const Mat);**

**Mat operator-(const Mat,double);**

**Mat operator-(double,const Mat);**

**Mat operator-(const Mat,const Mat);**

**Mat operator-(const Mat);**

**Mat operator\*(const Mat,double);**

**Mat operator\*(double,const Mat);**

**Mat operator\*(const Mat,const Mat);**

**Mat operator/(const Mat,double);**

**Mat operator~(const Mat);**

**Mat eye(int);**

**Some basic functionality**

**Mat fnorm(const Mat);**

**void MATsize(const Mat );**

**#endif**

**Initialization, Constructer and destructor**

‘Mat’ can be used as any other data type like int, double, float, char etc. Following explains the initialisation of matrices.

Initialisation examples

Mat m1;

Initializes matrix ‘m1’ with no value. Martix m1 will have no data, no rows and no columns.

Mat m1(3,4);

Initialises matrix m1 with size 3 rows and 4 columns. All the elements of the matrix are initialised with zeros.

Mat a(2,2);

a(1,1) = 1; a(2,2) = 4;

Initializes matrix ‘a’ with zeros with 2 columns and 2 rows. Later overwrites element (1,1) with 1 and element (2,2) by 4.

a = [1 0;

0 4];

Mat b(a);

Initializes matrix ‘b’ by matrix ‘a’.

Mat b = a;

Initializes matrix ‘b’ by matrix ‘a’.

Don’t use destructor function with ~.

**Display elements**

**int rsize() const;**

**Returns the row size of the matrix.**

**e.g**

**Mat a(4,5);**

**int row\_size = a.rsize();**

**Now row\_size contains 4**

**int csize() const;**

**Returns the column size of the matrix.**

**e.g**

**Mat a(4,5);**

**int col\_size = a.csize();**

**Now col\_size contains 5**

**void size();**

**Displays the size of a matrix.**

**e.g.**

**Mat a(4,5);**

**a.size();**

**displays size as (4X5)**

**void show();**

**Displays the contents of a matrix**

**e.g.**

**Mat a(4,5);**

**a.show();**

**displays the contents of matrix a**

**Some Major matrix operators**

**Mat& operator= (const Mat& );**

**Operatotr= is used to copy (deep copy) one matrix to other.**

**Mat a(4,4),c;**

**Mat b=a;**

**c = b;**

**Here matrix ‘a’ is copied into matrix ‘b’. Then matrix ‘b’ is copied into matrix ‘c’.**

**double& operator()(unsigned int ,unsigned int );**

**operator()(unsigned int ,unsigned int ); is used to access/allocate an element of a matrix**

**e.g.**

**Mat a(3,3);**

**a(1,1) = 3;**

**Allocates element (1,1) by number 3.**

**a(4,4) = 1;**

**Gives error as the element (4,4) is outside the prescribed description of matrix ‘a’ since matrix ‘a’ is of size (3,3)**

**double& operator()(unsigned int );**

**operator()(unsigned int ); is used to access/allocate an element of a matrix with either only one row are one column**

**e.g.**

**Mat a(3,1);**

**a(1) = 1;**

**Allocate first element of matrix ‘a’ with value 1. Note that the size of the matrix is declared as single column matrix.**

**Setters**

**void reset(int row,int col);**

**Resets the matrix to the specified size.**

**e.g.**

**Mat a(3,3); Initialized to a 3X3 matrix**

**a.reset(2,2); Reset the matrix to 2X2 matrix (Only top left matrix will be taken after truncation)**

**a.reset(4,4); Reset the matrix to 4X4 matrix. Unknowns will be set to zeros.**

**void set(int position,double value);**

**Sets a specified value at a specified position. Note that this will work only on matrix with either only one column or one row.**

**e.g.**

**Mat a(1,3);**

**a.set(3,45.0);**

**Sets the 3rd element of matrix ‘a’ with value 45.**

**a.set(6,67.0);**

**Note 6th element is not defined. So first the program resets to a 6X1 matrix and sets 6th element to 67.**

**void set(double);**

**Sets all the elements the matrix with the specified value.**

**e.g**

**Mat a(2,2);**

**a.set(1);**

**This will imply a = [1 1;1 1]**

**void set(int row\_position, int column\_position,double value);**

**Sets a specified value at a specified position.**

**e.g.**

**Mat a;**

**a.set(3,3,23);**

**Resets the matrix to a 3X3 matrix. Then sets the element (3,3) of matrix ‘a’ with value 23. Not all the other elements in this case are to zero by default.**

**A = [0 0 0;0 0 0;0 0 23]**

**a.set(1,2,43); Sets element (1,2) to 43**

**A = [0 43 0;0 0 0;0 0 23]**

**void set(const Mat& );**

**Sets one matrix with other.**

**e.g.**

**Mat a(2,2),b(3,3);**

**a.set(b);**

**Matrix ‘a’ is set with matrix ‘b’.**

**void set(int,int,const Mat& );**

**Sets a matrix at the intended posion.**

**e.g.**

5 6

7 8

1 2

3 4

**Mat a(2,2),b(2,2);**

**a(1,1) = 1;**

**a(1,2) = 2;**

**a(2,1) = 3;**

**a(2,2) = 4;**

**b(1,1) = 5;**

**b(1,2) = 6;**

1 2 0

3 5 6

0 7 8

1 2

3

**b(2,1) = 7;**

**b(2,2) = 8;**

5 6

7 8

**Here a = [1 2;3 4],b= [5 6;7 8]**

**a.set(2,2,b);**

**a = [ 1 2 0;3 5 6;0 7 8]**

**Getters**

**double get(int row\_position,int col\_position);**

**Gets an element from a specified position of row and column.**

**e.g.**

**Mat a(2,2);**

**double v = a.get(1,2);**

**Gets the position at element (1,2) and returns to variable v.**

**double get(int);**

**Gets an element from a specified position. Works on only those matrices with either only one row or one column.**

**e.g.**

**Mat a(5,1);**

**double v = a.get(3);**

**Gets the position at element (3,1) and returns to variable v.**

**Mat row(int);**

**Gets a specific row of input and returns to a matrix variable.**

**e.g.**

**Mat a(2,2);**

**Mat b = a.row(2);**

**Copies b with 2nd row of matrix a;**

**Mat col(int);**

**Gets a specific column of input and returns to a matrix variable.**

**e.g.**

**Mat a(2,2);**

**Mat b = a.col(2);**

**Copies b with 2nd column of matrix a**

**Mat submat(int,int,int,int);**

**Gets sub matrix in a given matrix. Takes top-left and bottom-corner of the matrix as input to extract the sub-matrix.**

**Mat a(5,6);**

**Mat b = a.submat(3,3,4,4);**

**Matrix ‘b’ has the submatrix of ‘a’ [ element(3,3) element(3,4);**

**element(4,3) element(4,4)]**

**Mat zero();**

**Returns a zero matrix of same size of input matrix.**

**e.g.**

**Mat a(4,5);**

**Mat z = a.zero();**

**Z is zero matrix of size 4X5.**

**Mat Const(double );**

**Returns a constant matrix of specified constant and same size of input matrix.**

**e.g.**

**Mat a(4,5);**

**Mat b = a.Const(1);**

**b is 1’s matrix of size 4X5.**

**Mat eye();**

**Returns identity matrix same as input matrix, if input matrix is square matrix.**

**e.g.**

**Mat a(4,4);**

**Mat b = a.eye();**

**b is identity matrix of size 4X4.**

**Mat eyec();**

**Returns identity matrix with the column size of input matrix.**

**e.g.**

**Mat a(4,5);**

**Mat b = a.eyec();**

**b is identity matrix of size 5X5.**

**Mat eyer();**

**Returns identity matrix with the row size of input matrix.**

**e.g.**

**Mat a(4,5);**

**Mat b = a.eyer();**

**b is identity matrix of size 4X4.**

**Mat diag();**

**Returns the diagonal matrix of the input square matrix.**

**e.g.**

**Mat a(2,2);**

**Mat b = a.eye();**

**Mat c = diag(b);**

**Matric ‘c’ is row matrix with diagonal elements of b.**

**void close(); -- Closes the matrix**

**This function de allocates all the elements of the matrix. Once close call is issued nothing will be there in the matrix.**

**Mat inv(); -- Computes inverse of matrix**

**Calculates the inverse of the matrix and returns the inverse to another matrix.**

**e.g.**

**Mat b = a.inv();**

**double \*\*val;**

**One can also access the elements of the matrix using this val variable.**

**Mat a(5,5);**

**double b = a.val[0][3];**

**Access is like any other c array access.**

**Note that any errors during execution will terminate to program with relevant error description.**

**Some Major matrix operators**

**operator+**

**One can add any two matrices of same size or a matrix and single value using ‘+’ operator.**

**e.g.**

**Mat a(2,2);**

**Mat b = a + 2; // every element is added with 2**

**Mat c = a + b;**

**Mat d = 5 + c; // every element is added with 5**

**Operator-**

**One can subtract any two matrices of same size or a matrix and single value using ‘-’ operator. A matrix can also be negated using operator-.**

**e.g.**

**Mat a(2,2);**

**Mat b = a - 2; // every element is subtracted with 2**

**Mat c = a - b;**

**Mat d = 5 - c; // every element is negated and added with 5**

**Mat e = -d;**

**Operator\***

**One can multiply any two matrices of relevant sizes or a matrix and single value using ‘\*’ operator.**

**e.g.**

**Mat a(2,2);**

**Mat b = a\*2; // every element is multiplied with 2**

**Mat c = a\*b;**

**Mat d = 5\*c; // every element is multiplied with 5**

**Mat operator/(const Mat,double);**

**Division is only done by single valued number on a matrix.**

**e.g.**

**Mat a(2,2);**

**Mat b = a/2; // every element of matrix ‘a’ is divided by 2 and copied to b**

**Mat operator~(const Mat);**

**Operator~ used to calculate the transpose of the matrix.**

**e.g.**

**b = ~a; // ‘a’ transpose is copied to ‘b’**

**Some basic functionality**

**Mat eye(int);**

**Returns identity matrix of specified size.**

**e.g.**

**Mat a = eye(2);**

**Matrix ‘a’ has identity matrix of size 2.**

**Mat fnorm(const Mat);**

**Returns Frobineous Norm of a matrix.**

**void MATsize(const Mat );**

**Diplays the size of the matrix.**

**Compilation**

**g++ youfile.cpp MAT.cpp -lm**

**Functionalities of DREAD Library:**

DREAD library is used to read text from any position in a text file. This library can read various types of data as specified by the user. This library is very useful to read input files to one’s code when data is not well structured. Following will give the various functional interfaces of dread.

For all the examples below consider the following input file
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This is a ascii text file with the above mentioned inputs. Left side data in shaded region contains the line numbers. Let the file name be ***‘file.read’***.

data();

‘data’ can be used as any other data type like int, double, float, char etc. Following explains the initialisation of type ‘data’.

**data(char\*);**

Data file can be loaded while declaration using this function.

e.g.

data fp(”***file.read*** “);

here

Input is taken as char\* variable .

fp – variable file pointer to which file ‘file.read’ is loaded. Further fp will be used to access data in the file ‘file.read’

**data(string);**

Data file can be loaded while declaration using this function.

e.g.

data fp(”***file.read*** “);

here

Input is taken as string variable. #include <string> to be included to run this code

fp – variable file pointer to which file ‘file.read’ is loaded. Further fp will be used to access data in the file ‘file.read’

**~data();**

Do not use this functionality

**void load(char\*);**

On can separately load file, separately (not necessarily at initialization) using load function. Note If some other file is already loaded into this file that file will be unloaded and loaded with this file. Note here input put is a char\* variable

e.g.

data a;

a.load(‘file.read’);

a.load(‘some other file’);

**void load(string);**

On can separately load file, separately (not necessarily at initialization) using load function. Note If some other file is already loaded into this file that file will be unloaded and loaded with this file. Note here input put is a string variable. #include <string> to be included to run this code

e.g.

data a;

string str = “file.read”;

a.load(str);

**void unload();**

Unload an already loaded file. This is used to release the memory.

e.g.

data a(‘data.read’);

a.unload();

**Access Functions**

**int i(unsigned int row,unsigned int col);**
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Returns an integer value positioned at the specified row and column in ‘file.read’. Note the delimiters used are ‘ ’ – space. ‘ ’ – tab for new columns and new-line for new row.

Consider the file as mentioned above.

e.g.

data a(‘file.read’);

int num = a.i(2,2); // num has 5

Here integer variable ‘num’ will be populated with number 5, positioned at second row second column. If no data is present at that place a junk number/zero will be replayed based on compiler.

**float f(unsigned int,unsigned int);**
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Returns a float value positioned at the specified row and column in ‘file.read’. Note the delimiters used are ‘ ’ – space. ‘ ’ – tab for new columns and new-line for new row.

Consider the file as mentioned above.

e.g.

data a(‘file.read’);

float num = a.f(3,2); // num has 7.565

Here float variable ‘num’ will be populated with number 7.565, positioned at 3rd row 2nd column. If no data is present at that place a junk number/zero will be replayed based on compiler.

**double d(unsigned int,unsigned int);**
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Returns a double value positioned at the specified row and column in ‘file.read’. Note the delimiters used are ‘ ’ – space. ‘ ’ – tab for new columns and new-line for new row.

Consider the file as mentioned above.

e.g.

data a(‘file.read’);

double num = a.d(4,1); // num has 5e-6

Here double variable ‘num’ will be populated with number 5e-6, positioned at 4th row 1st column. If no data is present at that place a junk number/zero will be replayed based on compiler.

**long l(unsigned int,unsigned int);**

![](data:image/png;base64,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)

Returns a long value positioned at the specified row and column in ‘file.read’. Note the delimiters used are ‘ ’ – space. ‘ ’ – tab for new columns and new-line for new row.

Consider the file as mentioned above.

e.g.

data a(‘file.read’);

int num = a.i(2,2); // num has 5

Here long variable ‘num’ will be populated with number 5, positioned at 2nd row 2nd column. If no data is present at that place a junk number/zero will be replayed based on compiler.

**string s(unsigned int,unsigned int);**
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Returns a string value positioned at the specified row and column in ‘file.read’. Note the delimiters used are ‘ ’ – space. ‘ ’ – tab for new columns and new-line for new row.

Consider the file as mentioned above.

e.g.

data a(‘file.read’);

string str = a.i(3,1); // str has ‘sadfs’

Here string variable ‘str’ will be populated with ‘sadfs’, positioned at 3rd row 1st column. If no data is present at that place a junk number/zero will be replayed based on compiler.

**int length();**

Gives the length of number of lines in a file that is populated with data.
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e.g.

data a(‘file.read’);

int len = a.length(); // len is 7

Variable ‘len’ will be populated with number of lines in the file.

In the current situation len is 7.

**int NumOfColInRow(int row);**

Gives the number of colums in a particular line. Takes line number for input.

e.g.

data a(‘file.read’);

int len = a.NumOfColInRow(7); // len is 6

Variable ‘len’ will be populated with number of columns in row 7.

In the current situation len is 6 since there are 6 columns in line 7.

**Compilation**

**gcc –c dread.c**

**gcc –c isnum.c**

**g++ yourFile.cpp dataAdv.cpp dread.o isnum.o –lm –o executable**

**Include “dreadAdv.h” in your youtFile.cpp file.**

**This concludes the library interfaces. For any queries contact the author. Use these libraries judicially. Wish you good luck.**