**Pandas Lab Experiments**

**11. Pandas Data Series:**

**1. Write a Pandas program to create and display a one-dimensional array-like object containing an array of data using Pandas module.**

**Python Code :**

import pandas as pd

ds = pd.Series([2, 4, 6, 8, 10])

print(ds)

**Output:**

0 2

1 4

2 6

3 8

4 10

dtype: int64

**2. Write a Pandas program to convert a Panda module Series to Python list and it's type.**

**Python Code :**

import pandas as pd

ds = pd.Series([2, 4, 6, 8, 10])

print("Pandas Series and type")

print(ds)

print(type(ds))

print("Convert Pandas Series to Python list")

print(ds.tolist())

print(type(ds.tolist()))

**Output:**

Pandas Series and type

0 2

1 4

2 6

3 8

4 10

dtype: int64

<class 'pandas.core.series.Series'>

Convert Pandas Series to Python list

[2, 4, 6, 8, 10]

<class 'list'>

**3. Write a Pandas program to add, subtract, multiple and divide two Pandas Series.**

**Python Code:**

import pandas as pd

ds1 = pd.Series([2, 4, 6, 8, 10])

ds2 = pd.Series([1, 3, 5, 7, 9])

ds = ds1 + ds2

print("Add two Series:")

print(ds)

print("Subtract two Series:")

ds = ds1 - ds2

print(ds)

print("Multiply two Series:")

ds = ds1 \* ds2

print(ds)

print("Divide Series1 by Series2:")

ds = ds1 / ds2

print(ds)

**Output:**

Add two Series:

0 3

1 7

2 11

3 15

4 19

dtype: int64

Subtract two Series:

0 1

1 1

2 1

3 1

4 1

dtype: int64

Multiply two Series:

0 2

1 12

2 30

3 56

4 90

dtype: int64

Divide Series1 by Series2:

0 2.000000

1 1.333333

2 1.200000

3 1.142857

4 1.111111

dtype: float64

**4. Write a Pandas program to compare the elements of the two Pandas Series**

**Python Code :**

import pandas as pd

ds1 = pd.Series([2, 4, 6, 8, 10])

ds2 = pd.Series([1, 3, 5, 7, 10])

print("Series1:")

print(ds1)

print("Series2:")

print(ds2)

print("Compare the elements of the said Series:")

print("Equals:")

print(ds1 == ds2)

print("Greater than:")

print(ds1 > ds2)

print("Less than:")

print(ds1 < ds2)

**Output:**

Series1:

0 2

1 4

2 6

3 8

4 10

dtype: int64

Series2:

0 1

1 3

2 5

3 7

4 10

dtype: int64

Compare the elements of the said Series:

Equals:

0 False

1 False

2 False

3 False

4 True

dtype: bool

Greater than:

0 True

1 True

2 True

3 True

4 False

dtype: bool

Less than:

0 False

1 False

2 False

3 False

4 False

dtype: bool

**5. Write a Pandas program to convert a dictionary to a Pandas series.**

**Python Code :**

import pandas as pd

d1 = {'a': 100, 'b': 200, 'c':300, 'd':400, 'e':800}

print("Original dictionary:")

print(d1)

new\_series = pd.Series(d1)

print("Converted series:")

print(new\_series)

**Output:**

Original dictionary:

{'a': 100, 'b': 200, 'c': 300, 'd': 400, 'e': 800}

Converted series:

a 100

b 200

c 300

d 400

e 800

dtype: int64

**6. Write a Pandas program to convert a NumPy array to a Pandas series.**

**Python Code :**

import numpy as np

import pandas as pd

np\_array = np.array([10, 20, 30, 40, 50])

print("NumPy array:")

print(np\_array)

new\_series = pd.Series(np\_array)

print("Converted Pandas series:")

print(new\_series)

**Output:**

NumPy array:

[10 20 30 40 50]

Converted Pandas series:

0 10

1 20

2 30

3 40

4 50

dtype: int64

**12. Pandas Data Frames:**

**1. Write a Pandas program to create and display a DataFrame from a specified dictionary data which has the index labels.**

Sample Python dictionary data and list labels:  
exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],  
'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],  
'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],  
'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}  
labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

**Python Code :**

import pandas as pd

import numpy as np

exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],

'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],

'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],

'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}

labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

df = pd.DataFrame(exam\_data , index=labels)

print(df)

**Output:**

name score attempts qualify

a Anastasia 12.5 1 yes

b Dima 9.0 3 no

c Katherine 16.5 2 yes

d James NaN 3 no

e Emily 9.0 2 no

f Michael 20.0 3 yes

g Matthew 14.5 1 yes

h Laura NaN 1 no

i Kevin 8.0 2 no

j Jonas 19.0 1 yes

**2. Write a Pandas program to display a summary of the basic information about a specified DataFrame and its data.**

**Python Code:**

import pandas as pd

import numpy as np

exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],

'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],

'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],

'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}

labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

df = pd.DataFrame(exam\_data , index=labels)

print("Summary of the basic information about this DataFrame and its data:")

print(df.info())

**Output:**

Summary of the basic information about this DataFrame and its data:

<class 'pandas.core.frame.DataFrame'>

Index: 10 entries, a to j

Data columns (total 4 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 name 10 non-null object

1 score 8 non-null float64

2 attempts 10 non-null int64

3 qualify 10 non-null object

dtypes: float64(1), int64(1), object(2)

memory usage: 400.0+ bytes

None

**3. Write a Pandas program to change the name 'James' to 'Suresh' in name column of the DataFrame.**

**Python Code :**

import pandas as pd

import numpy as np

exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],

'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],

'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],

'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}

labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

df = pd.DataFrame(exam\_data , index=labels)

print("Original rows:")

print(df)

print("\nChange the name 'James' to ‘Suresh’:")

df['name'] = df['name'].replace('James', 'Suresh')

print(df)

**Output:**

Original rows:

name score attempts qualify

a Anastasia 12.5 1 yes

b Dima 9.0 3 no

c Katherine 16.5 2 yes

d James NaN 3 no

e Emily 9.0 2 no

f Michael 20.0 3 yes

g Matthew 14.5 1 yes

h Laura NaN 1 no

i Kevin 8.0 2 no

j Jonas 19.0 1 yes

Change the name 'James' to ‘Suresh’:

name score attempts qualify

a Anastasia 12.5 1 yes

b Dima 9.0 3 no

c Katherine 16.5 2 yes

d Suresh NaN 3 no

e Emily 9.0 2 no

f Michael 20.0 3 yes

g Matthew 14.5 1 yes

h Laura NaN 1 no

i Kevin 8.0 2 no

j Jonas 19.0 1 yes

**4. Write a Pandas program to insert a new column in existing DataFrame.**

**Python Code :**

import pandas as pd

import numpy as np

exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],

'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],

'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],

'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}

labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

df = pd.DataFrame(exam\_data , index=labels)

print("Original rows:")

print(df)

color = ['Red','Blue','Orange','Red','White','White','Blue','Green','Green','Red']

df['color'] = color

print("\nNew DataFrame after inserting the 'color' column")

print(df)

**Output:**

Original rows:

name score attempts qualify

a Anastasia 12.5 1 yes

b Dima 9.0 3 no

c Katherine 16.5 2 yes

d James NaN 3 no

e Emily 9.0 2 no

f Michael 20.0 3 yes

g Matthew 14.5 1 yes

h Laura NaN 1 no

i Kevin 8.0 2 no

j Jonas 19.0 1 yes

New DataFrame after inserting the 'color' column

name score attempts qualify color

a Anastasia 12.5 1 yes Red

b Dima 9.0 3 no Blue

c Katherine 16.5 2 yes Orange

d James NaN 3 no Red

e Emily 9.0 2 no White

f Michael 20.0 3 yes White

g Matthew 14.5 1 yes Blue

h Laura NaN 1 no Green

i Kevin 8.0 2 no Green

j Jonas 19.0 1 yes Red

**5. Write a Pandas program to get list from DataFrame column headers.**

**Python Code :**

import pandas as pd

import numpy as np

exam\_data = {'name': ['Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'],

'score': [12.5, 9, 16.5, np.nan, 9, 20, 14.5, np.nan, 8, 19],

'attempts': [1, 3, 2, 3, 2, 3, 1, 1, 2, 1],

'qualify': ['yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes']}

labels = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j']

df = pd.DataFrame(exam\_data , index=labels)

print(list(df.columns.values))

**Output:**

['name', 'score', 'attempts', 'qualify']

**13. Pandas Index:**

1. **Write a Pandas program to display the default index and set a column as an Index in a given dataframe.**

**Test Data:**

0 s001 V Alberto Franco 15/05/2002 35 street1 t1

1 s002 V Gino Mcneill 17/05/2002 32 street2 t2

2 s003 VI Ryan Parkes 16/02/1999 33 street3 t3

3 s001 VI Eesha Hinton 25/09/1998 30 street1 t4

4 s002 V Gino Mcneill 11/05/2002 31 street2 t5

5 s004 VI David Parkes 15/09/1997 32 street4 t6

**Python Code :**

import pandas as pd

df = pd.DataFrame({

'school\_code': ['s001','s002','s003','s001','s002','s004'],

'class': ['V', 'V', 'VI', 'VI', 'V', 'VI'],

'name': ['Alberto Franco','Gino Mcneill','Ryan Parkes', 'Eesha Hinton', 'Gino Mcneill', 'David Parkes'],

'date\_Of\_Birth': ['15/05/2002','17/05/2002','16/02/1999','25/09/1998','11/05/2002','15/09/1997'],

'weight': [35, 32, 33, 30, 31, 32],

'address': ['street1', 'street2', 'street3', 'street1', 'street2', 'street4'],

't\_id':['t1', 't2', 't3', 't4', 't5', 't6']})

print("Default Index:")

print(df.head(10))

print("\nschool\_code as new Index:")

df1 = df.set\_index('school\_code')

print(df1)

print("\nt\_id as new Index:")

df2 = df.set\_index('t\_id')

print(df2)

**Output:**

Default Index:

school\_code class name date\_Of\_Birth weight address t\_id

0 s001 V Alberto Franco 15/05/2002 35 street1 t1

1 s002 V Gino Mcneill 17/05/2002 32 street2 t2

2 s003 VI Ryan Parkes 16/02/1999 33 street3 t3

3 s001 VI Eesha Hinton 25/09/1998 30 street1 t4

4 s002 V Gino Mcneill 11/05/2002 31 street2 t5

5 s004 VI David Parkes 15/09/1997 32 street4 t6

school\_code as new Index:

school\_code class name date\_Of\_Birth weight address t\_id

s001 V Alberto Franco 15/05/2002 35 street1 t1

s002 V Gino Mcneill 17/05/2002 32 street2 t2

s003 VI Ryan Parkes 16/02/1999 33 street3 t3

s001 VI Eesha Hinton 25/09/1998 30 street1 t4

s002 V Gino Mcneill 11/05/2002 31 street2 t5

s004 VI David Parkes 15/09/1997 32 street4 t6

t\_id as new Index:

t\_id school\_code class name date\_Of\_Birth weight address

t1 s001 V Alberto Franco 15/05/2002 35 street1

t2 s002 V Gino Mcneill 17/05/2002 32 street2

t3 s003 VI Ryan Parkes 16/02/1999 33 street3

t4 s001 VI Eesha Hinton 25/09/1998 30 street1

t5 s002 V Gino Mcneill 11/05/2002 31 street2

t6 s004 VI David Parkes 15/09/1997 32 street4

**2. Write a Pandas program to create an index labels by using 64-bit integers, using floating-point numbers in a given dataframe.**

**Python Code :**

import pandas as pd

print("Create an Int64Index:")

df\_i64 = pd.DataFrame({

'school\_code': ['s001','s002','s003','s001','s002','s004'],

'class': ['V', 'V', 'VI', 'VI', 'V', 'VI'],

'name': ['Alberto Franco','Gino Mcneill','Ryan Parkes', 'Eesha Hinton', 'Gino Mcneill', 'David Parkes'],

'date\_Of\_Birth': ['15/05/2002','17/05/2002','16/02/1999','25/09/1998','11/05/2002','15/09/1997'],

'weight': [35, 32, 33, 30, 31, 32],

'address': ['street1', 'street2', 'street3', 'street1', 'street2', 'street4']},

index=[1, 2, 3, 4, 5, 6])

print(df\_i64)

print("\nView the Index:")

print(df\_i64.index)

print("\nFloating-point labels using Float64Index:")

df\_f64 = pd.DataFrame({

'school\_code': ['s001','s002','s003','s001','s002','s004'],

'class': ['V', 'V', 'VI', 'VI', 'V', 'VI'],

'name': ['Alberto Franco','Gino Mcneill','Ryan Parkes', 'Eesha Hinton', 'Gino Mcneill', 'David Parkes'],

'date\_Of\_Birth ': ['15/05/2002','17/05/2002','16/02/1999','25/09/1998','11/05/2002','15/09/1997'],

'weight': [35, 32, 33, 30, 31, 32],

'address': ['street1', 'street2', 'street3', 'street1', 'street2', 'street4']},

index=[.1, .2, .3, .4, .5, .6])

print(df\_f64)

print("\nView the Index:")

print(df\_f64.index)

**Output:**

Create an Int64Index:

school\_code class name date\_Of\_Birth weight address

1 s001 V Alberto Franco 15/05/2002 35 street1

2 s002 V Gino Mcneill 17/05/2002 32 street2

3 s003 VI Ryan Parkes 16/02/1999 33 street3

4 s001 VI Eesha Hinton 25/09/1998 30 street1

5 s002 V Gino Mcneill 11/05/2002 31 street2

6 s004 VI David Parkes 15/09/1997 32 street4

View the Index:

Int64Index([1, 2, 3, 4, 5, 6], dtype='int64')

Floating-point labels using Float64Index:

school\_code class name date\_Of\_Birth weight address

0.1 s001 V Alberto Franco 15/05/2002 35 street1

0.2 s002 V Gino Mcneill 17/05/2002 32 street2

0.3 s003 VI Ryan Parkes 16/02/1999 33 street3

0.4 s001 VI Eesha Hinton 25/09/1998 30 street1

0.5 s002 V Gino Mcneill 11/05/2002 31 street2

0.6 s004 VI David Parkes 15/09/1997 32 street4

View the Index:

Float64Index([0.1, 0.2, 0.3, 0.4, 0.5, 0.6], dtype='float64')

**14.Pandas Strings and Regular Expressions:**

**1. Write a Pandas program to convert all the string values to upper, lower cases in a given pandas series. Also find the length of the string values.**

**Python Code :**

import pandas as pd

import numpy as np

s = pd.Series(['X', 'Y', 'Z', 'Aaba', 'Baca', np.nan, 'CABA', None, 'bird', 'horse', 'dog'])

print("Original series:")

print(s)

print("\nConvert all string values of the said Series to upper case:")

print(s.str.upper())

print("\nConvert all string values of the said Series to lower case:")

print(s.str.lower())

print("\nLength of the string values of the said Series:")

print(s.str.len())

**Output:**

Original series:

0 X

1 Y

2 Z

3 Aaba

4 Baca

5 NaN

6 CABA

7 None

8 bird

9 horse

10 dog

dtype: object

Convert all string values of the said Series to upper case:

0 X

1 Y

2 Z

3 AABA

4 BACA

5 NaN

6 CABA

7 None

8 BIRD

9 HORSE

10 DOG

dtype: object

Convert all string values of the said Series to lower case:

0 x

1 y

2 z

3 aaba

4 baca

5 NaN

6 caba

7 None

8 bird

9 horse

10 dog

dtype: object

Length of the string values of the said Series:

0 1.0

1 1.0

2 1.0

3 4.0

4 4.0

5 NaN

6 4.0

7 NaN

8 4.0

9 5.0

10 3.0

dtype: float64

**2. Write a Pandas program to remove whitespaces, left sided whitespaces and right sided whitespaces of the string values of a given pandas series.**

**Python Code :**

import pandas as pd

color1 = pd.Index([' Green', 'Black ', ' Red ', 'White', ' Pink '])

print("Original series:")

print(color1)

print("\nRemove whitespace")

print(color1.str.strip())

print("\nRemove left sided whitespace")

print(color1.str.lstrip())

print("\nRemove Right sided whitespace")

print(color1.str.rstrip())

**Output:**

Original series:

Index([' Green', 'Black ', ' Red ', 'White', ' Pink '], dtype='object')

Remove whitespace

Index(['Green', 'Black', 'Red', 'White', 'Pink'], dtype='object')

Remove left sided whitespace

Index(['Green', 'Black ', 'Red ', 'White', 'Pink '], dtype='object')

Remove Right sided whitespace

Index([' Green', 'Black', ' Red', 'White', ' Pink'], dtype='object')

**3. Write a Pandas program to count of occurrence of a specified substring in a DataFrame column.**

**Python Code :**

import pandas as pd

df = pd.DataFrame({

'name\_code': ['c001','c002','c022', 'c2002', 'c2222'],

'date\_of\_birth ': ['12/05/2002','16/02/1999','25/09/1998','12/02/2022','15/09/1997'],

'age': [18.5, 21.2, 22.5, 22, 23]

})

print("Original DataFrame:")

print(df)

print("\nCount occurrence of 2 in date\_of\_birth column:")

df['count'] = list(map(lambda x: x.count("2"), df['name\_code']))

print(df)

**Output:**

Original DataFrame:

name\_code date\_of\_birth age

0 c001 12/05/2002 18.5

1 c002 16/02/1999 21.2

2 c022 25/09/1998 22.5

3 c2002 12/02/2022 22.0

4 c2222 15/09/1997 23.0

Count occurrence of 2 in date\_of\_birth column:

name\_code date\_of\_birth age count

0 c001 12/05/2002 18.5 0

1 c002 16/02/1999 21.2 1

2 c022 25/09/1998 22.5 2

3 c2002 12/02/2022 22.0 2

4 c2222 15/09/1997 23.0 4

**4. Write a Pandas program to swap the cases of a specified character column in a given DataFrame.**

**Python Code :**

import pandas as pd

df = pd.DataFrame({

'company\_code': ['Abcd','EFGF', 'zefsalf', 'sdfslew', 'zekfsdf'],

'date\_of\_sale': ['12/05/2002','16/02/1999','25/09/1998','12/02/2022','15/09/1997'],

'sale\_amount': [12348.5, 233331.2, 22.5, 2566552.0, 23.0]

})

print("Original DataFrame:")

print(df)

print("\nSwapp cases in comapny\_code:")

df['swapped\_company\_code'] = list(map(lambda x: x.swapcase(), df['company\_code']))

print(df)

**Output:**

Original DataFrame:

company\_code date\_of\_sale sale\_amount

0 Abcd 12/05/2002 12348.5

1 EFGF 16/02/1999 233331.2

2 zefsalf 25/09/1998 22.5

3 sdfslew 12/02/2022 2566552.0

4 zekfsdf 15/09/1997 23.0

Swapp cases in comapny\_code:

company\_code date\_of\_sale sale\_amount swapped\_company\_code

0 Abcd 12/05/2002 12348.5 aBCD

1 EFGF 16/02/1999 233331.2 efgf

2 zefsalf 25/09/1998 22.5 ZEFSALF

3 sdfslew 12/02/2022 2566552.0 SDFSLEW

4 zekfsdf 15/09/1997 23.0 ZEKFSDF

**15. Pandas Joining and merging DataFrame:**

**1. Write a Pandas program to join the two given dataframes along rows and assign all data.**

**Test Data:**

student\_data1:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

student\_data2:

student\_id name marks

0 S4 Scarlette Fisher 201

1 S5 Carla Williamson 200

2 S6 Dante Morse 198

3 S7 Kaiser William 219

4 S8 Madeeha Preston 201

**Python Code :**

import pandas as pd

student\_data1 = pd.DataFrame({ 'student\_id': ['S1', 'S2', 'S3', 'S4', 'S5'],

'name': ['Danniella Fenton', 'Ryder Storey', 'Bryce Jensen', 'Ed Bernal', 'Kwame Morin'],

'marks': [200, 210, 190, 222, 199]})

student\_data2 = pd.DataFrame({ 'student\_id': ['S4', 'S5', 'S6', 'S7', 'S8'],

'name': ['Scarlette Fisher', 'Carla Williamson', 'Dante Morse', 'Kaiser William', 'Madeeha Preston'],

'marks': [201, 200, 198, 219, 201]})

print("Original DataFrames:")

print(student\_data1)

print("-------------------------------------")

print(student\_data2)

print("\nJoin the said two dataframes along rows:")

result\_data = pd.concat([student\_data1, student\_data2])

print(result\_data)

**Output:**

Original DataFrames:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

-------------------------------------

student\_id name marks

0 S4 Scarlette Fisher 201

1 S5 Carla Williamson 200

2 S6 Dante Morse 198

3 S7 Kaiser William 219

4 S8 Madeeha Preston 201

Join the said two dataframes along rows:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

0 S4 Scarlette Fisher 201

1 S5 Carla Williamson 200

2 S6 Dante Morse 198

3 S7 Kaiser William 219

4 S8 Madeeha Preston 201

**2. Write a Pandas program to append a list of dictioneries or series to a existing DataFrame and display the combined data**

**Test Data:**

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

**Dictionary:**

student\_id S6

name Scarlette Fisher

marks 205

**Python Code :**

import pandas as pd

student\_data1 = pd.DataFrame({

'student\_id': ['S1', 'S2', 'S3', 'S4', 'S5'],

'name': ['Danniella Fenton', 'Ryder Storey', 'Bryce Jensen', 'Ed Bernal', 'Kwame Morin'],

'marks': [200, 210, 190, 222, 199]})

s6 = pd.Series(['S6', 'Scarlette Fisher', 205], index=['student\_id', 'name', 'marks'])

dicts = [{'student\_id': 'S6', 'name': 'Scarlette Fisher', 'marks': 203},

{'student\_id': 'S7', 'name': 'Bryce Jensen', 'marks': 207}]

print("Original DataFrames:")

print(student\_data1)

print("\nDictionary:")

print(s6)

combined\_data = student\_data1.append(dicts, ignore\_index=True, sort=False)

print("\nCombined Data:")

print(combined\_data)

**Output:**

Original DataFrames:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

Dictionary:

student\_id S6

name Scarlette Fisher

marks 205

dtype: object

Combined Data:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

5 S6 Scarlette Fisher 203

6 S7 Bryce Jensen 207

**3. Write a Pandas program to join the two dataframes with matching records from both sides where available.**

**Test Data:**

student\_data1:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

student\_data2:

student\_id name marks

0 S4 Scarlette Fisher 201

1 S5 Carla Williamson 200

2 S6 Dante Morse 198

3 S7 Kaiser William 219

4 S8 Madeeha Preston 201

**Python Code :**

import pandas as pd

student\_data1 = pd.DataFrame({ 'student\_id': ['S1', 'S2', 'S3', 'S4', 'S5'],

'name': ['Danniella Fenton', 'Ryder Storey', 'Bryce Jensen', 'Ed Bernal', 'Kwame Morin'],

'marks': [200, 210, 190, 222, 199]})

student\_data2 = pd.DataFrame({ 'student\_id': ['S4', 'S5', 'S6', 'S7', 'S8'],

'name': ['Scarlette Fisher', 'Carla Williamson', 'Dante Morse', 'Kaiser William', 'Madeeha Preston'],

'marks': [201, 200, 198, 219, 201]})

print("Original DataFrames:")

print(student\_data1)

print(student\_data2)

merged\_data = pd.merge(student\_data1, student\_data2, on='student\_id', how='outer')

print("Merged data (outer join):")

print(merged\_data)

**Output:**

Original DataFrames:

student\_id name marks

0 S1 Danniella Fenton 200

1 S2 Ryder Storey 210

2 S3 Bryce Jensen 190

3 S4 Ed Bernal 222

4 S5 Kwame Morin 199

student\_id name marks

0 S4 Scarlette Fisher 201

1 S5 Carla Williamson 200

2 S6 Dante Morse 198

3 S7 Kaiser William 219

4 S8 Madeeha Preston 201

Merged data (outer join):

student\_id name\_x marks\_x name\_y marks\_y

0 S1 Danniella Fenton 200.0 NaN NaN

1 S2 Ryder Storey 210.0 NaN NaN

2 S3 Bryce Jensen 190.0 NaN NaN

3 S4 Ed Bernal 222.0 Scarlette Fisher 201.0

4 S5 Kwame Morin 199.0 Carla Williamson 200.0

5 S6 NaN NaN Dante Morse 198.0

6 S7 NaN NaN Kaiser William 219.0

7 S8 NaN NaN Madeeha Preston 201.0

**16. Pandas Time Series:**

**1. Write a Pandas program to create**

**a) Datetime object for Jan 15 2012.  
b) Specific date and time of 9:20 pm.  
c) Local date and time.  
d) A date without time.  
e) Current date.  
f) Time from a datetime.  
g) Current local time.**

**Python Code :**

import datetime

from datetime import datetime

print("Datetime object for Jan 11 2012:")

print(datetime(2012, 1, 11))

print("\nSpecific date and time of 9:20 pm")

print(datetime(2011, 1, 11, 21, 20))

print("\nLocal date and time:")

print(datetime.now())

print("\nA date without time: ")

print(datetime.date(datetime(2012, 5, 22)))

print("\nCurrent date:")

print(datetime.now().date())

print("\nTime from a datetime:")

print(datetime.time(datetime(2012, 12, 15, 18, 12)))

print("\nCurrent local time:")

print(datetime.now().time())

**Output:**

Datetime object for Jan 11 2012:

2012-01-11 00:00:00

Specific date and time of 9:20 pm

2011-01-11 21:20:00

Local date and time:

2022-12-13 09:06:22.414154

A date without time:

2012-05-22

Current date:

2022-12-13

Time from a datetime:

18:12:00

Current local time:

09:06:22.414276

**2. Write a Pandas program to create a date from a given year, month, day and another date from a given string formats.**

**Python Code :**

from datetime import datetime

date1 = datetime(year=2020, month=12, day=25)

print("Date from a given year, month, day:")

print(date1)

from dateutil import parser

date2 = parser.parse("1st of January, 2021")

print("\nDate from a given string formats:")

print(date2)

**Output:**

Date from a given year, month, day:

2020-12-25 00:00:00

Date from a given string formats:

2021-01-01 00:00:00

**3. Write a Pandas program to create a time-series with two index labels and random values. Also print the type of the index.**

**Python Code :**

import pandas as pd

import numpy as np

import datetime

from datetime import datetime, date

dates = [datetime(2011, 9, 1), datetime(2011, 9, 2)]

print("Time-series with two index labels:")

time\_series = pd.Series(np.random.randn(2), dates)

print(time\_series)

print("\nType of the index:")

print(type(time\_series.index))

**Output:**

Time-series with two index labels:

2011-09-01 -1.028482

2011-09-02 -1.237705

dtype: float64

Type of the index:

<class 'pandas.core.indexes.datetimes.DatetimeIndex'>

**17. Pandas Grouping Aggregate:**

**1. Write a Pandas program to split the following dataframe into groups based on school code. Also check the type of GroupBy object.**

**Test Data:**

![](data:image/png;base64,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)

**Python Code :**

import pandas as pd

pd.set\_option('display.max\_rows', None)

#pd.set\_option('display.max\_columns', None)

student\_data = pd.DataFrame({

'school\_code': ['s001','s002','s003','s001','s002','s004'],

'class': ['V', 'V', 'VI', 'VI', 'V', 'VI'],

'name': ['Alberto Franco','Gino Mcneill','Ryan Parkes', 'Eesha Hinton', 'Gino Mcneill', 'David Parkes'],

'date\_Of\_Birth ': ['15/05/2002','17/05/2002','16/02/1999','25/09/1998','11/05/2002','15/09/1997'],

'age': [12, 12, 13, 13, 14, 12],

'height': [173, 192, 186, 167, 151, 159],

'weight': [35, 32, 33, 30, 31, 32],

'address': ['street1', 'street2', 'street3', 'street1', 'street2', 'street4']},

index=['S1', 'S2', 'S3', 'S4', 'S5', 'S6'])

print("Original DataFrame:")

print(student\_data)

print('\nSplit the said data on school\_code wise:')

result = student\_data.groupby(['school\_code'])

for name,group in result:

print("\nGroup:")

print(name)

print(group)

print("\nType of the object:")

print(type(result))

Output:

Original DataFrame:

school\_code class name ... height weight address

S1 s001 V Alberto Franco ... 173 35 street1

S2 s002 V Gino Mcneill ... 192 32 street2

S3 s003 VI Ryan Parkes ... 186 33 street3

S4 s001 VI Eesha Hinton ... 167 30 street1

S5 s002 V Gino Mcneill ... 151 31 street2

S6 s004 VI David Parkes ... 159 32 street4

[6 rows x 8 columns]

Split the said data on school\_code wise:

Group:

s001

school\_code class name ... height weight address

S1 s001 V Alberto Franco ... 173 35 street1

S4 s001 VI Eesha Hinton ... 167 30 street1

[2 rows x 8 columns]

Group:

s002

school\_code class name ... height weight address

S2 s002 V Gino Mcneill ... 192 32 street2

S5 s002 V Gino Mcneill ... 151 31 street2

[2 rows x 8 columns]

Group:

s003

school\_code class name ... height weight address

S3 s003 VI Ryan Parkes ... 186 33 street3

[1 rows x 8 columns]

Group:

s004

school\_code class name ... height weight address

S6 s004 VI David Parkes ... 159 32 street4

[1 rows x 8 columns]

Type of the object:

<class 'pandas.core.groupby.groupby.DataFrameGroupBy'>

**2. Write a Pandas program to split the following dataframe by school code and get mean, min, and max value of age for each school.**

**Python Code :**

import pandas as pd

pd.set\_option('display.max\_rows', None)

#pd.set\_option('display.max\_columns', None)

student\_data = pd.DataFrame({

'school\_code': ['s001','s002','s003','s001','s002','s004'],

'class': ['V', 'V', 'VI', 'VI', 'V', 'VI'],

'name': ['Alberto Franco','Gino Mcneill','Ryan Parkes', 'Eesha Hinton', 'Gino Mcneill', 'David Parkes'],

'date\_Of\_Birth ': ['15/05/2002','17/05/2002','16/02/1999','25/09/1998','11/05/2002','15/09/1997'],

'age': [12, 12, 13, 13, 14, 12],

'height': [173, 192, 186, 167, 151, 159],

'weight': [35, 32, 33, 30, 31, 32],

'address': ['street1', 'street2', 'street3', 'street1', 'street2', 'street4']},

index=['S1', 'S2', 'S3', 'S4', 'S5', 'S6'])

print("Original DataFrame:")

print(student\_data)

print('\nMean, min, and max value of age for each value of the school:')

grouped\_single = student\_data.groupby('school\_code').agg({'age': ['mean', 'min', 'max']})

print(grouped\_single)

**Output:**

Original DataFrame:

school\_code class name ... height weight address

S1 s001 V Alberto Franco ... 173 35 street1

S2 s002 V Gino Mcneill ... 192 32 street2

S3 s003 VI Ryan Parkes ... 186 33 street3

S4 s001 VI Eesha Hinton ... 167 30 street1

S5 s002 V Gino Mcneill ... 151 31 street2

S6 s004 VI David Parkes ... 159 32 street4

[6 rows x 8 columns]

Mean, min, and max value of age for each value of the school:

age

mean min max

school\_code

s001 12.5 12 13

s002 13.0 12 14

s003 13.0 13 13

s004 12.0 12 12

**18. Pandas Styling:**

**1. Create a dataframe of ten rows, four columns with random values. Write a Pandas program to highlight the negative numbers red and positive numbers black.**

**Python Code :**

import pandas as pd

import numpy as np

np.random.seed(24)

df = pd.DataFrame({'A': np.linspace(1, 10, 10)})

df = pd.concat([df, pd.DataFrame(np.random.randn(10, 4), columns=list('BCDE'))],

axis=1)

print("Original array:")

print(df)

def color\_negative\_red(val):

color = 'red' if val < 0 else 'black'

return 'color: %s' % color

print("\nNegative numbers red and positive numbers black:")

df.style.applymap(color\_negative\_red)

**2. Create a dataframe of ten rows, four columns with random values. Write a Pandas program to highlight the maximum value in each column.**

**Python Code :**

import pandas as pd

import numpy as np

np.random.seed(24)

df = pd.DataFrame({'A': np.linspace(1, 10, 10)})

df = pd.concat([df, pd.DataFrame(np.random.randn(10, 4), columns=list('BCDE'))],

axis=1)

df.iloc[0, 2] = np.nan

df.iloc[3, 3] = np.nan

df.iloc[4, 1] = np.nan

df.iloc[9, 4] = np.nan

print("Original array:")

print(df)

def highlight\_max(s):

'''

highlight the maximum in a Series green.

'''

is\_max = s == s.max()

return ['background-color: green' if v else '' for v in is\_max]

print("\nHighlight the maximum value in each column:")

df.style.apply(highlight\_max,subset=pd.IndexSlice[:, ['B', 'C', 'D', 'E']])

**3. Create a dataframe of ten rows, four columns with random values. Write a Pandas program to highlight dataframe's specific columns.**

**Python Code :**

import pandas as pd

import numpy as np

np.random.seed(24)

df = pd.DataFrame({'A': np.linspace(1, 10, 10)})

df = pd.concat([df, pd.DataFrame(np.random.randn(10, 4), columns=list('BCDE'))], axis=1)

df.iloc[0, 2] = np.nan

df.iloc[3, 3] = np.nan

df.iloc[4, 1] = np.nan

df.iloc[9, 4] = np.nan

print("Original array:")

print(df)

def highlight\_cols(s):

color = 'grey'

return 'background-color: %s' % color

print("\nHighlight specific columns:")

df.style.applymap(highlight\_cols, subset=pd.IndexSlice[:, ['B', 'C']])

**19. Excel:**

**1. Write a Pandas program to import excel data (coalpublic2013.xlsx ) into a Pandas dataframe.**

**Python Code :**

import pandas as pd

import numpy as np

df = pd.read\_excel('E:\coalpublic2013.xlsx')

print(df.head)

**2. Write a Pandas program to find the sum, mean, max, min value of 'Production (short tons)' column of coalpublic2013.xlsx file.**

**Python Code :**

import pandas as pd

import numpy as np

df = pd.read\_excel('E:\coalpublic2013.xlsx')

print("Sum: ",df["Production"].sum())

print("Mean: ",df["Production"].mean())

print("Maximum: ",df["Production"].max())

print("Minimum: ",df["Production"].min())

**20. Plotting:**

**1. Write a Pandas program to create a line plot of the historical stock prices of Alphabet Inc. between two specific dates**

**Python Code :**

import pandas as pd

import matplotlib.pyplot as plt

df = pd.read\_csv("alphabet\_stock\_data.csv")

start\_date = pd.to\_datetime('2020-4-1')

end\_date = pd.to\_datetime('2020-09-30')

df['Date'] = pd.to\_datetime(df['Date'])

new\_df = (df['Date']>= start\_date) & (df['Date']<= end\_date)

df1 = df.loc[new\_df]

df2 = df1.set\_index('Date')

plt.figure(figsize=(5,5))

plt.suptitle('Stock prices of Alphabet Inc.,\n01-04-2020 to 30-09-2020', \ fontsize=18, color='black')

plt.xlabel("Date",fontsize=16, color='black')

plt.ylabel("$ price", fontsize=16, color='black')

df2['Close'].plot(color='green');

plt.show()

**2. Write a Pandas program to create a horizontal stacked bar plot of opening, closing stock prices of Alphabet Inc. between two specific dates.**

**Python Code :**

import pandas as pd

import matplotlib.pyplot as plt

df = pd.read\_csv("alphabet\_stock\_data.csv")

start\_date = pd.to\_datetime('2020-4-1')

end\_date = pd.to\_datetime('2020-4-30')

df['Date'] = pd.to\_datetime(df['Date'])

new\_df = (df['Date']>= start\_date) & (df['Date']<= end\_date)

df1 = df.loc[new\_df]

df2 = df1[['Date', 'Open', 'Close']]

df3 = df2.set\_index('Date')

plt.figure(figsize=(20,20))

df3.plot.barh(stacked=True)

plt.suptitle('Opening/Closing stock prices Alphabet Inc.,\n01-04-2020 to 30-04-2020', fontsize=12, color='black')

plt.show()

**3. Write a Pandas program to create a histograms plot of opening, closing, high, low stock prices of Alphabet Inc. between two specific dates.**

**Python Code :**

import pandas as pd

import matplotlib.pyplot as plt

df = pd.read\_csv("alphabet\_stock\_data.csv")

start\_date = pd.to\_datetime('2020-4-1')

end\_date = pd.to\_datetime('2020-9-30')

df['Date'] = pd.to\_datetime(df['Date'])

new\_df = (df['Date']>= start\_date) & (df['Date']<= end\_date)

df1 = df.loc[new\_df]

df2 = df1[['Open','Close','High','Low']]

#df3 = df2.set\_index('Date')

plt.figure(figsize=(25,25))

df2.plot.hist(alpha=0.5)

plt.suptitle('Opening/Closing/High/Low stock prices of Alphabet Inc.,\n From 01-04-2020 to 30-09-2020', fontsize=12, color='blue')

plt.show()

**4. Write a Pandas program to create a stacked histograms plot of opening, closing, high, low stock prices of Alphabet Inc. between two specific dates with more bins.**

**Python Code :**

import pandas as pd

import matplotlib.pyplot as plt

df = pd.read\_csv("alphabet\_stock\_data.csv")

start\_date = pd.to\_datetime('2020-4-1')

end\_date = pd.to\_datetime('2020-9-30')

df['Date'] = pd.to\_datetime(df['Date'])

new\_df = (df['Date']>= start\_date) & (df['Date']<= end\_date)

df1 = df.loc[new\_df]

df2 = df1[['Open','Close','High','Low']]

plt.figure(figsize=(25,25))

df2.plot.hist(stacked=True, bins=200)

plt.suptitle('Opening/Closing/High/Low stock prices of Alphabet Inc.,\n From 01-04-2020 to 30-09-2020', fontsize=12, color='black')

plt.show()

**21. Pandas SQL Query:**

**1. Write a Pandas program to display all the records of a student file.**

**Python Code :**

import pandas as pd

employees = pd.read\_csv(r"EMPLOYEES.csv")

print("All the records from employees file:")

print(employees)

**2. Write a Pandas program to select distinct department id from employee's file.**

**Python Code :**

import pandas as pd

employees = pd.read\_csv(r"EMPLOYEES.csv")

departments = pd.read\_csv(r"DEPARTMENTS.csv")

print("Distinct department\_id:")

print(employees.department\_id.unique())