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1. Creational
2. Singleton

public class Singleton {

// 1. volatile ensures visibility and prevents instruction reordering

private static volatile Singleton instance;

// 2. Private constructor prevents external instantiation

private Singleton() {

// Optionally: guard against reflection

if (instance != null) {

throw new RuntimeException("Use getInstance() method to create");

}

}

// 3. Public method to provide access to the instance

public static Singleton getInstance() {

if (instance == null) { // First check (no locking)

synchronized (Singleton.class) {

if (instance == null) { // Second check (with locking)

instance = new Singleton();

}

}

}

return instance;

}

// 4. Optional: Prevent cloning (violates singleton)

@Override

protected Object clone() throws CloneNotSupportedException {

throw new CloneNotSupportedException("Cloning not allowed");

}

// 5. Optional: Prevent deserialization from creating new instance

protected Object readResolve() {

return getInstance();

}

}

1. Factory

### Simple Java Example

#### Step 1: Product Interface

public interface Notification {

void notifyUser();

}

#### Step 2: Concrete Products

public class EmailNotification implements Notification {

public void notifyUser() {

System.out.println("Sending Email Notification");

}

}

public class SMSNotification implements Notification {

public void notifyUser() {

System.out.println("Sending SMS Notification");

}

}

#### Step 3: Factory Class

public class NotificationFactory {

public Notification createNotification(String type) {

if (type == null || type.isEmpty())

return null;

if ("EMAIL".equalsIgnoreCase(type))

return new EmailNotification();

if ("SMS".equalsIgnoreCase(type))

return new SMSNotification();

return null;

}

}

#### Step 4: Usage

public class Main {

public static void main(String[] args) {

NotificationFactory factory = new NotificationFactory();

Notification notification = factory.createNotification("EMAIL");

notification.notifyUser();

Notification sms = factory.createNotification("SMS");

sms.notifyUser();

}

}

1. Abstract design factory

**Scenario: Notification System (Email & SMS)**

Imagine you are building a system that can send notifications via:

* **Email**
* **SMS**

You want your system to support different **families of notifications** (e.g., "Urgent", "Normal") and each family may use a different channel (email or SMS). This is perfect for Abstract Factory.

**🏗️ Step-by-Step Code**

**🔹 Step 1: Abstract Product Interfaces**

interface Message {

void send(String to, String message);

}

**🔹 Step 2: Concrete Products**

class EmailMessage implements Message {

public void send(String to, String message) {

System.out.println("Sending EMAIL to " + to + ": " + message);

}

}

class SmsMessage implements Message {

public void send(String to, String message) {

System.out.println("Sending SMS to " + to + ": " + message);

}

}

**🔹 Step 3: Abstract Factory**

interface NotificationFactory {

Message createMessage();

}

**🔹 Step 4: Concrete Factories**

class EmailNotificationFactory implements NotificationFactory {

public Message createMessage() {

return new EmailMessage();

}

}

class SmsNotificationFactory implements NotificationFactory {

public Message createMessage() {

return new SmsMessage();

}

}

**🔹 Step 5: Client Code**

public class NotificationService {

private Message message;

public NotificationService(NotificationFactory factory) {

this.message = factory.createMessage();

}

public void notifyUser(String to, String messageText) {

message.send(to, messageText);

}

}

**🔹 Main Method (to run the program)**

public class Main {

public static void main(String[] args) {

NotificationFactory factory = new EmailNotificationFactory();

NotificationService service = new NotificationService(factory);

service.notifyUser("ramu@example.com", "Welcome to our service!");

// Change to SMS

NotificationFactory smsFactory = new SmsNotificationFactory();

NotificationService smsService = new NotificationService(smsFactory);

smsService.notifyUser("9876543210", "Your OTP is 123456.");

}

}

4.Builder

public class User {

private String name;

private int age;

// Private constructor

private User(Builder builder) {

this.name = builder.name;

this.age = builder.age;

}

// Static nested Builder class

public static class Builder {

private String name;

private int age;

public Builder setName(String name) {

this.name = name;

return this;

}

public Builder setAge(int age) {

this.age = age;

return this;

}

public User build() {

return new User(this);

}

}

@Override

public String toString() {

return name + " - " + age;

}

}

With out static class also we can create but object creation is required.

## ❌ 2. Builder Pattern ****without**** static (⚠️ ****Not recommended**** – rarely useful)

public class User {

private String name;

private int age;

private User(Builder builder) {

this.name = builder.name;

this.age = builder.age;

}

// Inner (non-static) Builder class

public class Builder {

private String name;

private int age;

public Builder setName(String name) {

this.name = name;

return this;

}

public Builder setAge(int age) {

this.age = age;

return this;

}

public User build() {

return new User(this);

}

}

// Factory method to get Builder

public Builder getBuilder() {

return new Builder();

}

@Override

public String toString() {

return name + " - " + age;

}

}

### Usage (awkward):

User outer = new User(null); // Not possible if constructor is private!

User.Builder builder = outer.new Builder(); // ❌ Needs outer class instance

1. Explain proto tye design pattern where layman can understand?

Sure! Let me explain the **Prototype Design Pattern** in a simple, **layman-friendly way**, using a real-world example and then connecting it to programming.

## 🧠 ****What is the Prototype Design Pattern?****

The **Prototype Pattern** is used when you want to **create new objects by copying (cloning) existing ones**, instead of building from scratch.

## 🏠 Real-World Analogy: Copying a House Blueprint

Imagine you are an architect.

* You design a **house blueprint** once (this is your prototype).
* Now, whenever a client wants the **same kind of house**, you just **make a copy of the blueprint**, not redesign everything.

You can **slightly customize** each copy (e.g., change paint color, number of windows), but the base design remains the same.

🧠 That’s the **Prototype Pattern**: create new objects by **cloning an existing prototype**.

## 💻 In Programming Terms

Instead of creating a new object with new, you **clone an existing object**.

### ✅ Why Use It?

* When creating an object is **expensive** (complex, time-consuming)
* When objects have **many configurations** and it’s easier to copy an existing one
* To avoid **repeating the same object setup**

## 🔧 Java Example

Let’s say you have a class DocumentTemplate:
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public class DocumentTemplate implements Cloneable {

private String title;

private String content;

public DocumentTemplate(String title, String content) {

this.title = title;

this.content = content;

}

public DocumentTemplate clone() {

try {

return (DocumentTemplate) super.clone();

} catch (CloneNotSupportedException e) {

throw new RuntimeException(e);

}

}

// Setters & toString for customization

public void setTitle(String title) { this.title = title; }

public String toString() { return "Title: " + title + ", Content: " + content; }

}

### ✅ Usage
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public class Main {

public static void main(String[] args) {

DocumentTemplate prototype = new DocumentTemplate("Default Title", "Default Content");

DocumentTemplate doc1 = prototype.clone();

doc1.setTitle("Invoice #1");

DocumentTemplate doc2 = prototype.clone();

doc2.setTitle("Invoice #2");

System.out.println(doc1); // Title: Invoice #1

System.out.println(doc2); // Title: Invoice #2

}

}

## 🧾 Summary (in Layman Terms)

| **Concept** | **Real-World Equivalent** |
| --- | --- |
| Prototype Object | Original House Blueprint |
| Cloning | Copying the blueprint |
| New Instance | Building a new house with minor changes |
| Benefit | Saves time, effort, avoids mistakes |

……………………………………………………………………………………………………………………………………………………….

**How to remember Structural Design patterns:**

BD🡪Budedu , PFAC-🡪PF acoount

BD 🡪(Bridge, Decorator)Budedu, PFFAC🡪 (Proxy, Flyweight, Façade, Adapter, Composite)PF account

1. **Façade design pattern**

## Real-World Analogy

* 🏨 **Hotel Front Desk** = Facade
* They internally talk to:
  + Housekeeping
  + Kitchen
  + Billing

But you (the customer) only deal with the **front desk**.

**public class TravelFacade {**

**private HotelBooking hotel;**

**private FlightBooking flight;**

**private CarRental car;**

**public TravelFacade() {**

**this.hotel = new HotelBooking();**

**this.flight = new FlightBooking();**

**this.car = new CarRental();**

**}**

**public void bookTrip() {**

**hotel.bookRoom();**

**flight.bookFlight();**

**car.rentCar();**

**System.out.println("Trip booking completed.");**

**}**

**public static void main(String[] args) {**

**TravelFacade facade = new TravelFacade();**

**facade.bookTrip(); // Client doesn't know how the internals work**

**}**

**}**

1. **Adapter**

**🧩 Real-World Analogy: Charger Plug Adapter**

**Scenario:**

* You have a **Laptop** that only accepts **Type-C** chargers.
* You have an **old USB-A charger**.
* You need an **Adapter** that converts the USB-A output to fit into the Type-C port.

**🎯 Goal in Code**

* Laptop expects a TypeCCharger interface
* You only have a USBACharger (legacy)
* You use USBAtoTypeCAdapter to convert the interface

**💻 Java Code**

**✅ Step 1: Target Interface (Type-C)**

// The expected interface by the laptop

public interface TypeCCharger {

void chargeViaTypeC();

}

**✅ Step 2: Adaptee Class (USB-A charger)**

// The incompatible legacy class

public class USBACharger {

public void chargeViaUSBA() {

System.out.println("Charging with USB-A charger.");

}

}

**✅ Step 3: Adapter Class**

// The adapter that makes USBA work with Type-C interface

public class USBAtoTypeCAdapter implements TypeCCharger {

private USBACharger usbaCharger;

public USBAtoTypeCAdapter(USBACharger usbaCharger) {

this.usbaCharger = usbaCharger;

}

@Override

public void chargeViaTypeC() {

System.out.println("Adapter converting USB-A to Type-C...");

usbaCharger.chargeViaUSBA();

}

}

1. **Proxy design pattern.**

Great question again! The **Proxy Design Pattern** may *look similar* to Adapter and Facade (since it also wraps another object), but it has a **very different purpose**.

Let’s explain it fully with:

* ✅ Concept
* ✅ Real-world analogy
* ✅ Java code example
* ✅ Comparison with Adapter and Facade

**🧱 What is the Proxy Design Pattern?**

The **Proxy Pattern** provides a **placeholder or surrogate** for another object to **control access** to it.

Instead of directly calling the real object, clients go through a **proxy object** that can add **extra behavior** like:

* Security checks 🔐
* Lazy loading 💤
* Caching 🗃️
* Access control 🚧
* Logging 📝

**💡 Real-World Analogy**

🕵️ **Credit card = Proxy for your bank account**

* You don’t give your **bank account directly** to the merchant.
* You give your **credit card**, which acts as a **proxy**.
* It controls:
  + ✅ Who can charge you
  + ✅ How much
  + ✅ When

public interface Payment {

void pay(double amount) throws Exception;

}

public class BankAccount implements Payment {

private double balance;

public BankAccount(double balance) {

this.balance = balance;

}

@Override

public void pay(double amount) throws Exception {

if (amount > balance) {

throw new Exception("Insufficient funds in bank account.");

}

balance -= amount;

System.out.println("Paid ₹" + amount + " using bank account. Remaining: ₹" + balance);

}

}

public class CreditCardProxy implements Payment {

private BankAccount bankAccount;

public CreditCardProxy(BankAccount bankAccount) {

this.bankAccount = bankAccount;

}

@Override

public void pay(double amount) throws Exception {

System.out.println("Attempting payment via credit card proxy...");

// Add logging, fraud checks, limits etc.

bankAccount.pay(amount); // delegate to real subject

System.out.println("Transaction logged successfully.\n");

}

}

**Saga Orchestration Pattern**

**🎯 What is it?**

A **central coordinator** (orchestrator) manages the entire saga by telling each service **what to do next**.

Example

**OrchestratorService is the orchestrator ✅**

@Service

public class OrchestratorService {

@Autowired OrderService orderService;

@Autowired PaymentService paymentService;

@Autowired InventoryService inventoryService;

public String placeOrder(OrderRequest request) {

boolean orderCreated = orderService.createOrder(request);

if (!orderCreated) return "Order Failed";

boolean paid = paymentService.deductPayment(request);

if (!paid) {

orderService.cancelOrder(request);

return "Payment Failed";

}

boolean stock = inventoryService.reduceStock(request);

if (!stock) {

paymentService.refund(request);

orderService.cancelOrder(request);

return "Inventory Failed";

}

return "Order Successful!";

}

}

## 💃 Choreography Pattern

### 🎯 What is it?

There is **no central coordinator** — each service **reacts to events** from the previous service and decides what to do next.

## 🧩 Scenario: Order Placement Flow (Choreography Style)

**Services:**

1. OrderService → emits OrderCreatedEvent
2. PaymentService → listens to OrderCreatedEvent, emits PaymentCompletedEvent
3. InventoryService → listens to PaymentCompletedEvent, emits InventoryUpdatedEvent
4. ShippingService → listens to InventoryUpdatedEvent

## Shared Model (Used across services)
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// OrderEvent.java

public class OrderEvent {

private String orderId;

private String status; // CREATED, PAID, FAILED, etc.

private String source; // ORDER, PAYMENT, INVENTORY

// + Getters/Setters

}

## ✅ 1. Order Service
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@RestController

@RequestMapping("/order")

public class OrderController {

@Autowired KafkaTemplate<String, OrderEvent> kafkaTemplate;

@PostMapping

public ResponseEntity<String> placeOrder(@RequestBody OrderEvent event) {

event.setStatus("CREATED");

event.setSource("ORDER");

kafkaTemplate.send("order-events", event);

return ResponseEntity.ok("Order created and event published.");

}

}

## ✅ 2. Payment Service

java

CopyEdit

@Component

public class PaymentListener {

@Autowired KafkaTemplate<String, OrderEvent> kafkaTemplate;

@KafkaListener(topics = "order-events", groupId = "payment-group")

public void listen(OrderEvent event) {

if ("CREATED".equals(event.getStatus())) {

System.out.println("Processing payment for order: " + event.getOrderId());

// Simulate payment success

event.setStatus("PAID");

event.setSource("PAYMENT");

kafkaTemplate.send("order-events", event);

}

}

}

## ✅ 3. Inventory Service
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@Component

public class InventoryListener {

@Autowired KafkaTemplate<String, OrderEvent> kafkaTemplate;

@KafkaListener(topics = "order-events", groupId = "inventory-group")

public void listen(OrderEvent event) {

if ("PAID".equals(event.getStatus())) {

System.out.println("Reducing stock for order: " + event.getOrderId());

// Simulate stock update

event.setStatus("INVENTORY\_UPDATED");

event.setSource("INVENTORY");

kafkaTemplate.send("order-events", event);

}

}

}

## ✅ 4. Shipping Service
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@Component

public class ShippingListener {

@KafkaListener(topics = "order-events", groupId = "shipping-group")

public void listen(OrderEvent event) {

if ("INVENTORY\_UPDATED".equals(event.getStatus())) {

System.out.println("Shipping order: " + event.getOrderId());

// Final service, no new event needed

}

}

}

![https://miro.medium.com/v2/resize:fit:700/1*hi4b3R4WqzWCRFXOqCsRQQ.jpeg](data:image/jpeg;base64,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)

Composite design pattern

Some other example case where layman can understand?

###### ChatGPT said:

Absolutely! Here's another **layman-friendly real-world example** of the **Composite Design Pattern** using something very relatable: a **restaurant menu** 🍽️.

## 🍔 Composite Design Pattern – Restaurant Menu Example

Imagine you're at a restaurant. The **menu** has:

* Individual items: like "Burger", "Fries", "Coke"
* Combo meals: like "Family Combo" which includes Burger + Fries + Coke
* Bigger combos: like "Party Pack" which includes 2 Family Combos and some desserts

Now, when you **print the menu**, whether it’s:

* A **single item** (leaf), or
* A **combo** (composite),

…it’s handled **the same way** — you just say:  
➡️ menuItem.print() or combo.print().

That’s the essence of the **Composite Pattern**:

**Treat individual items and groups of items uniformly.**

### 🧱 Structure

| **Concept** | **Real-World Object** |
| --- | --- |
| Component | Anything in the menu (common interface) |
| Leaf | Single item (Burger, Coke) |
| Composite | Combo (Meal, Family Pack) |

### ✅ Java Example: Menu

interface MenuItem {

void print();

}

### 🧾 Leaf Item: Single Dish

class Dish implements MenuItem {

private String name;

public Dish(String name) {

this.name = name;

}

@Override

public void print() {

System.out.println("Item: " + name);

}

}

### 🍱 Composite Item: Combo

import java.util.ArrayList;

import java.util.List;

class Combo implements MenuItem {

private String name;

private List<MenuItem> items = new ArrayList<>();

public Combo(String name) {

this.name = name;

}

public void add(MenuItem item) {

items.add(item);

}

@Override

public void print() {

System.out.println("Combo: " + name);

for (MenuItem item : items) {

item.print();

}

}

}

### ▶️ Usage

public class Restaurant {

public static void main(String[] args) {

Dish burger = new Dish("Burger");

Dish fries = new Dish("Fries");

Dish coke = new Dish("Coke");

Combo familyCombo = new Combo("Family Combo");

familyCombo.add(burger);

familyCombo.add(fries);

familyCombo.add(coke);

Dish dessert = new Dish("Ice Cream");

Combo partyPack = new Combo("Party Pack");

partyPack.add(familyCombo); // composite inside composite!

partyPack.add(dessert);

partyPack.print();

}

}

Flyweight:

## 📖 ****Flyweight — Meaning (in English)****

The word **"flyweight"** comes from **boxing and wrestling**.

A **flyweight** is a person who belongs to one of the **lightest weight classes** — usually very **lightweight** and **small**.

**📎 Flyweight Pattern – Ball Pen Example**

**🖊️ Imagine a pen factory**

You're running a **pen factory**. You produce thousands of pens every day.

You notice:

* All **blue pens** have **same ink, same nib, same design**.
* Only **customer name** printed on the pen is different.

👉 Should you store **everything separately** for every pen?

**No!**  
That would waste memory and space.

**✅ So what do you do?**

You:

* **Create one object** for all **blue pen design** – ✅ shared
* Only keep **customer name** separately – ✅ unique

**🎯 That’s Flyweight Pattern:**

Share what’s common (blue pen design), store what’s unique (name) separately.

**🧠 In Code Terms**

class PenType {

String color = "Blue";

String design = "Slim with logo";

void print(String customerName) {

System.out.println("Pen for " + customerName + " | " + color + " | " + design);

}

}

**Factory to reuse same PenType:**

class PenFactory {

static PenType bluePen = new PenType();

static PenType getBluePen() {

return bluePen;

}

}

**Client code:**

public class Main {

public static void main(String[] args) {

PenType pen = PenFactory.getBluePen();

pen.print("Alice");

pen.print("Bob");

pen.print("Charlie");

}

}

**✅ Output:**

Pen for Alice | Blue | Slim with logo

Pen for Bob | Blue | Slim with logo

Pen for Charlie | Blue | Slim with logo

Only **one pen object** is created and reused, saving memory

Bridge design pattern

some other exaple where layman can understands

###### ChatGPT said:

Absolutely! Here's another **super easy, real-life example** of the **Bridge Design Pattern** — no programming knowledge required. Let’s use something you interact with daily:

## 🧳 🎨 ****Example: Color a Shape – Layman Explanation****

### Imagine:

You are running a **factory that paints shapes**.

* You can paint **circles**, **squares**, **triangles**...
* You can paint them **red**, **blue**, **green**...

### ❌ Without Bridge Pattern (Tightly Coupled):

To handle all combinations, you’ll create:

* RedCircle
* BlueCircle
* RedSquare
* GreenTriangle
* … 😰 Too many classes! (Class explosion)

### ✅ With Bridge Pattern:

You split it into **two parts**:

| **Abstraction (WHAT to do)** | **Implementation (HOW to do it)** |
| --- | --- |
| Shape | Color |
| Circle, Square | Red, Blue, Green |

Each shape **"has a color"**, but they’re kept **independent**.

### 🔄 Now you can mix-and-match:

* Circle + Red
* Triangle + Green
* Square + Blue

👉 **No need to create 100 different shape-color combos manually!**

## 🧠 Summary

| **Without Bridge** | **With Bridge** |
| --- | --- |
| Tight coupling | Loose coupling |
| Every combo = new class | Combine behavior flexibly |
| Hard to maintain | Easy to extend & scale |

## 💬 Layman Summary

Bridge pattern is like saying:

🧑‍🎨 “I can paint **any shape** with **any color**, because I separated the **shape logic** from the **color logic** — and just **bridge them together** when needed.”

Would you like to see this in code (Java or Python)? Or another real-life analogy (e.g., printer drivers, payment gateways)?

##### You said:

write program for the same

###### ChatGPT said:

Sure! Here's a simple Java implementation of the **Bridge Design Pattern** using the **Shape + Color** example we discussed earlier — perfect for beginners.

## 🎯 Goal:

You can combine **any shape** with **any color**, without rewriting code every time.

## 🧱 Step-by-step Code

### 1️⃣ ****Color interface (Implementation)****

java

CopyEdit

// Implementor

interface Color {

String applyColor();

}

### 2️⃣ ****Concrete Colors****

java

CopyEdit

// Concrete Implementors

class RedColor implements Color {

public String applyColor() {

return "Red";

}

}

class BlueColor implements Color {

public String applyColor() {

return "Blue";

}

}

### 3️⃣ ****Shape abstract class (Abstraction)****

java

CopyEdit

// Abstraction

abstract class Shape {

protected Color color; // Bridge!

public Shape(Color color) {

this.color = color;

}

abstract void draw();

}

### 4️⃣ ****Concrete Shapes****

java

CopyEdit

// Refined Abstractions

class Circle extends Shape {

public Circle(Color color) {

super(color);

}

public void draw() {

System.out.println("Drawing Circle in " + color.applyColor() + " color.");

}

}

class Square extends Shape {

public Square(Color color) {

super(color);

}

public void draw() {

System.out.println("Drawing Square in " + color.applyColor() + " color.");

}

}

### 5️⃣ ****Test the Bridge Pattern****

java

CopyEdit

// Client code

public class BridgePatternDemo {

public static void main(String[] args) {

Shape redCircle = new Circle(new RedColor());

Shape blueSquare = new Square(new BlueColor());

redCircle.draw(); // Output: Drawing Circle in Red color.

blueSquare.draw(); // Output: Drawing Square in Blue color.

}

}

Difference between Bridge and adapter

main diffrence between bridge and adapater ?

###### ChatGPT said:

Great question! The **Bridge** and **Adapter** design patterns are both structural patterns in design, and they can seem similar — but they solve **very different problems**.

Let’s break it down in a **clear table**, followed by a simple example to drive it home.

## 🧠 Core Difference

| **Aspect** | **Bridge Pattern** | **Adapter Pattern** |
| --- | --- | --- |
| 🎯 **Intent** | **Separate abstraction from implementation** | **Convert one interface into another** |
| 🔄 **Used when** | You want to **develop two hierarchies independently** | You want to **use existing code that doesn't match your interface** |
| 🔗 **Relationship** | Composition-based, both sides (Abstraction + Implementation) evolve independently | Wraps/adjusts an existing incompatible interface |
| 🛠️ **When to Use** | While **designing new systems** for future flexibility | When **integrating old/3rd-party code** into your system |
| 📦 **Example Use Case** | Drawing shapes in any color using bridges | Plugging a **2-pin charger** into a **3-pin socket** |

## 🎨 Visual Analogy

### ****Bridge Pattern****

Like building a **TV Remote** that can work with any brand of TV (Sony, LG, etc.) using a common interface — both **remote features** and **TV types** evolve independently.

### ****Adapter Pattern****

Like using a **travel adapter** to plug your **Indian charger** into a **UK socket** — the adapter lets **incompatible things work together**.

## 🧾 Java Example Snippet

### ✅ ****Bridge Example****

java

CopyEdit

interface Color {

String apply();

}

class Red implements Color {

public String apply() { return "Red"; }

}

abstract class Shape {

protected Color color;

Shape(Color color) { this.color = color; }

abstract void draw();

}

class Circle extends Shape {

Circle(Color color) { super(color); }

void draw() {

System.out.println("Drawing Circle in " + color.apply());

}

}

### ✅ ****Adapter Example****

java

CopyEdit

// Old interface

class OldCharger {

void chargeWithOldSocket() {

System.out.println("Charging with old charger");

}

}

// Adapter

interface NewSocket {

void charge();

}

class ChargerAdapter implements NewSocket {

OldCharger oldCharger = new OldCharger();

public void charge() {

oldCharger.chargeWithOldSocket();

}

}

## 🔚 Summary

| **Pattern** | **Think of it like...** | **Solves this problem...** |
| --- | --- | --- |
| **Bridge** | Universal TV remote | How to let **two things evolve separately** |
| **Adapter** | Travel socket adapter | How to **use incompatible existing things** |

Decorator:

ame way explain decorator

###### ChatGPT said:

Absolutely! Let's now break down the **Decorator Design Pattern** in the **same style** — so even a **layman** can understand it, along with real-life analogies, code, and differences from other patterns.

## 🧠 ****What is Decorator Pattern?****

The **Decorator Pattern** lets you **add new behavior (features)** to an object **without changing its original structure** — and you can do this **dynamically, at runtime**.

## 💡 Layman Real-Life Analogy: ****Coffee + Add-ons****

Imagine you go to a coffee shop:

1. You order a **plain coffee** ☕ (base object)
2. Then you say:
   * “Add milk” 🥛
   * “Add sugar” 🍬
   * “Add whipped cream” 🍦

Each add-on **wraps around** the original coffee and **adds new behavior (taste, cost, etc.)**

☕ ➕ Milk ➕ Sugar ➕ Cream  
Each one **decorates** the coffee!

## 🎨 Visual: Coffee Order Stack

text

CopyEdit

Coffee

↓

+ Milk

↓

+ Sugar

↓

+ Cream

Each decorator **wraps** the previous one, just like layers.

## 🧱 Java Example – Decorator Pattern

### 1️⃣ Base Component

java

CopyEdit

interface Coffee {

String getDescription();

double cost();

}

### 2️⃣ Concrete Component

java

CopyEdit

class SimpleCoffee implements Coffee {

public String getDescription() { return "Simple Coffee"; }

public double cost() { return 50.0; }

}

### 3️⃣ Decorator Base Class

java

CopyEdit

abstract class CoffeeDecorator implements Coffee {

protected Coffee coffee;

public CoffeeDecorator(Coffee coffee) {

this.coffee = coffee;

}

}

### 4️⃣ Concrete Decorators

java

CopyEdit

class MilkDecorator extends CoffeeDecorator {

public MilkDecorator(Coffee coffee) {

super(coffee);

}

public String getDescription() {

return coffee.getDescription() + ", Milk";

}

public double cost() {

return coffee.cost() + 10.0;

}

}

class SugarDecorator extends CoffeeDecorator {

public SugarDecorator(Coffee coffee) {

super(coffee);

}

public String getDescription() {

return coffee.getDescription() + ", Sugar";

}

public double cost() {

return coffee.cost() + 5.0;

}

}

### 5️⃣ Client Code (Usage)

java

CopyEdit

public class DecoratorDemo {

public static void main(String[] args) {

Coffee coffee = new SimpleCoffee(); // ₹50

coffee = new MilkDecorator(coffee); // +₹10

coffee = new SugarDecorator(coffee); // +₹5

System.out.println(coffee.getDescription()); // Simple Coffee, Milk, Sugar

System.out.println("Total cost: ₹" + coffee.cost()); // ₹65

}

}

## ✅ Output

yaml

CopyEdit

Simple Coffee, Milk, Sugar

Total cost: ₹65.0

## 🎯 Summary of When to Use Decorator

| **Use When...** | **Because...** |
| --- | --- |
| You want to **add new behavior** to an object | Without modifying existing class |
| You want **flexibility** (dynamic add-ons) | Can add/remove features at runtime |
| You want to **avoid subclass explosion** | Don't create 10 subclasses for 10 combos |

………………………………………………………………………………………………………………………………………..

Behavioural Design pattern:

Strategy:

Absolutely! Let’s break down the **Strategy Design Pattern** in a **simple, real-life way** — followed by an easy Java code example.

**🧠 What is Strategy Pattern?**

**Strategy Pattern** lets you **define a family of algorithms (or behaviors)**, put them in **separate classes**, and make them **interchangeable** — so the object using them can **change its behavior at runtime**.

**💡 Real-Life Example: Payment in Shopping App**

You’re on Amazon or Flipkart, checking out. You can choose to pay by:

* 💳 Credit Card
* 🏦 Net Banking
* 📱 UPI
* 💸 Cash on Delivery

🧠 These are all **strategies** for **payment**.  
The checkout page doesn’t care how you pay — it just **uses the payment strategy you select.**

**🎯 Key Concepts**

| **Concept** | **In Real Life (Payment Example)** |
| --- | --- |
| **Context** | Checkout screen |
| **Strategy interface** | Payment interface |
| **Concrete Strategies** | UPI, Card, NetBanking, COD classes |

**✅ Java Code Example – Strategy Pattern**

**1️⃣ Strategy Interface**

java

CopyEdit

interface PaymentStrategy {

void pay(double amount);

}

**2️⃣ Concrete Strategies**

java

CopyEdit

class CreditCardPayment implements PaymentStrategy {

public void pay(double amount) {

System.out.println("Paid ₹" + amount + " using Credit Card.");

}

}

class UpiPayment implements PaymentStrategy {

public void pay(double amount) {

System.out.println("Paid ₹" + amount + " using UPI.");

}

}

**3️⃣ Context Class**

java

CopyEdit

class ShoppingCart {

private PaymentStrategy paymentStrategy;

// Inject strategy at runtime

public void setPaymentStrategy(PaymentStrategy paymentStrategy) {

this.paymentStrategy = paymentStrategy;

}

public void checkout(double amount) {

paymentStrategy.pay(amount);

}

}

**4️⃣ Client Code**

java

CopyEdit

public class StrategyDemo {

public static void main(String[] args) {

ShoppingCart cart = new ShoppingCart();

// User selects UPI

cart.setPaymentStrategy(new UpiPayment());

cart.checkout(999.0);

// User selects Credit Card

cart.setPaymentStrategy(new CreditCardPayment());

cart.checkout(1499.0);

}

}

**✅ Output**

cpp

CopyEdit

Paid ₹999.0 using UPI.

Paid ₹1499.0 using Credit Card.

**🧠 Why Use Strategy Pattern?**

| **Benefit** | **Explanation** |
| --- | --- |
| ✅ Flexibility | You can change behavior without changing code |
| ✅ Open/Closed Principle | Add new strategies without modifying existing ones |
| ✅ Reusability & Clean Code | Keep algorithms separate and interchangeable |

Command :

Command design pattern ?

###### ChatGPT said:

Absolutely! Let’s break down the **Command Design Pattern** — in the **same clear, layman-friendly style**, with a **real-world example** and then Java code.

## 🧠 What is Command Pattern?

**Command Pattern** turns a **request or action** into a **separate object** — so that you can **parameterize, queue, undo, or log actions**, all in a flexible way.

## 💡 Real-Life Analogy: ****TV Remote with Buttons****

Imagine a **TV remote**:

* You press **Power ON**
* You press **Volume Up**
* You press **Mute**

These are all **commands** that you give to the **TV receiver** via the **remote (invoker)**.

🎮 Each button press = one **Command Object**  
The TV = **Receiver**  
The Remote = **Invoker**

✅ The beauty? You can **store**, **undo**, or **replay** these commands later!

## 🧱 Components of Command Pattern

| **Component** | **Role in Real Life (TV Remote Example)** |
| --- | --- |
| **Command** | Interface for all commands (Command) |
| **ConcreteCommand** | Specific commands like PowerOnCommand |
| **Receiver** | The object that performs the action (TV) |
| **Invoker** | The remote/button that triggers commands |
| **Client** | User who configures the commands |

## ✅ Java Code Example – Command Pattern

### 1️⃣ Command Interface

java

CopyEdit

interface Command {

void execute();

}

### 2️⃣ Receiver Class

java

CopyEdit

class Television {

public void turnOn() {

System.out.println("TV is ON");

}

public void turnOff() {

System.out.println("TV is OFF");

}

}

### 3️⃣ Concrete Command Classes

java

CopyEdit

class TurnOnCommand implements Command {

private Television tv;

public TurnOnCommand(Television tv) {

this.tv = tv;

}

public void execute() {

tv.turnOn();

}

}

class TurnOffCommand implements Command {

private Television tv;

public TurnOffCommand(Television tv) {

this.tv = tv;

}

public void execute() {

tv.turnOff();

}

}

### 4️⃣ Invoker Class

java

CopyEdit

class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

command.execute();

}

}

### 5️⃣ Client Code

java

CopyEdit

public class CommandPatternDemo {

public static void main(String[] args) {

Television tv = new Television();

Command onCommand = new TurnOnCommand(tv);

Command offCommand = new TurnOffCommand(tv);

RemoteControl remote = new RemoteControl();

remote.setCommand(onCommand);

remote.pressButton(); // Output: TV is ON

remote.setCommand(offCommand);

remote.pressButton(); // Output: TV is OFF

}

}

## ✅ Output

vbnet

CopyEdit

TV is ON

TV is OFF

## 🧠 Why Use Command Pattern?

| **Benefit** | **Explanation** |
| --- | --- |
| ✅ **Decouples sender & receiver** | Remote doesn't know how TV works |
| ✅ **Undo/Redo support** | Commands can be queued or reversed |
| ✅ **Logging & replay** | Can save commands and replay later |
| ✅ **Flexible UI Binding** | Assign commands to buttons dynamically |
| Chain responsibility:  what about one micro service calling another micro service? ChatGPT said: Great question! Let's now apply the **Chain of Responsibility** conceptually to **microservices architecture** — and explain **how one microservice calls another**, in a clean, real-world way. 🧠 First: What Happens When One Microservice Calls Another? In a microservices system:   * Services are **independent** * Each one does a **specific job** * They often need to **talk to each other** over **HTTP (REST)**, **gRPC**, **message queues**, etc.  🔁 Example Scenario Let’s say you have an **e-commerce platform**:   | **Service Name** | **Responsibility** | | --- | --- | | OrderService | Accepts and processes customer orders | | PaymentService | Handles payments | | InventoryService | Updates stock | | NotificationService | Sends SMS/Email |  🔄 Flow (Service-to-Service Calls) text  CopyEdit  Client → OrderService  ↓  PaymentService  ↓  InventoryService  ↓  NotificationService  This looks very similar to a **Chain of Responsibility**, right?  ✅ Each service handles its part ✅ If successful, it **passes to the next service** ✅ When Is This Like Chain of Responsibility? When:   * Each service is part of a **workflow** * Services act like **handlers in a chain** * You pass a **request or event** to the next only if the previous one succeeded  🔄 Example Flow (Order Placement)  1. OrderService receives the request → validates order → calls PaymentService 2. PaymentService processes payment → if payment fails, stop → if success, calls InventoryService 3. InventoryService updates product stock → then calls NotificationService 4. NotificationService sends email/SMS  📦 How Can This Be Implemented?1. ****Synchronous HTTP calls**** java  CopyEdit  // Inside OrderService  Response payment = restTemplate.postForObject("http://payment-service/pay", orderData, Response.class);  if (payment.success) {  Response inventory = restTemplate.postForObject("http://inventory-service/update", orderData, Response.class);  }  Observer design pattern  Observer design same with real time and easily understandable one ChatGPT said: Absolutely! Let's break down the **Observer Design Pattern** in a **super simple, real-life way** — and then build a **minimal Java program** you can relate to. 🧠 What is Observer Pattern? **Observer Pattern** is when **one object (the subject)** maintains a **list of dependents (observers)** and **notifies them automatically** when its state **changes**.  In simple terms:  **“When something changes, everyone interested gets updated.”** 💡 Real-Life Example: ****YouTube Channel Subscription****🎯 Scenario:  * A **YouTube channel** uploads a new video. * All the **subscribers (observers)** get a **notification**.  | **Role** | **Real-World Example** | | --- | --- | | **Subject** | YouTube Channel | | **Observer** | Subscribers (you!) | | **Notification** | "New video uploaded!" |  ✅ Key Concepts  | **Concept** | **What it does** | | --- | --- | | **Subject** | Holds list of observers and notifies them | | **Observer** | Gets notified when the subject updates |  ✅ Java Implementation: YouTube Notification Example1️⃣ ****Observer Interface**** java  CopyEdit  interface Subscriber {  void update(String videoTitle);  } 2️⃣ ****Concrete Observers**** java  CopyEdit  class User implements Subscriber {  private String name;  public User(String name) {  this.name = name;  }  public void update(String videoTitle) {  System.out.println(name + " received notification: New video - " + videoTitle);  }  } 3️⃣ ****Subject Interface**** java  CopyEdit  interface Channel {  void subscribe(Subscriber sub);  void unsubscribe(Subscriber sub);  void notifySubscribers(String videoTitle);  } 4️⃣ ****Concrete Subject (YouTube Channel)**** java  CopyEdit  import java.util.ArrayList;  import java.util.List;  class YouTubeChannel implements Channel {  private List<Subscriber> subscribers = new ArrayList<>();  public void subscribe(Subscriber sub) {  subscribers.add(sub);  }  public void unsubscribe(Subscriber sub) {  subscribers.remove(sub);  }  public void notifySubscribers(String videoTitle) {  for (Subscriber sub : subscribers) {  sub.update(videoTitle);  }  }  // Upload new video  public void uploadVideo(String title) {  System.out.println("YouTube Channel: Uploaded new video - " + title);  notifySubscribers(title);  }  } 5️⃣ ****Client Code**** java  CopyEdit  public class ObserverPatternDemo {  public static void main(String[] args) {  YouTubeChannel techChannel = new YouTubeChannel();  Subscriber ramu = new User("Ramu");  Subscriber john = new User("John");  Subscriber priya = new User("Priya");  techChannel.subscribe(ramu);  techChannel.subscribe(john);  techChannel.uploadVideo("Java Design Patterns Explained");  techChannel.unsubscribe(john);  techChannel.subscribe(priya);  techChannel.uploadVideo("Observer Pattern Made Simple");  }  } ✅ Output sql  CopyEdit  YouTube Channel: Uploaded new video - Java Design Patterns Explained  Ramu received notification: New video - Java Design Patterns Explained  John received notification: New video - Java Design Patterns Explained  YouTube Channel: Uploaded new video - Observer Pattern Made Simple  Ramu received notification: New video - Observer Pattern Made Simple  Priya received notification: New video - Observer Pattern Made Simple 🔁 Real-Time Use Cases  | **Real-World Example** | **Observer Pattern?** | | --- | --- | | YouTube subscribers | ✅ Yes | | Stock price tracker | ✅ Yes | | WhatsApp group messages | ✅ Yes (all members get message) | | UI frameworks (JavaFX, React) | ✅ Yes (state change triggers UI update) |  🧠 Summary  | **Pattern Role** | **Example** | | --- | --- | | Subject | YouTube channel | | Observers | Subscribers | | Event/State | New video | | Action | Notifying all |   Template method Design pattern ChatGPT said: Great! Let's break down the **Template Method Design Pattern** in a **super simple, real-world way**, and then show a **clear Java program** to make it crystal clear. 🧠 What is Template Method Pattern? **Template Method Pattern** defines the **skeleton of an algorithm** in a base class but lets **subclasses redefine certain steps** of the algorithm **without changing its structure**. 💡 Real-Life Example: ****Making Tea vs. Making Coffee**** Both follow a similar process:   1. Boil water 2. Brew (tea leaves or coffee powder) 3. Pour in cup 4. Add condiments (milk/sugar or lemon)   ☕ The **common steps** are the same 🍵 The **custom parts** (brew, addCondiments) vary  This is a **template method**: steps defined, but parts overridden. ✅ Java Code: Template Method Pattern1️⃣ ****Abstract Class (Template)**** java  CopyEdit  abstract class Beverage {  // Template method  public final void prepareRecipe() {  boilWater();  brew();  pourInCup();  addCondiments();  }  void boilWater() {  System.out.println("Boiling water");  }  abstract void brew(); // to be implemented by subclass  void pourInCup() {  System.out.println("Pouring in cup");  }  abstract void addCondiments(); // to be implemented by subclass  } 2️⃣ ****Concrete Classes**** java  CopyEdit  class Tea extends Beverage {  void brew() {  System.out.println("Steeping the tea");  }  void addCondiments() {  System.out.println("Adding lemon");  }  }  class Coffee extends Beverage {  void brew() {  System.out.println("Dripping coffee through filter");  }  void addCondiments() {  System.out.println("Adding sugar and milk");  }  } 3️⃣ ****Client Code**** java  CopyEdit  public class TemplateMethodDemo {  public static void main(String[] args) {  System.out.println("Making Tea:");  Beverage tea = new Tea();  tea.prepareRecipe();  System.out.println("\nMaking Coffee:");  Beverage coffee = new Coffee();  coffee.prepareRecipe();  }  } ✅ Output Making Tea:  Boiling water  Steeping the tea  Pouring in cup  Adding lemon  Making Coffee:  Boiling water  Dripping coffee through filter  Pouring in cup  Adding sugar and milk |  |