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1. 有意义。例如Intel的系列CPU中，Intel Core i5、i7、i9虽然性能不同，但是都采用相同的体系结构，指令集互相兼容，属于一个系列的CPU家族，这就是一种系列计算机思想。
   1. 单纯从代码逻辑来看，库函数是否导致系统调用并不影响逻辑。
   2. 但是，系统调用存在trap指令，会导致程序陷入内核态。在进行用户态与内核态之间的交换时会有较大的性能开销。因此，当对程序的性能要求较高的情况下需要了解哪些库函数会导致系统调用并尽可能少地使用。
   3. 此外，系统调用同样可能会导致进程切换等，频繁的系统调用可能导致程序不会用满自己的时间片而抢占较少的CPU运行时间，因此在有较多进程一起运行的情况下，且对程序的运行速度要求较高，也需要了解库函数是否会导致系统调用。
2. 库函数和系统调用的内核函数不必具有相同的名字。对于编写用户态应用程序的程序员来说，库函数的名字更加重要。因为此类程序员直接调用的是库函数，而基本上不会去直接调用内核函数。因此了解库函数的名字更加重要。
   1. 采用顺序执行，A的周转时间为20+10+10+20+10=70s，B的周转时间为70+20+20+10+10+20=150s。A与B运行总共需要150s，其中CPU运行70s，使用设备80s，因此CPU利用率为46.7%，设备利用率为53.3%。
   2. 采用并发执行时，两者同时载入内存开始运行。前20s，A利用CPU而B使用设备；20~30s，A使用设备而B利用CPU；30~40s，B继续利用CPU而A等待CPU；40~50s，A利用CPU而B使用设备；50~60s，A使用设备而B利用CPU；60~70s，A继续使用设备而B等待设备；70~80s，A利用CPU，A执行完毕；70~90s，B使用设备，B执行完毕。

因此，A的周转时间为80s，B的周转时间为90s。在这90s内，60~70s和80~90s两个时间段内CPU空闲，因此CPU利用率为1-20/90=77.8%；30~40s设备空闲，因此设备利用率为1-10/90=88.9%。

1. 在Unix中创建进程需要fork和exec两个调用而Windows则只需要CreateProcess一个调用。经过查阅资料发现，Unix这样设计来源于早期的操作系统并不存在多进程的现象，在使用shell执行一个程序时，把当前的shell进行复制，然后再执行程序覆盖掉当前的shell，在执行完毕后把shell原有的环境替换回来，因此才有了fork和exec两个调用。
   1. Unix这两个调用的一个优点是使用方法简单，一个例子是有利于shell进行输入输出流的重定向：例如可以先进行fork，再把子进程输入输出流重定向，然后再进行exec；而使用CreateProcess如果要实现重定向则需要传递额外的参数，使得CreateProcess的参数增多，不利于使用。
   2. 而Unix的设计也有缺点。有研究指出 (Andrew Baumann, etc, 2019)，首先，Unix的fork与多线程存在巨大的冲突问题：在多线程编程中，只有执行fork的线程才能第一时间了解到自身处于何种进程，而如果线程通信方式设计不周则可能导致其他线程由于辨识进程错误而误操作，因此使用fork的多线程与多进程之间协调难度较大。第二，由于fork的子进程继承了父进程的一切，即会承载父进程的几乎所有信息，因此在安全性上存在问题，等等。而使用CreateProcess则不存在这些问题。

综合来看，两种方式都各有利弊，何种方式更优需要视具体情况而定。
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