EAS-502 Project 1

Team Members:

1. Nabeel Khan 56
2. Vijaya Rana 106

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlgAAADICAYAAAA0n5+2AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAAsTAAALEwEAmpwYAAAAB3RJTUUH3ggGFB4FTv8DHgAAAB1pVFh0Q29tbWVudAAAAAAAQ3JlYXRlZCB3aXRoIEdJTVBkLmUHAAAEPklEQVR42u3ZQUpyYRiG4adfg0IECTEhJCictoIGzXLmLtyCS2g3NYxGbSRpIpxBNDsjDb5/5gr0Q/C6FuDLOT6DG85ZKaUEAIC9+ecVAAAILAAAgQUAILAAABBYAAACCwBAYAEAILAAAAQWAIDAAgBAYAEACCwAAIEFACCwAAAQWAAAAgsAQGABACCwAAAEFgCAwAIAQGABAAgsAACBBQCAwAIAEFgAAAILAEBgAQAgsAAABBYAgMACAEBgAQAILAAAgQUAgMACABBYAAACCwAAgQUAILAAAAQWAIDAAgBAYAEACCwAAIEFAIDAAgAQWAAAAgsAAIEFACCwAAAEFgAAAgsAQGABAAgsAACBBQCAwAIAEFgAAAILAACBBQAgsAAABBYAAAILAEBgAQAILAAAgQUAgMACABBYAAACCwAAgQUAILAAAAQWAAACCwBAYAEACCwAAAQWAMDhdA/1w23bZr1eJ0lGo1Gurq6qPdTPz09+f3+TJJPJJL1er9rt9Xqdtm2TJNPpNJ1Op9rtr6+v/P395fz8PPf399XubrfbrFarJEm/38/NzU2123ZmZ3ZmZ3ZmZ0e5s3Igb29vJUlJUl5eXkpNy+Vyd/v9/b3q7efn593tpmmq3r6+vi5Jyu3tbdW739/fu2eez+dVb9uZndmZndmZnR3jznwiBADYM4EFACCwAAAEFgCAwAIAQGABAAgsAACBBQCAwAIAEFgAAAILAACBBQAgsAAABBYAgMACAEBgAQAILAAAgQUAgMACABBYAAACCwAAgQUAILAAAAQWAAACCwBAYAEACCwAAIEFAIDAAgAQWAAAAgsAAIEFACCwAAAEFgAAAgsAoJ7uoX748fExn5+fSZK7u7uqD7VYLDKbzZIkDw8PJ/Nnvr6+ZrPZ5OLiourd8Xi8+6+Hw2HV23ZmZ3ZmZ3ZmZ8e4s7NSStGZ+zObzfLx8ZEkaZom4/HYS8HOsDM4sZ35RAgAILAAAAQWAIDAAgBAYAEACCwAAIEFAIDAAgAQWAAAAgsAAIEFACCwAAAEFgCAwAIAQGABAAgsAACBBQCAwAIAEFgAAAILAACBBQAgsAAABBYAAAILAEBgAQAILAAAgQUAgMACABBYAAACCwAAgQUAILAAAAQWAAACCwCgnq5XsF9PT08ZDAZJksvLSy8EO8PO4AR3dlZKKf5eAID98YkQAEBgAQAILAAAgQUAgMACABBYAAACCwAAgQUAILAAAAQWAAACCwBAYAEACCwAAIEFAIDAAgAQWAAAAgsAAIEFACCwAAAEFgAAAgsAQGABAAgsAAAEFgCAwAIAEFgAAAILAACBBQAgsAAABBYAAAILAEBgAQAILAAABBYAgMACABBYAAAILAAAgQUAILAAAAQWAAACCwBAYAEACCwAAAQWAIDAAgAQWAAACCwAAIEFACCwAAAQWAAAAgsA4Mj9B+Cth95DHAiYAAAAAElFTkSuQmCC)![](data:image/png;base64,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)![](data:image/png;base64,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)

Robot Object

d

The **experiment** **starts at t = 0 (d>0)**. Let ***T*** be the time at which the distance between Robot and object is zero (d=0). Experiment ends when the **robot and the object land on the same spot, or when they cross each other**.

We define:

# Strategy 1: At each unit of time, the robot will move 1 unit toward the object regardless of the object movement.

## Analytical Solution

For the initial distance d there are 3 cases which are mentioned below considering robot moves 1 unit towards object:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Case** | **Object movement** | **Robot movement** | **Distance** | **Probability** |
| 1 | Left | Right | d-2 | p |
| 2 | Right | Right | d | p |
| 3 | Stationary | Right | d-1 | 1-2p |

Where p = Probability of movement of Object

Breaking by using Total expectation theorem for above 3 cases:

= à Equation 1

For simplification considering: = *Ed* & =p

Simplifying further Equation 1

Ed = p(1+Ed) + (1-2p)(1+Ed-1) + p(1+Ed-2)

­­Rearranging for Ed

Ed = (p + (1-2p)(1+Ed-1) + p(1+Ed-2))/(1-p)

* This is *General term for the Strategy 1*

We calculate E[T|] using the *General term for the Strategy 1* and then we used this result to compute E[T|]. We’ll use MATLAB to calculate E[T|] for the relevant values of d.

E1 = 1/(1-p)

E2­ =(2-3p)/((1-p)^2)

Now using this we can calculate E3 to E19

## MATLAB Code for Strategy 1:

function [final\_expected\_vals] = strategy\_1()

% Function to calculate expected values of time for P\_om from .1 to .5

final\_expected\_vals = [];

% Using P\_om from .1 to .5

for p\_om = (1:5)/10

% Starting with the E1 and E2 calculated manually using general term

exp\_vals = [1/(1-p\_om), (2-3\*p\_om)/((1-p\_om)\*(1-p\_om))];

% Calculating E3 to E19 using general equation

for d = 3:19

E\_d = (p\_om + (1-2\*p\_om)\*(1+ exp\_vals(d-1)) + p\_om\*(1+ exp\_vals(d-2)))/(1-p\_om);

exp\_vals(d) = E\_d;

end

% Now calculating the expected value using conditional expectation

% Using pmf of d (uniform distribution with Pd = 0.1)

expected\_total = 0;

for d = 10:19

expected\_total = expected\_total + 0.1\*exp\_vals(d);

end

disp(expected\_total);

final\_expected\_vals(end + 1) = expected\_total;

end

end

## Analytical Result for Strategy 1:

|  |  |
| --- | --- |
| **Probability of Object Movement (POM** or **p)** | **Expected Value of Time (ET)** |
| 0.1 | 14.60 |
| 0.2 | 14.70 |
| 0.3 | 14.80 |
| 0.4 | 14.90 |
| 0.5 | 15.00 |

# Strategy 3: At each unit of time, the robot will move 1 unit toward the object if the object moves to either left or right, and the robot will stop if the object stops.

## Analytical Solution:

For the initial distance d there are 3 cases which are mentioned below considering robot moves 1 unit towards object:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Case** | **Object movement** | **Robot movement** | **Distance** | **Probability** |
| 1 | Left | Right | d-2 | p |
| 2 | Right | Right | d | p |
| 3 | Stationary | Stationary | d | 1-2p |

Where p = Probability of movement of Object

Breaking by using Total expectation theorem for above 3 cases:

=

For simplification considering = Ed& =p

Simplifying further:

Ed = p (1+ Ed-2) + p(1+Ed) + (1-2p) (1+Ed)

Now after solving for Ed, we get

Ed = (1+pEd-2)/p

* This is *General term for the Strategy 3*

We calculate E[T|] using the *General term for the Strategy 3* and then we used this result to compute E[T|]. We’ll use MATLAB to calculate E[T|] for the relevant values of d.

E1 = 1/p

E2 = 1/p

Now using this we can calculate E3 to E19

## MATLAB Code for Strategy 3:

function [final\_expected\_vals] = strategy\_3()

% Function to calculate expected values of time for P\_om from .1 to .5

final\_expected\_vals = [];

% Using P\_om from .1 to .5

for p\_om = (1:5)/10

% Starting with the E1 and E2 calculated manually

exp\_vals = [1/(p\_om), 1/(p\_om)];

% Calculating E3 to E19 using general term

for d = 3:19

E\_d = (1 + (p\_om)\*(exp\_vals(d-2)))/(p\_om);

exp\_vals(d) = E\_d;

end

% Now calculating the expected value using conditional expectation

% Using pmf of d (uniform distribution with Pd = 0.1)

expected\_total = 0;

for d = 10:19

expected\_total = expected\_total + 0.1\*exp\_vals(d);

end

disp(expected\_total);

final\_expected\_vals(end + 1) = expected\_total;

end

end

## Analytical Result for Strategy 3:

|  |  |
| --- | --- |
| **Probability of Object Movement (POM** or **p)** | **Expected Value of Time (ET)** |
| 0.10 | 75.00 |
| 0.20 | 37.50 |
| 0.30 | 25.00 |
| 0.40 | 18.75 |
| 0.50 | 15.00 |

# Strategy 2\*: At each unit of time, the robot will move 1 unit toward the object (with the probability of 1.5 or will stop (with the probability of 1-1.5) regardless of the object movement.

For the initial distance d there are 6 cases which are mentioned below considering robot moves 1 unit towards object:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Case** | **Robot movement** | **Fly movement** | **Distance** | **Probability** |
| 1 | Still | Left | d-1 | (1-q)p |
| 2 | Still | Right | d+1 | (1-q)p |
| 3 | Still | Still | d | (1-q)(1-2p) |
| 4 | Right | Left | d-2 | qp |
| 5 | Right | Right | d | qp |
| 6 | Right | Still | d-1 | q(1-2p) |

Where p = Probability of movement of Object, and q = Probability of movement of robot

=

­­Simplifying above equation considering = Ed

1+(p+q-3pq)+(3 pq-2p-q)+(pq) )/p(q-1)

Where q=1.5p, solving we get

* This is *General term for the Strategy 2*

Using *General term for the Strategy 2* we calculateE1, E2, E3 for respective values of p shown in table

|  |  |  |  |
| --- | --- | --- | --- |
|  | E1 | E2 | E3 |
| p=0.1 | 7.109830201 | 13.74703778 | 20.41566273 |
| p=0.2 | 3.832148359 | 7.090836764 | 10.4353403 |
| p=0.3 | 2.796251249 | 4.870194275 | 7.130718951 |
| p=0.4 | 2.349754291 | 3.736455736 | 5.51786687 |
| p=0.5 | 2.194335081 | 2.971675407 | 4.664041954 |

## MATLAB Code for Strategy 2:

function [final\_expected\_vals] = strategy\_2()

% Function to calculate expected values of time for P\_om from .1 to .5

initial\_E­ = [7.109830200957157 13.747037779905098 20.415662725586326

3.8321483594592816 7.090836763705904 10.435340300715005

2.7962512487710653 4.870194275499013 7.130718950732399

2.3497542908541056 3.736455736129949 5.5178668695576

2.1943350814194544 2.9716754070972726 4.664041954066908];

final\_expected\_vals = [];

% Using P\_om from .1 to .5

for iter\_count = (1:5)

% Using P\_om from .1 to .5

p\_om = iter\_count/10;

% Starting with the E1, E2, and E3 calculated manually

E = initial\_E(iter\_count,:);

% Calculating E4 to E19 using general equation

for d = 4:19

E(d)=(1+(2.5\*p\_om-4.5\*p\_om^2)\*E(d-2)+((4.5\*p\_om^2)-3.5\*p\_om)\*E(d-1) +(1.5\*(p\_om\*^2)\*E(d-3)))/(p\_om\*(1.5\*p\_om - 1));

end

% Now calculating the expected value using conditional expectation

% Using pmf of d (uniform distribution with Pd = 0.1)

expected\_total = 0;

for d = 10:19

expected\_total = expected\_total + 0.1\*E(d);

end

disp(expected\_total);

final\_expected\_vals(end + 1) = expected\_total;

end

end

## Analytical Result for Strategy 2:

|  |  |
| --- | --- |
| **Probability of Object Movement (POM** or **p)** | **Expected Value of Time (ET)** |
| 0.10 | 97.082 |
| 0.20 | 48.767 |
| 0.30 | 32.678 |
| 0.40 | 24.651 |
| 0.50 | 19.856 |

# Conclusion

We used simulation for 10000 iterations to **arrive at the same results** as concluded in the table below

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Strategy** | **P\_om** | **Analytical Expected Value** | **Simulation** | | |
| **Iterations** | **Total Time** | **Simulated Expected Value** |
| Stg\_1 | 0.10 | 14.600 | 10000 | 146042 | 14.6042 |
| Stg\_1 | 0.20 | 14.700 | 10000 | 146760 | 14.676 |
| Stg\_1 | 0.30 | 14.800 | 10000 | 147276 | 14.7276 |
| Stg\_1 | 0.40 | 14.900 | 10000 | 149199 | 14.9199 |
| Stg\_1 | 0.50 | 15.000 | 10000 | 149503 | 14.9503 |
| Stg\_2 | 0.10 | 97.082 | 10000 | 967419 | 96.7419 |
| Stg\_2 | 0.20 | 48.767 | 10000 | 489432 | 48.9432 |
| Stg\_2 | 0.30 | 32.678 | 10000 | 327241 | 32.7241 |
| Stg\_2 | 0.40 | 24.651 | 10000 | 245996 | 24.5996 |
| Stg\_2 | 0.50 | 19.856 | 10000 | 198819 | 19.8819 |
| Stg\_3 | 0.10 | 75.000 | 10000 | 749603 | 74.9603 |
| Stg\_3 | 0.20 | 37.500 | 10000 | 375690 | 37.569 |
| Stg\_3 | 0.30 | 25.000 | 10000 | 251017 | 25.1017 |
| Stg\_3 | 0.40 | 18.750 | 10000 | 188280 | 18.828 |
| Stg\_3 | 0.50 | 15.000 | 10000 | 150856 | 15.0856 |

## Python Code for simulation

import numpy as np

import random

import pandas as pd

table\_results = []

for p\_om in [.1, .2, .3, .4, .5]:

robot\_position = 0

obj\_position = np.random.choice(range(10,20))

robot\_mvmts = np.array([0,1])

obj\_mvmts = np.array([-1,0,1])

obj\_mvmt\_probs = np.array([p\_om, 1-2\*p\_om, p\_om])

robot\_mvmt\_probs = np.array([1-1.5\*p\_om, 1.5\*p\_om])

# strategy 1

stg\_1\_times = []

for sim\_count in range(10000):

time\_count = 0

while robot\_position < obj\_position:

robot\_position += 1

obj\_position += np.random.choice(obj\_mvmts, 1,p=obj\_mvmt\_probs)[0]

time\_count += 1

robot\_position = 0

obj\_position = np.random.choice(range(10,20))

stg\_1\_times.append(time\_count)

print(sum(stg\_1\_times)/len(stg\_1\_times))

table\_results.append(['Stg\_1', p\_om,sum(stg\_1\_times) ])

# strategy 2

stg\_2\_times = []

for sim\_count in range(10000):

time\_count = 0

while robot\_position < obj\_position:

robot\_position += np.random.choice(robot\_mvmts, 1,p=robot\_mvmt\_probs)[0]

obj\_position += np.random.choice(obj\_mvmts, 1,p=[p\_om, 1-2\*p\_om, p\_om])[0]

time\_count += 1

robot\_position = 0

obj\_position = np.random.choice(range(10,20))

stg\_2\_times.append(time\_count)

print(sum(stg\_2\_times)/len(stg\_2\_times))

table\_results.append(['Stg\_2', p\_om,sum(stg\_2\_times) ])

# strategy 3

stg\_3\_times = []

for sim\_count in range(10000):

time\_count = 0

while robot\_position < obj\_position:

obj\_movement = np.random.choice([-1,0,1], 1,p=[p\_om, 1-2\*p\_om, p\_om])[0]

obj\_position += obj\_movement

robot\_position += abs(obj\_movement)

time\_count += 1

robot\_position = 0

obj\_position = np.random.choice(range(10,20))

stg\_3\_times.append(time\_count)

print(sum(stg\_3\_times)/len(stg\_3\_times))

table\_results.append(['Stg\_3', p\_om,sum(stg\_3\_times) ])