Sequeliz :

1 – معرفی و نصب

Npm I @sequelize/core

بعد درایور دیتا بیس که میخوایم ازش استفاده کنیمو نصب میکنیم .

*# One of the following:*  
$ npm install --save pg pg-hstore *# Postgres*  
$ npm install --save mysql2  
$ npm install --save mariadb  
$ npm install --save sqlite3  
$ npm install --save tedious *# Microsoft SQL Server*  
$ npm install --save oracledb *# Oracle Database*

روش های اتصال به دیتابیس با sequelize :

1 –

import { Sequelize } from "@sequelize/core";

const sequelize = new Sequelize("task", "root", "hd6730mrm", {

    dialect: "mysql",

    host: "localhost",

});

2 –

const sequelize = new Sequelize("mysql://root:hd6730mrm@localhost/task");

3-

const sequelize = new Sequelize({

    dialect: "mysql",

    host: "localhosst",

    database: "task",

    username: "root",

    password: "hd6730mrm",

    logging: false

});

دیفالتش logging: console.log عه ینی هرچی قراره لاگ گرفته بشه بفرست به تابع console.log که میتونیم به جاش یه تابع دیگه بدیم .

به روش زیر میتونیم چک کنیم ببینیم که به دیتا بیس وصل شدیم یا نه :

try {

    await sequelize.authenticate();

    console.log("Connected");

} catch (error) {

    console.log(error.message);

}

db.js :

import { Sequelize } from "@sequelize/core";

const sequelize = new Sequelize({

    dialect: "mysql",

    host: "localhost",

    database: "task",

    username: "root",

    password: "hd6730mrm",

    logging: false,

});

try {

    await sequelize.authenticate();

    console.log("Connected Successfullt");

} catch (error) {

    console.log(error.message);

}

export default sequelize;

روش های ایجاد مدل :

1 –

import { DataTypes, Model } from "@sequelize/core";

import sequelize from "./db.js";

class User extends Model {}

User.init(

    {

        firstname: DataTypes.STRING,

        lastname: DataTypes.STRING(100),

        age: DataTypes.INTEGER

    },

    {

        sequelize: sequelize

    }

);

await User.sync()

تو این حالت خودش میاد برامون یه id پرایمری کی و یک createdAt و updatedAt برامون میسازه .

await User.sync() تو این حالت اگه دیتا بیس وجود داشته باشه هیچ کاریش نداره حتی تغییرش هم نمیده. فقط اگه وجود نداشته باشه میسازدش .

روش 2 :

const Task = sequelize.define(“Task”, {

    title: DataTypes.STRING(100),

    completed: DataTypes.BOOLEAN,

})

await Task.sync()

2-3- تعریف مدل ها :

const Task = sequelize.define(

    “Task”,

    {

        title: DataTypes.STRING,

        completed: DataTypes.INTEGER,

    },

    {

        timestamps: false,

        noPrimaryKey: false,

    }

);

الان دیگه اون id و createdAt و updatedAt رو که دیفالت میساخت دیگه نمیسازه .

نکته :

// drop table if exists, then create a new one

await User.sync({ force: true });

await Task.sync({ force: true });

نکته :

// alter table if any difference exists, but data will not deleted

await User.sync({ alter: true });

await Task.sync({ alter: true });

نکته :

// sync all tables

// await sequelize.sync();

// await sequelize.sync({alter: true});

// await sequelize.sync({force: true});

نکته :

// drop a table

await User.drop()

// drop a table

await sequelize.drop()

ایجاد مدل با تنظیمات ویژگی های ستون ها :

const Book = sequelize.define(

    "book",

    {

        pages: DataTypes.SMALLINT,

        title: {

            type: DataTypes.STRING(100),

            defaultValue: "",

        },

        description: {

            type: DataTypes.TEXT,

            defaultValue: "No Description",

        },

        published: {

            type: DataTypes.DATEONLY,

            defaultValue: DataTypes.NOW,

            allowNull: false,

        },

        category: {

            type: DataTypes.STRING,

            allowNull: false,

        },

    },

    {

        timestamps: false,

    }

);

await Book.sync({ alter: true });

ساخت یک رکورد :

await Book.create({ category: "Programming" });

const Book = sequelize.define(

    "Book",

    {

        // you can use only one autoincremental field

        // primary key shoulb be autoincremental, otherwise you must provide in each record

        bookId: { type: DataTypes.BIGINT, primaryKey: true, autoIncrement: true },

        pages: DataTypes.SMALLINT,

        title: {

            type: DataTypes.STRING(200) + "charset latin1 collate latin1\_swedish\_ci",

            defaultValue: true,

        },

        description: {

            type: DataTypes.STRING(2000),

            defaultValue: "No Description",

        },

    },

    {

        charse: "utf8mb3",

        collate: "utf8mb3\_persian\_ci",

        engine: "MyISAM",

        initialAutoIncrement: 10,

        freezeTableName: true,

        tableName: "the\_books",

        underscored: true,

    }

);

انتخاب نام یک ستون ، تغییر نام deletedAt یا updadtedAt یا createdAt   
انتخاب اینکه از اینا deletedAt یا updadtedAt یا createdAt کدومشون باشه کدومشون نباشه :

const Book = sequelize.define(

    "Book",

    {

        title: {

            type: DataTypes.STRING(200) + "charset latin1 collate latin1\_swedish\_ci",

        },

        desc: {

            type: DataTypes.STRING(2000),

            defaultValue: "No Description",

            columnName: "description",

        },

    },

    {

        createdAt: "created\_at",

        updatedAt: false,

        deletedAt: true,

        paranoid: true

    }

);

وقتی deletedAt داشته باشیم وقتی یک رکورد رو حذف میکنیم ، در واقع اون رکورد حذف نمیشه و فقط یه تاریخ برای دیلیتد اتش ثبت میشه   
حالا وقتی هم میخوایم روش سلکت بزنیم ، دیگه اونهایی که تاریخ دیلیتد ات براشون ثبت شده رو به ما نشون نمیده مگه اینکه خودمون بیایم و برشون گردونیم .

نکته : اگه timestamp ، false باشه ، دیگه دیلیتد ات هم کار نمیکنه .

تعریف ایندکس ها در مدل :

import { DataTypes } from "@sequelize/core";

import sequelize from "./db.js";

const Book = sequelize.define(

    "Book",

    {

        title: DataTypes.STRING(200),

        completed: {

            type: DataTypes.BOOLEAN,

            defaultValue: false,

        },

        test1: {

            type: DataTypes.STRING,

            index: true,

        },

        test2: {

            type: DataTypes.STRING,

            index: "my\_index",

        },

        test3: {

            type: DataTypes.STRING,

            unique: true,

        },

        test4: {

            type: DataTypes.STRING,

            unique: "unique\_test4",

        },

        test5: {

            type: DataTypes.STRING,

            unique: "unique\_t",

        },

        test6: {

            type: DataTypes.STRING,

            unique: "unique\_t",

        },

    },

    {

        timestamps: false,

        indexes: [

            {

                name: "title\_idx",

                type: "UNIQUE",

                fields: ["title"],

            },

            {

                name: "completed\_idx",

                fields: ["completed"],

            },

        ],

    }

);

await Book.sync({ force: true });

نکته : test5 و test6 باید ترکیبشون یونیک باشه ، چون اسم ایندکس یونیک هاشون یکسانه .

محدودیت گذاشتن روی فیلد ها :

const Test = sequelize.define(

    "Test",

    {

        filed1: {

            type: DataTypes.STRING,

            validate: {

                max: 100,

                min: 10,

                isEven(value) {

                    if (value % 2 != 0) {

                        throw new Error("Only even values are allowed");

                    }

                },

            },

        },

        filed2: DataTypes.INTEGER,

        filed3: DataTypes.INTEGER,

    },

    {

        timestamps: false,

        bothOrNone() {

            const isSetField2 = !(this.filed2 === null || this.filed2 === undefined);

            const isSetField3 = !(this.filed3 === null || this.filed3 === undefined);

            if (isSetField2 != isSetField3) {

                throw new Error("you can not set only one of 'field2' and 'field3' ");

            }

        },

    }

);

ولیدیشن های از پیش تعیین شده :

//   is: /^[a-z]+$/i,          // matches this RegExp

//   is: ["^[a-z]+$",'i'],     // same as above, but constructing the RegExp from a string

//   not: /^[a-z]+$/i,         // does not match this RegExp

//   not: ["^[a-z]+$",'i'],    // same as above, but constructing the RegExp from a string

//   isEmail: true,            // checks for email format (foo@bar.com)

//   isUrl: true,              // checks for url format (https://foo.com)

//   isIP: true,               // checks for IPv4 (129.89.23.1) or IPv6 format

//   isIPv4: true,             // checks for IPv4 (129.89.23.1)

//   isIPv6: true,             // checks for IPv6 format

//   isAlpha: true,            // will only allow letters

//   isAlphanumeric: true,     // will only allow alphanumeric characters, so "\_abc" will fail

//   isNumeric: true,          // will only allow numbers

//   isInt: true,              // checks for valid integers

//   isFloat: true,            // checks for valid floating point numbers

//   isDecimal: true,          // checks for any numbers

//   isLowercase: true,        // checks for lowercase

//   isUppercase: true,        // checks for uppercase

//   notNull: true,            // won't allow null

//   isNull: true,             // only allows null

//   notEmpty: true,           // don't allow empty strings

//   equals: 'specific value', // only allow a specific value

//   contains: 'foo',          // force specific substrings

//   notIn: [['foo', 'bar']],  // check the value is not one of these

//   isIn: [['foo', 'bar']],   // check the value is one of these

//   notContains: 'bar',       // don't allow specific substrings

//   len: [2,10],              // only allow values with length between 2 and 10

//   isUUID: 4,                // only allow uuids

//   isDate: true,             // only allow date strings

//   isAfter: "2011-11-05",    // only allow date strings after a specific date

//   isBefore: "2011-11-05",   // only allow date strings before a specific date

//   max: 23,                  // only allow values <= 23

//   min: 23,                  // only allow values >= 23

//   isCreditCard: true,       // check for valid credit card numbers

42 – 43 – CRUD

انواع روش های create :

1 – متد create

const user1 = await User.create({

    username: "user1",

    firstname: "first1",

    lastname: "last1",

});

user1.username = "username1";

user1.save();

بدون save هم اینسرت میکنه داخل دیتا بیس.  
ولی وقتی بخوابیم یکی از فیلد هارو تغییر بدیم ، باید از save استفاده کنیم .

متد create یک آبجکت رو هم برمیگردونه .

2 – متد build

const user2 = User.build({

    username: "user2",

});

user2.firstname = "user2";

user2.save();

-برای درج تو دیتابیس حتما باید save کال بشه .

-آبجکت رو هم به ما برمیگردونه .

نکته : خوده متد save هم برا ما آبجکت برمیگردونه . پرامیسه .

Const user = await user2.save();

نکته : اگه خوده آبجکت رو چاپ کنیم خیلی خرت و پرت بهمون میده .   
میتونیم از toJSON استفاده کنیم تا فقط فیلد هاش رو نشون بده .

![](data:image/png;base64,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)

نکته :

console.log(user2 instanceof User);             // true

console.log(user2.toJSON() instanceof User);    // false

نکته : از پراپرتی dataValues هم میتونیم استفاده کنیم .که در واقع همون چیزی رو برمیگردونه که user2.toJSON() برمیگردونه .

user2.dataValues

متد reload : میره از دیتابیس میخونه و فیلد هارو جایگزین مقادیر فعلی میکنه . در واقع بیشتر برای زمانی استفاده میشه که ما ی سری تغییراتی میدیم و منصرف شدیم و میخوایم همون مقدار قبلی باشه .

const user2 = User.build({

    username: "user2",

});

user2.firstname = "user2";

await user2.save();

user2.lastname = "last2";

await user2.reload();

await user2.save();

الان تو کد بالا ، last2 اعمال نمیشه و هرچیزی که تو دیتابیس بوده همون مقدار باقی میمونه .

3 –

const user3 = User.create(

    {

        username: "user3",

        firstname: "first3",

        lastname: "last3",

    },

    {

        fields: ["firstname", "lastname"],

    }

);

فقط فیلد های ["firstname", "lastname"], مقدار دهی میشن.

3 – متد findOrCreate :

const result = await User.findOrCreate({

    where: { username: "user4" },

    defaults: {

        lastname: "last4"

    }

})

console.log(result[0].toJSON());    // the created or finded user

console.log(result[1]);          // true false اگه آبجکت جدیدی ایجاد بشه ترو میده اگه پیدا کنه فالس میده

اینجوری هم میشه نوشت :

const [user, created] = await User.findOrCreate({

    where: { username: "user4" },

    defaults: {

        lastname: "last4"

    }

})

console.log(user);    // the created or finded user

console.log(created);             // true false

4 – متد bulcCreate : اضافه کردن چند یوزر

const results = await User.bulkCreate([

    {

        username: “user5”,

        firstname: “first5”,

        lastname: “last5”,

    },

    {

        username: “user6”,

        firstname: “first6”,

        lastname: “last6”,

    },

]);

یه آرایه ای از یوزر هایی که اضافه شدن برمیگردونه .

خواندن داده ها از دیتابیس :

1- متد find