## PROCEDIMIENTO.

### Procedimiento del backend.

#### Creación del esqueleto del sitio web

Vamos a crear un proyecto de "esqueleto" de sitio web como base, que puedes continuar luego llenado de configuraciones específicas del sitio, urls, modelos, vistas y plantillas.

El proceso es sencillo:

1. Usar la herramienta django-admin para crear la carpeta del proyecto, los ficheros de plantillas básicos y el script de gestión del proyecto (manage.py).
2. Usar manage.py para crear una o más aplicaciones
3. Registrar las nuevas aplicaciones para incluirlas en el proyecto.
4. Conectar el mapeador url de cada aplicación.

**Instalación de django y creación del proyecto**

Para instalar Django se puede usar el administrador de paquetes pip, que es una herramienta para instalar y administrar paquetes de software escritos en Python. Para instalar Django, abra una ventana de comandos y ejecute el siguiente comando:

1. Vamos a crear y activar una unidad virtual en nuestro cmd con las siguientes líneas de comandos

* py -m venv revista
* revista\Scripts\activate

1. Vamos a instalar Django en nuestra unidad virtual y verificamos que se haya instalado la versión que queremos.

* pip install Django==4.1.7
* pip freeze

1. Una vez que se complete la instalación, puede crear un proyecto Django ejecutando el siguiente comando:

* django-admin startproject config
* cd config

Esto creará un directorio con el nombre del proyecto que contiene todos los archivos necesarios para ejecutar el proyecto. Para iniciar el servidor de desarrollo, vaya al directorio del proyecto y ejecute el siguiente comando:

* python manage.py runserver

Esto iniciará el servidor de desarrollo en el puerto 8000. Ahora puede abrir su navegador y navegar a http://127.0.0.1:8000/ para ver la página de inicio de Django.

##### **Inicio basico Django**
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Después creamos una carpeta llamada apps que es donde vamos a crear las aplicaciones que vamos a utilizar en nuestro proyecto, nos ubicamos en la carpeta apps y con el comando:

* django-admin startapp authenticacion
* django-admin startapp revista

Tendremos nuestro proyecto de la siguiente manera.
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**Registro de la aplicación auth**

Ahora que se ha creado la aplicación tenemos que registrarla en el proyecto de manera que sea incluida cuando cualquiera de las herramientas se ejecute (por ejemplo, para añadir modelos a la base de datos). Las aplicaciones se registran añadiendoles a la lista de INSTALLED\_APPS en los ajustes del proyecto.

Abre el fichero de ajustes del proyecto crevista/crevista/settings.py y encuentra la definición de la lista INSTALLED\_APPS. Añade a continuación una nueva línea al final de la lista, como se muestra en negrilla abajo.

INSTALLED\_APPS = [

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

'apps.auth.apps.AuthConfig',

'apps.autenticacion.apps.AutenticacionConfig',

'apps.revista.apps.RevistaConfig',

****Uso de modelos.****

Para la creación de los modelos debemos tener claro que tablas vamos a utilizar y tenerlas en diagrama donde se te facilite llevar a cabo la realización de los mismos

##### **Diagrama de modelos**

![](data:image/jpeg;base64,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)

**Código de los Modelos**

**Aplicación Auth**

Los códigos de los modelos se realizan dentro de cada aplicación, que para este caso en particular se crearían en apps/auth/models.py de la siguiente manera:

En este caso tomaremos la tabla de clientes dentro de la aplicación correspondiente

### Modelo de Auth

from django.db import models

from django.contrib.auth.models import AbstractUser

from django.utils.translation import gettext\_lazy as \_

from django.contrib.auth.models import AbstractUser

class BaseModel(models.Model):

createdAt = models.DateField(auto\_now\_add=True)

updateAt = models.DateField(auto\_now=True, blank=True, null=True)

class Meta:

abstract = True

class Personas(BaseModel):

nombre = models.CharField(max\_length=150)

apellido = models.CharField(max\_length=150)

correo = models.CharField(max\_length=150, blank=True, null=True)

def \_\_str\_\_(self) -> str:

return self.nombre

class Meta:

unique\_together = (('nombre', 'correo'))

verbose\_name = 'Persons'

verbose\_name\_plural = 'Persons'

class TipoUsuarios(BaseModel):

nombre = models.CharField(max\_length=100)

class Meta:

verbose\_name = 'Tipo\_users'

verbose\_name\_plural = 'Tipo\_users'

def \_\_str\_\_(self) -> str:

return self.nombre

class Usuarios(AbstractUser, BaseModel):

username = models.CharField(max\_length=100)

password = models.CharField(max\_length=100)

resetToken = models.CharField(max\_length=256, blank=True, null=True)

avatar = models.CharField(max\_length=256, blank=True, null=True)

roles = models.ManyToManyField(

'Roles', through='User\_roles', related\_name='user\_roles')

tipousuario = models.ForeignKey(TipoUsuarios, null=True, black=True, on\_delete=models.CASCADE,

verbose\_name='TipoUsuario')

class Meta:

verbose\_name = 'Users'

verbose\_name\_plural = 'Users'

def \_\_str\_\_(self) -> str:

return self.username

class Roles(BaseModel):

nombre = models.CharField(max\_length=200, unique=True)

estado = models.IntegerField()

users = models.ManyToManyField(

Usuarios, through='User\_roles', related\_name='roles\_user')

resources = models.ManyToManyField(

'Resources', through='Resources\_roles', related\_name='roles\_resources')

def \_\_str\_\_(self) -> str:

return self.nombre

class Meta:

verbose\_name = 'Roles'

verbose\_name\_plural = 'Roles'

class User\_roles(BaseModel):

estado = models.IntegerField()

userId = models.ForeignKey(

Usuarios, on\_delete=models.CASCADE, related\_name='users')

rolesId = models.ForeignKey(

Roles, on\_delete=models.CASCADE, related\_name='roles')

def \_\_str\_\_(self) -> str:

return self.userId.username + '-' + self.rolesId.nombre

class Meta:

unique\_together = (('userId', 'rolesId'))

verbose\_name = 'User\_roles'

verbose\_name\_plural = 'user\_roles'

class Resources(BaseModel):

path = models.CharField(max\_length=256)

id\_padre = models.IntegerField()

estado = models.IntegerField()

method = models.CharField(max\_length=256)

icono = models.CharField(max\_length=256)

link = models.CharField(max\_length=256)

titulo = models.CharField(max\_length=100)

roles = models.ManyToManyField(

Roles, through='Resources\_roles', related\_name='resources\_roles')

class Meta:

verbose\_name = 'Resources'

verbose\_name\_plural = 'Resources'

class Resources\_roles(BaseModel):

resourcesId = models.ForeignKey(

Resources, on\_delete=models.CASCADE, related\_name='resources')

rolesId = models.ForeignKey(

Roles, on\_delete=models.CASCADE, related\_name='resouces\_roles')

estado = models.IntegerField()

def \_\_str\_\_(self) -> str:

return self.resourcesId.path + '' + self.rolesId.name

class Meta:

verbose\_name = 'Resources\_roles'

verbose\_name\_plural = 'Resources\_roles'

Cada modelo obedece a una clase que hereda o extiende de la clase models.Model, la cual debemos importar.

Tipo de los Campos

El tipo del campo puede ser (Numérico, Fecha, Boolean, entre otros). Para saber todos los tipos de los campos: [TIPOS DE CAMPOS](https://docs.djangoproject.com/en/1.10/ref/models/fields/#field-options)

Los siguientes tipos de campos comunes:

|  |  |
| --- | --- |
| **NOMBRE DEL CAMPO** | **DESCRIPCIÓN** |
| [AutoField](https://es.acervolima.com/autofield-modelos-de-django/) | Es un IntegerField que se incrementa automáticamente. |
| [BigAutoField](https://es.acervolima.com/bigautofield-modelos-django/) | Es un entero de 64 bits, muy parecido a un AutoField, excepto que se garantiza que se ajusta a los números del 1 al 9223372036854775807. |
| [BigIntegerField](https://es.acervolima.com/bigintegerfield-modelos-de-django/) | Es un número entero de 64 bits, muy parecido a un IntegerField, excepto que se garantiza que se ajusta a números de -9223372036854775808 a 9223372036854775807. |
| [BinaryField](https://es.acervolima.com/binaryfield-modelos-django/) | Un campo para almacenar datos binarios sin procesar. |
| [BooleanField](https://es.acervolima.com/booleanfield-modelos-de-django/) | Un campo verdadero / falso. El widget de formulario predeterminado para este campo es CheckboxInput. |
| [CharField](https://es.acervolima.com/charfield-modelos-django/) | Es una fecha, representada en Python por una instancia de datetime.date. |
| [DateField](https://es.acervolima.com/datefield-modelos-de-django/) | Una fecha, representada en Python por una instancia de datetime.date |
|  | Se utiliza para la fecha y la hora, representada en Python por una instancia de datetime.datetime. |
| [DecimalField](https://es.acervolima.com/decimalfield-modelos-django/) | Es un número decimal de precisión fija, representado en Python por una instancia Decimal. |
| [DurationField](https://es.acervolima.com/durationfield-modelos-django/) | Un campo para almacenar períodos de tiempo. |
| [EmailField](https://es.acervolima.com/emailfield-modelos-de-django/) | Es un CharField que verifica que el valor sea una dirección de correo electrónico válida. |
| [FileField](https://es.acervolima.com/filefield-modelos-django/) | Es un campo de carga de archivos. |
| [FloatField](https://es.acervolima.com/floatfield-modelos-django/) | Es un número de punto flotante representado en Python por una instancia flotante. |
| [ImageField](https://es.acervolima.com/imagefield-modelos-django/) | Hereda todos los atributos y métodos de FileField, pero también valida que el objeto cargado es una imagen válida. |
| [IntegerField](https://es.acervolima.com/integerfield-modelos-django/) | Es un campo entero. Los valores de -2147483648 a 2147483647 están seguros en todas las bases de datos compatibles con Django. |
| [GenericIPAddressField](https://es.acervolima.com/genericipaddressfield-modelos-de-django/) | Una dirección IPv4 o IPv6, en formato de cadena(por ejemplo, 192.0.2.30 o 2a02: 42fe :: 4). |
| [NullBooleanField](https://es.acervolima.com/nullbooleanfield-formularios-de-django/) | Como BooleanField, pero permite NULL como una de las opciones. |
| [PositiveIntegerField](https://es.acervolima.com/positiveintegerfield-modelos-de-django/) | Como un IntegerField, pero debe ser positivo o cero(0). |
| [PositivoSmallIntegerField](https://es.acervolima.com/positivesmallintegerfield-modelos-de-django/) | Como PositiveIntegerField, pero solo permite valores bajo un cierto punto(dependiente de la base de datos). |
| [SlugField](https://es.acervolima.com/slugfield-modelos-django/) | Slug es un término periodístico. Una slug es una etiqueta corta para algo, que contiene solo letras, números, guiones bajos o guiones. Generalmente se utilizan en URL. |
| [SmallIntegerField](https://es.acervolima.com/smallintegerfield-modelos-django/) | Es como un IntegerField, pero solo permite valores bajo un cierto punto(dependiente de la base de datos). |
| [TextField](https://es.acervolima.com/textfield-modelos-de-django/) | Un campo de texto grande. El widget de formulario predeterminado para este campo es un área de texto. |
| [TimeField](https://es.acervolima.com/timefield-modelos-django/) | Una hora, representada en Python por una instancia de datetime.time. |
| [URLField](https://es.acervolima.com/urlfield-modelos-django/) | Un CharField para una URL, validado por URLValidator. |
| [UUIDField](https://es.acervolima.com/uuidfield-modelos-django/) | Un campo para almacenar identificadores únicos universales. Utiliza la clase UUID de Python. Cuando se usa en PostgreSQL, esto se almacena en un tipo de datos uuid, de lo contrario en un char(32). |

### Argumento de los Campos

Los siguientes argumentos son comunes a la mayoría de los tipos de campo y pueden usarse al declararlos:

* max\_length=20 --- Establece que la longitud máxima del valor de este campo es 20 caracteres.
* help\_text="Enter field documentation" --- proporciona una etiqueta de texto para mostrar que ayuda a los usuarios a saber qué valor proporcionar cuando un usuario ha de introducirlo vía un formulario HTML.
* [help\_text](https://docs.djangoproject.com/en/1.10/ref/models/fields/#help-text): Proporciona una etiqueta de texto para formularios HTML (ej. en el sitio de Administración), tal como se describe arriba.
* [verbose\_name](https://docs.djangoproject.com/en/1.10/ref/models/fields/#verbose-name): Nombre de fácil lectura que se usa en etiquetas para el campo. Si no se especifica, Django inferir el valor por defecto del verbose name a partir del nombre del campo.
* [default](https://docs.djangoproject.com/en/1.10/ref/models/fields/#default): Valor por defecto para el campo. Puede ser un valor o un callable object (objeto que puede ser llamado como una función), en cuyo caso el objeto será llamado cada vez que se cree un nuevo registro.
* [null](https://docs.djangoproject.com/en/1.10/ref/models/fields/#null): Si es True, Django guardará valores en blanco o vacíos como NULL en la base de datos para campos donde sea apropiado (un CharField guardará una cadena vacía en su lugar). Por defecto es False.
* [blank](https://docs.djangoproject.com/en/1.10/ref/models/fields/#blank): Si es True, se permite que el campo quede en blanco en tus formularios. El valor por defecto es False, lo que significa que la validación de formularios de Django te forzará a introducir un valor. Con frecuencia se usa con null=True, porque si vas a permitir valores en blanco, también querrás que la base de datos sea capaz de representarlos de forma apropiada.
* [choices](https://docs.djangoproject.com/en/1.10/ref/models/fields/#choices): Un grupo de valores de selección para este campo. Si se proporciona, el widget correspondiente por defecto del formulario será una caja de selección con estos valores de selección en vez del campo de texto estándar.
* [primary\_key](https://docs.djangoproject.com/en/1.10/ref/models/fields/#primary-key): Si es True, establece el campo actual como clave primaria para el modelo (Una clave primaria es una columna especial de la base de datos, diseñada para identificar de forma única todos los diferentes registros de una tabla). Si no se especifica ningún campo como clave primaria, Django añadirá automáticamente un campo para este propósito.

**Métodos**

Un modelo puede tener también métodos Mínimamente, en cada modelo deberías definir el método estándar de las clases de Python \_\_str\_\_() para devolver una cadena de texto legible por humanos para cada objeto. Esta cadena se usa para representar registros individuales en el sitio de administración (y en cualquier otro lugar donde necesites referirse a una instancia del modelo). Con frecuencia éste devolverá un título o nombre de campo del modelo.

def \_\_str\_\_(self):

return self.nombre

Recuerde que self.nombre ==> self, indica que estamos en una función dentro de una clase, es decir un método y nombre hace referencia a la propiedad o variable de la clase.

### Metadatos

Puedes declarar metadatos a nivel de modelo para tu Modelo declarando class Meta, tal como se muestra.

class Meta:

verbose\_name = "cliente"

verbose\_name\_plural = "clientes"

La forma en que aparecen los modelos en el admin que genera Django.

### Especificación de la base de datos

Primero se deben instalar las extensiones en Django que permiten comunicarse con el motor de la base de datos.

Para este caso utilizaremos MySql, por lo cual instalamos:

mysqlclient

python3 -m pip install mysqlclient

En caso que se genere algún error probar con la instalación de la siguiente manera:

sudo apt-get install libmysqlclient-dev

Y luego intentar nuevamente

python3 -m pip install mysqlclient

Éste es también el punto donde normalmente especificamos la base de datos a utilizar en el proyecto --- tiene sentido usar la misma base datos para desarrollo y producción donde sea posible, para evitar diferencias menores en el comportamiento

DATABASES = {

'default': {

'ENGINE': 'django.db.backends.mysql',

'NAME': 'db\_sistemas',

'USER': 'root',

'PASSWORD': '',

'HOST': 'localhost',

'PORT': '3306',

}

}

Esto nos indica que procedemos a varios procesos.

* Instalar el motor de la base de datos que para este caso es MySql.  
  <https://docs.microsoft.com/en-us/windows/wsl/tutorials/wsl-database>
* Una vez instalado el motor debemos iniciar dicho motor.  
  Abrimos la terminal de Ubuntu WSL y escribimos.

sudo /etc/init.d/mysql start Si aparece este mensaje, quiere decir que ya está inicializado.

\* Starting MySQL database server mysqld

* Crear la base de datos indicada: 'NAME': 'almacen2022\_mysql', para ello, en la terminal de Ubuntu WSL ingresar sudo mysql -u root -p Y luego la contraseña.

Si aparece en la terminal mysql> Indica que ya entró al motor de MySQL.  
Luego realice: show databases; Para mostrar las bases de datos que tiene creadas create database almacen2022\_mysql; Debe aparecer en pantalla, para indicar que ha sido creada. Query OK, 1 row affected (0.01 sec)

Ya podemos probar realizando las migraciones, sin aun haber realizado los modelos. Esto es debido a que Django ya trae unos modelos preestablecidos.

Para ello, Escribimos lo siguiente:

python3 manage.py makemigrations => Crea las migraciones

python3 manage.py migrate ==> Crea la base de datos físicamente, de acuerdo a las migraciones actuales.

1. Vamos a admin.py donde vamos a Importar los módulos necesarios de Django:

from django.contrib import admin

from django.contrib.auth import get\_user\_model

from django.contrib.auth.admin import UserAdmin

from .models import Persons, Genders, Document\_types, Resources, Resources\_roles, Roles, User\_roles

from django.contrib.auth.models import Group

1. Registrar los modelos para la administración usando admin.site.register():

admin.site.register(Persons)

admin.site.register(Genders)

admin.site.register(Document\_types)

admin.site.register(Resources)

admin.site.register(Resources\_roles)

admin.site.register(Roles)

#admin.site.register(User);

admin.site.register(User\_roles)

1. Personalizar el modelo User usando @admin.register(get\_user\_model()) y la clase CustomUserAdmin:

@admin.register(get\_user\_model())

class CustomUserAdmin(UserAdmin):

pass

1. Anular el registro del modelo Group en la interfaz de administración usando admin.site.unregister(Group):

admin.site.unregister(Group)

Creamos un archivo serializer.py donde vamos a Importar los módulos necesarios de Django y Django REST Framework:

from django.contrib.auth import get\_user\_model

from django.contrib.auth.hashers import make\_password

from rest\_framework import serializers

from rest\_framework.validators import UniqueValidator

from rest\_framework.serializers import CharField, ModelSerializer, SlugField

from .models import CustomUser

from .api.serializer.serializers import RolesSerializers

from .api.serializer.customValidators import UserValidatorBefore

User = get\_user\_model()

Definir un modelo de serializador UserChangePassword para permitir que un usuario cambie su contraseña. Este serializador es un ModelSerializer de DRF que tiene dos campos, password e id, que son campos del modelo CustomUser y deben validarse antes de permitir que se cambie la contraseña.

class UserChangePassword(ModelSerializer):

password = CharField()

class Meta:

model = CustomUser

fields = ('password', 'id')

validators = [UserValidatorBefore()]

Definir un modelo de serializador CreateUserSerializers para crear un nuevo usuario. Este serializador es un ModelSerializer de DRF que tiene tres campos, username, password y email, que son campos del modelo CustomUser y deben validarse antes de permitir que se cree un nuevo usuario. Además, el campo username tiene un validador UniqueValidator que verifica que el valor ingresado no esté en uso por otro usuario existente.

class CreateUserSerializers(ModelSerializer):

username = SlugField(

max\_length=100,

validators=[UniqueValidator(queryset=User.objects.all())]

)

class Meta:

model = CustomUser

fields = ('username', 'password', 'email')

validators = [UserValidatorBefore()]

Definir un modelo de serializador UserSerializersSimpleRegister para crear un nuevo usuario con campos adicionales como first\_name y last\_name. Este serializador es similar al CreateUserSerializers, pero tiene campos adicionales.

**class UserSerializersSimpleRegister(ModelSerializer):**

**username = SlugField(**

**max\_length=100,**

**validators=[UniqueValidator(queryset=User.objects.all())]**

**)**

**class Meta:**

**model = CustomUser**

**fields = ('username', 'password', 'email', 'first\_name', 'last\_name')**

**validators = [UserValidatorBefore()]**

Definir un modelo de serializador UserSerializer para mostrar la información del usuario. Este serializador es un ModelSerializer de DRF que tiene campos personalizados para mostrar la información del usuario, como roles, email, username, password y avatar. Además, tiene un método to\_representation() para convertir la representación del objeto en el formato deseado y validar los roles del usuario.

**alizers.ModelSerializer para serializar los objetos User:**

class UserSerializer(serializers.ModelSerializer):

roles = RolesSerializers(many=True, read\_only=True)

email = serializers.EmailField(

required=True)

username = serializers.CharField(

required=True)

password = serializers.CharField(

min\_length=8)

avatar = serializers.ImageField(

required=False, allow\_null=True)

def to\_representation(self, instance):

representation = super().to\_representation(instance)

try:

if (len(representation['roles'])):

representation['roles'][0] = representation['roles'][0]['id']

return representation

except Exception as e:

return representation

class Meta:

model = get\_user\_model()

fields = ('email', 'username', 'roles', 'password', 'avatar')

def validate\_password(self, value):

return make\_password(value)

def validate\_username(self, value):

value = value.replace(" ", "") # Ya que estamos borramos los espacios

try:

user = get\_user\_model().objects.get(username=value)

# Si es el mismo usuario mandando su mismo username le dejamos

if user == self.instance:

return value

except get\_user\_model().DoesNotExist:

return value

raise serializers.ValidationError("Nombre de usuario en uso")

def validate\_email(self, value):

A la vista vamos a crear un archivo views.py donde este es un código en Python, utilizando el framework Django, que contiene varios endpoints para realizar acciones relacionadas con los usuarios del sistema. A continuación, se describe el código por cada una de las clases y métodos:

from django.dispatch import receiver

from django.contrib.auth import authenticate, login, logout

from django.contrib.auth.hashers import make\_password

from django\_rest\_passwordreset.signals import reset\_password\_token\_created

from rest\_framework import generics, status

from rest\_framework.views import APIView

from rest\_framework.response import Response

from django.http import HttpResponse

from rest\_framework.generics import CreateAPIView, UpdateAPIView, RetrieveAPIView

from .serializers import UserSerializer, CreateUserSerializers, UserChangePassword

#from ...serializers.user.users\_serializers import UserSerializers, CreateUserSerializers, UserChangePassword

from .models import CustomUser

from .mudules import create\_response

from apps.authenticacion.api.serializer.auth\_serializer import LoginSerializers, RegisterSerializers

from apps.authenticacion.api.serializer.serializers import ResourcesSerializers, ResourcesRolesSerializers

from rest\_framework\_simplejwt.tokens import RefreshToken, TokenError

from helps.flatList import flatList

from django.http import JsonResponse

import bcrypt, logging

En esta sección se importan los paquetes necesarios para el correcto funcionamiento del código. Se importan las funciones de Django y de Django Rest Framework necesarias para crear endpoints de API, modelos y serializadores.

Además, se importan algunos módulos personalizados (create\_response y flatList) y los serializadores (LoginSerializers, RegisterSerializers, ResourcesSerializers, ResourcesRolesSerializers, UserSerializer, CreateUserSerializers y UserChangePassword) y el modelo (CustomUser) necesarios para el funcionamiento de los endpoints.

class UsersViewPublic(RetrieveAPIView):

queryset = CustomUser.objects.all()

serializer\_class = UserSerializer

def get(self, request, \*args, \*\*kwargs):

users = self.get\_queryset()

serializers = UserSerializer(users, many=True)

response, code = create\_response(

status.HTTP\_200\_OK, 'User Public', serializers.data)

return Response(response, status=code)

Este es un endpoint que permite obtener una lista de usuarios en el sistema, a través del método HTTP GET. Se define una clase UsersViewPublic que hereda de RetrieveAPIView, la cual es una clase que ya tiene implementado el método HTTP GET para obtener un objeto específico del modelo.

En la clase se define el atributo queryset con el valor de todos los objetos del modelo CustomUser. Luego se define el atributo serializer\_class con el valor del serializador UserSerializer.

Finalmente, se sobreescribe el método get() para obtener la lista de usuarios, serializarlos con UserSerializer y crear una respuesta a través de la función create\_response.

class UserCreateView(CreateAPIView):

queryset = CustomUser.objects.all()

serializer\_class = CreateUserSerializers

def perform\_create(self, serializer):

password = make\_password(self.request.data['password'])

serializer.save(password=password)

def post(self, request, \*args, \*\*kwargs):

userSerializers = self.get\_serializer(data=request.data)

if userSerializers.is\_valid():

self.perform\_create(userSerializers)

response, code = create\_response(

status.HTTP\_200\_OK, 'User Create', userSerializers.data)

return Response(userSerializers.data, status=code)

response, code = create\_response(

status.HTTP\_200\_OK, 'Error', userSerializers.data)

return Response(response, status=code)

### UserUpdateView

La vista UserUpdateView es una vista de actualización que se utiliza para actualizar los datos de un usuario existente en la base de datos. Se requiere autenticación para acceder a esta vista. Devuelve una respuesta JSON que contiene los datos actualizados del usuario.

class UserUpdateView(UpdateAPIView):

queryset = CustomUser.objects.all()

serializer\_class = UserSerializer

def get\_object(self):

try:

request\_user = self.kwargs['pk']

user = CustomUser.objects.get(pk=request\_user)

return user

except CustomUser.DoesNotExist:

return None

except Exception as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', e)

return Response(response, status=code)

def perform\_update(self, serializer):

serializer.save()

def put(self, request, \*args, \*\*kwargs):

partial = kwargs.pop('partial', False)

user = self.get\_object()

if user is None:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Password Error', 'User Not found')

return Response(response, status=code)

try:

userSerializers = UserSerializer(

user, data=request.data, partial=partial)

if userSerializers.is\_valid():

self.perform\_update(userSerializers)

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Password Error', 'User Not found')

return Response(response, status=code)

return Response(userSerializers.errors, 'Error', status=status.HTTP\_400\_BAD\_REQUEST)

except (AttributeError, Exception) as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)

return Response(response, status=code)

### UserChangePasswordView

La vista UserChangePasswordView es una vista de actualización que se utiliza para cambiar la contraseña de un usuario existente en la base de datos. Se requiere autenticación para acceder a esta vista. Devuelve una respuesta JSON que indica si la contraseña se ha actualizado correctamente o no.

Cada vista contiene un queryset, que define el conjunto de objetos de modelo que se utilizarán para esta vista. También contiene un serializador, que se utiliza para serializar los datos de entrada y salida en un formato JSON. El método get\_object se utiliza para obtener un objeto de modelo específico de la base de datos. El método perform\_create se utiliza para crear un nuevo objeto de modelo en la base de datos. El método perform\_update se utiliza para actualizar un objeto de modelo existente en la base de datos.

Además, el archivo contiene importaciones de varias bibliotecas y módulos necesarios para el funcionamiento del código, como rest\_framework, django\_rest\_passwordreset, bcrypt, etc.

En resumen, este archivo de vista contiene varias vistas basadas en clases que se utilizan para crear, actualizar, leer y eliminar objetos CustomUser de la base de datos. Cada vista está diseñada para manejar una tarea específica y proporciona una respuesta JSON adecuada para cada solicitud.

class UserChangePasswordView(UpdateAPIView):

queryset = CustomUser.objects.all()

serializer\_class = UserSerializer

def get\_object(self):

try:

request\_user = self.kwargs['pk']

user = CustomUser.objects.get(pk=request\_user)

return user

except (CustomUser.DoesNotExist, TypeError):

return None

except (BaseException, TypeError) as e:

return None

def perform\_update(self, serializer):

if 'original-password' in self.request.data:

password = self.request.data['password'].encode('utf-8')

hashed\_password = bcrypt.hashpw(password, bcrypt.gensalt())

serializer.save(password=hashed\_password.decode('utf-8'))

else:

serializer.save()

def patch(self, request, \*args, \*\*kwargs):

partial = kwargs.pop('partial', False)

user = self.get\_object()

if user is None:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)

return Response(response, status=code)

if 'original-password' not in self.request.data:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Password Error', 'Password not found')

return Response(response, status=code)

if not user.check\_password(request.data['original-password']):

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Password Error', 'Password is not correct.')

return Response(response, status=code)

userSerializers = UserChangePassword(

user, data=request.data, partial=partial, context={'context': request})

try:

if userSerializers.is\_valid():

self.perform\_update(userSerializers)

response, code = create\_response(

status.HTTP\_200\_OK, 'Password', 'Password Change')

return Response(response, status=code)

return Response(userSerializers.errors, status=status.HTTP\_400\_BAD\_REQUEST)

except (AttributeError, Exception) as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)

return Response(response, status=code)

AuthLogin que hereda de la clase APIView. Tiene dos métodos: get\_tokens\_for\_user y post. El método get\_tokens\_for\_user toma un usuario como argumento y devuelve un diccionario con dos claves: "refresh" y "access". Estas claves contienen tokens de actualización y de acceso respectivamente.

El método post toma una solicitud request y algunos argumentos adicionales. Comprueba si la solicitud contiene una clave "email" en sus datos. Si es así, establece el nombre de usuario en la clave "email" y la contraseña en la clave "password". Si no, utiliza los datos tal como están. Luego, se crea un objeto LoginSerializers con los datos de la solicitud y un contexto que contiene la solicitud. Si el objeto serializers no es válido, se devuelve una respuesta HTTP 400 con un mensaje de error. Si es válido, se llama a la función login para autenticar al usuario y se obtiene un token de acceso utilizando el método get\_tokens\_for\_user.

A continuación, se construye un menú de recursos utilizando un objeto ResourcesSerializers. Se establece un token de actualización en la sesión de la solicitud y se devuelve una respuesta HTTP 200 con un mensaje de éxito que contiene el token de acceso, información del usuario (nombre e id) y el menú de recursos.

class AuthLogin(APIView):

def get\_tokens\_for\_user(self, user):

refresh = RefreshToken.for\_user(user)

return {

'refresh': str(refresh),

'access': str(refresh.access\_token),

}

def post(self, request, \*args, \*\*kwargs):

data = {}

if 'email' in request.data:

data['username'] = request.data['email']

data['password'] = request.data['password']

else:

data = request.data

serializers = LoginSerializers(

data=data, context={'request': self.request})

if not serializers.is\_valid():

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', serializers.errors)

return Response(response, status=code)

login(request, serializers.validated\_data)

token = self.get\_tokens\_for\_user(serializers.validated\_data)

resources = flatList([e.resources.prefetch\_related(

'resources') for e in serializers.validated\_data.roles.all()])

menu = ResourcesSerializers(set(resources), many=True)

request.session['refresh-token'] = token['refresh']

response, code = create\_response(

status.HTTP\_200\_OK, 'Login Success', {'token': token, 'user': {'name': serializers.validated\_data.username,

'id': serializers.validated\_data.id},

'menu': menu.data})

return Response(response, status=code)

Este código es para cerrar sesión de un usuario autenticado. Comienza obteniendo el token de actualización de sesión, luego lo invalida y elimina todas las cookies de la respuesta. También limpia la sesión y finalmente responde con un mensaje de éxito.

class LogoutView(APIView):

def get(self, request, \*args, \*\*kwargs):

try:

jwt\_token = request.session.get('refresh-token', None)

resp = HttpResponse('content')

resp.cookies.clear()

resp.flush()

token = RefreshToken(jwt\_token)

token.blacklist()

logout(request)

request.session.clear()

resp.flush()

request.session.flush()

response, code = create\_response(

status.HTTP\_200\_OK, 'Logout Success', 'Ok')

return Response(response, code)

except TokenError as TkError:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', f'{TkError}')

return Response(response, code)

except Exception as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', e)

return Response(e.args, code)

Este código es para registrar a un usuario. Verifica si los datos proporcionados son válidos y, si es así, crea una contraseña cifrada y guarda al usuario. Responde con un mensaje de éxito o un mensaje de error en caso contrario.

class RegistroView(APIView):

def post(self, request):

serializer = RegistroSerializzer(data=request.data)

if serializer.is\_valid():

user = serializer.save()

return Response({'message': 'Registro exitoso'}, status=201)

return Response(serializer.errors, status=400)

Este código es para ver y actualizar el perfil de un usuario autenticado. Se asegura de que el usuario esté autenticado y devuelve los datos del usuario si es así.

class ProfileView(generics.RetrieveUpdateAPIView):

serializer\_class = UserSerializer

http\_method\_names = ['get', 'patch']

def get\_object(self):

if self.request.user.is\_authenticated:

return self.request.user

Este código es un decorador que se activa cuando se crea un token de restablecimiento de contraseña. Imprime un mensaje en la consola que indica que se puede usar el token para restablecer la contraseña del usuario.

@receiver(reset\_password\_token\_created)

def password\_reset\_token\_created(sender, instance, reset\_password\_token, \*args, \*\*kwargs):

print(f"\nRecupera la contraseña del correo '{reset\_password\_token.user.email}' usando el token '{reset\_password\_token.key}' desde la API http://localhost:8000/api/auth/reset/confirm/.")

Este archivo se llama urls.py y es utilizado para definir las URLs de la aplicación web. Primero se importan las funciones y clases necesarias, como AuthLogin, LogoutView, AuthRegister, ProfileView, UsersViewPublic.

UserCreateView, UserUpdateView y UserChangePasswordView. Luego, se definen las rutas de la aplicación web utilizando la función path.

* 'auth/login/' - Esta ruta llama a la función AuthLogin.as\_view() y se utiliza para iniciar sesión en la aplicación.
* 'auth/logout/' - Esta ruta llama a la función LogoutView.as\_view() y se utiliza para cerrar sesión en la aplicación.
* 'auth/register/' - Esta ruta llama a la función AuthRegister.as\_view() y se utiliza para registrarse en la aplicación.
* 'auth/reset/' - Esta ruta incluye las URLs del paquete django\_rest\_passwordreset, que se utiliza para permitir a los usuarios restablecer sus contraseñas.
* 'user/profile/' - Esta ruta llama a la función ProfileView.as\_view() y se utiliza para ver y actualizar el perfil del usuario autenticado.
* 'user/viewpublic/' - Esta ruta llama a la función UsersViewPublic.as\_view() y se utiliza para ver la lista de usuarios públicos en la aplicación.
* 'user/createview/' - Esta ruta llama a la función UserCreateView.as\_view() y se utiliza para crear nuevos usuarios en la aplicación.
* 'user/update/int:pk/' - Esta ruta llama a la función UserUpdateView.as\_view() y se utiliza para actualizar los detalles de un usuario existente en la aplicación.
* 'int:pk/change/password/' - Esta ruta llama a la función UserChangePasswordView.as\_view() y se utiliza para permitir a un usuario cambiar su contraseña.

from django.urls import path, include

from .views import (AuthLogin, LogoutView, AuthRegister, ProfileView, RegistroView,

UsersViewPublic, UserCreateView, UserUpdateView, UserDetailView,

CustomUserListAPIView, UserChangePasswordView)

urlpatterns = [

# Auth views

path('registro/', RegistroView.as\_view(), name='registro'),

path('auth/login/', AuthLogin.as\_view(), name='auth\_login'),

path('auth/logout/', LogoutView.as\_view(), name='auth\_logout'),

path('auth/reset/', include('django\_rest\_passwordreset.urls',

namespace='password\_reset')),

# User

path('user/', CustomUserListAPIView.as\_view(), name='customuser-list'),

path('user/<int:pk>/', UserDetailView.as\_view(), name='user-detail'),

path('user/createview/', UserCreateView.as\_view(), name='user\_createview'),

path('user/update/<int:pk>/', UserUpdateView.as\_view(), name='user\_createview'),

path('user/profile/', ProfileView.as\_view(), name='user\_profile'),

path('user/viewpublic/', UsersViewPublic.as\_view(), name='user\_viewpublic'),

path('<int:pk>/change/password/', UserChangePasswordView.as\_view(), name='user\_changepassword'),

]

**Creamos una carpeta api**

Aquí se presentarán las serializers, vistas y permisos necesarios para el sistema de autenticación, login y otros modelos en esta aplicación.

Serializers: Se deben definir serializers para cada modelo que se desee exponer a través de la API REST. Las serializers son responsables de convertir los objetos de los modelos en formato JSON o viceversa.

Aquí se presentarán las serializers, vistas y permisos necesarios para el sistema de autenticación, login y otros modelos en esta aplicación.

**Vistas:** Se deben definir vistas para cada modelo que se desee exponer a través de la API **REST.** Las vistas se encargan de manejar las solicitudes HTTP y proporcionar una respuesta adecuada

**Permisos:** Se deben definir permisos para cada vista que se desee proteger. Los permisos controlan quién tiene acceso a cada vista y qué operaciones están permitidas.

En la carpeta de permisos creamos un archivo isadmin.py donde el código define un permiso personalizado llamado IsAdminRole, que hereda de la clase BasePermission proporcionada por Django REST Framework. Este permiso permite el acceso solo a usuarios que tengan un rol de "Administrador" en la aplicación.

La función has\_permission es el método principal del permiso que se utiliza para determinar si un usuario tiene permiso para acceder a una vista en particular. Recibe dos argumentos: request y view. El argumento request es el objeto de solicitud HTTP enviado por el cliente y view es la vista de Django que está siendo solicitada.

La lógica del permiso se implementa en la función has\_permission. En este caso, el permiso se otorga a los usuarios que cumplan cualquiera de las dos condiciones siguientes:

* El usuario es un miembro del personal de la aplicación (request.user.is\_staff es True).
* El usuario tiene al menos un rol que se llama "Admin" (request.user.roles.all().filter(name='Admin') devuelve un queryset que no está vacío).

Si el usuario no cumple ninguna de estas condiciones, el permiso se niega (False se devuelve). Esto significa que el usuario no tendrá acceso a la vista protegida por este permiso.

from rest\_framework.permissions import BasePermission

class IsAdminRole(BasePermission):

def has\_permission(self, request, view):

if request.user and request.user.is\_staff:

return True

if request.user.roles.all().filter(name='Admin'):

return True

return False

En la carpeta de serializer vamos agregar tres archivos nuevos uno para el register y login, otro para las validaciones, y el último para las demás serializers.

Este código es un archivo de serializers de Django REST Framework que contiene dos clases: RegisterSerializers y LoginSerializers.

La clase RegisterSerializers es un serializer que se utiliza para crear un nuevo usuario en la aplicación. Tiene campos para username, email y password. El campo username está configurado para usar un SlugField y se valida con un UniqueValidator para garantizar que el valor no se repita en la base de datos. La clase CustomUser se especifica como modelo y se utilizan todos los campos (fields = '\_\_all\_\_'). Además, se ha definido un validador personalizado en la variable validators para asegurarse de que los datos del usuario sean válidos antes de crear el usuario.

La clase LoginSerializers es un serializer que se utiliza para autenticar a un usuario en la aplicación. Tiene campos para username y password. Además, se ha definido un campo adicional “roles” que utiliza otro serializer llamado RolesSimpleSerializers y que es opcional (required=False). La función validate se utiliza para validar las credenciales del usuario ingresadas en los campos username y password. Si son válidas, se devuelve el objeto User autenticado. Si no son válidas, se lanza una excepción de ValidationError con un mensaje de error personalizado.

from rest\_framework import serializers

from django.contrib.auth import get\_user\_model

from django.contrib.auth import authenticate

from rest\_framework.validators import UniqueValidator

from .customValidators import UserValidatorBefore

from apps.authenticacion.models import CustomUser

from .serializers import RolesSimpleSerializers, PersonsSimpleSerializers

User = get\_user\_model()

class RegisterSerializers(serializers.ModelSerializer):

username = serializers.SlugField(

max\_length=100,

validators=[UniqueValidator(queryset=User.objects.all())]

)

email = serializers.EmailField()

password = serializers.CharField()

class Meta:

model = CustomUser

fields = '\_\_all\_\_'

validators = [UserValidatorBefore()]

person = PersonsSimpleSerializers(read\_only=True)

def create(self, validated\_data):

#person = validated\_data.pop('person')

user = CustomUser.objects.create(\*\*validated\_data)

#Persons.objects.create(\*\*person, user=user)

return user

class LoginSerializers(serializers.ModelSerializer):

username = serializers.CharField(label='Email/username')

password = serializers.CharField(

min\_length=8, error\_messages={

'min\_length': 'La contraseña debe tener al menos 8 caracteres.'})

roles = RolesSimpleSerializers(many=True, required=False)

class Meta:

model = CustomUser

fields = ('id', 'password', 'username', 'roles')

def validate(self, attrs):

user = authenticate(\*\*attrs)

if user and user.is\_active:

return user

raise serializers.ValidationError(

{'detail': 'Las credenciales ingresadas son incorrectas.'})

Este código es un archivo de validadores personalizados para los serializers de Django REST Framework.

La clase UserValidatorBefore es un validador personalizado que se utiliza para verificar que los datos del usuario ingresados sean válidos antes de crear un nuevo usuario. En su inicialización, se definen los nombres de los campos username, email y password. La función \_\_call\_\_ se utiliza para validar los datos del usuario ingresados en el serializer. Primero, verifica que la contraseña tenga al menos 8 caracteres y sea alfanumérica. Si no, se agrega un mensaje de error a message. Luego, verifica si el correo electrónico ya existe en la base de datos. Si es así, se agrega otro mensaje de error a message. Si hay mensajes de error en message, se lanza una excepción de ValidationError. Si no, se devuelve attrs como están.

La clase ChangeValidator es un validador personalizado que se utiliza para verificar que la nueva contraseña del usuario tenga al menos 8 caracteres y sea alfanumérica. La función \_\_call\_\_ se utiliza para validar la contraseña ingresada en el serializer. Si la contraseña no cumple con los requisitos mencionados anteriormente, se agrega un mensaje de error a message. Si hay mensajes de error en message, se lanza una excepción de ValidationError. Si no, se devuelve attrs como están.

from django.contrib.auth import get\_user\_model

from rest\_framework import serializers

from rest\_framework.utils.representation import smart\_repr

from ...mudules import create\_response

User = get\_user\_model()

class UserValidatorBefore:

def \_\_init\_\_(self, username='username', email='email', password='password'):

self.username = username

self.email = email

self.password = password

def \_\_call\_\_(self, attrs):

message = {}

if 'password' in attrs and len(attrs[self.password]) < 8 and attrs[self.password].isalnum():

message[self.password] = 'The password must be alphanumeric and more than 8 digits'

if 'email' in attrs and User.objects.filter(email=attrs[self.email]).exists():

message[self.email] = 'Email already exist'

if message:

raise serializers.ValidationError(message, code='before')

return attrs

def \_\_repr\_\_(self):

return '<%s(email=%s, password=%s, username=%s)>' % (

self.\_\_class\_\_.\_\_name\_\_,

smart\_repr(self.email),

smart\_repr(self.password),

smart\_repr(self.username)

)

class ChangeValidator:

def \_\_init\_\_(self, password='password'):

self.password = password

def \_\_call\_\_(self, attrs):

message = {}

if len(attrs[self.password]) < 8 and attrs[self.password].isalnum():

message[self.password] = 'The password must be alphanumeric and more than 8 digits'

if message:

raise serializers.ValidationError(message, code='before')

return attrs

def \_\_repr\_\_(self):

return '<%s(password=%s)>' % (

self.\_\_class\_\_.\_\_name\_\_,

smart\_repr(self.password),

)

El archivo comienza con importaciones de varios modelos de Django, y algunos serializadores simples como UserSerializersSimple, que convierte objetos CustomUser en JSON que contiene solo los campos username y email. También hay algunos serializadores más complejos para modelos como Persons, Roles y Resources.

En particular, ResourcesRolesSerializers es un serializador que se utiliza para crear recursos y asignarlos a roles en la base de datos. Este serializador toma una lista de recursos como entrada y los crea en la base de datos. Luego crea una instancia de Resources\_roles para cada recurso y rol, y las guarda en la base de datos.

RolesUserSerializers se utiliza para asignar roles a un usuario en la base de datos. Toma un objeto de usuario y una lista de roles como entrada, y crea una instancia de User\_roles para cada combinación de usuario y rol. Si se intenta asignar un rol duplicado a un usuario, se lanzará una excepción ValidationError.

En general, este código parece ser una parte importante de una API REST construida con Django y Django REST Framework, que permite a los usuarios autenticados acceder a recursos y roles específicos.

from apps.authenticacion.models import (Document\_types, Genders, Persons, Resources, Roles, CustomUser, \_roles, Resources\_roles, Resources\_roles, Roles)

from rest\_framework.serializers import ModelSerializer, CharField, ValidationError, Serializer, IntegerField

from ...mudules import create\_response, menuResources

class UserSerializersSimple(ModelSerializer):

class Meta:

model = CustomUser

fields = ('username', 'email')

#GENDER

class GenderSerializers(ModelSerializer):

name = CharField()

class Meta:

model = Genders

exclude = ('createdAt', 'updateAt')

#DOCUMENT

class DocumentSerializers(ModelSerializer):

class Meta:

model = Document\_types

fields = '\_\_all\_\_'

#PERSON

class PersonsSerializers(ModelSerializer):

document\_type = DocumentSerializers(read\_only=True)

gender\_type = GenderSerializers(read\_only=True)

user = UserSerializersSimple(read\_only=True)

class Meta:

model = Persons

fields = '\_\_all\_\_'

class PersonsSimpleSerializers(ModelSerializer):

document\_type = DocumentSerializers(read\_only=True)

class Meta:

model = Persons

fields = ('name', 'surname', 'document\_type',

'phone', 'status', 'date\_of\_birth')

#RESOURCES

class ResourcesSerializers(ModelSerializer):

class Meta:

model = Resources

exclude = ('roles',)

class ResourcesRolesSerializers(Serializer):

rolesId = IntegerField()

resources = ResourcesSerializers(many=True)

def create(self, validated\_data):

try:

resources = []

list\_resources\_roles = []

id\_last\_resources = 0

last = Resources.objects.last()

if last:

id\_last\_resources = last.id + 1

menuResources(validated\_data['resources'],

resources, Resources, id\_last\_resources)

resources = Resources.objects.bulk\_create(resources)

roles = Roles.objects.get(pk=validated\_data['rolesId'])

list\_resources\_roles = [Resources\_roles(

rolesId=roles, resourcesId=r) for r in resources]

Resources\_roles.objects.bulk\_create(list\_resources\_roles)

return None

except Exception as e:

raise e

#ROLES

class RolesSerializers(ModelSerializer):

class Meta:

model = Roles

fields = ('id', 'name')

class RolesSimpleSerializers(ModelSerializer):

resources = ResourcesSerializers(many=True)

class Meta:

model = User\_roles

fields = '\_\_all\_\_'

class RolesUserSerializers(ModelSerializer):

class Meta:

model = User\_roles

exclude = ('rolesId',)

def create(self, validated\_data):

user = validated\_data['userId']

rolesForUser = [User\_roles(

userId=user, rolesId=x) for x in validated\_data['roles']]

try:

response = User\_roles.objects.bulk\_create(rolesForUser)

return response[0]

except Exception as e:

response, code = create\_response(

404, '', 'Duplicate Key User - Rol')

raise ValidationError(response, code=code)

A continuación, las vistas de las demás tablas del modelo de autenticación

Este código se aplica a las vistas basadas en clases para un API relacionado con la manipulación de tipos de documentos en el contexto de una revista de ciencia e ingeniería. A continuación, describiré brevemente lo que hace cada parte del código y cómo podrías documentarlo adecuadamente.

Estas son las importaciones necesarias para las clases y módulos que se utilizan en las vistas.Estas importaciones proporcionan las clases base necesarias para crear vistas basadas en API que manejan los tipos de documentos.

Esta clase define una vista que lista los tipos de documentos disponibles. Esta vista permite obtener una lista de todos los tipos de documentos disponibles y devuelve una respuesta con el código de estado y los datos de los tipos de documentos en formato JSON.

Esta clase define una vista para crear nuevos tipos de documentos. Esta vista permite crear un nuevo tipo de documento utilizando los datos proporcionados en la solicitud POST y devuelve una respuesta con el código de estado y los datos del nuevo tipo de documento en formato JSON. Si la validación falla, se devolverán los errores de validación.

Esta clase define una vista para actualizar tipos de documentos existentes. Esta vista permite actualizar un tipo de documento existente utilizando los datos proporcionados en la solicitud PUT y devuelve una respuesta con el código de estado y los datos actualizados del tipo de documento en formato JSON. Si la actualización falla, se devolverán los errores correspondientes.

**from .....mudules import (ListAPIView, CreateAPIView, Response, status, UpdateAPIView,**

**create\_response, IsAdminRole, DestroyAPIView)**

**from apps.authenticacion.models import Document\_types**

**from ....serializer.serializers import DocumentSerializers**

**class DocumentListView(ListAPIView):**

**queryset = Document\_types.objects.all()**

**serializer\_class = DocumentSerializers**

**def get(self, request, \*args, \*\*kwargs):**

**data = self.get\_queryset()**

**serializers = DocumentSerializers(data, many=True)**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Document', serializers.data)**

**return Response(response, status=code)**

**class DocumentCreateView(CreateAPIView):**

**queryset = Document\_types.objects.all()**

**serializer\_class = DocumentSerializers**

**def post(self, request, \*args, \*\*kwargs):**

**documentSerializers = DocumentSerializers(data=request.data)**

**if documentSerializers.is\_valid():**

**documentSerializers.save()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Document', documentSerializers.data)**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', documentSerializers.errors)**

**return Response(response, status=code)**

**class DocumentUpdateView(UpdateAPIView):**

**queryset = Document\_types.objects.all()**

**serializer\_class = DocumentSerializers**

**def get\_object(self):**

**try:**

**pk = self.kwargs.get('pk')**

**return Document\_types.objects.get(pk=pk)**

**except Document\_types.DoesNotExist:**

**return None**

**def put(self, request, \*args, \*\*kwargs):**

**document = self.get\_object()**

**if document is None:**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', documentSerializers.errors)**

**return Response(response, status=code)**

**try:**

**documentSerializers = DocumentSerializers(**

**document, data=request.data)**

**if documentSerializers.is\_valid():**

**documentSerializers.save()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Document Update', documentSerializers.data)**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', documentSerializers.errors)**

**return Response(response, status=code)**

**except (AttributeError, Exception) as e:**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)**

**return Response(response, status=code)**

**class DocumentDestroyView(DestroyAPIView):**

**queryset = Document\_types.objects.all()**

**serializer\_class = DocumentSerializers**

**#permission\_classes = [IsAdminRole]**

**def get\_object(self):**

**try:**

**pk = self.kwargs.get('pk')**

**return Document\_types.objects.get(id=pk)**

**except Document\_types.DoesNotExist:**

**return None**

**def delete(self, request, \*args, \*\*kwargs):**

**document = self.get\_object()**

**if document is None:**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'Type document Not Exist')**

**return Response(response, status=code)**

**document.delete()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'Ok')**

**return Response(response, status=code)**

### Vista de la tabla gender

**GenderListView**

Vista que lista los géneros disponibles. Esta vista permite obtener una lista de todos los géneros disponibles en la base de datos. Retorna una respuesta con el código de estado y los datos de los géneros en formato JSON.

**GenderCreateView**

Vista para crear nuevos géneros. Esta vista permite crear un nuevo género utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado y los datos del nuevo género en formato JSON. Si la validación falla, se devolverán los errores de validación.

**GenderUpdateView**Vista para actualizar géneros existentes. Esta vista permite actualizar un género existente utilizando los datos proporcionados en la solicitud PUT. Retorna una respuesta con el código de estado y los datos actualizados del género en formato JSON. Si la actualización falla, se devolverán los errores correspondientes.

**GendersDestroyView**Vista para eliminar géneros existentes. Esta vista permite eliminar un género existente. Retorna una respuesta con el código de estado indicando si la eliminación fue exitosa.

from .....mudules import (CreateAPIView, ListAPIView, UpdateAPIView, status,

Response, create\_response,IsAdminRole,DestroyAPIView)

from apps.authenticacion.models import Genders

from ....serializer.serializers import GenderSerializers

class GenderListView(ListAPIView):

queryset = Genders.objects.all()

serializer\_class = GenderSerializers

def get(self, request, \*args, \*\*kwargs):

data = self.get\_queryset()

serializers = GenderSerializers(data, many=True)

response, code = create\_response(

status.HTTP\_200\_OK, 'Genders', serializers.data)

return Response(response, status=code)

class GenderCreateView(CreateAPIView):

queryset = Genders.objects.all()

serializer\_class = GenderSerializers

def post(self, request, \*args, \*\*kwargs):

genderSerializers = GenderSerializers(data=request.data)

if genderSerializers.is\_valid():

genderSerializers.save()

response, code = create\_response(

status.HTTP\_200\_OK, 'Genders', genderSerializers.data)

return Response(response, status=code)

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', genderSerializers.errors)

return Response(response, status=code)

class GenderUpdateView(UpdateAPIView):

queryset = Genders.objects.all()

serializer\_class = GenderSerializers

def get\_object(self):

try:

pk = self.kwargs.get('pk')

return Genders.objects.get(pk=pk)

except Genders.DoesNotExist:

return None

def put(self, request, \*args, \*\*kwargs):

gender = self.get\_object()

if gender is None:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', 'Gender Not Found')

return Response(response, status=code)

try:

genderSerializers = GenderSerializers(gender, data=request.data)

if genderSerializers.is\_valid():

genderSerializers.update(

gender, genderSerializers.validated\_data)

response, code = create\_response(

status.HTTP\_200\_OK, 'Gender Update', genderSerializers.data)

return Response(response, status=code)

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', genderSerializers.errors)

return Response(response, status=code)

except (AttributeError, Exception) as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)

return Response(response, status=code)

class GendersDestroyView(DestroyAPIView):

queryset = Genders.objects.all()

serializer\_class = GenderSerializers

#permission\_classes = [IsAdminRole]

def get\_object(self):

try:

pk = self.kwargs.get('pk')

return Genders.objects.get(id=pk)

except Genders.DoesNotExist:

return None

def delete(self, request, \*args, \*\*kwargs):

gender = self.get\_object()

if gender is None:

response, code = create\_response(

status.HTTP\_200\_OK, 'Error', 'Gender Not Exist')

return Response(response, status=code)

gender.delete()

response, code = create\_response(

status.HTTP\_200\_OK, 'Error', 'Ok')

return Response(response, status=code)

### Vista de la tabla persona

**PersonView**

Vista que lista las personas registradas. Esta vista permite obtener una lista de todas las personas registradas en la base de datos. Retorna una respuesta con el código de estado y los datos de las personas en formato JSON.

**PersonCreateView**

Vista para crear nuevas personas. Esta vista permite crear una nueva persona utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado y los datos de la nueva persona en formato JSON. Si la validación falla, se devolverán los errores de validación.

PersonUpdateView

Vista para actualizar los datos de la persona registrada. Esta vista permite actualizar los datos de la persona registrada utilizando los datos proporcionados en la solicitud PUT. Retorna una respuesta con el código de estado y los datos actualizados de la persona en formato JSON. Si la actualización falla, se devolverán los errores correspondientes.

**PersonDeleteView**

Vista para ocultar una persona registrada. Esta vista permite ocultar una persona registrada. Si la persona ya está oculta, se devolverá un error. Retorna una respuesta con el código de estado indicando el resultado de la operación.

from ....serializer.serializers import PersonsSerializers

from apps.authenticacion.models import Persons

from rest\_framework import status

from rest\_framework.views import APIView

from .....mudules import ListAPIView, CreateAPIView, UpdateAPIView, Response, create\_response

class PersonView(ListAPIView):

queryset = Persons.objects.all()

serializer\_class = PersonsSerializers

def get(self, request, \*args, \*\*kwargs):

data = self.get\_queryset()

serializers = PersonsSerializers(data, many=True)

response, code = create\_response(

status.HTTP\_200\_OK, 'Person', serializers.data)

return Response(response, status=code)

class PersonCreateView(CreateAPIView):

queryset = Persons.objects.all()

serializer\_class = PersonsSerializers

def post(self, request, \*args, \*\*kwargs):

personSerializers = PersonsSerializers(data=request.data)

if personSerializers.is\_valid():

personSerializers.save()

response, code = create\_response(

status.HTTP\_200\_OK, 'Person', personSerializers.data)

return Response(response, status=code)

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', personSerializers.errors)

return Response(response, status=code)

class PersonUpdateView(UpdateAPIView):

queryset = Persons.objects.all()

serializer\_class = PersonsSerializers

def get\_object(self):

try:

pk = self.request.user.id

return Persons.objects.filter(user\_\_id=pk).first()

except Persons.DoesNotExist:

return None

def put(self, request, \*args, \*\*kwargs):

person = self.get\_object()

if person is None:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', None) # Update this line

return Response(response, status=code)

personSerializers = PersonsSerializers(person, data=request.data) # Move this line up

try:

if personSerializers.is\_valid():

personSerializers.save() # Use save() instead of update()

response, code = create\_response(

status.HTTP\_200\_OK, 'Person Update', personSerializers.data)

return Response(response, status=code)

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Error', personSerializers.errors)

return Response(response, status=code)

except (AttributeError, Exception) as e:

response, code = create\_response(

status.HTTP\_400\_BAD\_REQUEST, 'Not Found', str(e))

return Response(response, status=code)

class PersonDeleteView(APIView):

def delete(self, request, pk, \*args, \*\*kwargs):

try:

person = Persons.objects.get(pk=pk)

except Persons.DoesNotExist:

return Response({"detail": "Person not found"}, status=status.HTTP\_404\_NOT\_FOUND)

# Check if status is True before deleting

if person.status:

person.status = False

person.save()

return Response({"detail": "Person hidden successfully"}, status=status.HTTP\_204\_NO\_CONTENT)

else:

return Response({"detail": "Person is already hidden"}, status=status.HTTP\_400\_BAD\_REQUEST)

### Vista de la tabla recursos y recursos roles

**ResourcesListCreateView**

Vista para listar y crear recursos. Esta vista permite obtener una lista de todos los recursos disponibles y crear nuevos recursos. Retorna una respuesta con el código de estado y los datos de los recursos en formato JSON.

**ResourcesUpdateDeleteView**

Vista para actualizar y eliminar recursos. Esta vista permite actualizar y eliminar recursos existentes utilizando los datos proporcionados en las solicitudes PUT y DELETE. Retorna una respuesta con el código de estado indicando el resultado de la operación.

**ResourcesRolesListView**

Vista para listar y crear asignaciones de recursos a roles. Esta vista permite obtener una lista de todas las asignaciones de recursos a roles disponibles y crear nuevas asignaciones. Retorna una respuesta con el código de estado y los datos de las asignaciones en formato JSON.

**ResourcesRolesDetailView**

Vista para actualizar y eliminar asignaciones de recursos a roles. Esta vista permite actualizar y eliminar asignaciones de recursos a roles existentes utilizando los datos proporcionados en las solicitudes PUT y DELETE. Retorna una respuesta con el código de estado indicando el resultado de la operación.

from rest\_framework.views import APIView

from rest\_framework.response import Response

from rest\_framework import status

from rest\_framework.permissions import IsAuthenticated

from django.shortcuts import get\_object\_or\_404

from apps.authenticacion.models import Resources, Roles, Resources\_roles

from ....serializer.serializers import ResourcesSerializers, ResourcesRolesSerializers

class ResourcesListCreateView(APIView):

#permission\_classes = [IsAuthenticated]

def get(self, request):

queryset = Resources.objects.all()

serializer = ResourcesSerializers(queryset, many=True)

return Response(serializer.data)

def post(self, request):

serializer = ResourcesSerializers(data=request.data)

if serializer.is\_valid():

serializer.save()

response = {'response': 'Resource created', 'data': serializer.data}

return Response(response, status=status.HTTP\_201\_CREATED)

response = {'response': 'Error', 'errors': serializer.errors}

return Response(response, status=status.HTTP\_400\_BAD\_REQUEST)

class ResourcesUpdateDeleteView(APIView):

permission\_classes = [IsAuthenticated]

def get\_object(self):

try:

pk = self.kwargs.get('pk')

return Resources.objects.get(id=pk)

except Resources.DoesNotExist:

return None

def put(self, request, \*args, \*\*kwargs):

resources = self.get\_object()

if resources is None:

response = {'response': 'Resource Not Found'}

return Response(response, status=status.HTTP\_404\_NOT\_FOUND)

serializer = ResourcesSerializers(resources, data=request.data)

if serializer.is\_valid():

serializer.save()

response = {'response': 'Resource updated', 'data': serializer.data}

return Response(response, status=status.HTTP\_200\_OK)

response = {'response': 'Error', 'errors': serializer.errors}

return Response(response, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, \*args, \*\*kwargs):

resources = self.get\_object()

if resources is None:

response = {'response': 'Resource Not Found'}

return Response(response, status=status.HTTP\_404\_NOT\_FOUND)

resources.delete()

response = {'response': 'Resource deleted'}

return Response(response, status=status.HTTP\_204\_NO\_CONTENT)

########### RECURSOS ROLES ############

class ResourcesRolesListView(APIView):

def get(self, request):

resources\_roles = Resources\_roles.objects.all()

serializer = ResourcesRolesSerializers(resources\_roles, many=True)

return Response(serializer.data)

def post(self, request):

serializer = ResourcesRolesSerializers(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class ResourcesRolesDetailView(APIView):

def get\_object(self, pk):

try:

return Resources\_roles.objects.get(pk=pk)

except Resources\_roles.DoesNotExist:

return None

def put(self, request, pk):

resources\_roles = self.get\_object(pk)

if resources\_roles is None:

return Response(status=status.HTTP\_404\_NOT\_FOUND)

serializer = ResourcesRolesSerializers(resources\_roles, data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, pk):

resources\_roles = self.get\_object(pk)

if resources\_roles is None:

return Response(status=status.HTTP\_404\_NOT\_FOUND)

resources\_roles.delete()

return Response(status=status.HTTP\_204\_NO\_CONTENT)

### Vista de la tabla roles y user roles

RolesListView

Vista para listar roles. Esta vista permite obtener una lista de todos los roles disponibles en la base de datos. Retorna una respuesta con el código de estado y los datos de los roles en formato JSON.

**RolescreateView**

Vista para crear nuevos roles. Esta vista permite crear un nuevo rol utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado y los datos del nuevo rol en formato JSON. Si la validación falla, se devolverán los errores de validación.

**RoleUpdateView**

Vista para actualizar roles. Esta vista permite actualizar un rol existente utilizando los datos proporcionados en la solicitud PUT. Retorna una respuesta con el código de estado y los datos actualizados del rol en formato JSON. Si la actualización falla, se devolverán los errores correspondientes.

RolesDestroyView

Vista para eliminar roles. Esta vista permite eliminar un rol existente. Retorna una respuesta con el código de estado indicando el resultado de la operación.

**User\_rolesView**

Vista para obtener roles de usuario. Esta vista permite obtener una lista de todas las asignaciones de roles a usuarios disponibles en la base de datos. Retorna una respuesta con el código de estado y los datos de las asignaciones en formato JSON.

**UserRolesCreateAPIView**

Vista para asignar roles a usuarios. Esta vista permite asignar roles a los usuarios utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado y los datos de la asignación en formato JSON. Si la validación falla, se devolverán los errores de validación.

**User\_rolesDetailView**

Vista para obtener, actualizar y eliminar asignaciones de roles a usuarios. Esta vista permite obtener, actualizar y eliminar asignaciones de roles a usuarios existentes utilizando los datos proporcionados en las solicitudes GET, PUT y DELETE. Retorna una respuesta con el código de estado y los datos de la asignación en formato JSON (en caso de GET y PUT). Si la actualización falla, se devolverán los errores correspondientes.

**from apps.authenticacion.models import Roles, User\_roles**

**from rest\_framework.views import APIView**

**from rest\_framework.generics import CreateAPIView**

**from ....serializer.serializers import RolesSerializers, UserRolesSerializer, RolesUserSerializers**

**from .....mudules import (CreateAPIView, ListAPIView, Response, UpdateAPIView,**

**create\_response, status, DestroyAPIView, IsAdminRole)**

**class RolesListView(ListAPIView):**

**queryset = Roles.objects.all()**

**serializer\_class = RolesSerializers**

**def get(self, request, \*args, \*\*kwargs):**

**data = self.get\_queryset()**

**serializers = RolesSerializers(data, many=True)**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Roles', serializers.data)**

**return Response(response, status=code)**

**class RolescreateView(CreateAPIView):**

**queryset = Roles.objects.all()**

**serializer\_class = RolesSerializers**

**def post(self, request, \*args, \*\*kwargs):**

**roleSerializers = RolesSerializers(data=request.data)**

**if roleSerializers.is\_valid():**

**roleSerializers.save()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Role', roleSerializers.data)**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', roleSerializers.errors)**

**return Response(response, status=code)**

**class RoleUpdateView(UpdateAPIView):**

**queryset = Roles.objects.all()**

**serializer\_class = RolesSerializers**

**def get\_object(self):**

**try:**

**pk = self.kwargs.get('pk')**

**return Roles.objects.get(id=pk)**

**except Roles.DoesNotExist:**

**return None**

**def put(self, request, \*args, \*\*kwargs):**

**role = self.get\_object()**

**if role is None:**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'Role Not Exist')**

**return Response(response, status=code)**

**try:**

**roleSerializers = RolesSerializers(role, data=request.data)**

**if roleSerializers.is\_valid():**

**roleSerializers.save()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Role', roleSerializers.data)**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', roleSerializers.errors)**

**return Response(response, status=code)**

**except (AttributeError, Exception) as e:**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Not Found', e.args)**

**return Response(response, status=code)**

**class RolesDestroyView(DestroyAPIView):**

**queryset = Roles.objects.all()**

**serializer\_class = RolesSerializers**

**#permission\_classes = [IsAdminRole]**

**def get\_object(self):**

**try:**

**pk = self.kwargs.get('pk')**

**return Roles.objects.get(id=pk)**

**except Roles.DoesNotExist:**

**return None**

**def delete(self, request, \*args, \*\*kwargs):**

**role = self.get\_object()**

**if role is None:**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'Role Not Exist')**

**return Response(response, status=code)**

**if role.name.lower() == 'admin' or role.name.lower() == 'egresado':**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'No se puede borrar este rol')**

**return Response(response, status=code)**

**role.delete()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Error', 'Ok')**

**return Response(response, status=code)**

**class User\_rolesView(APIView):**

**def get(self, request):**

**user\_roles = User\_roles.objects.all()**

**serializer = RolesUserSerializers(user\_roles, many=True)**

**return Response(serializer.data)**

**class UserRolesCreateAPIView(CreateAPIView):**

**queryset = User\_roles.objects.all()**

**serializer\_class = UserRolesSerializer**

**def post(self, request, \*args, \*\*kwargs):**

**userroles = UserRolesSerializer(data=request.data)**

**if userroles.is\_valid():**

**userroles.save()**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Role', userroles.data)**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', userroles.errors)**

**return Response(response, status=code)**

**class User\_rolesDetailView(APIView):**

**def get\_object(self, pk):**

**try:**

**return User\_roles.objects.get(pk=pk)**

**except User\_roles.DoesNotExist:**

**raise status.HTTP\_404\_NOT\_FOUND**

**def get(self, request, pk):**

**user\_roles = self.get\_object(pk)**

**serializer = RolesUserSerializers(user\_roles)**

**return Response(serializer.data)**

**def put(self, request, pk):**

**user\_roles = self.get\_object(pk)**

**serializer = RolesUserSerializers(user\_roles, data=request.data)**

**if serializer.is\_valid():**

**serializer.save()**

**return Response(serializer.data)**

**return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)**

**def delete(self, request, pk):**

**user\_roles = self.get\_object(pk)**

**user\_roles.delete()**

**return Response(status=status.HTTP\_204\_NO\_CONTENT)**

### Vista de la tabla Security

SecurityResourcesCreate

Vista para crear recursos de seguridad. Esta vista permite crear nuevos recursos de seguridad utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado indicando el resultado de la operación.

**SecurityRolesUser**

Vista para asignar roles a un usuario. Esta vista permite asignar roles a un usuario utilizando los datos proporcionados en la solicitud POST. Retorna una respuesta con el código de estado indicando el resultado de la operación.

**from rest\_framework.generics import CreateAPIView**

**from ....serializer.serializers import ResourcesRolesSerializers, RolesUserSerializers, RolesSerializers**

**from rest\_framework import status**

**from apps.authenticacion.models import Resources, User\_roles, Roles**

**from rest\_framework.response import Response**

**from .....mudules import create\_response**

**class SecurityResourcesCreate(CreateAPIView):**

**queryset = Resources.objects.all()**

**serializer\_class = ResourcesRolesSerializers**

**def post(self, request, \*args, \*\*kwargs):**

**try:**

**resources = ResourcesRolesSerializers(data=request.data)**

**resources.is\_valid(raise\_exception=True)**

**resources.create(request.data)**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'Resources', 'Resources Create')**

**return Response(response, code)**

**except BaseException as e:**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', e.args[0])**

**return Response(response, status=code)**

**class SecurityRolesUser(CreateAPIView):**

**queryset = User\_roles.objects.all()**

**serializer\_class = RolesUserSerializers**

**def post(self, request, \*args, \*\*kwargs):**

**user = request.data['user']**

**rolesId = request.data['roles']**

**roles = Roles.objects.filter(id\_\_in=rolesId)**

**rolesUser = RolesUserSerializers(**

**data={'userId': user})**

**if rolesUser.is\_valid():**

**rolesUser.save(roles=roles)**

**response, code = create\_response(**

**status.HTTP\_200\_OK, 'User-Rol', 'successfully assigned roles')**

**return Response(response, status=code)**

**response, code = create\_response(**

**status.HTTP\_400\_BAD\_REQUEST, 'Error', rolesUser.errors)**

**return Response(response, status=code)**

### Urls de las vistas de los modelos

**from django.urls import path, include**

**urlpatterns = [**

**path('roles/', include('apps.authenticacion.api.view.models\_view.roles.urls')),**

**path('resources/', include('apps.authenticacion.api.view.models\_view.resources.urls')),**

**path('resourcesr/', include('apps.authenticacion.api.view.models\_view.resources.urlss')),**

**path('persons/', include('apps.authenticacion.api.view.models\_view.persons.urls')),**

**path('genders/', include('apps.authenticacion.api.view.models\_view.gender.urls')),**

**path('documents/', include('apps.authenticacion.api.view.models\_view.documents.urls')),**

**path('security/',include('apps.authenticacion.api.view.models\_view.security.urls'))**

**]**

### Middlewares

El middleware que se define es un mecanismo de autorización que verifica si un usuario tiene permiso para acceder a ciertas rutas en función de su rol y los recursos asociados a ese rol. Aquí hay un resumen de cómo funciona tu middleware:

* Cuando una solicitud HTTP llega a tu aplicación, el middleware ServiceMiddleware se ejecuta antes de llegar a la vista correspondiente.
* El middleware verifica si el usuario está autenticado y no es anónimo (request.user contiene la instancia del usuario logueado). Si no está autenticado o es un usuario anónimo, la solicitud continúa normalmente sin ninguna restricción.
* Si el usuario está autenticado, el middleware obtiene el ID del usuario logueado (idUsuario) a partir del modelo CustomUser.
* Luego, se obtienen los roles del usuario (rolUsuario) utilizando el modelo User\_roles y filtrando por el ID del usuario.
* Se realiza una consulta para obtener los recursos a los que el usuario tiene acceso. Se busca en el modelo Resources aquellos recursos cuyos roles coincidan con los roles del usuario (rolUsuario).
* Luego, el middleware itera a través de los recursos obtenidos y verifica si la URL actual de la solicitud (url) coincide con alguno de los recursos obtenidos (path en el recurso).
* Si la URL coincide con alguno de los recursos permitidos, el interruptor sw se establece en 1, lo que indica que el usuario tiene acceso a la ruta.
* Si el interruptor sw sigue siendo 0 después de recorrer todos los recursos permitidos, se devuelve una respuesta HTTP 403 Forbidden, indicando que el usuario no tiene permiso para acceder a esa ruta.
* Si el interruptor sw es 1 o si el usuario no está autenticado, la solicitud continúa normalmente.
* Finalmente, después de que se haya realizado toda la verificación y procesamiento, la solicitud pasa a la vista correspondiente.

Este middleware agrega una capa de seguridad a tus vistas al restringir el acceso a ciertas rutas según los roles y recursos asociados. Esto ayuda a garantizar que los usuarios solo tengan acceso a las partes de la aplicación para las que tienen permiso.

**from django.http import HttpResponseForbidden**

**from apps.authenticacion.models import CustomUser, Roles, Resources, User\_roles, Resources\_roles**

**class ServiceMiddleware:**

**def \_\_init\_\_(self, get\_response):**

**self.get\_response = get\_response**

**def \_\_call\_\_(self, request):**

**url = request.path\_info**

**if request.user and not request.user.is\_anonymous:**

**idUsuario = CustomUser.objects.get(username = request.user)**

**print(idUsuario.id)**

**rolUsuario = User\_roles.objects.filter(userId = idUsuario.id).values('rolesId')**

**print(rolUsuario)**

**role\_recursos = Resources.objects.all().prefetch\_related('roles').values('path','titulo','roles').filter(roles\_\_in= (rolUsuario))**

**sw = 0**

**for rolerec in role\_recursos:**

**if url in rolerec['path']:**

**sw = 1 # Cambiar el interruptor a 1 si se encuentra el título en la URL**

**break**

**if sw == 0:**

**return HttpResponseForbidden("Acceso denegado. El usuario no tiene acceso a esta ruta.")**

**print(url)**

**response = self.get\_response(request)**

**return response**

**def get\_user\_resources(self, user\_roles):**

**user\_resources = []**

**for role in user\_roles:**

**resources = Resources.objects.filter(roles\_\_pk=role).values\_list('path', flat=True)**

**user\_resources.extend(resources)**

**return user\_resources**

### App solicitudes

En nuestra carpeta llamada apps que es donde vamos a crear las aplicaciones que vamos a utilizar en nuestro proyecto, nos ubicamos en la carpeta apps y con el comando:

* django-admin startapp solicitudes

En la cual vamos a llenar primero los modelos sobre los cuales vamos a necesitar.

**ContenidoSolicitud:** Esta clase representa el contenido asociado a una solicitud de artículo. Contiene detalles como resumen, palabras clave, introducción, métodos, resultados, agradecimientos, literatura citada y archivos adjuntos. Se utiliza para almacenar la información esencial relacionada con la solicitud.

**Solicitud**: Esta clase modela una solicitud de artículo. Contiene información sobre el título del artículo, autores, contenido de la solicitud, fechas relevantes, URL, ORCID, afiliación y estado. Cada solicitud se asocia con un único contenido y puede seguir diferentes estados de seguimiento.

**PasosSeguimiento**: Define los diferentes pasos de seguimiento en el proceso de revisión de una solicitud. Cada paso tiene un nombre, nivel y número de días de programación. Esta clase ayuda a organizar y gestionar el flujo de trabajo durante el seguimiento de una solicitud.

**EstadoSeguimiento**: Representa los posibles estados en los que puede encontrarse una solicitud en el proceso de seguimiento. Cada estado tiene un nombre y una descripción asociada. Esta clase ayuda a identificar el estado actual de una solicitud en su ciclo de vida.

**Seguimiento**: Esta clase captura el seguimiento de una solicitud específica a lo largo de su ciclo de vida. Almacena información sobre la solicitud, fechas de asignación y evaluación, pasos de seguimiento, estado actual, responsables y correcciones realizadas. Ayuda a rastrear y gestionar la evolución de una solicitud.

**Anexos**: Modelo simple que representa los anexos asociados a una solicitud. Puede contener detalles sobre los archivos adjuntos relacionados con la solicitud. Ayuda a mantener una relación entre las solicitudes y los archivos adjuntos.

**RolAutor**: Define los diferentes roles de autor que pueden tener los usuarios en relación con un artículo. Cada rol tiene un nombre y un estado para determinar su activación o desactivación.

**AutorXSolicitud**: Esta clase asocia autores individuales con solicitudes específicas. Almacena información sobre el usuario, el rol de autor y la solicitud a la que pertenece. Ayuda a identificar la contribución de cada autor a una solicitud.

**NivelFormacion**: Define los diferentes niveles de formación que pueden tener los usuarios. Cada nivel tiene un nombre y un estado para determinar su activación o desactivación. Puede utilizarse para indicar la educación formal de un autor.

**UsuarioXFormacion**: Asocia usuarios con sus niveles de formación y detalles relacionados. Almacena información sobre la formación académica de un usuario, incluyendo nombre de institución, fecha de grado, resolución de convalidación, certificado de grado y más.

from django.db import models

from django.contrib.auth import get\_user\_model

from apps.authenticacion.models import CustomUser

CustomUser = get\_user\_model()

class ContenidoSolicitud(models.Model):

resumen = models.CharField(max\_length=1500)

palabras\_claves = models.CharField(max\_length=256)

abstract = models.CharField(max\_length=256)

Keywords = models.CharField(max\_length=256)

introduccion = models.CharField(max\_length=2000)

materi\_metodos = models.CharField(max\_length=2000)

result\_discu = models.CharField(max\_length=2000)

agradecimientos = models.CharField(max\_length=1500)

literact\_citada = models.CharField(max\_length=2000)

archivo\_adjunto = models.FileField(upload\_to='archivos\_adjuntos/')

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return self.resumen

class Solicitud(models.Model):

titulo\_articulo = models.CharField(max\_length=200)

autores = models.CharField(max\_length=500)

contenidoSolicitud = models.OneToOneField(ContenidoSolicitud, on\_delete=models.CASCADE, null=True)

fecha = models.DateField()

urls = models.CharField(max\_length=256)

orcid = models.CharField(max\_length=256)

afiliacion = models.CharField(max\_length=256)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return self.urls

class Meta:

verbose\_name = 'Solicitud'

class PasosSeguimiento(models.Model):

nivel = models.CharField(max\_length=256)

nombre = models.CharField(max\_length=256)

dias\_programacion = models.CharField(max\_length=256)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return self.nombre

class Meta:

verbose\_name = 'PasosSeguimiento'

class EstadoSeguimiento(models.Model):

nombre = models.CharField(max\_length=256)

descripcion = models.CharField(max\_length=2000)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return str(self.nombre)

class Seguimiento(models.Model):

solicitudId = models.ForeignKey(Solicitud,on\_delete=models.CASCADE)

fecha\_asignacion = models.DateField()

fecha\_programacion = models.DateField()

fecha\_evaluacion = models.DateField()

pasos\_seguimiento = models.ForeignKey(PasosSeguimiento,on\_delete=models.CASCADE, related\_name='pasos\_seguimiento')

estado\_seguimiento = models.ForeignKey(EstadoSeguimiento,on\_delete=models.CASCADE, related\_name='estado\_seguimiento')

responsableId = models.ForeignKey(CustomUser,on\_delete=models.CASCADE, related\_name='responsable')

correciones = models.FileField(upload\_to='archivos\_adjuntos/')

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return str(self.solicitudId)

class Anexos(models.Model):

solicitudId = models.ForeignKey(Solicitud,on\_delete=models.CASCADE)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return str(self.solicitudId)

class RolAutor(models.Model):

nombre = models.CharField(max\_length=200)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return str(self.nombre)

class AutorXSolicitud(models.Model):

usuario = models.ForeignKey(CustomUser, on\_delete=models.CASCADE)

rolautor = models.ForeignKey(RolAutor, on\_delete=models.CASCADE)

solicitud = models.ForeignKey(Solicitud, on\_delete=models.CASCADE)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return f"{self.usuario.username} - {self.rolautor.nombre} - {self.solicitud.urls}"

class NivelFormacion(models.Model):

nombre = models.CharField(max\_length=256)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return self.nombre

class UsuarioXFormacion(models.Model):

nombre = models.CharField(max\_length=256)

fecha\_grado = models.CharField(max\_length=256)

resol\_conv = models.CharField(max\_length=256)

cert\_grado = models.CharField(max\_length=256)

nombre\_institucion = models.CharField(max\_length=256)

cert\_resol = models.CharField(max\_length=256)

nivel\_formacion = models.ForeignKey(NivelFormacion,on\_delete=models.CASCADE)

autor = models.ForeignKey(CustomUser,on\_delete=models.CASCADE)

status = models.BooleanField(default=True)

def \_\_str\_\_(self):

return self.nombre

### Registro de los modelos en el panel de administración de django

**from django.contrib import admin**

**from .models import \***

**admin.site.register(UsuarioXFormacion)**

**admin.site.register(RolAutor)**

**admin.site.register(AutorXSolicitud)**

**admin.site.register(Solicitud)**

**admin.site.register(Seguimiento)**

**admin.site.register(Anexos)**

**admin.site.register(PasosSeguimiento)**

**admin.site.register(NivelFormacion)**

**admin.site.register(ContenidoSolicitud)**

**admin.site.register(EstadoSeguimiento)**

### Serializer de los modelos de solicitudes

Esta clase proporciona campos comunes para los serializadores en tu proyecto. Los campos incluyen información sobre el ID del objeto, las fechas de creación y actualización, así como el usuario que creó y actualizó el objeto.

Campos:

* id: Un campo de clave principal de solo lectura. Representa el ID del objeto serializado.
* createdAt: Un campo de fecha de solo lectura. Representa la fecha de creación del objeto.
* updateAt: Un campo de fecha de solo lectura. Representa la fecha de última actualización del objeto.
* userCreate: Un campo de solo lectura que muestra el nombre de usuario del usuario que creó el objeto.
* userUpdate: Un campo de sólo lectura que muestra el nombre de usuario del usuario que realizó la última actualización en el objeto.

Método \_\_init\_\_: El método \_\_init\_\_ se ha personalizado para manejar un argumento adicional llamado meta. Si meta se establece en True, los campos de fechas y usuarios se mantendrán en el serializador. De lo contrario, estos campos se eliminarán del serializador.

Uso: Puedes heredar de esta clase en tus serializadores específicos y personalizar aún más su comportamiento si es necesario. Algunos serializadores pueden requerir la información de fechas y usuarios, mientras que otros pueden necesitar una representación más compacta sin estos detalles.

class BaseSerializers(serializers.Serializer):

id = serializers.PrimaryKeyRelatedField(read\_only=True)

createdAt = serializers.DateField(read\_only=True)

updateAt = serializers.DateField(read\_only=True)

userCreate = serializers.SlugRelatedField("username",read\_only=True)

userUpdate = serializers.SlugRelatedField("username",read\_only=True)

def \_\_init\_\_(self, instance=None, data=..., \*\*kwargs):

meta = bool(kwargs.pop('meta', None))

super().\_\_init\_\_(instance, data, \*\*kwargs)

if meta != True or meta is None:

self.fields.pop("createdAt")

self.fields.pop("updateAt")

self.fields.pop("userCreate")

self.fields.pop("userUpdate")

Estos serializadores a continuación están diseñados para convertir los objetos de Django en representaciones de Python que se pueden convertir fácilmente en JSON o XML, y viceversa.

**NivelFormacionSerializer:**

* Serializador para el modelo NivelFormacion.
* Todos los campos del modelo se incluyen en la representación.

**UsuarioXFormacionSerializer:**

* Serializador para el modelo UsuarioXFormacion.
* Incluye detalles del nivel de formación y el autor asociado.
* Se utiliza el serializador NivelFormacionSerializer para el campo nivel\_formacion.
* Se utiliza el serializador CustomUserSerializer para el campo autor.

**AutorSerial:**

* Serializador para el modelo CustomUser, que es el modelo de usuario personalizado.
* Incluye la relación inversa usuarioxformacion a través del serializador UsuarioXFormacionSerializer.
* El campo usuario se representa como una clave principal relacionada y se establece automáticamente en el usuario actual a través de serializers.CurrentUserDefault().

**RolAutorSerializer:**

* Serializador para el modelo RolAutor.
* Incluye todos los campos del modelo.

**AutorXSolicitudSerializer:**

* Serializador para el modelo AutorXSolicitud.
* Incluye solo los campos id, usuario, rolautor y solicitud.

from rest\_framework import serializers

from ....models import \*

from .....authenticacion.models import CustomUser

from ..solicitud.solicitud\_serializers import \*

from .....authenticacion.serializers import CustomUserSerializer

class NivelFormacionSerializer(serializers.ModelSerializer):

class Meta:

model = NivelFormacion

fields = '\_\_all\_\_'

class UsuarioXFormacionSerializer(serializers.ModelSerializer):

nivel\_formacion = NivelFormacionSerializer()

autor = CustomUserSerializer()

class Meta:

model = UsuarioXFormacion

fields = '\_\_all\_\_'

class AutorSerial(serializers.ModelSerializer):

usuarioxformacion = UsuarioXFormacionSerializer(many=True)

usuario = serializers.PrimaryKeyRelatedField(

queryset=get\_user\_model().objects.all(),

default=serializers.CurrentUserDefault()

)

class Meta:

model = CustomUser

fields = '\_\_all\_\_'

class RolAutorSerializer(serializers.ModelSerializer):

class Meta:

model = RolAutor

fields = '\_\_all\_\_'

class AutorXSolicitudSerializer(serializers.ModelSerializer):

class Meta:

model = AutorXSolicitud

fields = ['id', 'usuario', 'rolautor', 'solicitud']

**ContenidoSolicitudSerializer para Archivos Adjuntos**

Este serializador está diseñado para manejar la serialización y deserialización de objetos de tipo ContenidoSolicitud, que incluyen campos relacionados con archivos adjuntos. La adición de la línea archivo\_adjunto = serializers.FileField() permite gestionar y representar archivos adjuntos en la API.

Este serializador se utiliza para convertir los objetos de tipo ContenidoSolicitud en representaciones JSON (u otros formatos) y viceversa, lo que facilita la comunicación entre la base de datos y la API en una aplicación Django con el uso de Django REST framework.

El serializador se configura para incluir todos los campos del modelo ContenidoSolicitud, y se agrega el campo archivo\_adjunto para manejar archivos adjuntos. Esto permite que el serializador se encargue de validar y deserializar los datos entrantes relacionados con archivos adjuntos y representarlos adecuadamente en la respuesta de la API.

Este serializador se puede utilizar junto con vistas basadas en clases de Django REST framework para construir endpoints de API que manejen la creación, actualización y recuperación de objetos ContenidoSolicitud con archivos adjuntos.

from rest\_framework import serializers

from ....models import \*

class ContenidoSolicitudSerializer(serializers.ModelSerializer):

archivo\_adjunto = serializers.FileField() # Agregar esta línea para manejar archivos adjuntos

class Meta:

model = ContenidoSolicitud

fields = '\_\_all\_\_'

**Serializadores para Modelos Relacionados con Seguimiento**

Estos serializadores están diseñados para manejar la serialización y deserialización de objetos relacionados con el modelo Seguimiento. Cada serializador representa un modelo relacionado y es útil para convertir objetos de Django en representaciones JSON (u otros formatos) y viceversa, lo que facilita la comunicación entre la base de datos y la API en una aplicación Django que utiliza Django REST framework.

**SeguimientoSerializer**:

* Serializador para el modelo Seguimiento.
* Incluye todos los campos del modelo Seguimiento en la representación.
* Los campos relacionados como solicitud y pasos\_seguimiento se pueden incluir descomentando las líneas correspondientes, utilizando PrimaryKeyRelatedField para representar claves principales relacionadas.

**AnexosSerializer:**

* Serializador para el modelo Anexos.
* Incluye todos los campos del modelo Anexos en la representación.

**EstadoSeguimientoSerializer:**

* Serializador para el modelo EstadoSeguimiento.
* Incluye todos los campos del modelo EstadoSeguimiento en la representación.

**from rest\_framework import serializers**

**from ....models import \***

**from .....authenticacion.models import CustomUser**

**from ..solicitud.solicitud\_serializers import \***

**class SeguimientoSerializer(serializers.ModelSerializer):**

**class Meta:**

**model = Seguimiento**

**fields = '\_\_all\_\_'**

**class AnexosSerializer(serializers.ModelSerializer):**

**class Meta:**

**model = Anexos**

**fields = '\_\_all\_\_'**

**class EstadoSeguimientoSerializer(serializers.ModelSerializer):**

**class Meta:**

**model = EstadoSeguimiento**

**fields = '\_\_all\_\_'**

**Serializadores para Solicitud y Pasos de Seguimiento.**

Estos serializadores están diseñados para manejar la serialización y deserialización de objetos relacionados con los modelos Solicitud y PasosSeguimiento. Cada serializador representa un modelo relacionado y es útil para convertir objetos de Django en representaciones JSON (u otros formatos) y viceversa, lo que facilita la comunicación entre la base de datos y la API en una aplicación Django que utiliza Django REST framework.

**SolicitudSerializer:**

* Serializador para el modelo Solicitud.
* Incluye todos los campos del modelo Solicitud en la representación.
* Agrega campos fecha\_asignacion, fecha\_programacion y fecha\_evaluacion como campos de formulario para permitir el ingreso de fechas en formato "YYYY-MM-DD" en la API.

**PasosSeguimientoSerializer:**

* Serializador para el modelo PasosSeguimiento.
* Incluye todos los campos del modelo PasosSeguimiento en la representación.

### Vista de los modelos de app solicitudes

**Vistas basadas en clases para el modelo ContenidoSolicitud.**

Estas vistas basadas en clases están diseñadas para interactuar con el modelo ContenidoSolicitud en una aplicación Django utilizando Django REST framework. Proporcionan endpoints de API que permiten la creación, recuperación, actualización y eliminación de objetos de tipo ContenidoSolicitud, así como la descarga de archivos adjuntos.

**ContenidoSolicitudList:**

* Vista basada en clases que proporciona un endpoint para listar y crear objetos ContenidoSolicitud.
* Utiliza el serializador ContenidoSolicitudSerializer para manejar la serialización y deserialización.
* La lista de objetos ContenidoSolicitud se filtra para mostrar solo aquellos con el atributo status en True.
* Permite la creación de nuevos objetos ContenidoSolicitud.

**ContenidoSolicitudDetail:**

* Vista basada en clases que proporciona un endpoint para recuperar, actualizar y eliminar objetos ContenidoSolicitud.
* Utiliza el serializador ContenidoSolicitudSerializer para manejar la serialización y deserialización.
* La lista de objetos ContenidoSolicitud se filtra para mostrar solo aquellos con el atributo status en True.
* La función perform\_destroy cambia el atributo status del objeto a False en lugar de eliminarlo físicamente.

**descargar\_archivo:**

* Función de vista que permite descargar el archivo adjunto de un objeto ContenidoSolicitud específico.
* Utiliza el ID de un objeto ContenidoSolicitud para recuperar el archivo adjunto y enviarlo como una respuesta de archivo (FileResponse) al cliente.

from django.http import Http404

from rest\_framework import status

from rest\_framework.views import APIView

from rest\_framework.response import Response

from rest\_framework import generics

from django.shortcuts import get\_object\_or\_404

from django.http import FileResponse

from ....models import

from ...serializers.literatura.literatura\_serilizers import ContenidoSolicitudSerializer

class ContenidoSolicitudList(generics.ListCreateAPIView):

queryset = ContenidoSolicitud.objects.filter(status=True)

serializer\_class = ContenidoSolicitudSerializer

def create(self, request, \*args, \*\*kwargs):

serializer = self.get\_serializer(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class ContenidoSolicitudDetail(generics.RetrieveUpdateDestroyAPIView):

queryset = ContenidoSolicitud.objects.filter(status=True)

serializer\_class = ContenidoSolicitudSerializer

def perform\_destroy(self, instance):

instance.status = False

instance.save()

def delete(self, request, \*args, \*\*kwargs):

instance = self.get\_object()

self.perform\_destroy(instance)

return Response(status=status.HTTP\_204\_NO\_CONTENT)

def descargar\_archivo(request, pk):

contenido = get\_object\_or\_404(ContenidoSolicitud, pk=pk, status=True)

archivo = contenido.archivo\_adjunto

response = FileResponse(archivo)

return response

Vistas basadas en clases para el modelo Solicitud

Estas vistas basadas en clases están diseñadas para interactuar con el modelo Solicitud en una aplicación Django utilizando Django REST framework. Proporcionan endpoints de API que permiten la creación, recuperación, actualización y eliminación de objetos de tipo Solicitud, y se aseguran de que solo se manejen objetos con el atributo status en True.

**SolicitudList:**

* Vista basada en clases que proporciona un endpoint para listar y crear objetos Solicitud.
* Utiliza el serializador SolicitudSerializer para manejar la serialización y deserialización.
* La lista de objetos Solicitud se filtra para mostrar solo aquellos con el atributo status en True.
* Permite la creación de nuevos objetos Solicitud.

**SolicitudDetail:**

* Vista basada en clases que proporciona un endpoint para recuperar, actualizar y eliminar objetos Solicitud.
* Utiliza el serializador SolicitudSerializer para manejar la serialización y deserialización.
* La función get\_object recupera el objeto Solicitud con el ID proporcionado.
* La recuperación de un objeto Solicitud se verifica primero si su atributo status es True.
* La actualización y eliminación de un objeto Solicitud cambia su atributo status a False.

from django.http import Http404

from rest\_framework import status

from rest\_framework.views import APIView

from rest\_framework.response import Response

from ....models import Solicitud

from ...serializers.solicitud.solicitud\_serializers import SolicitudSerializer

from rest\_framework.response import Response

from rest\_framework.permissions import IsAuthenticated

class SolicitudList(APIView):

def get(self, request, format=None):

solicitudes = Solicitud.objects.filter(status=True) # Filtrar por status=True

serializer = SolicitudSerializer(solicitudes, many=True)

data = {'solicitudes': serializer.data}

return Response(data)

def post(self, request, format=None):

serializer = SolicitudSerializer(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class SolicitudDetail(APIView):

def get\_object(self, pk):

try:

return Solicitud.objects.get(pk=pk)

except Solicitud.DoesNotExist:

raise Http404

def get(self, request, pk, format=None):

solicitud = self.get\_object(pk)

# Check if status is True before serializing and returning the data

if solicitud.status:

serializer = SolicitudSerializer(solicitud)

data = {'solicitud': serializer.data}

return Response(data)

else:

# Return a 404 response when status is False

print("No encontrado")

return Response('No encontrado',status=status.HTTP\_404\_NOT\_FOUND)

def put(self, request, pk, format=None):

solicitud = self.get\_object(pk)

serializer = SolicitudSerializer(solicitud, data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, pk):

solicitud = self.get\_object(pk)

if solicitud is None:

return Response(status=status.HTTP\_404\_NOT\_FOUND)

solicitud.status = False

solicitud.save()

return Response(status=status.HTTP\_204\_NO\_CONTENT)

### Vistas basadas en clases para el modelo PasosSeguimiento

Estas vistas basadas en clases son parte de la API diseñada para interactuar con el modelo PasosSeguimiento en una aplicación Django utilizando Django REST framework. Proporcionan endpoints de API para listar, crear, recuperar, actualizar y eliminar objetos de tipo PasosSeguimiento. Estas vistas también aseguran que solo se manejen objetos con el atributo status en True.

**PasosSeguimientoList:**

* Vista basada en clases que proporciona un endpoint para listar y crear objetos PasosSeguimiento.
* Utiliza el serializador PasosSeguimientoSerializer para manejar la serialización y deserialización.
* La lista de objetos PasosSeguimiento se filtra para mostrar solo aquellos con el atributo status en True.
* Permite la creación de nuevos objetos PasosSeguimiento.

**PasosSeguimientoDetail:**

* Vista basada en clases que proporciona un endpoint para recuperar, actualizar y eliminar objetos PasosSeguimiento.
* Utiliza el serializador PasosSeguimientoSerializer para manejar la serialización y deserialización.
* La función get\_object recupera el objeto PasosSeguimiento con el ID proporcionado.
* La recuperación de un objeto PasosSeguimiento se verifica primero si su atributo status es True.
* La actualización de un objeto PasosSeguimiento cambia sus datos según la solicitud del cliente.
* La eliminación de un objeto PasosSeguimiento cambia su atributo status a False.

from django.http import Http404

from rest\_framework import status

from rest\_framework import generics

from rest\_framework.views import APIView

from rest\_framework.response import Response

from ....models import PasosSeguimiento

from ...serializers.solicitud.solicitud\_serializers import PasosSeguimientoSerializer

class PasosSeguimientoList(generics.ListCreateAPIView):

queryset = PasosSeguimiento.objects.all()

serializer\_class = PasosSeguimientoSerializer

def list(self, request, \*args, \*\*kwargs):

queryset = PasosSeguimiento.objects.filter(status=True) # Filtrar por status=True

serializer = self.get\_serializer(queryset, many=True)

data = {'pasos\_seguimiento': serializer.data}

return Response(data)

def create(self, request, \*args, \*\*kwargs):

serializer = self.get\_serializer(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class PasosSeguimientoDetail(generics.RetrieveUpdateDestroyAPIView):

queryset = PasosSeguimiento.objects.all()

serializer\_class = PasosSeguimientoSerializer

def retrieve(self, request, \*args, \*\*kwargs):

instance = self.get\_object()

serializer = self.get\_serializer(instance)

data = {'paso\_seguimiento': serializer.data}

return Response(data)

def update(self, request, \*args, \*\*kwargs):

instance = self.get\_object()

serializer = self.get\_serializer(instance, data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, \*args, \*\*kwargs):

instance = self.get\_object()

instance.status = False # Establecer el estado en "oculto"

instance.save()

return Response(status=status.HTTP\_204\_NO\_CONTENT)

### Vistas basadas en clases para el modelo Seguimiento

Estas vistas basadas en clases forman parte de la API creada para interactuar con el modelo Seguimiento en una aplicación Django mediante Django REST framework. Proporcionan endpoints de API para listar, crear, recuperar, actualizar y eliminar objetos de tipo Seguimiento. Además, se incluye una función para descargar archivos adjuntos asociados a un seguimiento.

**SeguimientoList:**

* Esta vista proporciona un endpoint para listar y crear objetos Seguimiento.
* Se filtran los seguimientos con el atributo status en True.
* Los seguimientos se utilizan utilizando SeguimientoSerializer.
* Permite la creación de nuevos seguimientos.

**SeguimientoDetail:**

* Esta vista proporciona un endpoint para recuperar, actualizar y eliminar objetos Seguimiento.
* La función get\_object recupera un objeto Seguimiento por su ID.
* La recuperación de un objeto Seguimiento verifica si su atributo status es True.
* Se utilizan los métodos HTTP GET, PUT y DELETE para realizar las acciones correspondientes.
* Cuando se elimina un seguimiento, su atributo status se establece en False.

**descargar\_archivo:**

* Esta función descarga un archivo adjunto asociado a un seguimiento.
* Utiliza la función get\_object\_or\_404 para recuperar el seguimiento con el ID proporcionado y el atributo status en True.
* Si el archivo existe en el seguimiento, se devuelve como una respuesta de archivo (FileResponse).
* Si no se encuentra un archivo adjunto, se lanza una excepción Http404.

from django.http import Http404

from rest\_framework import status

from rest\_framework.views import APIView

from rest\_framework.viewsets import ModelViewSet

from rest\_framework.response import Response

from django.shortcuts import get\_object\_or\_404

from django.http import FileResponse

from ....models import Seguimiento

from ...serializers.seguimiento.seguimiento\_serializers import SeguimientoSerializer

class SeguimientoList(APIView):

def get(self, request):

seguimientos = Seguimiento.objects.filter(status=True) # Filtrar por status=True

serializer = SeguimientoSerializer(seguimientos, many=True)

data = {'seguimientos': serializer.data}

return Response(data)

def post(self, request):

serializer = SeguimientoSerializer(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class SeguimientoDetail(APIView):

def get\_object(self, pk):

try:

return Seguimiento.objects.get(pk=pk)

except Seguimiento.DoesNotExist:

raise Http404

def get(self, request, pk):

seguimiento = self.get\_object(pk)

if seguimiento.status:

serializer = SeguimientoSerializer(seguimiento)

data = {'seguimiento': serializer.data}

return Response(data)

else:

return Response('No encontrado... Realice otra busquedad.',status=status.HTTP\_404\_NOT\_FOUND)

def put(self, request, pk):

seguimiento = self.get\_object(pk)

serializer = SeguimientoSerializer(seguimiento, data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, pk):

seguimiento = self.get\_object(pk)

if seguimiento is None:

return Response(status=status.HTTP\_404\_NOT\_FOUND)

seguimiento.status = False # Establecer el estado en "oculto"

seguimiento.save()

return Response(status=status.HTTP\_204\_NO\_CONTENT)

def descargar\_archivo(request, pk):

seguimiento = get\_object\_or\_404(Seguimiento, pk=pk, status=True)

archivo = seguimiento.correciones

if archivo:

response = FileResponse(archivo)

return response

else:

raise Http404("Archivo no encontrado")

### Vistas basadas en clases para el modelo EstadoSeguimiento

Estas vistas basadas en clases forman parte de la API diseñada para interactuar con el modelo EstadoSeguimiento en una aplicación Django mediante Django REST framework. Proporcionan endpoints de API para listar, crear, recuperar, actualizar y eliminar objetos de tipo EstadoSeguimiento.

**EstadoSeguimientoList:**

* Esta vista proporciona un endpoint para listar y crear objetos EstadoSeguimiento.
* Se filtran los estados de seguimiento con el atributo status en True.
* Los estados de seguimiento se serializan utilizando EstadoSeguimientoSerializer.
* Permite la creación de nuevos estados de seguimiento.

**EstadoSeguimientoDetail:**

* Esta vista proporciona un endpoint para recuperar, actualizar y eliminar objetos EstadoSeguimiento.
* La función get\_object recupera un objeto EstadoSeguimiento por su ID.
* La recuperación de un objeto EstadoSeguimiento verifica si su atributo status es True.
* Se utilizan los métodos HTTP GET, PUT y DELETE para realizar las acciones correspondientes.
* Cuando se elimina un estado de seguimiento, su atributo status se establece en False.

from django.http import Http404

from rest\_framework.views import APIView

from rest\_framework.response import Response

from rest\_framework import status

from ....models import EstadoSeguimiento

from ...serializers.seguimiento.seguimiento\_serializers import EstadoSeguimientoSerializer

class EstadoSeguimientoList(APIView):

def get(self, request):

estados\_seguimiento = EstadoSeguimiento.objects.filter(status=True) # Filtrar por status=True

serializer = EstadoSeguimientoSerializer(estados\_seguimiento, many=True)

return Response(serializer.data)

def post(self, request):

serializer = EstadoSeguimientoSerializer(data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data, status=status.HTTP\_201\_CREATED)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

class EstadoSeguimientoDetail(APIView):

def get\_object(self, pk):

try:

return EstadoSeguimiento.objects.get(pk=pk)

except EstadoSeguimiento.DoesNotExist:

raise Http404

def get(self, request, pk):

estado\_seguimiento = self.get\_object(pk)

if estado\_seguimiento.status:

serializer = EstadoSeguimientoSerializer(estado\_seguimiento)

return Response(serializer.data)

else:

return Response('No encontrado... Realice otra busquedad.',status=status.HTTP\_404\_NOT\_FOUND)

def put(self, request, pk):

estado\_seguimiento = self.get\_object(pk)

serializer = EstadoSeguimientoSerializer(estado\_seguimiento, data=request.data)

if serializer.is\_valid():

serializer.save()

return Response(serializer.data)

return Response(serializer.errors, status=status.HTTP\_400\_BAD\_REQUEST)

def delete(self, request, pk):

estado\_seguimiento = self.get\_object(pk)

estado\_seguimiento.status = False

estado\_seguimiento.save()

return Response(status=status.HTTP\_204\_NO\_CONTENT)

### urls de de las vistas de apps solicitudes

**from django.urls import path, include**

**urlpatterns = [**

**path('usuarioxf/', include('apps.solicitudes.api.views.autor.urls\_autorXF')),**

**path('nivel/', include('apps.solicitudes.api.views.autor.urls\_nivelF')),**

**path('rol/', include('apps.solicitudes.api.views.autor.urls\_rolautor')),**

**path('autsoli/', include('apps.solicitudes.api.views.autor.urls\_autorsolicitud')),**

**path('contenido/', include('apps.solicitudes.api.views.literatura.urls\_contenido')),**

**path('seguimiento/', include('apps.solicitudes.api.views.seguimiento.urls\_seguimiento')),**

**path('estado/', include('apps.solicitudes.api.views.seguimiento.urls\_estado')),**

**path('anexo/', include('apps.solicitudes.api.views.seguimiento.urls\_anexo')),**

**path('solicitud/', include('apps.solicitudes.api.views.solicitud.urls\_solicitud')),**

**path('pasossolicitud/', include('apps.solicitudes.api.views.solicitud.urls\_pasosS')),**

**]**

## PROCEDIMIENTO DEL FRONTEND.

Stoney (2020), asegura que: “La parte frontal de una aplicación o sitio web es la que permite a los usuarios interactuar con ella, también llamada el lado del usuario. En esencia, abarca todo lo que aparece en la pantalla para presentar la información de una manera más agradable para quien la usa.”

Pérez, Mullicundo, Lamas, (2021), nos dice que: “El desarrollo del frontend implica comprender técnicas y estrategias de diseño que faciliten la interacción del usuario. Esto implica ubicar los elementos de manera eficiente para que los usuarios puedan navegar con facilidad y rapidez. El objetivo es lograr una experiencia ideal entre el usuario y la aplicación o sitio web.”

EPS Alicante (2021), define lo siguiente: El frontend se compone de diversos elementos, como tipos de letra variados, una paleta de colores adecuada y un diseño que se adapte a diferentes tamaños de pantalla. También incluye efectos que responden a la interacción con el teclado y el ratón, elementos visuales atractivos, transiciones suaves y otras características que hacen posible la navegación en la aplicación o sitio web. Todo esto se traduce en una experiencia satisfactoria para el usuario.

En base a estos autores podemos

En este procedimiento, explicaremos los pasos fundamentales para iniciar y configurar nuestro frontend, estableciendo la conexión con el API proporcionado por el backend. Para lograr esto, aprovecharemos los archivos de configuración de entorno que se encuentran en la carpeta "environments" en el directorio "src" de nuestro proyecto. Estos archivos, llamados "environment.ts" y "environment.prod.ts", nos permiten ajustar las variables y configuraciones específicas según el entorno en el que se encuentre nuestra aplicación.

### Configuración del Entorno

Dentro del archivo "environment.ts", encontramos una constante crucial denominada "environment". Esta constante juega un papel esencial al consolidar y mantener la URL principal (API\_URI) de nuestro backend. Esta URL actúa como el punto de entrada para nuestras solicitudes de API y comunicación con el servidor backend. La estructura de esta constante es la siguiente:

export const environment = {

  production: false,

  API\_URI : 'http://localhost:8000'

};

Para el archivo "environment.prod.ts", repetimos el proceso, pero esta vez ajustamos el campo "production" a "true". Esto asegura que, en el entorno de producción, nuestra aplicación se conecte al backend de manera adecuada. La estructura sería:

export const environment = {

  production: true,

  API\_URI : 'http://localhost:8000',

};

**Preparación del HTML Principal**

Antes de sumergirnos en nuestro proyecto, debemos preparar el archivo HTML principal llamado "index.html". En este archivo, estableceremos el entorno para que nuestra aplicación pueda ejecutarse de manera efectiva. A continuación, se muestra el código esencial que debes incluir en este archivo:

<!doctype html>

<html lang="en">

<head>

  <meta charset="utf-8">

  <title>Ciencia e Ingenieria</title>

  <base href="/">

  <meta name="viewport" content="width=device-width, initial-scale=1">

  <link href="https://fonts.googleapis.com/css2?family=Roboto:wght@300;400;500&display=swap" rel="stylesheet">

  <link href="https://fonts.googleapis.com/icon?family=Material+Icons" rel="stylesheet">

  <link rel="icon" type="image/x-icon" href="assets/logo\_r.jpg">

</head>

<body>

  <app-root></app-root>

</body>

</html>

### Configuración de la Estructura de Carpetas y Modelos

**Organización de Carpetas**

Una vez establecidas las constantes de entorno y el archivo principal "index.html", procedemos a explorar la estructura de carpetas en el directorio "src" y "app" de nuestro proyecto. Esta organización nos ayudará a mantener una estructura clara y modular para nuestro código.

Dentro de la carpeta "src", encontramos el componente básico "app.component" junto con sus archivos asociados (css, html, spec.ts y ts). Además, para crear un sistema de enrutamiento coherente, requerimos dos archivos adicionales: "routing.module.ts" y "module.ts". Estos archivos se encargarán de establecer las rutas y las importaciones necesarias en nuestra aplicación. Para generar el archivo "app.module.ts" en la carpeta "app", ejecutamos el siguiente comando en la terminal: **ng generate module app.** Posteriormente, ingresamos a la carpeta "app" utilizando el comando "cd app". Aquí, creamos un archivo de rutas utilizando el comando: **ng generate module estados-routing --flat --module=app,** Esto dará como resultado el archivo "app-routing.module.ts".

****Estructura de Componentes y Modelos****

La estructura básica de nuestros componentes principales incluye los archivos "routing.module.ts", css, html, spec.ts y module.ts. Esta configuración será similar para cada componente que creemos.
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Dentro de la carpeta "app", creamos las siguientes subcarpetas para una organización más eficiente: "consts", "core", "layout", "main" y "models". Esta disposición nos permitirá mantener un orden lógico en nuestro proyecto.

* **"consts":** Aquí guardaremos constantes y configuraciones globales de la aplicación.
* **"core":** Esta carpeta contendrá servicios y lógica central de la aplicación.
* **"layout":** Almacena componentes relacionados con la estructura de la interfaz de usuario, como encabezados y pies de página.
* **"main":** En esta carpeta, ubicamos componentes principales de nuestras páginas.
* **"models":** Aquí definiremos los modelos necesarios para estructurar la información recibida del backend.
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Los modelos se crean para mantener una estructura coherente en los datos que interactuamos con el backend. Siguiendo esta lógica, creamos una separación adicional en la carpeta "models":
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Dentro de esta carpeta conseguimos los siguientes archivos:

**autorizacion.ts:** En este archivo, definimos una serie de modelos esenciales para el acceso y registro de usuarios. Importamos el modelo "Person" del archivo "person.ts" para su uso. Los modelos aquí incluidos son: Roles, Recursos, Mantenimiento, asignación de recursos por rol, cambio de contraseña, Usuario, roles de usuario, usuario login, respuesta de usuario login, menú y nombre de usuario.

import { Person } from "./person";

Dichos modelos son representados a continuación:

export interface RoleI {

    id: number;

    name: string;

    Users?: UserI[];

    rolesUsers?: any[]

}

export interface ResourceI {

    id?: number;

    path: string;

    method: string;

    id\_padre: string | number;

    icono: string;

    link: string;

    titulo: string;

    Roles?: RoleI[]

}

export interface MaintenanceI {

    id?: number

    name: string

    url: string

    date: string

    status\_maintenance: string

}

export interface assinRoleResourceI

{

    id?: number;

    RecursosRoles: [

        {

            ResourceId: string;

            RoleId: string;

        }

    ]

}

export interface CambiarPasswordI {

    id?: number;

    oldPassword: string;

    newPassword: string;

}

export interface UserI {

    id?: number;

    username: string;

  email: string;

    fullName: string;

    password?: string;

    Roles?: [

        {

            name: string

        }

    ]

    Person?: Person

    avatar?: string

    People?: Person[]

    UserRoles?: UserRoleI[]

    todo?: string

}

export interface UserRoleI {

    UserId: number,

    RoleId: number,

    Role?: RoleI

}

export interface UserLoginI {

    username: string;

    email: string;

    password: string;

}

export interface UserLoginResponseI

{

    ok?: boolean;

    data?: any;

    request\_id?: any;

    user?: UsernameI;

    token: any;

    menu?: any

}

export interface MenuResponseI {

    id: number;

    id\_padre: number;

    icono: string;

    link: string;

    titulo: string;

}

export interface UsernameI {

    username: string;

    fullName?: string;

    id: number;

}

**menu.ts:** Este archivo contiene los modelos para la recolección y ordenamiento de datos relacionados con el menú de la aplicación. Los modelos incluidos son: menú, lista de menú, hijos, submenú y opciones de menú.

Dichos modelos son representados a continuación:

export interface menuGen {

    mainSesion: listaMenuI[]

}

export interface listaMenuI {

    id: number;

    id\_padre: number;

    icono: string;

    link: string;

    titulo: string;

}

export interface hijosI {

id: number;

id\_padre: number;

icono: string;

link: string;

    titulo: string;

    menu?: listaMenuI[]

}

export interface menuI {

    menu: opcMenu[];

}

export interface opcMenu {

    id: number;

    id\_padre: number;

    icono: string;

    link: string;

    titulo: string;

    menu?: [

        {

            id: number;

            id\_padre: number;

            icono: string;

            link: string;

            titulo: string;

            menu?: [

                {

                    id: number;

                    id\_padre: number;

                    icono: string;

                    link: string;

                    titulo: string;

                }

            ]

        }

    ]

}

**person.ts:** hemos establecido una serie de modelos esenciales para recopilar y estructurar los datos relacionados con los usuarios. Cada modelo desempeña un papel crucial en la organización y presentación de la información. A continuación, presentamos los modelos que hemos definido:

* **Tipo de Documento:** Este modelo representa los diferentes tipos de documentos de identificación, como cédulas, pasaportes, etc.
* **Género:** Aquí definimos los géneros disponibles para clasificar a los usuarios.
* **Usuario:** Este modelo describe los atributos principales de un usuario, como su nombre, correo electrónico y contraseña.
* **Nivel de Formación:** Definimos los niveles educativos que un usuario puede tener, como bachillerato, pregrado, posgrado, etc.
* **Roles:** Este modelo representa los roles posibles dentro de la aplicación.
* **Roles de Usuario:** En este modelo, establecemos la relación entre un usuario y los roles que puede tener.

export interface DocumentType {

id: number;

createdAt: string;

updateAt: string;

name: string;

status: boolean;

}

export interface GenderType {

id: number;

name: string;

status: boolean;

}

export interface User {

id: number;

username: string;

email: string;

avatar: string | null;

}

export interface NivelFormacion {

id: number;

nombre: string;

}

export interface Usuario {

id: number;

email: string;

username: string;

password: string;

avatar: string | null;

roles: number[];

}

export interface Rol {

id: number;

createdAt: string;

updateAt: string;

name: string;

status: boolean;

users: number[];

resources: number[];

}

export interface UserRole {

id: number;

status: boolean;

userId: {

id: number;

last\_login: string | null;

is\_superuser: boolean;

username: string;

first\_name: string;

last\_name: string;

is\_staff: boolean;

is\_active: boolean;

date\_joined: string;

email: string;

password: string;

resetToken: string | null;

avatar: string | null;

groups: number[];

user\_permissions: number[];

roles: number[];

};

rolesId: {

id: number;

createdAt: string;

updateAt: string;

name: string;

status: boolean;

users: number[];

resources: number[];];}

**solicitudes.ts:** mantenemos la misma práctica de definir modelos por separado, lo cual contribuye a la claridad y organización del código. En este contexto, hemos definido una serie de modelos necesarios para manejar los datos relacionados con las solicitudes. Los modelos que encontraremos aquí son:

* **"Estado":** Representa los posibles estados de una solicitud.
* **"Pasos":** Define los pasos que implica una solicitud.
* **"Seguimiento":** Establece el seguimiento de una solicitud a lo largo de su proceso.
* **"Solicitud":** Describe una solicitud específica, incluidos detalles como su título y contenido.
* **"Contenido":** Representa el contenido de una solicitud.
* **"AutorSolicitud":** Define el autor de una solicitud.
* **"RolAutores":** Establece los roles de los autores de una solicitud.
* **"Anexos":** Representa los anexos asociados a una solicitud.

Estos modelos son representados de la siguiente manera:

export interface Estado {

    id: number;

    nombre: string;

    descripcion: string;

    status: boolean;

}

export interface Pasos {

    id: number;

    nivel: string;

    nombre: string;

    dias\_programacion: string;

    status: boolean;

}

export interface Seguimiento {

    id: number;

    solicitudId: number;

    pasos\_seguimiento: number;

    fecha\_asignacion: string;

    fecha\_programacion: string;

    fecha\_evaluacion: string;

    estado\_seguimiento: number;

    responsableId: number;

    correciones: string;

    status: boolean;

}

export interface Solicitud {

    id: number;

    titulo\_articulo: string;

    autores: string;

    fecha: string;

    urls: string;

    orcid: string;

    afiliacion: string;

    contenidoSolicitud: number;

    status: boolean;

}

export interface Contenido {

    id: number;

    resumen: string;

    palabras\_claves: string;

    abstract: string;

    Keywords: string;

    introduccion: string;

    materi\_metodos: string;

    result\_discu: string;

    agradecimientos: string;

    literact\_citada: string;

    archivo\_adjunto: string;

    status: boolean;

}

export interface Anexos {

    id: number;

    solicitud: number;

    status: boolean;

}

export interface Autor\_Solicitud {

    id: number;

    RolAutor: number;

    solicitud: number;

    status: boolean;

}

export interface Rol\_Autor {

    id: number;

    nombre: string;

    status: boolean;

}

### Estructura y Rutas de Vistas en la Carpeta "layout"

En la fase siguiente de desarrollo, una vez que hayamos definido nuestros modelos de datos, nos adentraremos en la creación de la estructura de vistas y la configuración de rutas en nuestro proyecto. Esta etapa es fundamental para establecer las bases de la navegación y presentación de nuestro software. Para lograr esto, nos enfocaremos en la carpeta "src > app > layout", donde desplegamos una organización eficiente mediante subcarpetas "private" y "public".

Dentro de la carpeta "layout", creamos dos subcarpetas clave: "private" y "public". Estas subcarpetas tienen la función de albergar las vistas respectivas del software, dividiéndolas en públicas y privadas. La estructura se visualiza de esta manera:

![](data:image/png;base64,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)

La subcarpeta "private" contendrá las vistas privadas, accesibles sólo para usuarios autorizados. Por otro lado, la subcarpeta "public" albergará las vistas públicas, disponibles para todos los usuarios.

**Generación de Módulos y Rutas**

Para establecer una estructura de rutas eficiente, utilizamos la terminal. Dentro de la carpeta "layout", ejecutamos el siguiente comando: **ng generate module public-layout**

Este comando crea el archivo "public-layout.module.ts", que será fundamental para organizar las rutas de las vistas públicas. A continuación, ingresamos a la subcarpeta "public-layout" con el comando "cd public-layout" y generar el archivo "public-layout-routing.module.ts" utilizando el comando: **ng generate module estados-routing --flat --module=app**

Este archivo, "public-layout-routing.module.ts", será vital para definir y gestionar las rutas en el diseño de vistas públicas. Estos módulos y rutas aseguran una estructura coherente y manejable en el proyecto.

Dentro de "public-layout", creamos la subcarpeta "components", que albergará los componentes necesarios para construir las vistas públicas del sistema. Los componentes desempeñan un papel fundamental en la construcción modular de la interfaz de usuario y facilitan la reutilización de elementos en diferentes vistas.
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### Generación de Componentes en la Carpeta "public-layout > components"

Ahora nos adentraremos en la creación de componentes en la subcarpeta "components" de la carpeta "public-layout". Esta fase nos permitirá construir los bloques esenciales de nuestras vistas públicas. Dos componentes fundamentales que generamos son "form-login" y "form-register". Estos componentes se encargan de las funcionalidades de inicio de sesión y registro en nuestro sistema.

### Generación de Componente "form-login"

Dentro de la carpeta "public-layout > components", utilizamos el siguiente comando en la terminal: **ng generate component form-login**

Este comando generará una nueva carpeta llamada "form-login" junto con los archivos correspondientes, que son vitales para la construcción del componente. Los archivos generados incluirán código TypeScript (.ts), HTML (.html), hojas de estilo CSS (.css) y un archivo de prueba (.spec.ts). Esta estructura modular nos permite desarrollar la lógica y la apariencia del formulario de inicio de sesión de manera separada.

### Generación de Componente "form-register"

De manera similar, para el componente "form-register", ejecutamos el siguiente comando: **ng generate component form-register**

Este comando generará una nueva carpeta llamada "form-register" junto con los archivos esenciales. Al igual que con el componente anterior, los archivos .ts, .html, .css y .spec.ts nos brindarán el lienzo para crear la funcionalidad y la presentación del formulario de registro.

Una vez que hayamos ejecutado estos comandos, habremos creado los componentes "form-login" y "form-register" en la subcarpeta "components" de "public-layout". Estos componentes actuarán como elementos modulares clave en la construcción de nuestras vistas públicas. La organización modular y la generación de componentes nos permiten desarrollar funcionalidades específicas de manera eficiente y reutilizable, allanando el camino para la creación de una experiencia de usuario sólida y coherente.
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### Configuración de Rutas en "public-layout-routing.module.ts"

Siguiendo con la construcción de nuestro sistema, dirigimos nuestra atención al archivo "public-layout-routing.module.ts" ubicado en la carpeta "public-layout". Aquí realizamos importaciones esenciales para los componentes que hemos creado, específicamente "FormLoginComponent" y "FormRegisterComponent". También importamos las funcionalidades de enrutamiento proporcionadas por Angular a través de "RouterModule" y "Routes". Estas herramientas nos permiten definir cómo se mapean las URL a los componentes en nuestro sistema.

### Importación de Componentes y Módulos de Enrutamiento

Dentro del archivo "public-layout-routing.module.ts", realizamos las siguientes importaciones:

import { NgModule } from '@angular/core';

import { FormLoginComponent } from './components/form-login/form-login.component';

import { FormRegisterComponent } from './components/form-register/form-register.component';

import { RouterModule, Routes } from '@angular/router';

Antes de sumergirnos en la lógica interna de nuestros componentes, es fundamental establecer mecanismos de seguridad que regulen el acceso a ciertas partes del sistema. Para lograr esto, crearemos "guards" que actúen como guardianes de seguridad para nuestras rutas. Esto se logra mediante la implementación de componentes específicos que aplican reglas de autorización antes de permitir que un usuario acceda a una ruta determinada.

### Creación de Validaciones "guards"

Dirigimos nuestros pasos hacia la carpeta "core" ubicada en "src>app". Aquí generamos un nuevo guard llamado "guards". Ejecutamos el siguiente comando para crearlo: ng generate guard validate
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Este comando generará los archivos básicos necesarios para el componente "guards", incluidos los archivos "guard.spec.ts" y "guard.ts".

### Roles de los Archivos Generados

El componente "guards" contendrá los archivos "guard.spec.ts" y "guard.ts". Estos archivos desempeñarán roles específicos:

* **guard.ts:** Aquí implementamos la lógica de nuestro guardia de seguridad. Definimos reglas que determinan si un usuario tiene el permiso necesario para acceder a una ruta específica. Si no se cumplen estas reglas, el guardia bloqueará el acceso y redirigirá al usuario a una página o acción alternativa.
* **guard.spec.ts:** Este archivo contiene pruebas y casos de prueba para asegurarse de que nuestro guardia de seguridad funcione correctamente y cumpla con sus funciones de autorización.

### Guardianes de Seguridad y Protección de Rutas

Los "guards" son componentes esenciales para proteger las rutas en nuestra aplicación. Al implementarlos, garantizamos que solo los usuarios autorizados puedan acceder a ciertas partes del sistema. Los "guards" actúan como una capa adicional de seguridad y ayudan a prevenir el acceso no autorizado. A medida que continuamos construyendo nuestro sistema, los "guards" serán una parte clave de la estrategia de seguridad global, lo que asegurará que los datos y la funcionalidad del sistema estén protegidos contra acceso no autorizado.

Creamos una nueva carpeta llamada "services" dentro de la carpeta "core". En esta carpeta, alojaremos todos los servicios necesarios para interactuar con el backend y realizar operaciones específicas.

La creación de la carpeta "services" proporciona una organización ordenada y coherente para los servicios del proyecto. Al separar estas funcionalidades en servicios individuales, mejoramos la modularidad y la mantenibilidad de nuestro código. Cada servicio se centra en una tarea específica, lo que facilita su reutilización en diferentes partes de la aplicación.

### Lógica de los Servicios

Dentro de cada servicio, implementamos la lógica correspondiente. Esto puede incluir la comunicación con el backend a través de peticiones HTTP, la manipulación y procesamiento de datos, la autenticación y autorización, entre otras tareas clave para el funcionamiento de la aplicación.
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Dentro de la carpeta services>auth creamos un servicio llamado “auth” con el comando **ng generate service auth**, lo cual crea los siguientes archivos:
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Dentro del archivo auth.service.ts, es importante realizar las importaciones necesarias para utilizar los componentes y elementos requeridos en la implementación del servicio de autenticación. A continuación, se muestra cómo se realizan estas importaciones:

import { Injectable } from '@angular/core';

import { HttpClient } from '@angular/common/http';

import { Observable, throwError } from 'rxjs';

import { listaMenuI } from 'src/app/models/menu';

import { catchError, retry, tap } from 'rxjs/operators';

import { BehaviorSubject } from 'rxjs';

import { UserI, UserLoginI, UserLoginResponseI } from 'src/app/models/Autorizacion';

import { environment } from 'src/environments/environment';

import \*as moment from 'moment';

import { Router } from '@angular/router';

A su vez, dentro de este archivo establecemos constantes y variables que desempeñarán un papel clave en el servicio de autenticación. Estas constantes y variables ayudan a administrar datos importantes y a mantener la lógica coherente. A continuación, detallamos cómo se realizan estas definiciones:

const KEY\_TOKEN = 'token';

const KEY\_USER = 'user';

const KEY\_MENU = 'menu';

const KEY\_FECHA = 'fecha';

Dentro de la clase AuthService, creamos variables esenciales para gestionar la funcionalidad del servicio de autenticación. Al declarar y definir estas variables, estamos estableciendo el marco necesario para manejar la autenticación del usuario. A continuación, describimos cómo se lleva a cabo esta definición:

@Injectable({

  providedIn: 'root'

})

export class AuthService {

  API\_URI = environment.API\_URI;

  public \_KEY\_CODE\_TOKEN = '';

  public \_KEY\_MENU = '';

  private \_isLoggedIn = false;

  public isLoggedIn$ = new BehaviorSubject(this.\_isLoggedIn);

  public userLoginResponse: UserLoginResponseI = {

    user: { username: '', id: 0 },

    token: '',

    menu: undefined

  }

public userLoginResponse$ = new BehaviorSubject(this.userLoginResponse);

Dado que hemos establecido la URL base de la API en la variable API\_URI, construimos las bases de las URL necesarias para interactuar con el backend:

**base\_path\_get:** Una URL base para acceder a ciertas rutas de la API relacionadas con la sesión administrativa principal. Esta URL se compone concatenando la API\_URI con la ruta específica.

**base\_path\_get2:** Similar a base\_path\_get, pero esta URL se usa para acceder a rutas de la API relacionadas con la sesión principal.

**base\_path\_get\_login:** Una URL base para realizar solicitudes de inicio de sesión. Se combina con la API\_URI y la ruta específica para el inicio de sesión.

base\_path\_get = `${this.API\_URI}/api/mainSesionAdmin`;

base\_path\_get2 = `${this.API\_URI}/api/mainSesion`;

base\_path\_get\_login = `${this.API\_URI}/api/auth/login/`;

El constructor del servicio se define a continuación, en el cual inyectamos las dependencias necesarias:

constructor(

    private http: HttpClient,

    private router: Router,

    ) {}

Luego, creamos una nueva función llamada getToken, la cual se encarga de obtener el token de autenticación. En esta función, utilizamos el valor almacenado en localStorage para calcular la diferencia en días entre la fecha almacenada y la fecha actual utilizando la librería Moment.js. Si la diferencia es igual a cero, sabemos que estamos obteniendo el token en ese mismo día y podemos proceder con el proceso.

 public getToken(): Observable<boolean> | boolean {

    let fechanueva: string | undefined = localStorage.getItem('fecha')?.replace(/["]/g, '');

    let a = moment(moment(fechanueva).format("YYYY-MM-DD"));

    let b = moment(moment().format("YYYY-MM-DD"));

    let algo: number = b.diff(a, 'days');

    if (algo == 0) {

### Lógica de Obtención de Token y Validación en auth.service.ts

En esta sección, creamos la función getToken dentro del servicio AuthService para gestionar la obtención del token de autenticación y realizar las validaciones correspondientes. El objetivo es verificar si la acción se está realizando en el mismo día o si ha pasado más de un día desde la última obtención del token.

La función getToken comienza imprimiendo un mensaje de depuración en la consola para rastrear el proceso de verificación del token y la fecha. Luego, obtenemos la fecha almacenada en el navegador a través de localStorage y la fecha actual utilizando la biblioteca Moment.js. Calculamos la diferencia en días entre estas dos fechas para determinar si la acción se realizó en el mismo día.

Si la diferencia de días es cero, procedemos a realizar la verificación y validación:

* Obtenemos el token y el menú almacenados en el navegador.
* Si el usuario ya está autenticado (valor isLoggedIn$ es verdadero), se permite el acceso.
* Si hay un token y un menú almacenados, asumimos que el usuario ha estado autenticado. Creamos un objeto con los datos del usuario, lo marcamos como autenticado y actualizamos los datos del usuario en el servicio.
* Si no se cumplen las condiciones anteriores, redirigimos al usuario a la página de aterrizaje.

Si la diferencia de días no es cero, procedemos a invalidar el token y redirigir al usuario a la página de inicio de sesión:

* Eliminamos los datos almacenados relacionados con el token, el usuario y la fecha.
* Marcamos al usuario como no autenticado.
* Redirigimos al usuario a la página de inicio de sesión.

En resumen, esta parte del código contiene la lógica para verificar la validez del token de autenticación y gestionar las acciones correspondientes según el resultado de la verificación. Se encarga de mantener la autenticación del usuario y redirigirlo adecuadamente en función de la fecha de obtención del token.

public getToken(): Observable<boolean> | boolean {

    let fechanueva: string | undefined = localStorage.getItem('fecha')?.replace(/["]/g, '');

    let a = moment(moment(fechanueva).format("YYYY-MM-DD"));

    let b = moment(moment().format("YYYY-MM-DD"));

    let algo: number = b.diff(a, 'days');

    if (algo == 0) {

      var token: string | null = JSON.stringify(localStorage.getItem('token'));

      var menu: string | null = localStorage.getItem('menu');

      if (this.isLoggedIn$.value == true) {

        return true;

      } else {

        if (token != null && menu !== undefined) {

          let userLoginResponse = {

            token: token,

            menu: undefined

          }

          this.setLogin(true)

          this.userLoginResponse = userLoginResponse

          this.userLoginResponse$.next(userLoginResponse)

          return true;

        }

      }

      this.router.navigateByUrl('/landing');

      return false

    } else {

      localStorage.removeItem(KEY\_TOKEN);

      this.\_KEY\_CODE\_TOKEN = '';

      localStorage.removeItem(KEY\_USER);

      localStorage.removeItem(KEY\_FECHA);

      localStorage.removeItem(KEY\_MENU);

      this.setLogin(false);

      this.router.navigateByUrl('/login');

      return false

    }

  }

Una vez tenemos nuestro servicio getToken creado volvemos a guards>validate.guards.ts y lo importamos.

import { AuthService } from '../services/auth/auth.service';

Creamos la clase y la implementamos cuando esté activa y cuando cargue también en nuestro constructor declaramos las rutas y el servicio necesario de esta manera:

@Injectable({

  providedIn: 'root'

})

export class ValidateGuard implements CanActivate, CanLoad {

  constructor(

    private router: Router,

    private authService: AuthService,

  ) { }

Una vez tenemos nuestros elementos importados y nuestro constructor creado lo siguiente es crear las funciones canActive y canLoad lo cual hacemos y explicamos a continuación:

canActivate(

  route: ActivatedRouteSnapshot,

  state: RouterStateSnapshot

): Observable<boolean> | boolean {

  if (this.authService.getToken() == of(false)) {

    this.router.navigateByUrl('/login');

    return of(false);

  }

  return of(true);

}

canLoad(

  route: Route,

  segments: UrlSegment[]

): Observable<boolean> | boolean {

  if (this.authService.getToken() == of(false)) {

    this.router.navigateByUrl('/login');

    return of(false);

  }

  return of(true);

}

### Creación de Rutas Protegidas en public-layout-routing.module.ts

En esta sección, vamos a definir las rutas protegidas para el módulo public-layout, que contiene las vistas públicas como el inicio de sesión y el registro. Utilizamos la validación del guardia ValidateGuard para asegurarnos de que solo los usuarios no autenticados puedan acceder a estas rutas.

Primero, importamos ValidateGuard y los componentes necesarios:

import { NgModule } from '@angular/core';

import { ValidateGuard } from 'src/app/core/guards/validate.guard';

import { FormLoginComponent } from './components/form-login/form-login.component';

import { FormRegisterComponent } from './components/form-register/form-register.component';

import { RouterModule, Routes } from '@angular/router';

Luego, definimos las rutas utilizando los componentes de inicio de sesión y registro, y asociamos el guardia !ValidateGuard para asegurarnos de que los usuarios no autenticados puedan acceder a estas rutas:

const routes: Routes = [

  {

    path: 'login',

    component:FormLoginComponent,

    canLoad:[!ValidateGuard]

  },

  {

    path: 'register',

    component: FormRegisterComponent,

    canLoad:[!ValidateGuard]

  },

];

En el módulo PublicLayoutModule, importamos todos los elementos y módulos que se utilizarán en los componentes del módulo public-layout. Esto incluye importar componentes de PrimeNG, módulos relacionados con la interfaz de usuario y servicios:

import { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

import { PublicLayoutRoutingModule } from './public-layout-routing.module';

import { PublicLayoutComponent } from './public-layout.component';

import { LandingComponent } from '../private-layout/landing/landing.component';

import {MultiSelectModule} from 'primeng/multiselect';

import { FormRegisterComponent } from './components/form-register/form-register.component';

import { FormLoginComponent } from './components/form-login/form-login.component';

import { ButtonModule } from 'primeng/button';

import { DialogModule } from 'primeng/dialog';

import { DividerModule } from 'primeng/divider';

import { InputTextModule } from 'primeng/inputtext';

import { AvatarGroupModule } from 'primeng/avatargroup';

import { AvatarModule } from 'primeng/avatar';

import { ToastModule } from 'primeng/toast';

import { ConfirmPopupModule } from 'primeng/confirmpopup';

import { ConfirmationService, MessageService, SharedModule } from 'primeng/api';

import { CarouselModule } from 'primeng/carousel';

import { GalleriaModule } from 'primeng/galleria';

import { HttpClientModule } from '@angular/common/http';

import { CheckboxModule } from 'primeng/checkbox';

import { RadioButtonModule } from 'primeng/radiobutton';

import { RippleModule } from 'primeng/ripple';

import { MenuModule } from 'primeng/menu';

import { MessagesModule } from 'primeng/messages';

import { CardModule } from 'primeng/card';

import { MessageModule } from 'primeng/message';

import { SplitterModule } from 'primeng/splitter';

import { MenubarModule } from 'primeng/menubar';

import { SidebarModule } from 'primeng/sidebar';

import { PanelMenuModule } from 'primeng/panelmenu';

import { ChartModule } from 'primeng/chart';

import { ToolbarModule } from 'primeng/toolbar';

import { SplitButtonModule } from 'primeng/splitbutton';

import { TreeModule } from 'primeng/tree';

import { TableModule } from 'primeng/table';

import { KeyFilterModule } from 'primeng/keyfilter';

import { DropdownModule } from 'primeng/dropdown';

import { CalendarModule } from 'primeng/calendar';

import { FieldsetModule } from 'primeng/fieldset';

import { FileUploadModule } from 'primeng/fileupload';

import { InputTextareaModule } from 'primeng/inputtextarea';

import {PasswordModule} from 'primeng/password';

import { FormsModule, ReactiveFormsModule } from '@angular/forms';

import {AccordionModule} from 'primeng/accordion';

@NgModule({

  declarations: [

    PublicLayoutComponent,

    FormLoginComponent,

    FormRegisterComponent,

  ],

  imports: [

    CommonModule,

    ReactiveFormsModule,

    ButtonModule,

    DialogModule,

    DividerModule,

    InputTextModule,

    FormsModule,

    ReactiveFormsModule,

    CarouselModule,

    GalleriaModule,

    HttpClientModule,

    MultiSelectModule,

    ConfirmPopupModule,

    ToastModule,

    AvatarGroupModule,

    AvatarModule,

    PublicLayoutRoutingModule,

    FormsModule,

    SharedModule,

    HttpClientModule,

    FormsModule,

    ReactiveFormsModule,

    AccordionModule,

    DividerModule,

    ButtonModule,

    CheckboxModule,

    RadioButtonModule,

    RippleModule,

    CardModule,

    MenuModule,

    MessagesModule,

    MessageModule,

    SplitterModule,

    MenubarModule,

    SidebarModule,

    PanelMenuModule,

    ChartModule,

    ToolbarModule,

    SplitButtonModule,

    TreeModule,

    TableModule,

    KeyFilterModule,

    DropdownModule,

    CalendarModule,

    FieldsetModule,

    FileUploadModule,

    InputTextareaModule,

  PasswordModule

  ],providers: [ConfirmationService,MessageService],

})

export class PublicLayoutModule { }

Dentro del archivo HTML de nuestro public-layout, utilizamos la directiva <router-outlet></router-outlet> para insertar el contenido de la vista de la ruta activa en ese lugar. Esto permitirá que los componentes de inicio de sesión y registro se carguen en este componente según las rutas definidas.

<router-outlet></router-outlet>

**Definición de la Vista del Formulario de Inicio de Sesión**

En esta sección, se describe cómo se estructura y presenta el formulario de inicio de sesión dentro del componente FormLoginComponent. El formulario utiliza elementos y estilos de PrimeNG para lograr una apariencia moderna y atractiva. Además, se muestra cómo se maneja la lógica de autenticación en el archivo .ts del componente.

El archivo form-login.component.html contiene la estructura del formulario de inicio de sesión:

<form (ngSubmit)="onSubmit()" [formGroup]="form" novalidate>

  <p-dialog [(visible)]="displayMaximizable" [modal]="true"

    [style]="{'width': '77%','max-height':'80%','text-align': 'center','background':'#333333'}"

    contentStyleClass="overflow-y-hidden" [closable]="false" [closeOnEscape]="false" [resizable]="false" zindex="10000"

    [showHeader]="false">

    <div class="grid grid-nogutter surface-section text-800">

      <div

        class="col-12 sm:col-6 md:col-6 lg:col-4 xl:col-4 pl-3 pr-3 pb-6 text-center md:text-center align-items-center ">

        <section class="mr-1 md:mt-4 md:mb-3">

          <span class="block text-6xl font-bold mb-3" style="color:black">Revista

            <strong class="block" style="color:gray;font-size: 0.8rem;">

              Ciencia e ingenieria - Uniguajira

            </strong>

          </span>

          <p-avatar styleClass="mr-2 " shape="circle" size="xlarge"><img src="assets/logo\_r.jpg"></p-avatar>

          <div [style]="{'margin-top':'-1px'}">

            <div fxLayout="row" class="titleCard">

              <i class="pi pi-shield" style="font-size: 2rem;margin-right: 10px;"></i>

              <h2 class="fondebabutton" style="margin-top: -1px;">Inicio de sesión</h2>

            </div>

            <div class="p-grid p-fluid">

              <div class="p-col-12 p-md-6">

                <div class="form-field">

                  <span class="pi pi-user"></span>

                  <input type="text" pInputText formControlName="username" placeholder="Nombre de usuario">

                </div>

              </div>

              <div class="p-col-12 p-md-6">

                <div class="form-field">

                  <span class="pi pi-key"></span>

                  <input type="password" pInputText formControlName="password" placeholder="Contraseña">

                </div>

              </div>

            </div>

          </div>

          <ng-template [ngIf]="motrar == false">

            <div fxLayout="row" class="titleCard ">

              <button pButton pRipple type="submit" icon="pi pi-check" label="Entrar" [disabled]="!form.valid"

                style="width:auto" styleClass="mr-2" class="mr-3 p-button-raised mt-3"></button>

              <button pButton pRipple type="button" routerLink="/register" icon="pi pi-users" styleClass="p-button-text"

                style="width:auto" label="Registrarse" class="p-button-outlined mt-3"></button>

            </div>

          </ng-template>

          <ng-template [ngIf]="motrar == true">

            <br>

            <br>

            <p-progressBar mode="indeterminate" [style]="{'height': '6px'}"></p-progressBar>

          </ng-template>

        </section>

      </div>

      <div class="col-12 sm:col-6 md:col-6 lg:col-8 xl:col-8 overflow-hidden " style="border-radius: 20px;">

        <img src="assets/revista\_principal.jpg" alt="Image" class="md:ml-auto block "

          style="clip-path: polygon(8% 0, 100% 0%, 100% 100%, 0 100%);height:100%">

      </div>

    </div>

  </p-dialog>

</form>

<img width="100%" height="45%" src="assets/Revista\_c.jpg">

<p-toast></p-toast>

<p-confirmPopup></p-confirmPopup>

El presente formulario utiliza la directiva ngSubmit para llamar al método onSubmit() cuando se envía el formulario. Además, se utiliza la directiva formGroup para vincular el formulario de Angular al formulario HTML.

Dentro del componente FormLoginComponent “form-login.component.ts”, se maneja la lógica del formulario de inicio de sesión:

import { Component, Inject, OnInit } from '@angular/core';

import { FormBuilder, FormGroup, Validators } from '@angular/forms';

import { Router } from '@angular/router';

import { MessageService } from 'primeng/api';

import { AuthService } from 'src/app/core/services/auth/auth.service';

import { UserLoginI } from 'src/app/models/Autorizacion';

import { HttpClient } from '@angular/common/http';

@Component({

  selector: 'app-form-login',

  templateUrl: './form-login.component.html',

  styleUrls: ['./form-login.component.css']

})

export class FormLoginComponent implements OnInit {

  displayMaximizable: boolean = true

  public form: FormGroup = this.formBuilder.group({

    username: ['', [Validators.required]],

    password: ['', [Validators.required]],

  });

  public motrar: boolean = false

  public image3: string = 'assets/demo.png'

  constructor(

    private formBuilder: FormBuilder,

    private authService: AuthService,

    private router: Router,

    private messageService: MessageService,

    private http: HttpClient

  ) { }

  ngOnInit(): void {

    const token: string | null = localStorage.getItem('token');

    const user: string | null = localStorage.getItem('user');

    console.log('token:', token);

    console.log('user:', user);

    if (token !== null && user !== null) {

      console.log('landing');

      this.router.navigateByUrl('/landing');

    } else {

      console.log('login');

      this.router.navigateByUrl('/login');

    }

  }

  onSubmit() {

    const form: UserLoginI = this.form.value;

    const requestBody = JSON.stringify(form);

    this.authService.login(form).subscribe((result) => {

      if (result)

        this.motrar = true;

      if (result && result.data && result.data.user && result.data.user.name) {

        this.messageService.add({ severity: 'success', summary: `Bienvenido ${result.data.user.name}` });

      }

      var date = new Date('2020-01-01 00:00:04');

      function padLeft(n: any) {

        return n = "00".substring(0, "00".length - n.length) + n;

      }

      var interval = setInterval(() => {

        var minutes = padLeft(date.getMinutes() + "");

        var seconds = padLeft(date.getSeconds() + "");

        date = new Date(date.getTime() - 1000);

        if (minutes === '00' && seconds === '01') {

          this.router.navigateByUrl('/landing');

          clearInterval(interval);

        }

      }, 1000);

    }, async error => {

      this.motrar = false;

      if (error != undefined) {

        if (error.error) {

          this.messageService.add({ severity: 'error', summary: 'Error', detail: `Credenciales incorrectas` });

        }

        console.log(error);

      }

    })

    console.log(requestBody);

  }

}

Dentro de onSubmit(), se obtienen los valores del formulario, se realiza una llamada al servicio AuthService para iniciar sesión y se maneja la respuesta del servidor. Si el inicio de sesión es exitoso, se muestra un mensaje de bienvenida y se configura una cuenta regresiva para redirigir a la página de aterrizaje. En caso de error, se muestra un mensaje de error y se oculta la barra de progreso todo este proceso se lleva a cabo con el servicio presentado a continuación:

login(dataLogin: UserLoginI): Observable<UserLoginResponseI> {

    return this.http.post<UserLoginResponseI>(this.base\_path\_get\_login, dataLogin).pipe(tap(

      (res: UserLoginResponseI) => {

        if (res) {

          console.log(res)

          this.setLoginData(res.data);

          this.userLoginResponse$.next(res)

          this.setLogin(true);

        }

      })

    );

  }

Finalmente, el archivo de estilos form-login.component.css se utiliza para aplicar estilos específicos al formulario de inicio de sesión, los campos de entrada y otros elementos de la página.

/\* Estilos generales \*/

.back-to-top {

  position: relative;

  visibility: hidden;

  opacity: 0;

  right: 15px;

  bottom: 75px;

  z-index: 996;

  background: #0026ff;

  height: 40px;

  border-radius: 4px;

  transition: all 0.4s;

}

.back-to-top i {

  font-size: 28px;

  color: #fff;

  line-height: 0;

}

.back-to-top:hover {

  background: #0026ff;

  color: #fff;

}

.back-to-top.active {

  visibility: visible;

  opacity: 1;

}

/\* Estilos de formularios y campos de entrada \*/

.form-field {

  position: relative;

  margin-bottom: 20px;

  width: 100%;

}

.form-field input {

  font-size: 16px;

  border: none;

  background-color: #f2f2f2;

  border-radius: 5px;

  padding: 10px 20px 10px 40px;

  width: 100%;

  box-shadow: none;

  transition: box-shadow 0.3s ease-in-out;

}

.form-field input:focus {

  outline: none;

  box-shadow: 0 0 5px rgba(50, 50, 93, 0.15), 0 2px 2px rgba(0, 0, 0, 0.1);

}

.form-field .pi {

  position: absolute;

  left: 10px;

  top: 50%;

  transform: translateY(-50%);

  color: #5f5f5f;

  font-size: 20px;

}

/\* Estilos de títulos y secciones \*/

.titleCard {

  margin: 0;

  display: flex;

  justify-content: center;

  align-items: center;

  text-align: center;

}

.fondebabutton {

  color: #707070;

}

/\* Estilos de botones \*/

.buttons-container {

  color: #707070;

  display: flex;

  align-items: center;

  justify-content: center;

  height: 75px;

  padding: 0 5px;

  text-decoration: none;

  margin-top: -15px;

  margin-right: 10px;

}

.buttons-container:hover {

  background-color: #c9c9c9f3;

  color: black;

}

.buttons-container .mat-icon {

  padding-top: 10px;

}

**Registro de Usuarios**

El componente de registro de usuario es una parte fundamental de esta aplicación Angular que permite a los usuarios crear nuevas cuentas. A continuación, se detallan los pasos necesarios para implementar y entender este componente.

**Estructura de Archivos**

A continuación, se describen los archivos y carpetas clave relacionados con el registro de usuario:

* **user.service.ts:** Este archivo define el servicio UserService, que se encarga de manejar las solicitudes HTTP relacionadas con la creación de usuarios.
* **register.component.ts:** En este archivo se encuentra el componente FormRegisterComponent, que implementa la lógica del formulario de registro y maneja la interacción con el servicio.
* **form-register.component.html:** El archivo HTML contiene la estructura y los elementos visuales del formulario de registro, que se presenta en un diálogo emergente.
* **form-register.component.css:** Este archivo CSS define los estilos para el componente de registro, incluyendo la apariencia de los campos de formulario, íconos, títulos y más.

**UserService - Servicio de Registro**

El servicio UserService es responsable de gestionar las solicitudes HTTP para la creación de nuevos usuarios. Las URLs necesarias para las solicitudes se definen en el servicio y se importan desde el archivo environment.ts. El método createUser envía una solicitud POST con los datos del nuevo usuario y utiliza los operadores tap y catchError para gestionar las respuestas y los errores respectivamente.

![](data:image/png;base64,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)

Accedemos al archivo user.service.ts y en su interior llevamos a cabo todas las importaciones que emplearemos más adelante:

import { HttpClient, HttpHeaders } from '@angular/common/http';

import { Injectable } from '@angular/core';

import { Observable, throwError } from 'rxjs';

import { catchError, retry, tap } from 'rxjs/operators';

import { CambiarPasswordI, UserI } from 'src/app/models/Autorizacion';

import { environment } from 'src/environments/environment';

import { Person, Person\_request, NivelFormacion} from 'src/app/models/person';

import { map } from 'rxjs/operators';

Posteriormente, recurrimos al entorno (environment) para forjar las URL que se requiere en este servicio.

@Injectable({

  providedIn: 'root'

})

export class UserService {

  API\_URI = environment.API\_URI;

  // API path

  base\_path = `${this.API\_URI}/api/registro/`;

  base\_path\_post = `${this.API\_URI}/api/registro/`;

  base = `${this.API\_URI}/api/auth/reset/`;

  base\_nivel\_formacion = `${this.API\_URI}/solicitud/nivel/niveles\_formacion/`;

  base\_personas = `${this.API\_URI}/persons/`;

  base\_personas\_crear = `${this.API\_URI}/persons/create/`;

  base\_personas\_editar = `${this.API\_URI}/persons/update/`;

  base\_documentos = `${this.API\_URI}/documents/`;

  base\_usuarios = `${this.API\_URI}/api/users/`;

  base\_gender = `${this.API\_URI}/genders/`;

  base\_usuario\_rol = `${this.API\_URI}/roles/user\_roles/create/`;

  base\_editar\_user = `${this.API\_URI}/api/user/update/`;

  constructor(private http: HttpClient,) { }

A continuación, instauramos el método "**createUser**", el cual ejecuta una petición POST con el propósito de instaurar un recién creado usuario. Se apoya en el operador "**tap**" para llevar a cabo acciones no obligatorias tras recibir la respuesta, incluyendo lógica vinculada al éxito del resultado. Asimismo, hace uso del operador "**catchError**" para gestionar posibles errores que puedan acontecer durante la solicitud.

createUser(person: any): Observable<any> {

    return this.http.post<any>(this.base\_path\_post, person).pipe(

      tap((res: any) => {

        if (res) {

        }

      }),

      catchError(this.handleError))

  }

**FormRegisterComponent - Lógica del Componente**

El componente FormRegisterComponent se encarga de gestionar la lógica del formulario de registro. Contiene la lógica para verificar el dominio del correo electrónico, construir el formulario, enviarlo y realizar validaciones. El método verificar valida el dominio del correo electrónico en función de un conjunto de dominios permitidos.

import { Component, Inject, OnInit } from '@angular/core';

import { FormBuilder, FormGroup, Validators } from '@angular/forms';

import { Router } from '@angular/router';

import { MessageService } from 'primeng/api';

import { UserService } from 'src/app/core/services/usuarios/user.service';

import { RoleI } from 'src/app/models/Autorizacion';

@Component({

  selector: 'app-form-register',

  templateUrl: './form-register.component.html',

  styleUrls: ['./form-register.component.css']

})

export class FormRegisterComponent implements OnInit {

  public form: FormGroup = this.formBuilder.group({});

  public mostrar: boolean = false;

  displayMaximizable: boolean = true

  selectedCities3: any[] = [];

  cities: RoleI[] = [];

  public image: string = 'assets/demo.png'

  blockSpecial: RegExp = /^[^<>\*!@.,]+$/

  public Roles1: any[] = []

  public bandera: boolean = false

  constructor(

    private formBuilder: FormBuilder,

    private router: Router,

    private messageService: MessageService,

    private userService: UserService,

  ) {

  }

  ngOnInit(): void {

    var token: string | null = localStorage.getItem('token');

    var user: string | null = localStorage.getItem('user');

    if (token != null && user != null) {

      let userObjeto: any = JSON.parse(user);

      let userLoginResponse = {

        user: userObjeto,

        token: token,

      }

      this.router.navigateByUrl('/welcome');

    } else {

    }

    this.buildForm();

  }

  public verificar() {

    let email = this.form;

    let dominios = new Array('uniguajira.edu.co');

    if (email.value.email1 == '' || email.value.email1 == 'undefined') {

      console.log('El campo es obligatorio');

      return false;

    } else {

      let value = email.value.email1.split('@');

      if (value[1] == undefined) {

        return false;

      } else {

        console.log(value[1]);

        if (dominios.indexOf(value[1]) == -1) {

          console.log('dominio no encontrado');

          dominios.forEach(function (dominio) {

            console.log(`Los dominios aceptados son: ${dominio}`);

          })

          this.messageService.add({ severity: 'warn', summary: 'Warn', detail: `El dominio aceptado es: ${dominios[0]}`, life: 1000 });

          return false;

        } else {

          console.log('dominio aceptado');

          return true;

        }

      }

    }

  }

  private buildForm() {

    this.form = this.formBuilder.group({

      username: ['', [Validators.required]],

      first\_name: ['', [Validators.required]],

      last\_name: ['', [Validators.required]],

      email1: ['', [Validators.required]],

      password: ['', [Validators.required]],

      password2: ['', [Validators.required]],

    });

  }

  onSubmit() {

    let value = this.form.value.email1.split('@');

    let formValue = {

      username: this.form.value.username,

      first\_name: this.form.value.first\_name,

      last\_name: this.form.value.last\_name,

      email: `${value[0]}@uniguajira.edu.co`,

      password: this.form.value.password,

    };

    if (this.form.value.password !== this.form.value.password2) {

      this.messageService.add({ severity: 'warn', summary: 'Alerta', detail: 'Las contraseñas no coinciden' });

    } else {

      if (formValue.username != "" &&

        formValue.email != "" &&

        formValue.password != ""

      ) {

        this.bandera = true

        console.log(formValue)

        this.userService.createUser(formValue).subscribe(

          (algo) => {

            var date = new Date('2020-01-01 00:00:03');

            function padLeft(n: any) {

              return n = "00".substring(0, "00".length - n.length) + n;

            }

            var interval = setInterval(() => {

              var minutes = padLeft(date.getMinutes() + "");

              var seconds = padLeft(date.getSeconds() + "");

              if (seconds == '03') {

                this.messageService.add({

                  severity: 'success', summary: 'Success',

                  detail: 'Registro exitoso.'

                });

              }

              if (seconds == '01') {

                this.bandera = false

              }

              date = new Date(date.getTime() - 1000);

              if (algo.ok && minutes == '00' && seconds == '01') {

                this.bandera = false

                this.router.navigateByUrl('/login');

                clearInterval(interval);

              }

            }, 1000);

          }, async (responseError) => {

            if (responseError.error && responseError.error.errors && responseError.error.errors.error) {

              this.messageService.add({ severity: 'error', summary: 'Error', detail: `Error. ${responseError.error.errors.error.person}` });

            }

            console.log(responseError);

            this.bandera = false;

          });

      } else {

        this.messageService.add({ severity: 'warn', summary: 'Warn', detail: 'Faltan datos' });

        this.bandera = false

      }

    }

  }

}

**Formulario de Registro - Interfaz de Usuario**

El archivo HTML form-register.component.html define la estructura visual del formulario de registro. Utiliza elementos de PrimeNG para crear un diálogo emergente con campos de formulario organizados en columnas y secciones. También muestra una imagen de fondo y elementos visuales para mostrar progreso.

<form (ngSubmit)="onSubmit()" [formGroup]="form" novalidate>

  <p-dialog [(visible)]="displayMaximizable" [modal]="true"

    [style]="{'width': '77%','max-height':'80%','text-align': 'center','background':'#333333'}" [closable]="false"

    [closeOnEscape]="false" [resizable]="false" zindex="10000" [showHeader]="false">

    <div class="grid grid-nogutter surface-section text-800 ">

      <div class="col-12 sm:col-7 md:col-7 lg:col-7 xl:col-7 overflow-hidden">

        <img src="assets/revista\_principal.jpg" alt="Image" class="sm:ml-auto block sm:h-full sm:w-full "

          style="clip-path: polygon(0% 0%, 95% 0%, 85% 100%, 0% 100%) ">

      </div>

      <div class="col-12 sm:col-5 md:col-5 lg:col-5 xl:col-5 pl-3 pr-3  text-center

      md:text-center  align-items-center ">

        <section class=" text-center ">

          <div fxLayout="row" class="titleCard" style="margin-left: -25px;">

            <p-avatar styleClass="" shape="circle" size="xlarge"> <img src="assets/logo\_r.jpg"></p-avatar>

            <span class="block text-6xl font-bold mb-2" style="color:black">

              REVISTA

              <strong class="block" style="color:gray;font-size: 0.8rem;">

                Ciencia e ingenieria - Uniguajira

              </strong>

            </span>

          </div>

          <div [style]="{'margin-top':'-6px'}">

            <br>

            <div fxLayout="row" class="titleCard">

              <i class="pi pi-shield" style="font-size: 2rem;margin-right: 10px;margin-top: -10px;"></i>

              <h2 class="fondebabutton" style="margin-top: -12px;">Registro de Usuario</h2>

            </div>

            <br>

            <div class="grid">

              <div class="col-12 sm:col-6" style="width: 100%;">

                <div class="p-inputgroup mb-2">

                  <span class="p-inputgroup-addon"><i class="pi pi-user"></i></span>

                  <input type="text" pInputText formControlName="username" placeholder="username" title="Username">

                </div>

                <div class="p-inputgroup  mb-2 ">

                  <span class="p-inputgroup-addon"><i class="pi pi-id-card"></i></span>

                  <input type="text" pInputText formControlName="first\_name" placeholder="Nombres" required

                    title="Nombres">

                </div>

                <div class="p-inputgroup  mb-2 ">

                  <span class="p-inputgroup-addon"><i class="pi pi-id-card"></i></span>

                  <input type="text" pInputText formControlName="last\_name" placeholder="Apellidos" required

                    title="Apellidos">

                </div>

                <div class="p-inputgroup  mb-2 ">

                  <input type="text" pInputText [pKeyFilter]="blockSpecial" class="p-inputtext" name="email1"

                    formControlName="email1" placeholder="Correo" required title="Correo Electronico">

                  <span class="p-inputgroup-addon">@uniguajira.edu.co</span>

                </div>

                <div class="grid">

                  <div class="col-12 sm:col-6">

                    <div class="p-inputgroup mb-1 ">

                      <span class="p-inputgroup-addon"><i class="pi pi-key"></i></span>

                      <input type="password" pInputText formControlName="password" placeholder="Contraseña"

                        title="Contraseña" minlength="8" maxlength="50">

                    </div>

                  </div>

                  <div class="col-12 sm:col-6">

                    <div class="p-inputgroup mb-1 ">

                      <span class="p-inputgroup-addon"><i class="pi pi-key"></i></span>

                      <input type="password" pInputText formControlName="password2"

                        placeholder="Confirmación de Contraseña" title="Confirmación Contraseña" minlength="8"

                        maxlength="50">

                    </div>

                  </div>

                </div>

              </div>

            </div>

          </div>

          <ng-template [ngIf]="bandera == false">

            <br>

            <div fxLayout="row" class="titleCard ">

              <button pButton pRipple type="submit" icon="pi pi-check" label="Enviar" [disabled]="!form.valid"

                class=" mr-2 p-button-success "></button>

              <button pButton pRipple type="button" routerLink="/login" icon="pi pi-sync" styleClass="p-button-text"

                label="Login" class="p-button-outlined "></button>

            </div>

          </ng-template>

          <ng-template [ngIf]="bandera == true">

            <br>

            <br>

            <p-progressBar mode="indeterminate" [style]="{'height': '6px'}"></p-progressBar>

          </ng-template>

        </section>

      </div>

    </div>

  </p-dialog>

</form>

<img width="100%" height="45%" src="assets/Revista\_c.jpg">

<p-toast></p-toast>

<p-confirmPopup></p-confirmPopup>

**Estilos CSS - Diseño y Apariencia**

El archivo CSS form-register.component.css define los estilos visuales y el diseño general del componente de registro. Controla la apariencia de los campos de formulario, tarjetas, íconos, títulos, áreas de la cuadrícula, botones y enlaces.

/\* Estilos para el formulario \*/

mat-form-field {

  width: 100%;

  min-width: 385px;

}

.mat-input-element {

  caret-color: #F16257;

}

/\* Estilos para las tarjetas \*/

mat-card {

  width: 40%;

  overflow-x: auto;

  overflow-y: hidden;

}

/\* Estilos para íconos \*/

.mat-icon {

  font-size: 30px;

  background-color: #707070;

}

/\* Estilos para títulos de tarjetas \*/

.titleCard {

  margin: 0 0 10px 0;

  display: flex;

  justify-content: center;

  align-items: center;

  text-align: center;

}

.fondebabutton {

  color: #707070;

}

/\* Estilos para el contenido y estructura de la página \*/

.grid-container {

  display: grid;

  grid-template-columns: 250px 3fr;

  grid-template-rows: 40px 3fr 80px;

  grid-template-areas:

    "sidenav subtitle"

    "sidenav main"

    "sidenav footer";

  height: 100%;

  width: 100vmax;

}

.sidenav {

  grid-area: sidenav;

  overflow: auto;

  scrollbar-width: none;

  box-shadow: 3px 0 5px rgba(57, 63, 72, 0.3);

}

.sidenav::-webkit-scrollbar {

  display: none;

}

.subtitle {

  grid-area: subtitle;

  margin-top: 20px;

}

.main {

  grid-area: main;

  margin: 5px;

}

.footer {

  grid-area: footer;

  display: flex;

  align-content: center;

  justify-content: space-around;

  margin: 3px 0 0 2px;

}

/\* Estilos para los botones \*/

.clickable {

  cursor: pointer;

}

.buttons-container {

  color: #707070;

  display: flex;

  align-items: center;

  justify-content: center;

  height: 75px;

  padding: 0 5px;

  text-decoration: none;

  margin-top: -15px;

  margin-right: 10px;

}

.buttons-container:hover {

  background-color: #c9c9c9f3;

  color: black;

}

.buttons-container .mat-icon {

  padding-top: 10px;

}

a {

  color: #707070;

  text-decoration: none;

}

a .text {

  font-weight: 500;

  font-size: 16px;

  margin-left: 5px;

  padding-top: 7px;

}

.padre-container {

  color: #707070;

  display: flex;

  align-items: center;

  justify-content: center;

  height: inherit;

  padding: 0 10px;

  text-decoration: none;

}

### Desarrollo de las Páginas Solo para Usuarios: Incorporación Estratégica

En esta etapa del proceso, nos sumergimos en la tarea de construir las páginas que solo estarán disponibles para los usuarios registrados. Para lograr esto, vamos a crear archivos similares a los que creamos anteriormente para la sección pública. Sin embargo, esta vez los vamos a integrar en el entorno privado que creamos previamente, agregando los componentes esenciales como "landing" y "menú". Una vez que hayamos completado la creación de los archivos y componentes necesarios, obtendremos una estructura similar a la que se muestra a continuación:
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**Importando Módulos y Componentes**

Una vez establecida esta estructura, el siguiente paso es llevar todos los módulos y componentes que necesitamos al archivo "private-layout.module.ts". Esto implica agruparlos de manera organizada en las secciones correspondientes: "imports", "declarations" y "providers". Este enfoque organizado es fundamental para establecer una base sólida en la que construir nuestras funcionalidades y asegurarnos de que todo funcione de manera eficiente.

import { NgModule } from '@angular/core';

import { CommonModule } from '@angular/common';

import { PrivateLayoutRoutingModule } from './private-layout-routing.module';

import { PrivateLayoutComponent } from './private-layout.component';

import { HttpClientModule } from '@angular/common/http';

import { DashboardRoutingModule } from 'src/app/main/dashboard/dashboard-routing.module';

import { BrowserModule } from '@angular/platform-browser';

import { BrowserAnimationsModule } from '@angular/platform-browser/animations';

import { DividerModule } from 'primeng/divider';

import { ButtonModule } from 'primeng/button';

import { CheckboxModule } from 'primeng/checkbox';

import { RadioButtonModule } from 'primeng/radiobutton';

import { RippleModule } from 'primeng/ripple';

import { InputTextModule } from 'primeng/inputtext';

import { CardModule } from 'primeng/card';

import { MenuModule } from 'primeng/menu';

import { MessagesModule } from 'primeng/messages';

import { MessageModule } from 'primeng/message';

import { SplitterModule } from 'primeng/splitter';

import { MenubarModule } from 'primeng/menubar';

import { AvatarGroupModule } from 'primeng/avatargroup';

import { AvatarModule } from 'primeng/avatar';

import { SidebarModule } from 'primeng/sidebar';

import { PanelMenuModule } from 'primeng/panelmenu';

import { ChartModule } from 'primeng/chart';

import { ToolbarModule } from 'primeng/toolbar';

import { SplitButtonModule } from 'primeng/splitbutton';

import { DialogModule } from 'primeng/dialog';

import { ConfirmPopupModule } from 'primeng/confirmpopup';

import { ToastModule } from 'primeng/toast';

import { TreeModule } from 'primeng/tree';

import { SharedModule } from 'primeng/api';

import { TableModule } from 'primeng/table';

import { KeyFilterModule } from 'primeng/keyfilter';

import { DropdownModule } from 'primeng/dropdown';

import { CalendarModule } from 'primeng/calendar';

import { PanelModule } from 'primeng/panel';

import { InputNumberModule } from 'primeng/inputnumber';

import { CarouselModule } from 'primeng/carousel';

import { FieldsetModule } from 'primeng/fieldset';

import { FileUploadModule } from 'primeng/fileupload';

import { InputTextareaModule } from 'primeng/inputtextarea';

import { AutoCompleteModule } from 'primeng/autocomplete';

import { SlideMenuModule } from 'primeng/slidemenu';

import { ConfirmDialogModule } from 'primeng/confirmdialog';

import { LandingComponent } from './landing/landing.component';

import { DynamicDialogConfig, DynamicDialogRef } from 'primeng/dynamicdialog';

import { MenuComponent } from './menu/menu.component';

import { BadgeModule } from 'primeng/badge';

import { DataViewModule } from 'primeng/dataview';

import { AccordionModule } from 'primeng/accordion';

import { MultiSelectModule } from 'primeng/multiselect';

import { StyleClassModule } from 'primeng/styleclass';

import { OverlayPanelModule } from 'primeng/overlaypanel';

import { TabMenuModule } from 'primeng/tabmenu';

import { TabViewModule } from 'primeng/tabview';

import { ScrollTopModule } from 'primeng/scrolltop';

import { StepsModule } from 'primeng/steps';

import { FormsModule, ReactiveFormsModule } from '@angular/forms';

import { AdminRoutingModule } from 'src/app/main/admin/admin-routing.module';

@NgModule({

  declarations: [

    PrivateLayoutComponent,

    LandingComponent,

    MenuComponent,

  ],

  imports: [

    CommonModule,

    ReactiveFormsModule,

    DataViewModule,

    DashboardRoutingModule,

    PrivateLayoutRoutingModule,

    AdminRoutingModule,

    AccordionModule,

    HttpClientModule,

    FormsModule,

    StepsModule,

    TabMenuModule,

    TabViewModule,

    ScrollTopModule,

    BrowserModule,

    BrowserAnimationsModule,

    MultiSelectModule,

    StyleClassModule,

    DividerModule,

    ButtonModule,

    CheckboxModule,

    RadioButtonModule,

    RippleModule,

    InputTextModule,

    OverlayPanelModule,

    CardModule,

    MenuModule,

    MessagesModule,

    MessageModule,

    SplitterModule,

    MenubarModule,

    AvatarGroupModule,

    AvatarModule,

    SidebarModule,

    PanelMenuModule,

    ChartModule,

    ToolbarModule,

    SplitButtonModule,

    DialogModule,

    ConfirmPopupModule,

    ToastModule,

    TreeModule,

    TableModule,

    KeyFilterModule,

    DropdownModule,

    CalendarModule,

    PanelModule,

    AutoCompleteModule,

    InputNumberModule,

    CarouselModule,

    SlideMenuModule,

    FieldsetModule,

    FileUploadModule,

    InputTextareaModule,

    ConfirmDialogModule,

    BadgeModule

  ],

  providers: [DynamicDialogRef, DynamicDialogConfig]

})

export class PrivateLayoutModule { }

**Rutas en "private-layout-routing.module.ts"**

Una vez que hemos incorporado estos componentes y módulos en nuestro módulo, el siguiente paso es crear las rutas correspondientes en el archivo "private-layout-routing.module.ts". Esta tarea se aborda de manera similar a la anterior, y la estructura se muestra a continuación:

import { NgModule } from '@angular/core';

import { RouterModule, Routes } from '@angular/router';

import { ValidateGuard } from 'src/app/core/guards/validate.guard';

import { LandingComponent } from './landing/landing.component';

import { PrivateLayoutComponent } from './private-layout.component';

const routes: Routes = [

  {

    path: '',

    component: PrivateLayoutComponent,

    canActivate: [ValidateGuard],

    canLoad:[ValidateGuard],

    children: [

      {

        path: 'landing',

        component: LandingComponent

      },

      {

        path: 'dashboard',

        loadChildren: () => import('../../main/dashboard/dashboard.module').then(m => m.DashboardModule),

      },

      {

        path: 'administrador',

        loadChildren: () => import('../../main/admin/admin.module').then(m => m.AdminModule),

      },

      {

        path: 'solicitudes',

        loadChildren: () => import('../../main/solicitudes/solicitudes.module').then(m => m.SolicitudesModule),

      },

      {

        path: 'usuarios',

        loadChildren: () => import('../../main/usuarios/usuarios.module').then(m => m.UsuariosModule),

      },

    ]

  }

];

@NgModule({

  imports: [RouterModule.forChild(routes)],

  exports: [RouterModule]

})

export class PrivateLayoutRoutingModule { }

Este archivo define las rutas que estarán disponibles para los usuarios con acceso privado. Cada ruta está asociada a un componente específico y, en algunos casos, a módulos adicionales que se cargarán según la necesidad. A través de este enfoque, creamos una ruta clara y definida para la navegación dentro de nuestra área privada.

### Generando Componentes en "main"

Como es evidente, se han añadido componentes que no están ubicados en el espacio del "private-layout". Para corregir esta discrepancia y aportar un método organizado a nuestra estructura, es necesario generar estos componentes en la ruta "src > app > main". Esta acción genera un método de organización más coherente en nuestro proyecto.

En la carpeta "main" que reside dentro de la carpeta "app", se procede a crear los componentes necesarios. Estos componentes clave, que incluyen "admin", "dashboard", "mantenimiento", "solicitudes" y "usuarios", se crean de la siguiente manera:
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### Construyendo la Estructura Interna de los Componentes

Dentro de cada uno de los componentes que hemos creado, tenemos que generar algunos archivos esenciales para su funcionamiento. Estos archivos son el "module.ts", "routing.module.ts" y una carpeta llamada "components". Dentro de esta última carpeta, alojaremos todos los subcomponentes que serán necesarios para respaldar cada uno de nuestros componentes principales. El proceso se lleva a cabo de la siguiente manera:
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### Estableciendo la Base para los Subcomponentes.

En el interior de cada uno de los subcomponentes que hemos creado, debemos seguir una estructura similar. También debemos generar los archivos "module.ts" y "routing.module.ts". Además, creamos una carpeta llamada "components" donde organizaremos los componentes necesarios para llevar a cabo las operaciones CRUD (CREATE, READ, UPDATE y DELETE) en relación con nuestros subcomponentes. Aquí hay una vista clara de la estructura del mismo:
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Es importante notar que hemos incluido archivos de enrutamiento dentro de los subcomponentes. Esta práctica se lleva a cabo con el propósito de dirigir de manera efectiva hacia las operaciones CRUD de cada subcomponente. Al adoptar esta estrategia, estamos dotando a nuestro proyecto de una organización coherente y facilitando la navegación entre las diferentes partes de la aplicación.

### Integrando Lógica en el Diseño Privado

Ahora, al adentrarnos en el archivo "private-layout.component.ts", encontramos la esencia de la lógica necesaria para nuestro diseño privado. En este escenario, estamos interconectando servicios y recursos que aún no están presentes, lo que nos lleva a la importancia y creación estos servicios en nuestra carpeta "services".

import { MenuItem, MessageService, PrimeNGConfig } from 'primeng/api';

import { Component, OnInit } from '@angular/core';

import { forkJoin, Observable } from 'rxjs';

import { valorReloj, XsegundoService } from 'src/app/core/services/reloj/Xsegundo.service';

import { listaMenuI } from 'src/app/models/menu';

import { AuthService } from 'src/app/core/services/auth/auth.service';

import { UserService } from 'src/app/core/services/usuarios/user.service';

import { createMenu, listMenu } from 'src/app/consts/menu';

import { DialogService } from 'primeng/dynamicdialog';

import { Router } from '@angular/router';

import { Person, GenderType, DocumentType, User } from 'src/app/models/person';

interface menu {

  label: string,

  data?: string

  expandedIcon: string,

  collapsedIcon: string,

  children?: any[]

}

@Component({

  selector: 'app-private-layout',

  templateUrl: './private-layout.component.html',

  styleUrls: ['./private-layout.component.css'],

  providers: [DialogService]

})

export class PrivateLayoutComponent implements OnInit {

  display = false;

  items: MenuItem[] = [];

  items2: MenuItem[] = [];

  public genderTypes: GenderType[] = [];

  public documentTypes: DocumentType[] = [];

  userDataLoaded: boolean = false;

  public isLoggedIn = false;

  public menu1: listaMenuI[] = [];

  public algo: listaMenuI[] = [];

  public publicMenu: listaMenuI[] = [];

  public privateMenu: listaMenuI[] = [];

  public profileImageUrl = 'assets/demo1.png';

  public ImageUrl = 'assets/demo1.png';

  public nombre: string = 'Demo';

  public subcribe: any;

  public token: string | null = null;

  public displayMaximizable: boolean = true

  public mostrar: boolean = false;

  public username: string | undefined = undefined

  public password: string | undefined = undefined

  public files1: menu[] = []

  datos$: Observable<valorReloj> = this.segundo.getInfoReloj();

  hora?: number = 0;

  minutos?: string = '';

  dia?: string = '';

  fecha?: string = '';

  ampm?: string = '';

  segundos?: string = '';

  public ref1: any;

  public image3: string = 'assets/user.png'

  public image2: string = 'assets/demo.png'

  public Dialog: boolean = false

  public Dialog2: boolean = false

  private UserId: number = 0

  public mensaje: boolean = false

  enFormacion: boolean = false;

  public users: User[] = [];

  public usuarioCopy: Person | null = null;

  usuarioId: number | undefined;

  public usuario: Person = {

    id: 0,

    document\_type: 0,

    gender\_type: 0,

    user: 0,

    createdAt: '',

    updateAt: '',

    name: '',

    surname: '',

    identification: '',

    address: '',

    nationality: '',

    date\_of\_birth: '',

    phone: '',

    status: true,

  };

  constructor(

    private messageService: MessageService,

    private primengConfig: PrimeNGConfig,

    private authService: AuthService,

    private userService: UserService,

    private router: Router,

    private segundo: XsegundoService,

    public dialogService: DialogService,

  ) { }

  displayDialog: boolean = false;

  imageSource: string = 'assets/PQR.png';

  displayDialog2: boolean = false;

  avataresPredefinidos = [

    'assets/avatars/avataaars-1.png',

    'assets/avatars/avataaars-2.png',

    'assets/avatars/avataaars-3.png',

    'assets/avatars/avataaars-4.png',

    'assets/avatars/avataaars-5.png',

    'assets/avatars/avataaars-6.png',

    'assets/avatars/avataaars-7.png',

    'assets/avatars/avataaars-8.png',

    'assets/avatars/avataaars-9.png',

    'assets/avatars/avataaars-10.png',

  ];

  selectedAvatar: string = '';

  ngOnInit() {

    this.usuarioId = this.authService.getUserId();

    if (this.usuarioId !== undefined) {

      console.log("Esta es la ID del usuario Loggeado: ", this.usuarioId)

    } else {

      console.error('El usuario no tiene un ID válido.');

    }

    this.datos$ = this.segundo.getInfoReloj();

    this.datos$.subscribe(x => {

      this.hora = x.hora;

      this.minutos = x.minutos;

      this.dia = x.diadesemana;

      this.fecha = x.diaymes;

      this.ampm = x.ampm;

      this.segundos = x.segundo;

    });

    this.files1 =

      [

        {

          "label": "Pictures",

          "data": "Pictures Folder",

          "expandedIcon": "pi pi-folder-open",

          "collapsedIcon": "pi pi-folder",

          "children": [

            { "label": "barcelona.jpg", "icon": "pi pi-image", "data": "Barcelona Photo" },

            { "label": "logo.jpg", "icon": "pi pi-image", "data": "PrimeFaces Logo" },

            { "label": "primeui.png", "icon": "pi pi-image", "data": "PrimeUI Logo" }]

        },

      ]

    console.log('valores')

    this.verificar()

    this.primengConfig.ripple = true;

    this.items2 = [

      {

        label: 'File',

        items: [{

          label: 'New',

          icon: 'pi pi-fw pi-plus',

          items: [

            { label: 'Project' },

            { label: 'Other' },

          ]

        },

        { label: 'Open' },

        { label: 'Quit' }

        ]

      },

      {

        label: 'Edit',

        icon: 'pi pi-fw pi-pencil',

        items: [

          { label: 'Delete', icon: 'pi pi-fw pi-trash' },

          { label: 'Refresh', icon: 'pi pi-fw pi-refresh' }

        ]

      }

    ];

    this.items = [

      {

        label: 'Avatar', icon: 'pi pi-user', command: () => {

          this.abrirEditarImagen();

        }

      },

      { separator: true },

      {

        label: 'Editar perfil', icon: 'pi pi-cog', command: () => {

          this.abrirEditarPerfil();

        }

      },

      { separator: true },

      {

        label: 'Cerrar Sesion', icon: 'pi pi-power-off', command: () => {

          this.showConfirm();

        }

      },

      { separator: true },

    ];

  }

  openDialog() {

    this.displayDialog = true;

  }

  closeDialog() {

    this.displayDialog = false;

  }

  ocultarMenu(boolean: boolean) {

    // this.display=boolean

  }

  setLogin(value: boolean): void {

    this.authService.setLogin(value);

  }

  openDialogResgister(event: Event) {

    event.preventDefault();

  }

  public confirm() {

    this.showSuccess()

    this.displayMaximizable = false

  }

  showSuccess() {

    this.messageService.add({ severity: 'success', summary: 'Success', detail: 'Ingreso exitoso' });

  }

  save(id: string) { }

  openDialogLogin(event: Event) {

    event.preventDefault();

    this.displayMaximizable = true

  }

  cerrarSesion() {

    this.setLogin(false)

    this.authService.logout()

    this.ngOnInit()

    this.router.navigateByUrl('/login')

  }

  showConfirm() {

    this.Dialog = true;

  }

  hideDialog() {

    this.Dialog = false;

  }

  abrirEditarImagen() {

    console.log('Abriendo diálogo de edición de imagen');

    this.displayDialog2 = true;

  }

  cerrarEditarImagen() {

    this.displayDialog2 = false;

  }

  abrirEditarPerfil() {

    console.log('Abriendo diálogo de edición de perfil');

    this.loadDropdownData();

    this.loadUserData();

    this.Dialog2 = true;

    this.usuarioCopy = { ...this.usuario };

  }

  cerrarEditarPerfil() {

    this.Dialog2 = false;

  }

  public verificar() {

    var token: string | null = localStorage.getItem('token');

    var user: string | null = localStorage.getItem('user');

    var menu: string | null = localStorage.getItem('menu');

    console.log(token, menu, 'valores')

    if (token != null && menu != null && user != null) {

      this.showSuccess()

      let userObjeto: any = JSON.parse(user);

      let menuObjeto: any = JSON.parse(menu);

      console.log(menuObjeto)

      console.log("SI MENU")

      this.privateMenu = createMenu(menuObjeto) as any;

      this.menu1 = this.privateMenu;

      this.nombre = userObjeto.name;

      this.isLoggedIn = true

      this.setLogin(true)

    } else {

      console.log("NO MENU")

      this.isLoggedIn = false

      this.setLogin(false)

      this.menu1 = [];

      this.router.navigateByUrl('/login');

    }

  }

  loadUserData(): void {

    if (!this.userDataLoaded && this.usuarioId !== undefined) {

      this.userService.getPersonsByUserId(this.usuarioId).subscribe(

        persons => {

          if (persons.length > 0) {

            this.usuario = persons[0];

          }

          this.userDataLoaded = true;

          this.loadDropdownData();

        },

        error => {

          console.error('Error loading user data:', error);

        }

      );

    }

  }

  loadDropdownData() {

    this.userService.getDocumentTypes().subscribe(

      response => {

        if (response) {

          this.documentTypes = response;

          console.log("documentos", this.documentTypes);

        }

      },

      error => {

        console.error('error al cargar los documentos:', error);

      }

    );

    this.userService.getGenderTypes().subscribe(

      response => {

        if (response) {

          this.genderTypes = response;

          console.log("generos", this.genderTypes);

        }

      },

      error => {

        console.error('error al cargar los generos:', error);

      }

    );

  }

  guardarDatos() {

    console.log('Guardando datos del usuario');

    const usuarioActualizado: Person = {

      id: this.usuario.id,

      document\_type: this.usuario.document\_type,

      gender\_type: this.usuario.gender\_type,

      user: this.usuario.user,

      createdAt: this.usuario.createdAt,

      updateAt: this.usuario.updateAt,

      name: this.usuario.name,

      surname: this.usuario.surname,

      identification: this.usuario.identification,

      address: this.usuario.address,

      nationality: this.usuario.nationality,

      date\_of\_birth: this.usuario.date\_of\_birth,

      phone: this.usuario.phone,

      status: this.usuario.status !== undefined ? this.usuario.status : false

    };

    console.log('Datos a guardar:', usuarioActualizado);

    this.userService.editarUsuario(usuarioActualizado).subscribe(

      (response) => {

        console.log('Datos del usuario guardados exitosamente', response);

        this.Dialog2 = false;

      },

      (error) => {

        console.error('Error al guardar los datos del usuario', error);

      }

    );

  }

  seleccionarAvatar(avatar: string) {

    this.selectedAvatar = avatar;

  }

  guardarCambios() {

    if (this.selectedAvatar) {

      const userId = 1;

      this.userService.actualizarImangeUsuario(userId, this.selectedAvatar)

        .subscribe(

          (response) => {

            console.log('Imagen de perfil actualizada con éxito', response);

            this.cerrarEditarImagen();

          },

          (error) => {

            console.error('Error al actualizar la imagen de perfil', error);

          }

        );

    }

  }

}

Observamos que en este código se utilizan servicios que aún no están disponibles. Para solucionar esto, es esencial crear los servicios correspondientes dentro de la carpeta "services".

### Generando servicios para el componente privado

Nos dirigimos a nuestra carpeta services y dentro de la carpeta “reloj” creamos el servicio “Xsegndo” con el comanod **ng generate service Xsegundo.**

Dentro de este tenemos el siguiente código:

import { Injectable } from '@angular/core';

import { map, Observable, shareReplay, Subject, timer } from 'rxjs';

const KEY\_ANUNCIOS = 'anuncios';

export interface valorReloj {

  hora?: number;

  minutos?: string;

  ampm?: string;

  diadesemana?: string;

  diaymes?: string;

  segundo?: string;

}

@Injectable({

  providedIn: 'root'

})

export class XsegundoService {

  clock: Observable <Date>;

  infofecha$ = new Subject<valorReloj>();

  vr: valorReloj={};

  ampm: string='';

  hours: number=0;

  minute: string='';

  weekday: string='';

  months: string='';

  verificar:any

  constructor(

  ) {

    this.clock = timer(0,1000).pipe(map(t => new Date()),shareReplay(1));

   }

   getInfoReloj(): Observable<valorReloj>{

     this.clock.subscribe(t => {

      this.hours = t.getHours() % 12;

      this.hours = this.hours ? this.hours : 12;

       this.vr = {

         hora: this.hours,

         minutos: (t.getMinutes() < 10) ? '0' + t.getMinutes() : t.getMinutes().toString(),

         ampm: t.getHours() > 11 ? 'PM' : 'AM',

         diaymes: t.toLocaleString('es-MX', { day: '2-digit', month: 'long' }).replace('.', '').replace('-', ' '),

         diadesemana: t.toLocaleString('es-MX', { weekday: 'long' }).replace('.', ''),

         segundo: t.getSeconds() < 10 ? '0' + t.getSeconds() : t.getSeconds().toString()

       }

       this.infofecha$.next(this.vr);

     });

     return this.infofecha$.asObservable();

   }

}

En este servicio, se realizan las siguientes acciones:

* Se importan las clases y operadores necesarios de **RxJS** y se define la interfaz valorReloj que define la estructura de la información de tiempo y fecha.
* Se marca el servicio como "injectable" y se proporciona a nivel de raíz (root) para que esté disponible en toda la aplicación.
* Se declara el observable clock, que utiliza el operador timer para emitir un valor (una instancia de Date) cada segundo. El operador map transforma este valor en la hora actual.
* El uso de **shareReplay** permite que los suscriptores futuros reciban el último valor emitido, evitando la ejecución redundante de la lógica de obtención de tiempo y fecha.
* El método **getInfoReloj** suscribe la función al observable clock y, en cada emisión de tiempo, se realiza la lógica para obtener la hora, los minutos, el período AM/PM, el día del mes, el nombre del día de la semana y los segundos.
* La información obtenida se almacena en el objeto vr (valorReloj) y se notifica a través del sujeto **infofecha$,** que es un observable especial que puede ser observado por otros componentes.
* El método **getInfoReloj** devuelve el observable **infofecha$** para que los componentes puedan suscribirse y recibir actualizaciones de tiempo y fecha.

Este servicio "Xsegundo" proporciona un flujo constante de información de tiempo y fecha a través de un observable, lo que permite a los componentes de la aplicación mantenerse actualizados con la información de tiempo y reaccionar en consecuencia.

**Método getUserId(): number | undefined**

Este método recupera el ID del usuario activo a partir de la información almacenada en el almacenamiento local (localStorage) de la aplicación. Utiliza el ID almacenado en el objeto UserI para proporcionar una identificación única del usuario.

getUserId(): number | undefined {

    const userJson = localStorage.getItem(KEY\_USER);

    if (userJson) {

      const user: UserI = JSON.parse(userJson);

      return user.id;

    }

    return undefined;

  }

Con este código se hace lo siguiente:

* Dentro del servicio AuthService, se define el método getUserId(), que se utiliza para obtener el ID del usuario actualmente autenticado.
* Se obtiene la representación JSON del usuario desde el almacenamiento local utilizando la clave KEY\_USER.
* Si se encuentra una representación JSON válida del usuario en el almacenamiento local (userJson), se analiza (parse) el JSON para convertirlo en un objeto UserI, asumiendo que UserI es la interfaz que define la estructura del objeto de usuario.
* Se devuelve el ID del usuario (user.id) si se encontró información de usuario en el almacenamiento local.
* Si no se encuentra información de usuario, el método devuelve undefined para indicar que no se pudo obtener el ID del usuario.

Este método es útil para recuperar el ID del usuario actualmente autenticado y se puede utilizar en diferentes partes de la aplicación donde se necesite esta información, como en el componente **PrivateLayoutComponent.**

**Método setLogin(value: boolean): void**

Este método permite cambiar el estado de inicio de sesión de un usuario. Al proporcionar un valor booleano value, el método actualiza internamente el estado de autenticación. Esto es fundamental para controlar las áreas y funciones de la aplicación a las que se puede acceder según el estado de inicio de sesión del usuario.

setLogin(value: boolean): void {

    this.\_isLoggedIn = value;

    this.isLoggedIn$.next(value);

  }

Dentro del servicio AuthService, se define el método setLogin(value: boolean), que se utiliza para establecer el estado de inicio de sesión, lo cual hace lo siguiente:

* La propiedad privada \_isLoggedIn se actualiza con el valor booleano proporcionado (value), lo que refleja si el usuario está o no autenticado.
* Se crea un sujeto observable isLoggedIn$ que se utilizará para notificar a los observadores (como componentes) sobre los cambios en el estado de inicio de sesión.
* En el método setLogin(), después de actualizar \_isLoggedIn, se utiliza el método next() en isLoggedIn$ para emitir el nuevo valor a todos los observadores registrados.

Este método es útil para controlar y notificar cambios en el estado de inicio de sesión en toda la aplicación. Cuando se llama a **setLogin(),** los componentes que estén suscritos a **isLoggedIn$** recibirán la notificación del cambio en el estado de inicio de sesión y podrán reaccionar en consecuencia, actualizando la interfaz de usuario y tomando otras acciones relevantes, permitiendo de esta forma que el usuario este activo o inactivo dentro del sistema y detecte cuando se realice el cierre de sección de un usuario.

**Recuperación de Datos de Usuario por ID de Usuario**

Este método habilita la recuperación de datos de usuario basados en su ID. Cuando se proporciona un valor userId, el método realiza una solicitud HTTP para obtener la información relacionada con el usuario asociado. Los datos obtenidos se filtran y se devuelven como un array de objetos Person. El método emite un observable que proporciona acceso a los datos de usuario recuperados.

 getPersonsByUserId(userId: number): Observable<Person[]> {

    return this.http.get<Person\_request>(`${this.base\_personas}`).pipe(

      map(response => {

        if (response && response.ok) {

          const filteredPersons = response.data.filter(person => person.user && person.user === userId);

          return filteredPersons;

        } else {

          throw new Error(response && response.message ? response.message : "Unexpected response");

        }

      }),

      catchError(error => {

        console.error("Error in getPersonsByUserId:", error);

        throw error;

      })

    );

  }

Se define el método getPersonsByUserId(userId: number), que recupera un array de objetos Person asociados a un ID de usuario específico.

* El método realiza una solicitud GET a la API utilizando HttpClient. La URL de la API se compone utilizando la URL base.
* La respuesta de la API se procesa usando el operador map. Si la respuesta es exitosa (ok es verdadero), se filtran las personas cuyo campo user coincide con el ID del usuario proporcionado.
* Si la respuesta no es exitosa o no es como se esperaba, se lanza un error con un mensaje descriptivo. Esto es útil para manejar situaciones inesperadas y proporcionar información clara sobre el error.
* Se utiliza el operador catchError para manejar errores y registrarlos en la consola. También se utiliza throwError para propagar el error para que los componentes que llaman a este método puedan manejarlo adecuadamente.
* La estructura del código es clara y bien organizada, lo que facilita la comprensión y el mantenimiento.

Este método es esencial para obtener información de personas asociadas a un usuario específico y demuestra cómo se manejan las respuestas de la API y los errores en un servicio Angular.

Después de establecer los fundamentos mencionados anteriormente, el proceso continúa mediante la creación de dos servicios esenciales: getDocumentTypes y getGenderTypes. Estos servicios desempeñan un papel importante al permitir la recuperación de información clave relacionada con los tipos de documento y géneros de los usuarios dentro del contexto de la aplicación.

getDocumentTypes(): Observable<any[]> {

    return this.http.get<any>(`${this.base\_documentos}`).pipe(

      map(response => response.data)

    );

  }

 getGenderTypes(): Observable<any[]> {

    return this.http.get<any>(`${this.base\_gender}`).pipe(

      map(response => response.data)

    );

Dentro de estos métodos tenemos las siguientes caracteristicas:

* Cada método utiliza una estructura similar y coherente. Realizan solicitudes HTTP GET a las URLs correspondientes y utilizan el operador map para extraer y devolver la propiedad data de la respuesta.
* La URL base para las API de tipos de documento y géneros se define claramente en las propiedades privadas base\_documentos y base\_gender. Esto centraliza la información y facilita los cambios futuros en las URLs.
* Los métodos devuelven observables que emiten arrays de objetos representando los tipos de documento y géneros disponibles.
* La estructura y el formato del código son consistentes con las mejores prácticas de Angular y facilitan la legibilidad y el mantenimiento.

Estos métodos son esenciales para obtener la información de tipos de documento y géneros disponibles, lo que es útil para crear interfaces de usuario más ricas y personalizadas.

**Método editarUsuario(usuario: Person): Observable<any>**

Este método acepta un objeto usuario que encapsula los datos del perfil a editar o crear. Dependiendo del valor de la propiedad id del objeto usuario, el método decide si debe realizar una solicitud HTTP PUT para editar un perfil existente o una solicitud HTTP POST para crear un nuevo perfil. La función devuelve un observable que emite la respuesta de la solicitud HTTP, lo que permite controlar y reaccionar según el resultado de la operación de edición o creación.

 editarUsuario(usuario: Person): Observable<any> {

    if (usuario.id !== 0) {

      return this.http.put(`${this.base\_personas\_editar}${usuario.id}/`, usuario);

    } else {

      return this.http.post(this.base\_personas\_crear, usuario);

    }

  }

**Actualización de la Imagen de Usuario.**

Dentro del servicio userservice, se desarrolla una función esencial denominada actualizarImagenUsuario. Este servicio se encarga de actualizar la imagen de perfil de un usuario específico. La actualización de la imagen es crucial para proporcionar una representación visual personalizada y distintiva de cada usuario en la aplicación.

**Método actualizarImagenUsuario.**

Este método permite actualizar la imagen de perfil de un usuario específico. Toma como entrada el ID del usuario cuya imagen se actualizará y la ruta de acceso a la nueva imagen de perfil (avatar). Utilizando estos datos, el servicio construye la URL de la API correspondiente para llevar a cabo la actualización.

actualizarImangeUsuario(userId: number, avatar: string): Observable<any> {

    const apiUrl = `${this.base\_editar\_user}${userId}/`;

    const userData = {

      id: userId,

      avatar: avatar

    };

    return this.http.put(apiUrl, userData);

  }

Gracias a la implementación de estos servicios, el componente "private-layout.component.ts" será capaz de operar de manera óptima y eficaz, desempeñando una serie de funciones esenciales, tales como:

* **Obtención de Usuario Logueado:** El método de autenticación ("getUserId") permite identificar al usuario que ha iniciado sesión, proporcionando información crítica sobre su estado de autenticación. Esto garantiza que el componente pueda adaptarse a las necesidades y permisos específicos de cada usuario.
* **Obtención de Datos de Usuario:** Mediante el servicio "getPersonsByUserId" del "user.service", el componente puede acceder a los detalles completos de un usuario en particular. Esto es fundamental para personalizar la experiencia del usuario y presentar información relevante en su perfil.
* **Cierre de Sesión:** Gracias al método "logout" implementado en "private-layout.component.ts", los usuarios tienen la capacidad de cerrar sesión de manera controlada. Esto asegura la seguridad de la aplicación y permite que los usuarios finalicen su interacción de forma adecuada.
* **Actualización de Datos de Usuario:** Los métodos "getDocumentTypes", “getGenderTypes” y “editarUsuario” proporciona la funcionalidad para actualizar y mantener la información de perfil de un usuario. Esto asegura que los datos de usuario, como nombre, dirección y detalles de contacto, se mantengan precisos y actualizados.
* **Actualización de Imagen de Usuario:** Utilizando el método "actualizarImagenUsuario", el componente puede permitir que los usuarios cambien su imagen de perfil. Esta característica ofrece una manera visualmente atractiva de personalizar la representación del usuario en la aplicación.

Estas funciones en conjunto enriquecen la experiencia del usuario y aseguran que el componente "private-layout.component.ts" opere de manera fluida y coherente, proporcionando las herramientas necesarias para gestionar y actualizar la información de los usuarios de manera eficiente.

### Interfaz private-layout.component.html

El código HTML proporciona la interfaz visual para el componente "private-layout.component.ts". Esta interfaz está diseñada para brindar una experiencia de usuario efectiva y agradable. Esta interfaz tiene las siguientes características.

**Encabezado de la Aplicación:**

* Contiene el logo de la aplicación y un botón que muestra un menú lateral al hacer clic.
* Incluye un reloj que muestra la fecha y hora actual junto con un icono de notificaciones.
* Presenta un botón para mostrar un menú desplegable con opciones de perfil y avatar.

**Menú Lateral:**

* Se despliega al hacer clic en el botón de menú en el encabezado.
* Contiene el logo y título de la aplicación, así como un botón para cerrar el menú.
* Muestra el nombre de usuario en la parte superior y ofrece opciones de navegación en forma de menú desplegable.

**Contenido Principal:**

* Contiene el enrutador de la aplicación para cargar diferentes componentes según la navegación del usuario.
* Se encuentra bajo el menú lateral y ocupa la mayor parte de la pantalla.

**Pie de Página:**

* Incluye información de derechos de autor y reconocimiento.
* Se encuentra al final del contenido principal y es una parte estática de la página.

**Diálogos de Confirmación:**

* Se utilizan para confirmar acciones importantes, como cerrar sesión.
* Presenta un ícono de advertencia y un mensaje de confirmación.
* Ofrece botones para confirmar o cancelar la acción.

**Estilos y Clases:**

* Se aplican estilos a los elementos para mejorar la apariencia y la experiencia de usuario.
* Se utilizan clases como p-button, p-ripple, y otros estilos específicos de PrimeNG para mejorar la interfaz.

**Interactividad:**

* Se utilizan eventos como click para activar acciones, como mostrar o cerrar menús y diálogos.
* Se utiliza la interpolación “{{ }}” para mostrar datos dinámicos, como el nombre de usuario y la hora actual.

**Elementos PrimeNG:**

* Se utilizan componentes de PrimeNG, como p-button, p-sidebar, p-menu, p-avatar, p-dialog, y otros, para agregar funcionalidad y estilo a la interfaz.

En conjunto, esta interfaz está diseñada para proporcionar una experiencia de usuario atractiva y funcional al componente "private-layout.component.ts", con características como navegación intuitiva, visualización de la hora actual, menús desplegables y opciones de perfil personalizables, este código se representa a continuación:

<ng-template [ngIf]="isLoggedIn === true">

  <div class="grid main-header" [style]="{'background':' #fa6357',

  'color':'#fff','font-weight':'bold','margin':'0',

  'border':'1px solid gray','border-radius':'0px'}">

    <div class="col-12 sm:col-2 md:col-3 lg:col-3 xl:col-3">

      <p-button styleClass="p-button-danger p-button-outlined" (click)="display = true" class="mr-3">

        <i class="pi pi-align-justify" style="font-size: 1.5rem; margin-top: 5px;color:whitesmoke"></i>

        <span class="ml-2 font-bold" style="color:whitesmoke">GRECIUG</span>

      </p-button>

    </div>

    <div class="col-12 sm:col-2 md:col-3 lg:col-4 xl:col-5 "></div>

    <div class="col-12 sm:col-7 md:col-6 lg:col-5 xl:col-4">

      <div class="grid">

        <div class="col-12 sm:col-12 md:col-1 lg:col-1 xl:col-1 bell">

          <i class="pi pi-bell mt-1 mr-4" style="font-size:2rem"></i>

        </div>

        <div class="col-12 sm:col-12 md:col-9 lg:col-9 xl:col-9 clock">

          <button pButton pRipple type="button" [disabled]="false" class="p-button-danger p-button-outlined"

            style="padding: 7px;">

            <div class="clock" style="color:whitesmoke">

              {{dia | titlecase}} {{fecha | titlecase}} [<span class="mishoras">{{hora}}:{{minutos}}:<span

                  class="segundos">{{segundos}}</span></span><span class="ampm">{{ampm}}</span>]

            </div>

          </button>

        </div>

        <div class="col-12 sm:col-12 md:col-2 lg:col-2 xl:col-2 avatar">

          <button type="button" pButton pRipple class="p-button-rounded p-button-text boton-perfil" icon="pi pi-plus"

            (click)="menu.toggle($event)">

            <p-avatar image="{{image3}}" styleClass="ml-3" [ngStyle]="{'height': '99%'}" shape="circle"></p-avatar>

          </button>

        </div>

      </div>

      <p-menu #menu [popup]="true" [model]="items" [style]="{'width':'200px','margin-top':'5px'}"></p-menu>

      <div #menu2 class="box hidden" header="Anuncios" style="display: inline-block;margin:0px">

      </div>

    </div>

  </div>

  <div class="container margen">

    <p-sidebar [(visible)]="display" [style]="{'width':'345px','min-height': '88vh'}" [showCloseIcon]="false"

      [blockScroll]="false">

      <br>

      <br>

      <br>

      <div class="grid">

        <div class="col-11">

          <a routerLink="/landing" (click)="display=false">

            <img alt="logo" src="assets/Uniguajira\_logo.png" width="260px" height="92px"

              style="margin-left: 20px ;margin-top: -5px;" styleClass="p-button-outlined" />

          </a>

        </div>

        <div class="col-1">

          <a pripple="" (click)="display=false" class="p-ripple p-element

          cursor-pointer inline-flex align-items-center

            justify-content-center text-white border-2 surface-border

            hover:bg-gray-600 text-600 transition-colors transition-duration-150 border-circle" style="width: 40px; height: 40px;margin-left: -20px;margin-top:22px;

            background-color:  #fa6357;"><i class="pi pi-align-justify text-xl"></i>

            <span class="p-ink"></span>

          </a>

        </div>

      </div>

      <div>

        <hr>

        <h4 class="fondebabutton" style="text-align: center;margin-bottom:-5px">{{nombre}}</h4>

        <hr>

      </div>

      <app-menu [menu]="menu1" (funcion)="ocultarMenu($event)"></app-menu>

      <span style="margin:5px"></span>

    </p-sidebar>

    <div class="content">

      <router-outlet></router-outlet>

      <br>

      <br>

      <hr>

      <footer class="footer" style="padding-top: 20px;">

        <br>

        <br>

        <br>

        <div class="footer\_\_copyright">

          <p style="color:gray;font-size: 1.1rem">© 2023 Desarrollo <b>Universidad de la Guajira</b></p>

        </div>

        <div class="footer\_\_copyright">

          <p style="color:gray;font-size: 1rem">Todos los derechos reservados - <b>Semillero SETEC - RASTOR</b></p>

        </div>

      </footer>

    </div>

    <div>

      <img src="assets/Revista\_banner\_i.jpg" height="200px" width="100%">

    </div>

  </div>

</ng-template>

<div style="display:relative;">

  <p-menu #menu [popup]="true" [model]="items" [style]="{'width':'200px','margin-top':'5px'}"></p-menu>

</div>

<p-dialog [(visible)]="Dialog" [style]="{'width': '40vw'}" [resizable]="false" zindex="10000" [showHeader]="false"

  [closeOnEscape]="false" [closable]="false" [modal]="true">

  <div class="flex flex-column " style="flex: 1">

    <div class="text-center">

      <i class="pi pi-exclamation-triangle" style="font-size: 3rem"></i>

      <h4>Esta seguro de Cerrar la Sesion?</h4>

      <p>Si para continuar</p>

    </div>

  </div>

  <ng-template pTemplate="footer" class="titleCard">

    <div style="text-align: center;">

      <button pButton pRipple label="No" icon="pi pi-times" style="color: rgb(31, 45, 64);" class="p-button-text"

        (click)="hideDialog()"></button>

      <button pButton pRipple label="Si" style="background: #fa6357" class=" p-button-raised p-button-rounded"

        icon="pi pi-check" (click)="cerrarSesion()"></button>

    </div>

  </ng-template>

</p-dialog>

<p-dialog [(visible)]="Dialog2" [style]="{'width': '60vw', 'top': '40px'}" [resizable]="false" zindex="10000"

  [showHeader]="false" [closeOnEscape]="false" [closable]="false" [modal]="true">

  <div class="p-grid p-nogutter p-align-center"

    style="padding: 0px; text-align: center; border: 2px solid #F16257; border-radius: 10px;">

    <div class="p-col">

      <h3 class="p-text-2xl font-weight-bold"><i class="pi pi-pencil"></i>editar perfil</h3>

    </div>

  </div>

  <br>

  <br>

  <section>

    <p-accordion \*ngIf="usuario" [activeIndex]="[0, 1]" [multiple]="true" class="p-accordion-rounded">

      <p-accordionTab header="Datos básicos" [selected]="0">

        <div class="p-grid p-fluid">

          <div class="p-col-12 p-md-6">

            <div class="p-grid">

              <div class="p-col-12 ">

                <label for="nombres">Nombres:</label>

                <input type="text" id="nombres" pInputText class="p-inputtext" [(ngModel)]="usuario.name">

              </div>

              <div class="p-col-12">

                <label for="apellidos">Apellidos:</label>

                <input type="text" id="apellidos" pInputText class="p-inputtext" [(ngModel)]="usuario.surname">

              </div>

            </div>

          </div>

          <div class="p-col-12 p-md-6">

            <div class="p-grid">

              <div class="p-col-12 p-md-6">

                <label for="documentType">Tipo de documento:</label>

                <p-dropdown \*ngIf="documentTypes" id="documentType" [options]="documentTypes" optionLabel="name"

                  [(ngModel)]="usuario.document\_type"></p-dropdown>

              </div>

              <div class="p-col-12">

                <label for="identificacion">Identificación:</label>

                <input type="text" id="identificacion" pInputText class="p-inputtext"

                  [(ngModel)]="usuario.identification">

              </div>

            </div>

          </div>

          <div class="p-col-12">

            <label for="genderType">Género:</label>

            <p-dropdown id="genderType" [options]="genderTypes" optionLabel="name"

              [(ngModel)]="usuario.gender\_type"></p-dropdown>

          </div>

          <div class="p-col-12">

            <label for="direccion">Dirección:</label>

            <input type="text" id="direccion" pInputText class="p-inputtext" [(ngModel)]="usuario.address">

          </div>

          <div class="p-col-12 p-md-6">

            <label for="nacionalidad">Nacionalidad:</label>

            <input type="text" id="nacionalidad" pInputText class="p-inputtext" [(ngModel)]="usuario.nationality">

          </div>

          <div class="p-col-12 p-md-6">

            <label for="fechaNacimiento">Fecha de Nacimiento:</label>

            <input type="date" id="fechaNacimiento" pCalendar class="p-inputtext" [(ngModel)]="usuario.date\_of\_birth">

          </div>

          <div class="p-col-12 p-md-6">

            <label for="telefono">Número de Teléfono:</label>

            <input type="tel" id="telefono" pInputText class="p-inputtext" [(ngModel)]="usuario.phone">

          </div>

        </div>

      </p-accordionTab>

    </p-accordion>

  </section>

  <ng-template pTemplate="footer" class="titleCard">

    <div style="text-align: center;">

      <button pButton pRipple label="Cancelar" style="background: gray" class="p-button-raised p-button-rounded"

        icon="pi pi-times" (click)="cerrarEditarPerfil()"></button>

      <button pButton pRipple label="Guardar datos" style="background: #fa6357" class="p-button-raised p-button-rounded"

        icon="pi pi-check" (click)="guardarDatos()"></button>

    </div>

  </ng-template>

</p-dialog>

<a (click)="openDialog()">

  <img class="float-img" src="assets/PQR.png" width="6%" id="pqr-img">

</a>

<p-dialog [visible]="displayDialog" showEffect="fade" [modal]="true" [style]="{ width: '50%' }">

  <div class="ng-tns-c69-121 p-dialog-content">

    <form novalidate="" class="flex flex-column gap-3 mt-3 ng-untouched ng-pristine ng-valid ng-tns-c69-121">

      <div>

        <label for="cardholder" class="block mb-1 text-color text-base">Cardholder Name</label>

        <span class="p-input-icon-left w-full">

          <i class="pi pi-user"></i>

          <input name="cardholder" type="text" id="cardholder" pinputtext=""

            class="p-inputtext p-component p-element w-full">

        </span>

      </div>

      <div>

        <label for="credit-card" class="block mb-1 text-color text-base">Credit Card Number</label>

        <span class="p-input-icon-left w-full">

          <i class="pi pi-credit-card"></i>

          <input name="cc" type="text" id="credit-card" pinputtext="" placeholder="1234-1234-1234-1234"

            class="p-inputtext p-component p-element w-full">

        </span>

      </div>

      <div class="flex gap-3">

        <div class="w-full">

          <label for="cvc" class="block mb-1 text-color text-base">CVC</label>

          <span class="p-input-icon-left w-full">

            <i class="pi pi-lock"></i>

            <input name="cvc" type="text" id="cvc" pinputtext="" pkeyfilter="int" placeholder="123"

              class="p-inputtext p-component p-element w-full ng-untouched ng-pristine ng-valid">

          </span>

        </div>

        <div class="w-full">

          <label for="expiration" class="block mb-1 text-color text-base">Expiration</label>

          <span class="p-input-icon-left w-full">

            <i class="pi pi-clock"></i>

            <input name="exp" type="text" id="expiration" pinputtext="" placeholder="12/22"

              class="p-inputtext p-component p-element w-full ng-untouched ng-pristine ng-valid">

          </span>

        </div>

      </div>

    </form>

  </div>

  <div class="flex gap-3 justify-content-end border-top-1 surface-border pt-5 ng-star-inserted">

    <button pbutton="" pripple="" label="Cancel" class="p-element p-ripple p-button-text p-button p-component">

      <span class="p-button-label">Cancel</span>

      <span class="p-ink"></span>

    </button>

    <button pbutton="" pripple="" label="Update" class="p-element p-ripple p-button-rounded p-button p-component">

      <span class="p-button-label">Update</span>

      <span class="p-ink"></span>

    </button>

  </div>

</p-dialog>

<p-dialog [visible]="displayDialog2" [modal]="true" [style]="{ width: '50%' }" [showHeader]="false">

  <div style="text-align: center; padding: 20px;">

    <h2>Selecciona tu Avatar</h2>

    <div class="avatar-list">

      <div \*ngFor="let avatar of avataresPredefinidos"

           (click)="seleccionarAvatar(avatar)"

           [ngClass]="{'avatar-item': true, 'selected': selectedAvatar === avatar}">

        <img [src]="avatar" />

      </div>

    </div>

    <div class="button-group">

      <p-button type="button" class="p-button-outlined" (click)="guardarCambios()">Guardar</p-button>

      <p-button type="button" class="p-button-outlined" (click)="cerrarEditarImagen()">Cerrar</p-button>

    </div>

  </div>

</p-dialog>

**Estilos para private-layout.**

Estos estilos CSS se aplican a la interfaz de usuario definida en el código HTML que se ha creado. A continuación, se describen las características de los estilos:

**Estilos Generales:**

* Se define el estilo general del cuerpo de la página, incluyendo margen, relleno y la fuente utilizada.
* Estilos para el Encabezado Principal:
* Se establece la posición fija del encabezado en la parte superior de la página.
* Se define el ancho, la ubicación y el índice z para asegurar que el encabezado esté visible en todo momento.

**Estilos para el Reloj:**

* Se configuran los estilos para mostrar el reloj en la barra de navegación.
* Se establece el color del texto y el tamaño de fuente para resaltar la hora actual.
* Se definen estilos específicos para los elementos de la hora y minutos.

**Estilos para la Barra de Navegación Lateral:**

* Se personaliza el estilo de la barra de desplazamiento en la barra de navegación lateral.

**Estilos para la Imagen Flotante:**

Se establece la posición y el comportamiento de la imagen flotante.

Al hacer hover sobre la imagen, se aplica una transformación para crear un efecto visual.

**Estilos para el Formulario PQR Flotante:**

* Se definen estilos para un formulario flotante en la esquina inferior derecha de la página.
* Se establecen propiedades como posición, tamaño, color de fondo y bordes redondeados.

**Estilos para Títulos Editables:**

* Se configura el estilo de títulos editables, como el título "Editar Perfil" en los diálogos.

**Estilos para Elementos en Pantallas Pequeñas:**

* Se definen estilos específicos para pantallas con un ancho máximo de 768px.
* Se ajusta la disposición y el tamaño de ciertos elementos para mejorar la experiencia en dispositivos móviles.

**Estilos CSS para la Selección de Avatares:**

* Se aplican estilos a la lista de avatares y a los elementos individuales.
* Al seleccionar un avatar, se resalta con un borde y se aplica un efecto de escala.

**Estilos para Grupos de Botones:**

* Se establecen estilos para agrupar botones, como los botones "Guardar" y "Cerrar" en los diálogos.

En conjunto, estos estilos CSS mejoran la apariencia y la interacción de la interfaz de usuario del componente "private-layout.component.ts", asegurando una experiencia de usuario coherente y agradable en diferentes tamaños de pantalla y dispositivos.

/\* Estilos generales \*/

body {

  margin: 0;

  padding: 0;

  font-family: Arial, sans-serif;

}

/\* ... Otros estilos generales ... \*/

/\* Estilos para el encabezado principal \*/

.main-header {

  position: fixed;

  top: 0;

  left: 0;

  width: 100%;

  z-index: 99999;

}

/\* Estilos para el reloj \*/

.clock {

  display: flex;

  margin: 0;

  display: inline;

}

.clock p {

  color: #FBC02D;

  font-size: 1.5rem;

}

.hours {

  grid-column-start: 1;

  grid-column-end: 3;

  color: #FBC02D;

}

.horas {

  display: flex;

  margin: 0;

  font-size: 0.9rem;

  flex-wrap: nowrap;

  flex-direction: column-reverse;

  justify-content: center;

  align-items: baseline;

}

.mishoras {

  margin-left: 2px;

  font-weight: bold;

  font-size: 0.9rem;

}

.ampm {

  margin-left: 2px;

  margin-right: 2px;

  font-size: 0.9rem;

}

.segundos {

  width: 100%;

  text-align: right;

  font-size: 0.8rem;

  font-size: 100;

}

.app-sidebar-11::-webkit-scrollbar {

  width: 8px;

  height: 8px;

  background: #ccc;

}

.app-sidebar-11::-webkit-scrollbar-thumb {

  background: #F16257;

  border-radius: 4px;

}

.float-img {

  position: absolute;

  bottom: 20px;

  right: 20px;

  border-radius: 50%;

}

.float-img:hover {

  transform: translateY(-10px);

  transition: transform 0.2s ease-in-out;

}

/\* Estilos para el formulario PQR flotante \*/

.form-pqr {

  display: none;

  position: absolute;

  bottom: 50px;

  right: 50px;

  width: 400px;

  height: 300px;

  background-color: white;

  border-radius: 10px;

  padding: 20px;

}

.title edit {

  background-color: #f0f0f0;

  border: 1px solid #ccc;

  border-radius: 5px;

  padding: 10px;

  margin-bottom: 20px;

  font-size: 24px;

  font-weight: bold;

  color: #333;

  text-align: center;

  align-content: center;

}

.button-container {

  display: flex;

  gap: 10px;

  align-content: center;

}

.container-clock{

  display: flex;

}

footer {

  display: flex;

  padding: 20px;

}

.footer\_\_copyright{

  margin-right: 20%;

}

@media screen and (max-width: 768px) {

  /\* Estilos específicos para pantallas más pequeñas \*/

  .col-12 {

    display: flex;

    justify-content: space-between;

    align-items: center;

    padding: 0 10px;

  }

  .avatar {

    position: absolute;

    top: 10px;

    right: 10%;

  }

  .main-header{

    height: 60px;

    align-content: center;

  }

  .clock {

    display: none;

  }

  .bell {

    display: none;

  }

  .container-clock {

    display: none;

  }

  .boton-perfil {

    margin-right: 10px;

  }

  .float-img{

    width: 15%;

  }

}

.avatar-list {

  display: flex;

  flex-wrap: wrap;

  justify-content: center;

  gap: 20px;

  margin-top: 20px;

}

.avatar-item {

  cursor: pointer;

  border-radius: 10px;

  transition: transform 0.3s ease-in-out;

}

.avatar-item img {

  width: 100px;

  height: 100px;

  border-radius: 10px;

}

.avatar-item.selected {

  border: 2px solid #007bff;

  transform: scale(1.05);

}

.button-group {

  margin-top: 20px;

  display: flex;

  justify-content: center;

  gap: 10px;

}

Después de haber establecido el esqueleto básico de nuestro diseño principal "private-layout", el siguiente paso será construir dos elementos esenciales: la sección de bienvenida (landing) y el menú de navegación.

### Construcción del componente Landing

Ahora nos centraremos en el componente llamado "Landing". Este componente utiliza un archivo de tipo HTML para su diseño y apariencia.

Dentro de este archivo HTML, escribiremos el código que define cómo se verá y se estructurará la sección de bienvenida en nuestra página. En otras palabras, aquí es donde diseñamos la parte de la página que da la primera impresión a las personas que la visitan.

<br>

<br>

<br>

<header class="banner">

    <div>

        <img src="/assets/REVISTA-LOGO.png" width="60%" alt="revsita ciencia e ingenieria">

        <br>

        <br>

        <b><p>Explora, crea y gestiona contenido de calidad</p></b>

        <p>Revista de investigación interdisciplinar en biodiversidad y desarrollo sostenible,<br> ciencia, tecnología e

            innovación y procesos productivos industriales</p>

        <br>

    </div>

</header>

<div class="block-content content">

    <div class="ng-star-inserted">

        <div class="grid grid-nogutter surface-section text-800">

            <div class="col-12 md:col-6 p-6 text-center md:text-left flex align-items-center">

                <section><span class="block text-6xl font-bold mb-1">Crea el artículo</span>

                    <div class="text-6xl text-primary font-bold mb-3">Que tus lectores merecen</div>

                    <p class="mt-0 mb-4 text-700 line-height-3">Explorando los límites del conocimiento a través de la

                        ciencia y la ingeniería, nuestra revista te invita a un viaje de descubrimiento y asombro en

                        cada página.</p><button pbutton="" pripple="" label="Learn More" type="button"

                        class="p-element p-ripple mr-3 p-button-raised p-button p-component">

                        <a href="http://revistas.uniguajira.edu.co/rev/index.php/cei/article/view/e8091877/432"

                            target="\_blank" class="p-button-label"><span class="p-button-label"

                                style="color: aliceblue;">Ver mas</span></a><span class="p-ink"></span></button>

                </section>

            </div>

            <div class="col-12 md:col-6 overflow-hidden"><img src="assets/UNIGUAJIRA-5.jpg" width="100%" alt="Image"

                    class="md:ml-auto block md:h-full" style="clip-path: polygon(8% 0, 100% 0%, 100% 100%, 0 100%);">

            </div>

        </div>

    </div><!----><!---->

</div>

<div class="surface-section px-4 py-8 md:px-6 lg:px-8 revistas">

    <div>

        <div class="text-900 mb-3 font-bold text-4xl text-center">Puedes encontrarnos en</div>

        <div class="grid">

            <div class="col-12 md:col-6 lg:col-3">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/dialnet.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-3">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/worldcat.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-3">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/base.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-3">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/miar.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/latindex.jpg"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/aura.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/zenodo.png"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/erihplus.jpg"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/redib.jpg"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

            <div class="col-12 md:col-6 lg:col-2">

                <div class="flex align-items-center justify-content-center p-3"><img src="assets/logos/latinrev.jpg"

                        width="100px" alt="Image" class="hover-effect"></div>

            </div>

        </div>

    </div>

</div>

<section id="features" class="features-section">

    <div class="feature-item">

        <div class="feature">

            <h3>Gestión de Artículos</h3>

            <p>Optimiza tu proceso editorial con nuestra solución de gestión <br>

                de artículos. Administra tus solicitudes de manera eficiente.</p>

        </div>

        <div class="feature">

            <img src="/assets/logo\_r\_f.png" alt="Gestión de Suscripciones" width="150px">

        </div>

        <div class="feature">

            <h3>Gestión de Seguimientos</h3>

            <p>Sigue el proceso de tus artículos de manera eficiente,<br>

                conoce el resultado de tus evaluaciones de una manera sencilla.</p>

        </div>

    </div>

</section>

<section class="editions-section">

    <h2>Explora Nuestras Ediciones</h2>

    <div class="edition">

        <a href="http://revistas.uniguajira.edu.co/rev/index.php/cei/article/view/e8091877/432"><img

                src="/assets/portada\_edicion\_10.jpg" alt="Portada Edición 1"></a> <br>

        <a href="http://revistas.uniguajira.edu.co/rev/index.php/cei/article/view/e8091877/432" target="\_blank">

            Edición 1 | Volumen 10</a>

    </div>

</section>

<div class="surface-ground">

    <div class="grid">

        <div class="col-12 lg:col-4 p-3">

            <div class="shadow-2 border-round surface-card mb-3 h-full flex-column justify-content-between flex">

                <div class="p-4">

                    <div class="flex align-items-center">

                        <span

                            class="inline-flex border-circle align-items-center justify-content-center bg-green-100 mr-3"

                            style="width: 38px; height: 38px;">

                            <i class="pi pi-globe text-xl text-green-600"></i>

                        </span>

                        <span class="text-900 font-medium text-2xl">Plantilla para artículos</span>

                    </div>

                    <div class="text-900 my-3 text-xl font-medium">Una platnilla con todo el contenido y estructura que

                        debe tener su articulo.</div>

                </div>

                <div class="px-4 py-3 surface-100 text-right">

                    <button pbutton="" pripple="" icon="pi pi-arrow-right" iconpos="right" label="More"

                        class="p-element p-ripple p-button-rounded p-button-success p-button p-component">

                        <span class="p-button-icon p-button-icon-right pi pi-download" aria-hidden="true"></span>

                        <span class="p-button-label">Descargar</span>

                        <span class="p-ink"></span>

                    </button>

                </div>

            </div>

        </div>

        <div class="col-12 lg:col-4 p-3">

            <div class="shadow-2 border-round surface-card mb-3 h-full flex-column justify-content-between flex">

                <div class="p-4">

                    <div class="flex align-items-center">

                        <span

                            class="inline-flex border-circle align-items-center justify-content-center bg-yellow-100 mr-3"

                            style="width: 38px; height: 38px;">

                            <i class="pi pi-briefcase text-xl text-yellow-600"></i>

                        </span>

                        <span class="text-900 font-medium text-2xl">Declaración de originalidad</span>

                    </div>

                    <div class="text-900 my-3 text-xl font-medium">Formato donde se manifiesta la originalidad de su

                        articulo.</div>

                </div>

                <div class="px-4 py-3 surface-100 text-right">

                    <button pbutton="" pripple="" icon="pi pi-download" iconpos="right" label="Load"

                        class="p-element p-ripple p-button-rounded p-button-warning p-button p-component">

                        <span class="p-button-icon p-button-icon-right pi pi-download" aria-hidden="true"></span>

                        <span class="p-button-label">Descargar</span>

                        <span class="p-ink"></span>

                    </button>

                </div>

            </div>

        </div>

        <div class="col-12 lg:col-4 p-3">

            <div class="shadow-2 border-round surface-card mb-3 h-full flex-column justify-content-between flex">

                <div class="p-4">

                    <div class="flex align-items-center">

                        <span

                            class="inline-flex border-circle align-items-center justify-content-center bg-purple-100 mr-3"

                            style="width: 38px; height: 38px;">

                            <i class="pi pi-image text-xl text-purple-600"></i>

                        </span>

                        <span class="text-900 font-medium text-2xl">Normas de publicación</span>

                    </div>

                    <div class="text-900 my-3 text-xl font-medium">Normas de publicación Revista de Ciencias e

                        Ingeniería.</div>

                </div>

                <div class="px-4 py-3 surface-100 text-right">

                    <button pbutton="" pripple="" icon="pi pi-bookmark" iconpos="right" label="Save"

                        class="p-element p-ripple p-button-rounded p-button-help p-button p-component">

                        <span class="p-button-icon p-button-icon-right pi pi-arrow-right" aria-hidden="true"></span>

                        <span class="p-button-label">Ver</span>

                        <span class="p-ink"></span>

                    </button>

                </div>

            </div>

        </div>

    </div>

</div>

Dentro de este código HTML podemos encontrar las siguientes características:

**Encabezado de la Página:**

Esta sección contiene el logo de la revista y un mensaje de bienvenida en negrita. Además, se proporciona una descripción que informa sobre el enfoque temático de la revista, abarcando áreas como biodiversidad, desarrollo sostenible, ciencia, tecnología e innovación.

**Contenido Principal:**

Aquí se resalta la esencia de la revista, invitando a los usuarios a explorar y crear contenido de calidad. Se presenta un título llamativo y una descripción que enfatiza la experiencia de descubrimiento a través de la ciencia e ingeniería. Se incluye un botón para obtener más información.

**Logos de Plataformas:**

En esta sección se muestran logotipos de diferentes plataformas en línea donde la revista está disponible. Cada logotipo representa un sitio web o base de datos donde los usuarios pueden acceder a la revista.

**Características Especiales:**

Se presentan tres características destacadas de la revista: "Gestión de Artículos", "Gestión de Suscripciones" y "Gestión de Seguimientos". Cada característica incluye un título descriptivo y, en algunos casos, una imagen representativa.

**Ediciones Anteriores:**

En esta sección se invita a los usuarios a explorar ediciones anteriores de la revista. Se muestra la portada de una edición y se proporciona un enlace para acceder a más detalles sobre esa edición específica.

**Recursos Útiles:**

Aquí se presentan recursos descargables para los usuarios. Cada recurso está representado por una tarjeta que incluye un título y una breve descripción. Además, se ofrece un botón de descarga asociado a cada recurso.

Este código HTML crea una página principal que presenta la revista en línea de manera atractiva, resaltando su contenido, características y recursos disponibles para los usuarios. Cada sección tiene su propia función en la presentación y promoción de la revista.

### Landing.component.ts

Posteriormente debemos crear la lógica para esta vista html dentro de landing.component.ts para ello abrimos este archivo y hacemos lo siguiente:

import { Component, OnInit } from '@angular/core';

import { Router } from '@angular/router';

import { ConfirmationService, MessageService } from 'primeng/api';

import { UserService } from 'src/app/core/services/usuarios/user.service';

import { environment } from 'src/environments/environment';

@Component({

  selector: 'app-landing',

  templateUrl: './landing.component.html',

  styleUrls: ['./landing.component.css'],

  providers: [ConfirmationService,MessageService]

})

export class LandingComponent implements OnInit {

  public image3:string='assets/user.png'

  public bandera:boolean=false

  public nombre:string = '';

  private API\_URI:string=environment.API\_URI

  constructor(

    private userService:UserService,

    private router: Router,

    private messageService: MessageService

  ) {}

  ngOnInit(): void {

    var token :string | null= localStorage.getItem('token');

    if(token!=null){

        this.showSuccess()

        this.bandera=true

      }else{

        this.router.navigateByUrl('/login');

        this.bandera=false

      }

  }

 public showSuccess() {

    this.messageService.add({severity:'success', summary: 'Success', detail: 'Ingreso exitoso'});

}

}

Este archivo es esencial para dar vida y funcionalidad a la vista HTML previamente creada en "landing.component.html". A continuación, se ofrece una explicación detallada de las partes y acciones que contiene este archivo:

**Importación de Módulos y Servicios:**

En esta sección, se realizan importaciones necesarias para habilitar características y servicios. Estas importaciones son esenciales para el correcto funcionamiento de la lógica de la vista. Se importan módulos como Component y OnInit de Angular, así como varios servicios de manejo de mensajes y navegación.

**Definición del Componente:**

Se define el componente "LandingComponent" utilizando el decorador @Component. Se establecen las propiedades principales del componente, como el selector, la plantilla HTML y las hojas de estilo asociadas. Además, se proporciona una instancia de los servicios ConfirmationService y MessageService que estarán disponibles para este componente.

**Inicialización de Variables:**

Se declaran y definen varias variables que se utilizarán en el componente. Esto incluye la definición de image3, bandera, nombre y API\_URI. Estas variables son fundamentales para controlar y mostrar información en la vista HTML.

**Constructor y Dependencias:**

Se define el constructor del componente. Aquí se inyectan los servicios y recursos necesarios, como UserService, Router y MessageService. Estos recursos son utilizados para interactuar con la lógica de la aplicación y proporcionar funcionalidades de manejo de usuarios y navegación.

**Método ngOnInit():**

El método ngOnInit() se implementa como parte de la interfaz OnInit de Angular. En este método se realiza una serie de acciones al iniciar el componente. Primero, se verifica la existencia de un token en el almacenamiento local. Si se encuentra un token, se muestra un mensaje exitoso y se activa la bandera bandera. En caso contrario, se redirige al usuario a la página de inicio de sesión y se desactiva la bandera.

**Método showSuccess():**

El método showSuccess() se define para mostrar un mensaje de éxito utilizando el servicio MessageService. Este mensaje se visualiza mediante una notificación visual en la vista HTML. El mensaje muestra una breve confirmación de "Ingreso exitoso".

En resumen, el archivo "landing.component.ts" es crucial para gestionar la lógica detrás de la vista HTML de la página de aterrizaje. Controla la autenticación del usuario, maneja mensajes de éxito y redirecciones, y se comunica con los servicios de Angular para brindar una experiencia de usuario fluida y efectiva.

### Landing.component.css

Por último, le damos estilos a nuestro componente landing de la siguiente manera:

.margSup {

  display: flex;

  flex-direction: row;

  flex-wrap: nowrap;

  justify-content: flex-end;

  padding-right: 10%;

  padding-top: 10px;

}

.imgLogo {

  width: auto;

  border: 1px solid transparent;

  border-radius: 15px;

  display: flex;

  justify-content: center;

  align-content: center;

}

.titleCard {

  display: flex;

  justify-content: center;

  align-content: center;

  font-size: 45px;

  font-weight: bold;

  /\* color:rgba(51,102,0,1); \*/

  margin-top: 10px;

}

.imgLogo2 {

  width: 60%;

  /\* min-height: 250px; \*/

  /\* margin-left: 30px; \*/

  /\* max-width: 500px; \*/

  /\* max-height:700px; \*/

  border: 1px solid transparent;

  border-radius: 15px;

  display: flex;

  justify-content: center;

  align-content: center;

}

.titleCard2 {

  display: flex;

  justify-content: center;

  align-content: center;

  font-size: 45px;

  font-weight: bold;

  /\* color:rgba(51,102,0,1); \*/

  margin-top: 10px;

}

.margen {

  /\* padding: 10px; \*/

  margin-top: -5px;

  margin-bottom: -15px;

  background-color: #dcdcdc;

  min-height: auto;

}

.content {

  background: #f5f5f5;

  /\* border-radius: 13px; \*/

  padding: 30px;

  box-shadow: 7px 8px 19px 0px #00000047;

}

.content2 {

  /\* width: 100%; \*/

  height: 80%;

  margin-top: -5px;

  background: transparent;

  /\* border-radius: 13px; \*/

  padding: 20px;

  box-shadow: 7px 8px 19px 0px #00000047;

  /\* background-image: url('../assets/images/fondo2.jpg'); \*/

  /\* background: linear-gradient(0deg, rgba(51,102,0,1) 0%, rgba(34,193,195,0.5578606442577031) 100%); \*/

  background-size: cover;

}

.mat-toolbar-single-row {

  justify-content: space-between;

}

.menuimagen {

  margin-top: 10px;

  /\* display: flex; \*/

}

.mat-toolbar-single-row {

  display: flex;

  /\* padding-top:10px; \*/

  height: 70px;

  margin-bottom: 0

}

/\* .mat-drawer-content {

  position: relative;

  z-index: 1;

  display: block;

  height: 100%;

  overflow: auto;

} \*/

/\* Assign grid instructions to our parent grid container \*/

.grid-container {

  display: grid;

  grid-template-columns: 250px 3fr;

  grid-template-rows: 40px 3fr 80px;

  grid-template-areas:

    "sidenav subtitle"

    "sidenav main"

    "sidenav footer";

  height: 100%;

  width: 100vmax;

}

/\* Give every child element its grid name \*/

.sidenav {

  grid-area: sidenav;

  overflow: auto;

  -ms-overflow-style: none;

  /\* IE 11 \*/

  scrollbar-width: none;

  /\* Firefox 64 \*/

  box-shadow: 3px 0 5px rgba(57, 63, 72, 0.3);

  ;

}

.sidenav::-webkit-scrollbar {

  display: none;

}

.subtitle {

  grid-area: subtitle;

  margin-top: 20px;

}

.main {

  grid-area: main;

  margin: 5px;

  /\* margin-top: -px; \*/

}

.footer {

  grid-area: footer;

  display: flex;

  align-content: center;

  justify-content: space-around;

  margin: 3px 0 0 2px;

  /\* border: grayscale($color:  cadetblue) medium solid; \*/

  /\* background-color: rgb(179, 170, 170); \*/

  /\* background-color: rgb(243, 164, 85) \*/

  /\* background-color: #F1A157; \*/

}

.centered-content {

  width: 100%;

  max-width: 1000px;

  padding: 0 40px;

}

.hijo {

  display: flex;

  justify-content: flex-start;

  align-items: flex-start;

  /\*  height: 30px; \*/

  font-size: 14px;

  color: #6b778c;

}

.hijo1 {

  display: flex;

  justify-content: flex-end;

  align-items: flex-end;

  margin-top: -60px;

  height: 30px;

  font-size: 14px;

  color: #6b778c;

}

.footer\_\_copyright {

  line-height: 10px;

  margin: 5px;

}

.clickable {

  cursor: pointer;

}

.padre:hover {

  border-left: 5px solid #F16257;

  text-decoration-color: #F16257;

  color: #F16257

    /\* background-color: #F16257; \*/

}

.buttons-container {

  color: #707070;

  display: flex;

  align-items: center;

  justify-content: center;

  height: 75px;

  padding: 0 5px;

  text-decoration: none;

  margin-top: -15px;

  margin-right: 10px;

}

.buttons-container:hover {

  background-color: #c9c9c9f3;

  color: black

}

.buttons-container .mat-icon {

  padding-top: 10px;

}

a {

  color: #707070;

  text-decoration: none;

  /\* align-items: center; \*/

}

a .text {

  font-weight: 500;

  font-size: 16px;

  margin-left: 5px;

  padding-top: 7px;

}

.padre-container {

  color: #707070;

  /\* font-weight: 500; \*/

  display: flex;

  align-items: center;

  justify-content: center;

  height: inherit;

  padding: 0 10px;

  text-decoration: none;

}

li {

  line-height: 24px;

}

li {

  display: list-item;

  text-align: -webkit-match-parent;

}

.nav {

  margin-left: 0;

  margin-bottom: 24px;

  list-style: none;

}

#redes\_sociales li a {

  color: #fff;

  font-size: 0px;

  padding: 0;

  margin: 0;

}

#redes\_sociales li {

  margin: 8px 40px;

  padding: 0;

}

#redes\_sociales {

  width: 100%;

  margin: 0;

  margin-top: -5px;

  display: flex;

  justify-content: center;

  -webkit-justify-content: center;

  -ms-justify-content: center;

  -o-justify-content: center;

  -moz-justify-content: center;

}

.nav>li>a {

  display: block;

}

.fondebabutton {

  color: #707070;

}

.clock {

  display: flex;

}

.clock p {

  color: #FBC02D;

  font-size: 2rem;

}

.hours {

  grid-column-start: 1;

  grid-column-end: 3;

  color: #FBC02D;

}

.horas {

  display: flex;

  flex-wrap: nowrap;

  flex-direction: column-reverse;

  justify-content: center;

  align-items: baseline;

}

.mishoras {

  margin-left: 3px;

  font-weight: bold;

  font-size: 1rem;

}

.ampm {

  margin-left: 3px;

  margin-right: 3px;

  font-size: 1rem;

}

.segundos {

  width: 100%;

  text-align: right;

  font-size: 0.8rem;

  font-size: 100;

}

.titleCard1 {

  margin: 0 0 10px 0;

  display: flex;

  justify-content: center;

  align-content: center;

}

mat-card-title {

  padding-left: 10px;

  padding-top: 10px;

}

.categ-section {

  display: flex;

  align-content: center;

  align-items: center;

  justify-content: flex-end;

  height: 80px;

}

.categ-margin {

  margin: 0;

}

.opcStatus {

  margin: 0 40px;

}

.banner {

  display: flex;

  align-items: center;

  justify-content: center;

  padding: 50px 0;

  background-color: #f5f5f5;

}

.banner>div {

  text-align: center;

  padding: 0 20px;

}

.titulo {

  margin-top: 20px;

}

.titulo h1 {

  font-size: 36px;

  color: #333;

  font-weight: bold;

}

.banner p {

  font-size: 18px;

  margin: 20px 0;

}

.banner img {

  max-width: 100%;

  height: auto;

}

.cta-button {

  display: inline-block;

  padding: 10px 20px;

  background-color: #ffcc00;

  color: #333;

  font-weight: bold;

  text-decoration: none;

  border-radius: 5px;

  transition: background-color 0.3s;

}

.cta-button:hover {

  background-color: #ffdb4d;

}

.feature-item {

  display: flex;

  align-items: center;

  margin-left: 200px;

}

.features-section {

  padding: 50px 0;

  text-align: center;

  background-color: #f5f5f5f5;

  align-items: center;

  vertical-align: center;

}

.feature h3 {

  font-size: 24px;

  margin-top: 10px;

  margin-bottom: 10px;

}

.feature p {

  font-size: 16px;

}

.editions-section {

  padding: 50px 0;

  text-align: center;

}

.edition {

  display: inline-block;

  margin: 0 20px;

}

.edition img {

  width: 200px;

  height: 300px;

  border: 1px solid #ccc;

  border-radius: 5px;

}

.edition p {

  margin-top: 10px;

}

.cta-section {

  padding: 50px 0;

  text-align: center;

}

.cta-section h2 {

  margin-bottom: 20px;

}

.cta-button-big {

  display: inline-block;

  padding: 15px 30px;

  background-color: #ffcc00;

  color: #333;

  font-weight: bold;

  text-decoration: none;

  border-radius: 5px;

  transition: background-color 0.3s;

}

.cta-button-big:hover {

  background-color: #ffdb4d;

}

.footer {

  text-align: center;

  padding: 20px 0;

  background-color: #333;

  color: #fff;

}

.social-media a {

  margin: 0 10px;

}

.social-media img {

  width: 30px;

  height: 30px;

}

.revistas {

  align-items: center;

  vertical-align: center;

}

.hover-effect {

  transition: transform 0.3s ease-in-out;

}

.hover-effect:hover {

  transform: scale(1.5);

}

Este conjunto de pasos, que involucra la definición de rutas, la implementación de servicios, la creación de modelos de datos, la construcción de elementos visuales, la creación de componentes funcionales y la aplicación de estilos, se repite de manera consistente a lo largo de todo el proceso de desarrollo de software. Cada iteración de este proceso se adapta específicamente a las características particulares de cada componente.

Este flujo constante de desarrollo se lleva a cabo de manera continua para múltiples componentes en el sistema. A continuación, se presenta un resumen de cómo este proceso se aplica a diversos componentes:

**Solicitudes**

* Generar
  + Ver solicitud
  + Crear solicitud
  + Editar solicitud
  + Eliminar solicitud
  + Ver mis solicitudes
* **Pasos**
  + **Ver paso**
  + **Crear paso**
  + **Editar paso**
  + **Eliminar pasó**
* **Seguimiento**
  + **Ver seguimiento**
  + **Crear seguimiento**
  + **Editar seguimiento**
  + **Eliminar seguimiento**
  + **Ver mis seguimientos**
  + **Ver solicitudes asignadas**
* **Evaluación**

**Administrador**

* **Roles**
* **Recursos**
* **Asignar rol**
* **Asignar recursos**

**Usuarios**

* **Personas**

Cada uno de estos componentes sigue un proceso similar de desarrollo continuo, adaptándose y ajustándose según sus propias características y funcionalidades. Esta metodología garantiza que cada parte del sistema sea diseñada y construida con precisión y eficacia, cumpliendo con los requisitos y objetivos establecidos.