**ORM-Object Relationship Mapping.**

* It Reduces the developers efforts, time and cost-(as data is stored in tables i.e attribute format it is difficult to write query for all attributes in large database application).
* It Overcome the mismatch between object oriented programming language and database.

**Hibernate**

* Hibernate create SQL query at runtime according to database.
* It provide automatic table creation feature.
* It provide primary key auto-increment feature.
* It provide relationship mapping as,

1. Has-A relationship

**->**one-to-one.

->one-to-many

->many-to-one

->many-to-many

2. Is-A relationship

->Default Inheritance.

-> Single Table.

->Join

->Table for class.

* Hibernate convert all checked exception to unchecked exception.
* It provide cache mechanism 1st level cache and 2nd level cache.
* Hibernate provide HQL query and CriteriaBuilder Api.
* It provide validation feature.

|  |  |  |
| --- | --- | --- |
| XML | Annotation | Java Based |
| hibernate.cfg.xml | hibernate.cfg.xml |  |
| Student-hbm.xml |  |  |
| Student.java | Student.java | Student.java |
| Test | Test | Test |

hibernate.cfg.xml

<?xml version=*'1.0'* encoding=*'UTF-8'*?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">

<!-- Generated by MyEclipse Hibernate Tools. -->

<hibernate-configuration>

<session-factory>

<property name=*"connection.driver\_class"*>com.mysql.jdbc.Driver</property>

<property name=*"connection.url"*>jdbc:mysql://localhost:3306/test1</property>

<property name=*"connection.username"*>root</property>

<property name=*"connection.password"*>root</property>

<property name=*"hbm2ddl.auto"*>update</property> <!-- create table at runtime -->

<property name=*"hibernate.dialect"*>org.hibernate.dialect.MySQL5Dialect</property> <!-- it will configure database according to mysql -->

<property name=*"show\_sql"*>true</property><!-- false will not show sql query in console -->

<mapping class=*"com.cjc.Model.Employee"*></mapping><!-- if this class is changed the it

give classnotfoundexception -->

</session-factory>

</hibernate-configuration>

Student.java

**package** com.cjc.Model;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

@Entity

**public** **class** Student {

@Id

**private** **int** rollno;

**private** String name;

**private** String address;

**setters and getters**}

Test.java

**import** org.hibernate.Session;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** com.cjc.Model.Student;

**public** **class** Test {

**public** **static** **void** main(String[] args) {

StandardServiceRegistry registry=**new** StandardServiceRegistryBuilder().configure().build();

MetadataSources mds=**new** MetadataSources(registry);

Metadata md=mds.getMetadataBuilder().build();

SessionFactory sf=md.getSessionFactoryBuilder().build();

Student stu=**new** Student();

stu.setRollno(2);

stu.setName("abc");

stu.setAddress("pune");

Session session=sf.openSession();

session.save(stu);

session.beginTransaction().commit();

}

}

Exceptions possible occur in hibernate execution of program:

1. **@Entity**: If @Entity is not written in above entity class (i.e pojo class) then it will give compile time exception as org.hibernate.MappingException-unknown exception.
2. **@Id:** if @Id is not written in above id then it will give Compile time Exception as org.hibernate.AnnotationException.
3. **Hibernate.cfg.xml:** if hibernate.cfg.xml file is not present in src directory it will give an error as could not locate cfg.xml resources.

**And if hibernate.cfg.xml file is named with different name then it will give an exception as classNotFoundExcaption.**

Properties of hdm2ddl.auto:

Create

Console output:

1. If table is not exist in database.

* Drop table if exists <tablename>
* Create table <tablename>
* Insert into <tablename>

1. If table is exist in database.

* Drop table if exists <tablename>
* Create table <tablename>
* Insert into <tablename>

Update

Console output:

1. If table is not exist in database.

* Create table <tablename>
* Insert into <tablename>

1. If table is exist in database.

* Insert into <tablename>

Create-drop

Console output:

1. If table is exist or not in database in case of sessionfactory.close().

* Drop table if exists <tablename>
* Create table <tablename>
* Insert into <tablename>
* Drop table <tablename>

1. If table is exist or not in database.

* Drop table if exists <tablename>
* Create table <tablename>
* Insert into <tablename>

Validate

Console output:

1. If table is not exist or attribute is present in entity class but not present in table or name is different in entity class and table attribute is different then it will give schema definition not found.

**Factory Design Pattern:**

Hibernate program without xml file:

HibenrateUtil:

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

*registry*=**new**StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Student.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

Student.java:

**package** com.cjc.entity;

**import** javax.persistence.Column;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.Table;

@Entity

@Table(name="studentdetails")//to change the table name

**public** **class** Student {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)//Auto Generation of Primary key

@Column(name="s\_id")//to change column name

**private** **int** sid;

@Column(name="s\_name")

**private** String sname;

@Column(name="addr")

**private** String address;

**public** **int** getSid() {

**return** sid;

}

**public** **void** setSid(**int** sid) {

**this**.sid = sid;

}

**public** String getSname() {

**return** sname;

}

**public** **void** setSname(String sname) {

**this**.sname = sname;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

}

Test.java

**import** java.util.List;

**import** org.hibernate.Session;

**import** com.cjc.entity.Employee;

**import** com.cjc.entity.HibernateUtil;

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Student stu=session.get(Student.**class**, 1);

//Student Stu=session.Load(Student.class, 1);//

System.***out***.println(stu.getSid());

/\*List<Student> slist=session.createQuery("from Student").getResultList();

for(Student s:slist) {

System.out.println(s.getSid()+" "+S.getSname());

}\*/

session.close();

}

}

|  |  |
| --- | --- |
| Lazy Loading | Eager Loading |
| Load() method work as a lazy loading as default | Get() method works as eager loading by default |
| Load() return hibernate exception(objectNotFoundException) if record is not present | Get() return null value(nullpointerException) if record is not present |

Java Based Hibernate Application:

HibernateUtil.java: changes only add hashmap to add jdbc properties.

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** org.hibernate.cfg.Environment;

**import** com.cjc.entity.Student;

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

Map<String,Object> settings=**new** HashMap<>();

settings.put(Environment.***DRIVER***, "com.mysql.jdbc.Driver");

settings.put(Environment.***URL***,"jdbc:mysql://localhost:3306/cjc");

settings.put(Environment.***USER***, "root");

settings.put(Environment.***PASS***, "root");

settings.put(Environment.***DIALECT***,"org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.***HBM2DDL\_AUTO***, "update");//create

settings.put(Environment.***SHOW\_SQL***, "true");

*registry*=**new**StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Student.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

Remaining Entity class and test class are same mentioned in factory design pattern

Relationship mapping:

1. One-to-one(unidirectional):

Account.java

**package** com.cjc.entity;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.OneToOne;

@Entity

**public** **class** Account {

@Id

**private** **int** acno;

**private** String name;

**private** String address;

@OneToOne(cascade=CascadeType.***ALL***)

@JoinColumn(name="acd")

**private** AccountDetails acdd;

**public** **int** getAcno() {

**return** acno;

}

**public** **void** setAcno(**int** acno) {

**this**.acno = acno;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

**public** AccountDetails getAcdd() {

**return** acdd;

}

**public** **void** setAcdd(AccountDetails acdd) {

**this**.acdd = acdd;

}

}

AccountDetails.java:

**package** com.cjc.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

@Entity

**public** **class** AccountDetails {

@Id

**private** **int** acd;

**private** **int** amt;

**public** **int** getAcd() {

**return** acd;

}

**public** **void** setAcd(**int** acd) {

**this**.acd = acd;

}

**public** **int** getAmt() {

**return** amt;

}

**public** **void** setAmt(**int** amt) {

**this**.amt = amt;

}

}

Hibernateutil.java:

**package** com.cjc.utiltiy;

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** org.hibernate.cfg.Environment;

**import** com.cjc.entity.Account;

**import** com.cjc.entity.AccountDetails;

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

Map<String,Object> settings=**new** HashMap<>();

settings.put(Environment.***DRIVER***, "com.mysql.jdbc.Driver");

settings.put(Environment.***URL***, "jdbc:mysql://localhost:3306/hibernate-cjc-onetoone");

settings.put(Environment.***USER***, "root");

settings.put(Environment.***PASS***, "root");

settings.put(Environment.***DIALECT***, "org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.***HBM2DDL\_AUTO***, "update");

settings.put(Environment.***SHOW\_SQL***, "true");

*registry*=**new** StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Account.**class**);

mds.addAnnotatedClass(AccountDetails.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

Testunidemo.java:

**package** com.cjc.utiltiy;

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** org.hibernate.cfg.Environment;

**import** com.cjc.entity.Account;

**import** com.cjc.entity.AccountDetails;

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

Map<String,Object> settings=**new** HashMap<>();

settings.put(Environment.***DRIVER***, "com.mysql.jdbc.Driver");

settings.put(Environment.***URL***, "jdbc:mysql://localhost:3306/hibernate-cjc-onetoone");

settings.put(Environment.***USER***, "root");

settings.put(Environment.***PASS***, "root");

settings.put(Environment.***DIALECT***, "org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.***HBM2DDL\_AUTO***, "update");

settings.put(Environment.***SHOW\_SQL***, "true");

*registry*=**new** StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Account.**class**);

mds.addAnnotatedClass(AccountDetails.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

Output:

Account table:
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Account detail table:
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GetRecords from db:

**import** java.util.List;

**import** org.hibernate.Session;

**import** com.cjc.entity.Account;

**import** com.cjc.utiltiy.HibernateUtil;

**public** **class** TestUniDemoGet {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Account ac=session.load(Account.**class**, 101);

System.***out***.println(ac.getAcno());

System.***out***.println(ac.getName());

System.***out***.println(ac.getAddress());

System.***out***.println(ac.getAcdd().getAcd());

System.***out***.println(ac.getAcdd().getAmt());

//to get all records from db

List<Account> list=session.createQuery("from Account").getResultList();

**for**(Account a:list) {

System.***out***.println(a.getAcno());

System.***out***.println(a.getName());

System.***out***.println(a.getAddress());

System.***out***.println(a.getAcdd().getAcd());

System.***out***.println(a.getAcdd().getAmt());

}

}

}

Output:

101

Hibernate: select account0\_.acno as acno1\_0\_0\_, account0\_.acd as acd4\_0\_0\_, account0\_.address as address2\_0\_0\_, account0\_.name as name3\_0\_0\_, accountdet1\_.acd as acd1\_1\_1\_, accountdet1\_.amt as amt2\_1\_1\_ from Account account0\_ left outer join AccountDetails accountdet1\_ on account0\_.acd=accountdet1\_.acd where account0\_.acno=?
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pune

1

50000

Hibernate: select account0\_.acno as acno1\_0\_, account0\_.acd as acd4\_0\_, account0\_.address as address2\_0\_, account0\_.name as name3\_0\_ from Account account0\_

101

abc

pune

1

50000

**One-to-one bidirection:**

Hibernateutil.java is same as above program

Account.java:

**package** com.cjc.entity;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.OneToOne;

@Entity

**public** **class** Account {

@Id

**private** **int** acno;

**private** String name;

**private** String address;

@OneToOne(cascade=CascadeType.***ALL***)

@JoinColumn(name="acd\_no")

**private** AccountDetails acdd;

**public** **int** getAcno() {

**return** acno;

}

**public** **void** setAcno(**int** acno) {

**this**.acno = acno;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

**public** AccountDetails getAcdd() {

**return** acdd;

}

**public** **void** setAcdd(AccountDetails acdd) {

**this**.acdd = acdd;

}

}

AccountDetails.java

**package** com.cjc.entity;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.OneToOne;

@Entity

**public** **class** AccountDetails {

@Id

**private** **int** acd;

**private** **int** amt;

@OneToOne(cascade=CascadeType.***ALL***,mappedBy="acdd")

**private** Account account;

**public** Account getAccount() {

**return** account;

}

**public** **void** setAccount(Account account) {

**this**.account = account;

}

**public** **int** getAcd() {

**return** acd;

}

**public** **void** setAcd(**int** acd) {

**this**.acd = acd;

}

**public** **int** getAmt() {

**return** amt;

}

**public** **void** setAmt(**int** amt) {

**this**.amt = amt;

}

}

**TestBidirectionDemo.java**

**import** org.hibernate.Session;

**import** com.cjc.entity.Account;

**import** com.cjc.entity.AccountDetails;

**import** com.cjc.utiltiy.HibernateUtil;

**public** **class** TestBidirectionDemo {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Account ac=**new** Account();

ac.setAcno(101);

ac.setName("abc");

ac.setAddress("pune");

AccountDetails acd=**new** AccountDetails();

acd.setAcd(1);

acd.setAmt(50000);

acd.setAccount(ac);

ac.setAcdd(acd);

session.save(ac);

session.beginTransaction().commit();

}

}

Output:

Account table(In this table extra column is added as accountdetails is mapped to account)

![](data:image/png;base64,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)

Accountdetails table:
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FetchRecords:

**import** org.hibernate.Session;

**import** com.cjc.entity.Account;

**import** com.cjc.entity.AccountDetails;

**import** com.cjc.utiltiy.HibernateUtil;

**public** **class** TestBidirectionDemoGet2 {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Account ac=session.get(Account.**class**, 101);

System.***out***.println(ac.getAcno());

System.***out***.println(ac.getName());

System.***out***.println(ac.getAddress());

System.***out***.println(ac.getAcdd().getAcd());

System.***out***.println(ac.getAcdd().getAmt());

AccountDetails acd=session.get(AccountDetails.**class**, 1);

System.***out***.println(acd.getAcd());

System.***out***.println(acd.getAmt());

System.***out***.println(acd.getAccount().getAcno());

System.***out***.println(acd.getAccount().getName());

}

}

Output:

Hibernate: select account0\_.acno as acno1\_0\_0\_, account0\_.acd\_no as acd\_no4\_0\_0\_, account0\_.address as address2\_0\_0\_, account0\_.name as name3\_0\_0\_, accountdet1\_.acd as acd1\_1\_1\_, accountdet1\_.amt as amt2\_1\_1\_ from Account account0\_ left outer join AccountDetails accountdet1\_ on account0\_.acd\_no=accountdet1\_.acd where account0\_.acno=?
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2.One-to-many/may-to-one(note: bydefult its bidirectional):

Hibernateutil.java:

**package** com.cjc.utility;

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** org.hibernate.cfg.Environment;

**import** com.cjc.entity.Department;

**import** com.cjc.entity.Employee;

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

Map<String,Object> settings=**new** HashMap<>();

settings.put(Environment.***DRIVER***, "com.mysql.jdbc.Driver");

settings.put(Environment.***URL***, "jdbc:mysql://localhost:3306/hibernate-cjc-one-to-many");

settings.put(Environment.***USER***, "root");

settings.put(Environment.***PASS***, "root");

settings.put(Environment.***DIALECT***, "org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.***HBM2DDL\_AUTO***, "update");

settings.put(Environment.***SHOW\_SQL***, "true");

*registry*=**new** StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Employee.**class**);

mds.addAnnotatedClass(Department.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

Employee.java:

**package** com.cjc.entity;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.ManyToOne;

@Entity

**public** **class** Employee {

@Id

**private** **int** eid;

**private** String name;

**private** String designation;

@ManyToOne(cascade = CascadeType.***ALL***)

@JoinColumn(name = "d\_id")

**private** Department department;

**public** **int** getEid() {

**return** eid;

}

**public** **void** setEid(**int** eid) {

**this**.eid = eid;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getDesignation() {

**return** designation;

}

**public** **void** setDesignation(String designation) {

**this**.designation = designation;

}

**public** Department getDepartment() {

**return** department;

}

**public** **void** setDepartment(Department department) {

**this**.department = department;

}

}

Department.java:

**package** com.cjc.entity;

**import** java.util.HashSet;

**import** java.util.Set;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.OneToMany;

@Entity

**public** **class** Department {

@Id

**private** **int** did;

**private** String dname;

@OneToMany(cascade=CascadeType.***ALL***,mappedBy="department")

**private** Set<Employee> semp=**new** HashSet<>();

**public** **int** getDid() {

**return** did;

}

**public** **void** setDid(**int** did) {

**this**.did = did;

}

**public** String getDname() {

**return** dname;

}

**public** **void** setDname(String dname) {

**this**.dname = dname;

}

**public** Set<Employee> getSemp() {

**return** semp;

}

**public** **void** setSemp(Set<Employee> semp) {

**this**.semp = semp;

}

}

Storedata:

**import** org.hibernate.Session;

**import** com.cjc.entity.Department;

**import** com.cjc.entity.Employee;

**import** com.cjc.utility.HibernateUtil;

**public** **class** StoreRecordEmployeeOneToMany {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Department dp=**new** Department();

dp.setDid(1);

dp.setDname("IT");

Department dp1=**new** Department();

dp1.setDid(2);

dp1.setDname("HR");

Employee e1=**new** Employee();

e1.setEid(101);

e1.setName("abc");

e1.setDesignation("manager");

e1.setDepartment(dp);

Employee e2=**new** Employee();

e2.setEid(102);

e2.setName("xyz");

e2.setDesignation("developer");

e2.setDepartment(dp);

dp.getSemp().add(e1);

dp.getSemp().add(e2);

Employee e3=**new** Employee();

e3.setEid(103);

e3.setName("pqr");

e3.setDesignation("QA");

e3.setDepartment(dp1);

dp1.getSemp().add(e3);

session.save(dp);

session.save(dp1);

session.beginTransaction().commit();

}

}

Output:

Employee:
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Department:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAABICAIAAAC4DMo/AAAAAXNSR0IArs4c6QAABQ9JREFUeF7tW89PG0cUXqc+lcKhVOq51E5AIHEBiZCcIiFCK9SiiOQQWjhUwj05gR4qJQekKEoOgcSHqlbEgUr0EqSAlCITJcopcSzhC6olIzDwDyS5JCiXUjqzsyyWvYadmfdml/qtfNhd3o/vfd+8mWHXjuzufrToCAcDp8IBg1BwBkiMEI2DyNzcXIjg/I+gjI6OylbDxRgaGpJ187RfXFyECgWCJ9ggTU1NsgAcMRoaGmQ9q+3n5+dHRkb048hGeLO7/0VDRNYL1Z5B+rIpKpuC1gxZxhDtSQxEcmVDkxiyjCHamxWjlDp/PlWqLqfWfajCseMD4TQrhgB9QqgBYlgiTBBixJIvXyZjEiDrxdSIGKwVovbROpkr74yK++Cce+VNJQSUaCLjdKlzHbUnUN61iYQNN5Fx/IUl/5Nj6jnVAqA3IEYm0TrZ8eQffqxP9xxirnUfoCo7hFf83GTxOxvJk59mb3PyWZfa1+xOx+Q9m/VcoW3ONhgcs8QJt2TRijeE5frwwpjXyqcNHF+M0kahZ/qXgSqkte5rl+QE8IzvIom3OcPCHe+Ds1Zhg28ueoa/ZXMoM3BPeFtsFKzZQbe/c8VNKJxlcfDFQAANFpIp0bowvF7dtV4ZeqaFoX2kq0eXPip8MWKnO3ILy/Z+trS8wNcMcdS6r1+TVHwx/CuwVWPgaJ1pDApgdRx8MayBNJuOW3mHjxU7ytaMWvehivURP5a84UCrwFaNYSC9Pl1w5qmoWOzBD3pQCE4pD0gPClFoNRnUwDRlspyTnYvECJF+wGvGxaGrISouUCgKL5foHTiWYurvwPVfu7L9w8rinwoIsMg4gXFpzQiRaCQGiREiBkIEhTqjjsTIjPc+wHiM401h6UFvRBy9vQdnzg12yyAQNYURO8Nm5puHarjUvGLXspv3z569v7mfzWb3+eFc8tPstbC/6kUUgzHDuVCjtS69EMWoSz61iiYxtOiDdSYxYPnUikZiaNEH64woBt9Nxa+/fn09HomMi68eYR8spZPRUELYgsAeodODQn1hnM5gVGp+9KFQBODOGLz0g3lOP//s1LsP/5rPe0RGBkkBj4qPQhpy8cMAieGHJUM2JIYhov2kITH8sGTIBk2M7VR/4yfN9qf/ty1D1bCkF1I7bjJxWYakufHc79uGsCikQRNjq9j+eO/te/ZZbv/1x4Ap6J7JcyR7b9cuL3UmnivwZMQFTYy+9EyfqCAe7zZSip8kLWfa/ZgFZIMmxuFc8deSdflii6n6Vie6DqbH5s6JfEXaZ0t/dLd9bQqLbB5sMVYmOh99P5v8ShaXsr07I/FJaaZLxHEVutOWf2EQjGQVqGKsTDTeiq+9+tlYW9QqXijEtFktmtpLSOpgm6OJwfcw4VDCpaUl+fSxdaWx/hbwncyjvJW72Wl8d3v0iOxL5+/+fSWsG1x6UKgynxzro/ag0BHjo/XpsQmONaAvPh9L0dEGwJ2xs3P4/68asqmpKQVHNa/yRPoRFGBXuKAt4PrQ6i8CihjuKBMntS7L/wTCfFB5QcAjbm2D6vqg8oLogdIZYsgHwktQeUMtBvgU5L/aQAaBf3hHWGJ1RsVGRQzY8jnd8xykJDeIm9RwXuUqaGvrUBeGfjLRGcojpd4cgTuDfnqsM4CoM3TYA/YlMYAJ1QlHYuiwB+xLYgATqhOOvoWuwx6wb4T9Jhc4JIVTZYCmKVXmEPxIDARSVUP+B159rGj9iWF5AAAAAElFTkSuQmCC)

Fetch records:

**import** java.util.Set;

**import** org.hibernate.Session;

**import** com.cjc.entity.Department;

**import** com.cjc.entity.Employee;

**import** com.cjc.utility.HibernateUtil;

**public** **class** RetriveRecordsOnetoMany {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Department dp=session.get(Department.**class**, 1);

System.***out***.println(dp.getDid()+" "+dp.getDname());

Set<Employee> eset=dp.getSemp();

**for**(Employee e:eset) {

System.***out***.println(e.getEid()+" "+e.getName()+" "+e.getDesignation());

}

Employee emp=session.get(Employee.**class**, 101);

System.***out***.println(emp.getEid()+" "+emp.getName()+" "+emp.getDesignation()+" "+emp.getDepartment().getDid()+" "+emp.getDepartment().getDname());

}

}

Note : as its bidirectional by default so we can fetch record from db by using any class object and change hdm2ddl-update

Output:

Hibernate: select department0\_.did as did1\_0\_0\_, department0\_.dname as dname2\_0\_0\_ from Department department0\_ where department0\_.did=?

1 IT

Hibernate: select semp0\_.d\_id as d\_id4\_1\_0\_, semp0\_.eid as eid1\_1\_0\_, semp0\_.eid as eid1\_1\_1\_, semp0\_.d\_id as d\_id4\_1\_1\_, semp0\_.designation as designat2\_1\_1\_, semp0\_.name as name3\_1\_1\_ from Employee semp0\_ where semp0\_.d\_id=?

102 xyz developer

101 abc manager

101 abc manager 1 IT

**3: Many-to-many:**

**package** com.utility;

**import** java.util.HashMap;

**import** java.util.Map;

**import** org.hibernate.SessionFactory;

**import** org.hibernate.boot.Metadata;

**import** org.hibernate.boot.MetadataSources;

**import** org.hibernate.boot.registry.StandardServiceRegistry;

**import** org.hibernate.boot.registry.StandardServiceRegistryBuilder;

**import** org.hibernate.cfg.Environment;

**import** com.entity.Course;

**import** com.entity.Student;

**public** **class** HibernateUtil {

**private** **static** StandardServiceRegistry *registry*;

**private** **static** SessionFactory *sessionFactory*;

**public** **static** SessionFactory getSessionFactory() {

**if**(*sessionFactory*==**null**) {

Map<String,Object> settings=**new** HashMap<>();

settings.put(Environment.***DRIVER***, "com.mysql.jdbc.Driver");

settings.put(Environment.***URL***, "jdbc:mysql://localhost:3306/hibernate-cjc-many-to-many");

settings.put(Environment.***USER***, "root");

settings.put(Environment.***PASS***, "root");

settings.put(Environment.***DIALECT***, "org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.***HBM2DDL\_AUTO***, "create");//change to update for fetching

settings.put(Environment.***SHOW\_SQL***, "true");

*registry*=**new** StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=**new** MetadataSources(*registry*);

mds.addAnnotatedClass(Student.**class**);

mds.addAnnotatedClass(Course.**class**);

Metadata md=mds.getMetadataBuilder().build();

*sessionFactory*=md.getSessionFactoryBuilder().build();

}

**return** *sessionFactory*;

}

}

**package** com.entity;

**import** java.util.HashSet;

**import** java.util.Set;

**import** javax.persistence.CascadeType;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.JoinColumn;

**import** javax.persistence.JoinTable;

**import** javax.persistence.ManyToMany;

@Entity

**public** **class** Student {

@Id

**private** **int** rollno;

**private** String name;

@ManyToMany(cascade=CascadeType.***ALL***)

@JoinTable(name="student\_course",joinColumns= {@JoinColumn(name="rno")},inverseJoinColumns= {@JoinColumn(name="cid")})

**private** Set<Course> setcourses=**new** HashSet<>();

**public** **int** getRollno() {

**return** rollno;

}

**public** **void** setRollno(**int** rollno) {

**this**.rollno = rollno;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** Set<Course> getSetcourses() {

**return** setcourses;

}

**public** **void** setSetcourses(Set<Course> setcourses) {

**this**.setcourses = setcourses;

}

}

**package** com.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

@Entity

**public** **class** Course {

@Id

**private** **int** id;

**private** String coursename;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getCoursename() {

**return** coursename;

}

**public** **void** setCoursename(String coursename) {

**this**.coursename = coursename;

}

}

**package** com.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

@Entity

**public** **class** Course {

@Id

**private** **int** id;

**private** String coursename;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getCoursename() {

**return** coursename;

}

**public** **void** setCoursename(String coursename) {

**this**.coursename = coursename;

}

}

Output:

Course table:
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Student table:

![](data:image/png;base64,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)

Student\_course table:
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**Cache Mechanism:**

First level cache:

* First level cache is session cache.
* It is mandatory cache through which all element must pass.
* First level cache in hibernate is enabled by default.
* We cannot disable first level cache forcefully.
* First level cache is associated with session object.
* Session object is created from session factory and once the session is closed then object which are in session also removed.
* When we query an entity first time it is remove from db and stored in first level cache associated with hibernate session.
* The loaded entity can be removed from session using evict() method
* The whole session cache can be removed using clear() method, it will remove all stored in cache .

**package** com.cjc.app;

**import** org.hibernate.Session;

**import** com.cjc.entity.Employee;

**import** com.cjc.utility.HibernateUtil;

**public** **class** Test2 {

**public** **static** **void** main(String[] args) {

Session session = HibernateUtil.*getSessionFactory*().openSession();

Employee e1 = session.get(Employee.**class**, 1);

System.***out***.println(e1.getEid() + " " + e1.getEname() + " " + e1.getDname());

Session session1 = HibernateUtil.*getSessionFactory*().openSession();

Employee e2 = session1.get(Employee.**class**, 1);

System.***out***.println(e2.getEid() + " " + e2.getEname() + " " + e2.getDname());

/\*Employee e3 = session1.get(Employee.class, 2);

System.out.println(e3.getEid() + " " + e3.getEname() + " " + e3.getDname());

\*/

}

}

Hibernate: select employee0\_.eid as eid1\_0\_0\_, employee0\_.dname as dname2\_0\_0\_, employee0\_.ename as ename3\_0\_0\_ from Employee employee0\_ where employee0\_.eid=?

1 qwerty sdfg

Hibernate: select employee0\_.eid as eid1\_0\_0\_, employee0\_.dname as dname2\_0\_0\_, employee0\_.ename as ename3\_0\_0\_ from Employee employee0\_ where employee0\_.eid=?

1 qwerty sdfg

In First level cache if there are one or more session and try to fetch records then it will fire hql select query that number of times i.e it hits db for every time.

**Second level cache:**

* Second level cache is created in session factory scope.
* Second level cache is available for all session created using that session factory.
* Once session factory is closed all cache associated with will die.
* Whenever hibernate session try to load an entity it first looks for cached copy of entity In first level cache.
* If there is no cache entity in first level cache, then Second level cache is looked up for cache entity.
* If the second level cache has cached entity, it returns the cached entity and stores the same entity in first level cache too.
* When the request from same entity comes it retrieves from first level cache instead of hitting second level cache.

package com.cjc.utility;

import java.util.HashMap;

import java.util.Map;

import org.hibernate.SessionFactory;

import org.hibernate.boot.Metadata;

import org.hibernate.boot.MetadataSources;

import org.hibernate.boot.registry.StandardServiceRegistry;

import org.hibernate.boot.registry.StandardServiceRegistryBuilder;

import org.hibernate.cfg.Environment;

import com.cjc.entity.Employee;

public class HibernateUtil {

private static StandardServiceRegistry registry;

private static SessionFactory sessionFactory;

public static SessionFactory getSessionFactory() {

if(sessionFactory==null) {

Map<String,Object> settings=new HashMap<>();

settings.put(Environment.DRIVER, "com.mysql.jdbc.Driver");

settings.put(Environment.URL, "jdbc:mysql://localhost:3306/cjc");

settings.put(Environment.USER, "root");

settings.put(Environment.PASS, "root");

settings.put(Environment.DIALECT, "org.hibernate.dialect.MySQL5Dialect");

settings.put(Environment.HBM2DDL\_AUTO, "update");

settings.put(Environment.SHOW\_SQL, "true");

settings.put(Environment.USE\_SECOND\_LEVEL\_CACHE, "true");

settings.put(Environment.CACHE\_REGION\_FACTORY, "org.hibernate.cache.ehcache.internal.EhcacheRegionFactory");

registry=new StandardServiceRegistryBuilder().applySettings(settings).build();

MetadataSources mds=new MetadataSources(registry);

mds.addAnnotatedClass(Employee.class);

Metadata md=mds.getMetadataBuilder().build();

sessionFactory=md.getSessionFactoryBuilder().build();

}

return sessionFactory;

}

}

**package** com.cjc.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** org.hibernate.annotations.Cache;

**import** org.hibernate.annotations.CacheConcurrencyStrategy;

@Entity

@Cache(usage=CacheConcurrencyStrategy.***READ\_WRITE***)

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

**private** **int** eid;

**private** String ename;

**private** String dname;

**public** **int** getEid() {

**return** eid;

}

**public** **void** setEid(**int** eid) {

**this**.eid = eid;

}

**public** String getEname() {

**return** ename;

}

**public** **void** setEname(String ename) {

**this**.ename = ename;

}

**public** String getDname() {

**return** dname;

}

**public** **void** setDname(String dname) {

**this**.dname = dname;

}

}

**package** com.cjc.app;

**import** org.hibernate.Session;

**import** com.cjc.entity.Employee;

**import** com.cjc.utility.HibernateUtil;

**public** **class** Test2 {

**public** **static** **void** main(String[] args) {

Session session = HibernateUtil.*getSessionFactory*().openSession();

Employee e1 = session.get(Employee.**class**, 1);

System.***out***.println(e1.getEid() + " " + e1.getEname() + " " + e1.getDname());

Session session1 = HibernateUtil.*getSessionFactory*().openSession();

Employee e2 = session1.get(Employee.**class**, 1);

System.***out***.println(e2.getEid() + " " + e2.getEname() + " " + e2.getDname());

/\*Employee e3 = session1.get(Employee.class, 2);

System.out.println(e3.getEid() + " " + e3.getEname() + " " + e3.getDname());

\*/

}

}

Output:

Hibernate: select employee0\_.eid as eid1\_0\_0\_, employee0\_.dname as dname2\_0\_0\_, employee0\_.ename as ename3\_0\_0\_ from Employee employee0\_ where employee0\_.eid=?

1 qwerty sdfg

1 qwerty sdfg

**Stored Procedure:**

CREATE DEFINER=`root`@`localhost` PROCEDURE `mobile\_count`(in mid integer,Out mcount integer)

BEGIN

select count(\*) into mcount from mobile where m\_id=mid;

END

Testclass:

**package** com.cjc.client;

**import** javax.persistence.ParameterMode;

**import** javax.persistence.StoredProcedureQuery;

**import** org.hibernate.Session;

**import** com.cjc.utility.HibernateUtil;

**public** **class** TestProcudure {

**public** **static** **void** main(String[] args) {

//stored procedure using hibernate

Session session=HibernateUtil.*getSessionFactory*().openSession();

StoredProcedureQuery spq=session.createStoredProcedureQuery("mobile\_count");

spq.registerStoredProcedureParameter("mid", Integer.**class**, ParameterMode.***IN***);

spq.registerStoredProcedureParameter("mcount",Integer.**class**, ParameterMode.***OUT***);

spq.setParameter("mid", 1);

spq.execute();

System.***out***.println(spq.getOutputParameterValue("mcount"));

}

}

Output:

Hibernate: {call mobile\_count(?,?)}

2

**Inheritance Relationship (IS-A):**

**1. Default Inheritance:**

Cjc.java:

**package** com.entity.Default;

**import** javax.persistence.Id;

**import** javax.persistence.MappedSuperclass;

@MappedSuperclass

**public** **class** Cjc {

@Id

**private** **int** id;

**private** String cname;

**private** String sname;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getCname() {

**return** cname;

}

**public** **void** setCname(String cname) {

**this**.cname = cname;

}

**public** String getSname() {

**return** sname;

}

**public** **void** setSname(String sname) {

**this**.sname = sname;

}

}

Akurdi.java:

**package** com.entity.Default;

**import** javax.persistence.Entity;

@Entity

**public** **class** Akurdi **extends** Cjc{

**private** String weekendbatch;

**public** String getWeekendbatch() {

**return** weekendbatch;

}

**public** **void** setWeekendbatch(String weekendbatch) {

**this**.weekendbatch = weekendbatch;

}

}

Karvenager.java:

**package** com.entity.Default;

**import** javax.persistence.Entity;

@Entity

**public** **class** Karvenagar **extends** Cjc{

**private** String regularBatch;

**public** String getRegularBatch() {

**return** regularBatch;

}

**public** **void** setRegularBatch(String regularBatch) {

**this**.regularBatch = regularBatch;

}

}

In HibernateUtil.java add following lines:

mds.addAnnotatedClass(Cjc.**class**);

mds.addAnnotatedClass(Akurdi.**class**);

mds.addAnnotatedClass(Karvenagar.**class**);

Test.java:

**package** com.client;

**import** org.hibernate.Session;

**import** com.entity.Default.Akurdi;

**import** com.entity.Default.HibernateUtil;

**import** com.entity.Default.Karvenagar;

//default inheritance

**public** **class** TestISA {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Akurdi ak=**new** Akurdi();

ak.setId(1);

ak.setSname("abc");

ak.setCname("java");

ak.setWeekendbatch("B113");

Karvenagar ka=**new** Karvenagar();

ka.setId(101);

ka.setSname("xyz");

ka.setCname("spring");

ka.setRegularBatch("b115");

session.save(ka);

session.save(ak);

session.beginTransaction().commit();

}

}

Output:

Karvenager Table:
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Akurdi table:
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2. SingleTable:

Cjc.java:

**package** com.entity.SingleTable;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.Inheritance;

**import** javax.persistence.InheritanceType;

@Inheritance(strategy=InheritanceType.***SINGLE\_TABLE***)

@Entity

**public** **class** Cjc {

@Id

**private** **int** id;

**private** String cname;

**private** String sname;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getCname() {

**return** cname;

}

**public** **void** setCname(String cname) {

**this**.cname = cname;

}

**public** String getSname() {

**return** sname;

}

**public** **void** setSname(String sname) {

**this**.sname = sname;

}

}

Akurdi.java

**package** com.entity.SingleTable;

**import** javax.persistence.Entity;

@Entity

**public** **class** Akurdi **extends** Cjc{

**private** String weekendbatch;

**public** String getWeekendbatch() {

**return** weekendbatch;

}

**public** **void** setWeekendbatch(String weekendbatch) {

**this**.weekendbatch = weekendbatch;

}

}

Karvenagar.java:

**package** com.entity.SingleTable;

**import** javax.persistence.Entity;

@Entity

**public** **class** Karvenagar **extends** Cjc{

**private** String regularBatch;

**public** String getRegularBatch() {

**return** regularBatch;

}

**public** **void** setRegularBatch(String regularBatch) {

**this**.regularBatch = regularBatch;

}

}

In HibernateUtil.java add following lines:

mds.addAnnotatedClass(Cjc.**class**);

mds.addAnnotatedClass(Akurdi.**class**);

mds.addAnnotatedClass(Karvenagar.**class**);

Test.java

**package** com.client;

**import** org.hibernate.Session;

**import** com.entity.SingleTable.Akurdi;

**import** com.entity.SingleTable.HibernateUtil;

**import** com.entity.SingleTable.Karvenagar;

//singletable

**public** **class** TestISASingleTable {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Akurdi ak=**new** Akurdi();

ak.setId(1);

ak.setSname("abc");

ak.setCname("java");

ak.setWeekendbatch("B113");

Karvenagar ka=**new** Karvenagar();

ka.setId(101);

ka.setSname("xyz");

ka.setCname("spring");

ka.setRegularBatch("b115");

session.save(ka);

session.save(ak);

session.beginTransaction().commit();

}

}

Output:

Cjc table:
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3. Joined table:

**package** com.entity.Joined;

**import** javax.persistence.Entity;

**import** javax.persistence.Id;

**import** javax.persistence.Inheritance;

**import** javax.persistence.InheritanceType;

@Inheritance(strategy=InheritanceType.***JOINED***)

@Entity

**public** **class** Cjc {

@Id

**private** **int** id;

**private** String cname;

**private** String sname;

**public** **int** getId() {

**return** id;

}

**public** **void** setId(**int** id) {

**this**.id = id;

}

**public** String getCname() {

**return** cname;

}

**public** **void** setCname(String cname) {

**this**.cname = cname;

}

**public** String getSname() {

**return** sname;

}

**public** **void** setSname(String sname) {

**this**.sname = sname;

}

}

Akurdi.java:

**package** com.entity.Joined;

**import** javax.persistence.Entity;

@Entity

**public** **class** Akurdi **extends** Cjc{

**private** String weekendbatch;

**public** String getWeekendbatch() {

**return** weekendbatch;

}

**public** **void** setWeekendbatch(String weekendbatch) {

**this**.weekendbatch = weekendbatch;

}

}

Karvenagar.java:

**package** com.entity.Joined;

**import** javax.persistence.Entity;

@Entity

**public** **class** Karvenagar **extends** Cjc{

**private** String regularBatch;

**public** String getRegularBatch() {

**return** regularBatch;

}

**public** **void** setRegularBatch(String regularBatch) {

**this**.regularBatch = regularBatch;

}

}

Test.java:

**package** com.client;

**import** org.hibernate.Session;

**import** com.entity.Joined.Akurdi;

**import** com.entity.Joined.HibernateUtil;

**import** com.entity.Joined.Karvenagar;

**public** **class** TestJoined {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Akurdi ak=**new** Akurdi();

ak.setId(1);

ak.setSname("abc");

ak.setCname("java");

ak.setWeekendbatch("B113");

Karvenagar ka=**new** Karvenagar();

ka.setId(101);

ka.setSname("xyz");

ka.setCname("spring");

ka.setRegularBatch("b115");

session.save(ka);

session.save(ak);

session.beginTransaction().commit();

}

}

Output:

Cjc table:
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Karvenager.java
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Akurdi.java

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAA4CAIAAAD4hhQTAAAAAXNSR0IArs4c6QAABXVJREFUeF7tW89PG0cUHkecQouiqFL/gXViS87dRP4D6iALUEQvIYGDBdzcyqkqNYciVdxigW8k4uADvRQpYFnE/QNQ8T1WTWOr5x6qRlSteiiq+2Zmf6+xd2d2ZnfxjBBsxu99773vmzezZJfUhw9/IoSazTfwXY0bwMDa2tr4KlKm5MvLy6EUfHx8HBZUKPlMG8jc3FwAyWdnZ/kJOjw8XF1d5cdJNMLvfw8/mU3JLwHifjo3Mz7uLflpqYjRMqAkj5b/CKIrySMgPdqQSZB8UC8U6gNmnqh7KCDMOVznyJkVUz5JkJypMEYnoRoIBfddsJLcN1X8hlrl7Kyi8ePwIciS3FzgcDGz1cZJwxW5wDN0GNu3d4YW2d7SbVwGBLwOH5JB0S3YTLWjc9R7qUfSA1kweuhBfb3a6VQzehgcT8c8xRCnrhBBqXeQQICt3IJisdvLkly7l+v0+iDE6VGujJpYlX4PZdMgY6b34oqMi5WjdTizvTOGhCXUuoI2GWXQqfYWCUirfLBDQaq5FoWt5Sk/nW62QSdQFQdC0HU08lUrV30JOWmVRi2fr11cQRhUL+B4dOwvgLsrBDPpo3JjBgvuKEtyVFwsd98PQOfc4vNsFzQfvO/m7mnwHR2UaCvBkodl4Z3BalUzeGXsF3H7elxgMl97jj9DKJ3FAoONOWOSkl9ZILuqtrCSJ+vP2glKBwhnZxuwNpGBSaddIYJzrXuMzI0ZLbijNMlBC9Trt5vdbBooB82x+EQl0lXGIKKOmmnVuiV9yx5lELxyrHfmaIXGNncCBpykuciTHIRGOztd3Gn4stnE2zrCGz7ZU83hnaHdWzlroRI+hK8xcDCPbY5OSdtCuxpnudFmMFMmy83oe4cN3QBwjs7EwpJ2bG5hBRmDI09ykAp1EN1b4fKgmyWXxf0L6F/jNglL6p3R8y/uw5GbKdTTHhdvgdQWw673csZZTidmcG/DbqJVXugmNhuYLOODplBHcK6biW2R27eQxqjcQoL2A+N4kqYeq/ihzI+NeqzihyVlI4kBiRu7pIpUmAkMKMmnbokIOcs/W34ydUTGpuCJr0hYkscmZ5UIFwPB3n3jv2OHO9Ufj7+fGJWrJuXMx4A6y/n4S6C3kjyBovGlrCTn4y+B3kryBIrGl7JIyQd7D1PW2LQ/O0HtzYd7ztfZ7DPtTdPP6cZXbLTe3pKjyUek5FDR/G5/SEZ/9913usZkJTx6bavXPdM+QW89btHwE05Ub8nh4DKhCJbczKnfO39wn772pX3xE6yAeVu67pniq1f0fQd4o8J0YyovJk7ekiNMTLDk51+m6Rb96N3uV7qM/qqlp8LJ0tBQ35+bsprIgGDJrY398x+euQ7v8bnhxhgOl05S7jN/YknKYDwDgiU3g2v3H5yTt02CjeLSBotbsCBTZi1L8vbJ63n84pOfMdjbNDaEIG5+oJUNMAB/Xw5fjUbj8vLSeuuQ9eq3y38Bit5tO+/RNvR7cOc0nbXfzOGZtxumNJabDprIH+4CIy0i5Ien6rFK/PcRx8YOgnF+xb9glaGQLv/5l185mf36m285EaJ1v/vRLf4SGBAg7sTCJ1tMhFAGyWJAoOTb29uUC3px3T/tHyWLOz/ZxpAEgZLfbC396G1f8f7tRVsKl9xc5qIriS0+MBArEsRKrho9ho0uXHKz+ehity/5665j26/8icWBBPVLGr+OIxDUL2lCaFWgbAwI6fLS46ds2dwYL+jyP/76T3456r9i5HOegIjybt8SQMZ0pKgknw6dbVUqyadOcsft2z/oNj8B6s8Q+TkUiqBLfufOx0LDKPD4MKA29vhoISkTJbkkouMTRkkeHy0kZaIkl0R0fML8D3bfzvF9k32zAAAAAElFTkSuQmCC)

4.Table per class:

Cjc.java:

package com.entity.TablePerClass;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Inheritance;

import javax.persistence.InheritanceType;

@Inheritance(strategy=InheritanceType.TABLE\_PER\_CLASS)

@Entity

public class Cjc {

@Id

private int id;

private String cname;

private String sname;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getCname() {

return cname;

}

public void setCname(String cname) {

this.cname = cname;

}

public String getSname() {

return sname;

}

public void setSname(String sname) {

this.sname = sname;

}

}

Akurdi.java

**package** com.entity.TablePerClass;

**import** javax.persistence.Entity;

@Entity

**public** **class** Akurdi **extends** Cjc{

**private** String weekendbatch;

**public** String getWeekendbatch() {

**return** weekendbatch;

}

**public** **void** setWeekendbatch(String weekendbatch) {

**this**.weekendbatch = weekendbatch;

}

}

Karvenagar.java:

**package** com.entity.TablePerClass;

**import** javax.persistence.Entity;

@Entity

**public** **class** Karvenagar **extends** Cjc{

**private** String regularBatch;

**public** String getRegularBatch() {

**return** regularBatch;

}

**public** **void** setRegularBatch(String regularBatch) {

**this**.regularBatch = regularBatch;

}

}

Test.java:

**package** com.client;

**import** org.hibernate.Session;

**import** com.entity.TablePerClass.Akurdi;

**import** com.entity.TablePerClass.HibernateUtil;

**import** com.entity.TablePerClass.Karvenagar;

//Tableperclass

**public** **class** TestTablePerClass {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Akurdi ak=**new** Akurdi();

ak.setId(1);

ak.setSname("abc");

ak.setCname("java");

ak.setWeekendbatch("B113");

Karvenagar ka=**new** Karvenagar();

ka.setId(2);

ka.setSname("xyz");

ka.setCname("spring");

ka.setRegularBatch("b115");

session.save(ka);

session.save(ak);

session.beginTransaction().commit();

}

}

Output:

Cjc table
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Akurdi.java

![](data:image/png;base64,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)

Karvenagar.java

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| SQL (native query) | HQL(oop query) |
| It Is non-object oriented query | It is a object oriented query |
| Native query are depend on table name and column name | HQL query depend on entity class name and variables. |
| Native query are fast | HQL Query are slow because it internally convert in native query. |
| Native query is difficult to construct and maintenance | HQL Query is easy to construct and maintenance |

|  |  |
| --- | --- |
| HQL | Criteria Builder |
| It is a query language we need to write some special query | Criteria builder have only interface, class, methods |
| Through HQL query we can perform select as well as non-select query(insert,delete,update) | Through criteria builder we can perform only select query |

HQL Query:

For insert records:

**package** com.Hql;

**import** org.hibernate.Session;

**import** com.cjc.utiltiy.HibernateUtil;

**import** com.entity.Employee;

**public** **class** TestInsert {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

Employee emp=**new** Employee();

emp.setName("xyz");

emp.setAddress("pune");

emp.setSalary(100000.0);

session.save(emp);

session.beginTransaction().commit();

}

}

Hibernate: insert into Employee (address, name, salary) values (?, ?, ?)

**For fetch records:**

import java.util.List;

import org.hibernate.Session;

import com.cjc.utiltiy.HibernateUtil;

import com.entity.Employee;

public class FetchData {

public static void main(String[] args) {

Session session=HibernateUtil.getSessionFactory().openSession();

@SuppressWarnings("unchecked")

List<Employee> elist=session.createQuery("from Employee").getResultList();

for(Employee e:elist) {

System.out.println(e.getEmpid()+" "+e.getName()+" "+e.getAddress()+" "+e.getSalary());

}

//Query query=session.createQuery("from Employee where")

}

}

Hibernate: select employee0\_.empid as empid1\_0\_, employee0\_.address as address2\_0\_, employee0\_.name as name3\_0\_, employee0\_.salary as salary4\_0\_ from Employee employee0\_

1 xyz pune 100000.0

2 bvfd mumbai 7845184.0

4 xyz pune 100000.0

Update records:

package com.Hql;

import javax.persistence.Query;

import org.hibernate.Session;

import org.hibernate.Transaction;

import com.cjc.utiltiy.HibernateUtil;

public class UpdateRecord {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

session.getTransaction().begin();

//Transaction tx=session.beginTransaction();

Query query = session.createQuery("update Employee set name=:ename" +

" where empid=:empid");

query.setParameter("ename", "rrr");

query.setParameter("empid", 4);

int rs = query.executeUpdate();

//tx.commit();

session.getTransaction().commit();

}

}

Hibernate: update Employee set name=? where empid=?

Delete records:

package com.Hql;

import javax.persistence.Query;

import org.hibernate.Session;

import com.cjc.utiltiy.HibernateUtil;

public class DeleteRecord {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

session.getTransaction().begin();

Query query=session.createQuery("delete from Employee where empid=:id");

query.setParameter("id", 4);

int rs=query.executeUpdate();

session.getTransaction().commit();

}

}

Hibernate: delete from Employee where empid=?

Named Query:

* Instead of writing multiple places native query or hql query , we can in single place which is entity class.
* Because of Named query sql and hql query will not be scattered.
* It is easy to use and maintain.
* There are 4 annotation

* @NamedQuery
* @NamedQueries
* @NamedNativeQuery
* @NamedNativeQueries

Employee.java

**package** com.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.NamedQuery;

@NamedQuery(name="all\_emp",query="from Employee")

@Entity

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

**private** **int** empid;

**private** String name;

**private** String address;

**private** **double** salary;

**public** **double** getSalary() {

**return** salary;

}

**public** **void** setSalary(**double** salary) {

**this**.salary = salary;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

**public** **int** getEmpid() {

**return** empid;

}

}

Test.java

package com.client;

import java.util.List;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.cjc.utiltiy.HibernateUtil;

import com.entity.Employee;

public class TestNamedQuery {

public static void main(String[] args) {

Session session=HibernateUtil.getSessionFactory().openSession();

Query q=session.createNamedQuery("all\_emp");

List<Employee> list=q.getResultList();

for(Employee e:list) {

System.out.println(e.getEmpid()+" "+e.getName()+" "+e.getAddress()+" "+e.getSalary());

}

}

}

Output:

Hibernate: select employee0\_.empid as empid1\_0\_, employee0\_.address as address2\_0\_, employee0\_.name as name3\_0\_, employee0\_.salary as salary4\_0\_ from Employee employee0\_

1 xyz pune 100000.0

2 bvfd mumbai 7845184.0

Creating Native Query:

Employee.java

**package** com.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.NamedNativeQuery;

@Entity

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

**private** **int** empid;

**private** String name;

**private** String address;

**private** **int** salary;

**public** **int** getSalary() {

**return** salary;

}

**public** **void** setSalary(**int** salary) {

**this**.salary = salary;

}

**public** **int** getEmpid() {

**return** empid;

}

**public** **void** setEmpid(**int** empid) {

**this**.empid = empid;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

}

package com.app;

import java.util.List;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.entity.Employee;

import com.utility.HibernateUtil;

public class CreatingNativeQuery {

public static void main(String[] args) {

Session session=HibernateUtil.getSessionFactory().openSession();

Query<Employee> query=session.createNativeQuery("select \* from employee",Employee.class);

List<Employee> list=query.getResultList();

for(Employee e:list) {

System.out.println(e.getEmpid()+" "+e.getName()+ " "+e.getAddress()+" "+e.getSalary());

}

}

}

Output:

Hibernate: select \* from employee

1 abc pune 5000

2 xyz pune 2000

Creating NamedNativeQuery:

Employee.java

**package** com.entity;

**import** javax.persistence.Entity;

**import** javax.persistence.GeneratedValue;

**import** javax.persistence.GenerationType;

**import** javax.persistence.Id;

**import** javax.persistence.NamedNativeQuery;

@NamedNativeQuery(name="e\_all",query="select \* from Employee",resultClass=Employee.**class**)

@Entity

**public** **class** Employee {

@Id

@GeneratedValue(strategy=GenerationType.***IDENTITY***)

**private** **int** empid;

**private** String name;

**private** String address;

**private** **int** salary;

**public** **int** getSalary() {

**return** salary;

}

**public** **void** setSalary(**int** salary) {

**this**.salary = salary;

}

**public** **int** getEmpid() {

**return** empid;

}

**public** **void** setEmpid(**int** empid) {

**this**.empid = empid;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

}

Test.java

package com.app;

import java.util.List;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.entity.Employee;

import com.utility.HibernateUtil;

public class CreatingNamedQuery {

public static void main(String[] args) {

Session session=HibernateUtil.getSessionFactory().openSession();

Query<Employee> query=session.createNamedQuery("e\_all",Employee.class);

List<Employee> list=query.getResultList();

for(Employee e:list) {

System.out.println(e.getEmpid()+" "+e.getName()+ " "+e.getAddress()+" "+e.getSalary());

}

}

}

Hibernate: select \* from Employee

1 abc pune 5000

2 xyz pune 2000

Criteria Builder:

1. select \* from employee:

**package** com.app;

**import** java.util.List;

**import** javax.persistence.criteria.CriteriaBuilder;

**import** javax.persistence.criteria.CriteriaQuery;

**import** javax.persistence.criteria.Root;

**import** org.hibernate.Session;

**import** org.hibernate.query.Query;

**import** com.entity.Employee;

**import** com.utility.HibernateUtil;

**public** **class** CriteriaBuilderAppDemo {

**public** **static** **void** main(String[] args) {

Session session=HibernateUtil.*getSessionFactory*().openSession();

CriteriaBuilder builder=session.getCriteriaBuilder();

CriteriaQuery<Employee> cQuery=builder.createQuery(Employee.**class**);

Root<Employee> root=cQuery.from(Employee.**class**);

cQuery.select(root);

//cQuery.orderBy(builder.asc(root.get("salary")));

Query query=session.createQuery(cQuery);

List<Employee> list=query.getResultList();

**for**(Employee e:list) {

System.***out***.println(e.getEmpid()+" "+e.getName()+" "+e.getAddress()+" "+e.getSalary());

}

}

}

Hibernate: select employee0\_.empid as empid1\_0\_, employee0\_.address as address2\_0\_, employee0\_.name as name3\_0\_, employee0\_.salary as salary4\_0\_ from Employee employee0\_

1 abc pune 5000

2 xyz pune 2000

1. select from employee where id=1;

package com.app;

import java.util.List;

import javax.persistence.criteria.CriteriaBuilder;

import javax.persistence.criteria.CriteriaQuery;

import javax.persistence.criteria.Root;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.entity.Employee;

import com.utility.HibernateUtil;

public class CriteriaBuilderAppDemo2 {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

CriteriaBuilder builder = session.getCriteriaBuilder();

CriteriaQuery<Employee> cQuery = builder.createQuery(Employee.class);

Root<Employee> root = cQuery.from(Employee.class);

cQuery.select(root).where(builder.equal(root.get("empid"), 1));

Query query = session.createQuery(cQuery);

Employee e = (Employee) query.getSingleResult();

System.out.println(e.getEmpid() + " " + e.getName() + " " + e.getAddress());

}

}

Hibernate: select employee0\_.empid as empid1\_0\_, employee0\_.address as address2\_0\_, employee0\_.name as name3\_0\_, employee0\_.salary as salary4\_0\_ from Employee employee0\_ where employee0\_.empid=1

1 abc pune

1. select name from employee:

package com.app;

import java.util.List;

import javax.persistence.criteria.CriteriaBuilder;

import javax.persistence.criteria.CriteriaQuery;

import javax.persistence.criteria.Root;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.entity.Employee;

import com.utility.HibernateUtil;

public class CriteriaBuilderAppDemo3 {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

CriteriaBuilder builder = session.getCriteriaBuilder();

CriteriaQuery<String> cQuery = builder.createQuery(String.class);

Root<Employee> root = cQuery.from(Employee.class);

/\*cQuery.select(root).where(builder.equal(root.get("name"), "abc"));

\*/

cQuery.select(root.get("name"));

Query query = session.createQuery(cQuery);

List<String> list = query.getResultList();

for(String nm:list) {

System.out.println(nm);

}

}

}

Hibernate: select employee0\_.name as col\_0\_0\_ from Employee employee0\_

abc

xyz

1. select name. address from employee

import java.util.List;

import javax.persistence.criteria.CriteriaBuilder;

import javax.persistence.criteria.CriteriaQuery;

import javax.persistence.criteria.Root;

import org.hibernate.Session;

import org.hibernate.query.Query;

import com.entity.Employee;

import com.utility.HibernateUtil;

public class CriteriaBuilderAppDemo4 {

public static void main(String[] args) {

Session session = HibernateUtil.getSessionFactory().openSession();

CriteriaBuilder builder = session.getCriteriaBuilder();

CriteriaQuery<Object[]> cQuery = builder.createQuery(Object[].class);

Root<Employee> root = cQuery.from(Employee.class);

cQuery.multiselect(root.get("name"),root.get("address"));

List<Object[]> list = session.createQuery(cQuery).getResultList();

for(Object[] obj:list) {

System.out.println(obj[0]+" "+obj[1]);

}

}

}

Hibernate: select employee0\_.name as col\_0\_0\_, employee0\_.address as col\_1\_0\_ from Employee employee0\_

abc pune

xyz pune