## HU Extension Assignment 06 E63 Big Data Analytics

### Handed out: 03/03/2017 Due by 9:30 AM EST on Saturday, 03/11/2017

All code has been executed using Jupyter Notebooks. All my code and comment are in blue color.

**Problem 1.** Attached file auto\_mpg\_original.csv contains a set of data on automobile characteristics and fuel consumption. File auto\_mpg\_description.csv contains the description of the data. Import data into Spark.

Instantiate spark context and loaded file into a RDD

|  |
| --- |
| from pyspark import SparkContext, SparkConf  conf = SparkConf().setAppName("Spark Count")  sc = SparkContext(conf=conf)  path = "file:///home/jovyan/work/auto\_mpg\_original.csv"  raw\_data = sc.textFile(path)  records = raw\_data.map(lambda x: x.split(","))  records.cache()  num\_data = records.count()  first = records.first()  print "First data row: %s" %first  print "Total number of rows %u" %num\_data |

Randomly select 10-20% of you data for testing and use remaining data for training.

|  |
| --- |
| records\_with\_idx = records.zipWithIndex().map(lambda (k, v): (v, k))  test\_data\_idx = records\_with\_idx.sample(False, 0.2, 42)  training\_data\_idx = records\_with\_idx.subtractByKey(test\_data\_idx)  test\_data = test\_data\_idx.map(lambda (idx, p) : p)  training\_data = training\_data\_idx.map(lambda (idx, p) : p) |

Look initially at two variables: the horsepower and the displacement. Treat displacement as a feature and horsepower as the target variable (label). Use MLlib linear regression to identify the model for the relationship.

|  |
| --- |
| from pyspark.mllib.regression import LinearRegressionWithSGD  from pyspark.mllib.regression import LabeledPoint  import numpy as np  test\_dt = test\_data.filter(lambda v: v[3]<>"NA").map(lambda r:  LabeledPoint(float(r[3]),np.array(r[2:3])))  data\_dt = training\_data.filter(lambda v: v[3]<>"NA").map(lambda r:  LabeledPoint(float(r[3]),np.array(r[2:3])))  linear\_model = LinearRegressionWithSGD.train(data\_dt, iterations=200,step=0.000001, intercept=False) |

Use the test data to illustrate accuracy of the linear regression model and its ability to predict the relationship.

|  |
| --- |
| true\_vs\_predicted = test\_dt.map(lambda p: (p.label, linear\_model.predict(p.features)))  print "Linear Model predictions: " + str(true\_vs\_predicted.take(10)) |

Next table shows model result comparing actual values with those provided by the model

|  |
| --- |
| Linear Model predictions: [(150.0, 92.347297046995223), (150.0, 88.281692774486004), (190.0, 113.2561190198998), (175.0, 111.2233168836452), (160.0, 98.736103760938292), (140.0, 87.700892164127538), (215.0, 104.54410986452289), (193.0, 88.281692774486004), (90.0, 40.656042725092234), (175.0, 116.1601220716921)] |

Calculate two standard measures of model accuracy.

|  |
| --- |
| def squared\_error(actual, pred):  return (pred - actual)\*\*2  def abs\_error(actual, pred):  return np.abs(pred - actual)  mse = true\_vs\_predicted.map(lambda (t, p): squared\_error(t, p)).mean()  mae = true\_vs\_predicted.map(lambda (t, p): abs\_error(t, p)).mean()  print "Mean Square Error (MSE): %f" %mse  print "Mean Absolute Error (MAE): %f" %mae |

Error measure results obtained comparing actual data to what predicted by the model

|  |
| --- |
| Mean Square Error (MSE): 2680.795431  Mean Absolute Error (MAE): 48.550393 |

Create a diagram using any technique of convenience to presents the model (straight line), and the original test data. Please label your axes and use different colors for original data and predicted data.

|  |
| --- |
| import matplotlib.pyplot as plt  x\_model=[0, 450]  y\_model = [linear\_model.intercept, linear\_model.intercept + 450 \* linear\_model.weights[0]]  plt.plot(x\_model, y\_model, color='red')  print x\_model  plt.xlabel('displacement')  plt.ylabel('horsepower')  x\_real = test\_data.map(lambda v: float(v[2]))  y\_real = test\_data.map(lambda v: float(v[3]))  plt.plot (x\_real.collect(), y\_real.collect(), "go")  plt.show() |

Plotting result:
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**Problem 2**. Consider the entire data set. Regard mpg as the target variable and all other variables as features. Please note that some of those are categorical variables. Identify categorical variables and use 1-of-k binary encoding for those variables.

|  |
| --- |
| def get\_mapping(rdd, idx):  return rdd.map(lambda fields: fields[idx]).distinct().zipWithIndex().collectAsMap()  data\_ord = records.filter(lambda v: v[3]<>"NA" and v[0]<>"NA")\  .map(lambda v: (v[1],v[6],v[7],v[8],v[2],v[3],v[4],v[5],v[0]))  print data\_ord.take(1)  mappings = [get\_mapping(data\_ord, i) for i in range(0,4)]  cat\_len = sum(map(len, mappings))  num\_len = num\_len = len(data\_ord.first()[4:8])  total\_len = num\_len + cat\_len  def extract\_features(record):  cat\_vec = np.zeros(cat\_len)  i = 0  step = 0  for field in record[0:4]:  m = mappings[i]  idx = m[field]  cat\_vec[idx + step] = 1  i = i + 1  step = step + len(m)  num\_vec = np.array([float(field) for field in record[4:8]])  return np.concatenate((cat\_vec, num\_vec))    def extract\_label(record):  return float(record[8])  data\_bin = data\_ord.map(lambda r: LabeledPoint(extract\_label(r),extract\_features(r)))  print data\_bin.take(1)  first\_point = data\_bin.first()  print "Label: " + str(first\_point.label)  print "Linear Model feature vector:\n" + str(first\_point.features)  print "Linear Model feature vector length: " + str(len(first\_point. features)) |

Result of previous code execution:

|  |
| --- |
| [LabeledPoint(18.0, [1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,307.0,130.0,3504.0,12.0])]  Label: 18.0  Linear Model feature vector:  [1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,1.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,0.0,307.0,130.0,3504.0,12.0]  Linear Model feature vector length: 63 |

Train your model using LinearRegressionSGD method. Use test data to assess quality of prediction for mpg variable.

|  |
| --- |
| #from the binary encoded DDR, sample 20% for training and rest for test  records\_ord\_with\_idx = data\_bin.zipWithIndex().map(lambda (k, v): (v, k))  test\_data\_ord\_idx = records\_ord\_with\_idx.sample(False, 0.2, 42)  training\_data\_ord\_idx = records\_ord\_with\_idx.subtractByKey(test\_data\_ord\_idx)  test\_data\_ord\_bin = test\_data\_ord\_idx.map(lambda (idx, p) : p)  training\_data\_ord\_bin = training\_data\_ord\_idx.map(lambda (idx, p) : p)  linear\_model\_bin = LinearRegressionWithSGD.train(training\_data\_ord\_bin, iterations=200,step=0.000001, intercept=False)  print linear\_model\_bin |

Linear model approximation as per the intercept and theta values:

|  |
| --- |
| (weights=[-4.21008505334e-05,5.33311742477e-07,7.45910120355e-07,9.47592829671e-05,-4.9269245261e-06,1.41319213125e-06,2.8411482803e-06,-2.9034811825e-07,3.34579127888e-06,-1.07767545496e-05,-3.42232820761e-06,1.32074063019e-06,-2.90821773285e-06,1.65854784981e-05,1.76425234945e-05,1.29541462769e-05,4.42163777876e-06,5.88372002577e-06,-2.0617097041e-05,4.54574306275e-05,2.41703962308e-05,1.53683622298e-07,-2.42449018113e-06,1.89577044782e-06,3.66381074659e-06,1.95919773287e-07,-4.20583232877e-07,7.73583368314e-07,2.51203812411e-06,-1.35701611292e-06,-3.5340634894e-06,3.02179736914e-07,9.68014411037e-07,7.71622345131e-07,-2.42264177469e-06,-6.50318482397e-07,-2.98150849445e-06,1.04631755584e-05,6.9417435362e-07,-3.51798133598e-06,5.27432147954e-06,2.37624519327e-07,0.0,5.8632379819e-07,3.13626941682e-07,8.53350160274e-06,8.32965803335e-07,3.09078522754e-06,-2.18157505799e-06,1.58927098801e-06,8.59637932487e-07,1.14062830764e-05,4.53141310936e-07,-2.90169099133e-07,-3.57516592818e-07,-1.55303529933e-06,1.43526032005e-05,5.37597085769e-08,7.23810861505e-07,-0.006638890404,-0.000441874519887,0.00735800828307,0.000965433013973], intercept=0.0) |

Calculate performance metrics of your model.

|  |
| --- |
| true\_vs\_predicted\_bin = test\_data\_ord\_bin.map(lambda p: (p.label, linear\_model\_bin.predict(p.features)))  mse\_bin = true\_vs\_predicted\_bin.map(lambda (t, p): squared\_error(t, p)).mean()  mae\_bin = true\_vs\_predicted\_bin.map(lambda (t, p): abs\_error(t, p)).mean()  print "Mean Square Error (MSE): %f" %mse\_bin  print "Mean Absolute Error (MAE): %f" %mae\_bin |

And results:

|  |
| --- |
| Mean Square Error (MSE): 150.737088  Mean Absolute Error (MAE): 10.257624 |

**Problem 3**. Repeat the above analysis in Problem 2 with the decision tree method.

First need to create feature vector for the decision tree. I have removed car model to proceed with the exercise, because I was facing some issues using a dictionary instead of the string values themselves

|  |
| --- |
| def get\_mapping\_dt(rdd, idx):  return rdd.map(lambda fields: fields[idx]).distinct().zipWithIndex().collectAsMap()  #convert car string variable to numeric  print "Mapping of first categorical feature column: %s" % get\_mapping(data\_ord, 3)  def extract\_features\_dt(record):  return np.array(map(float, record[0:7]))  def extract\_label\_dt(record):  return float(record[7])    #removed car model from the feauture variables, I could manage to add the dictionary to the RDD  data\_tree\_no\_car\_type = data\_ord.map(lambda v: (v[0],v[1],v[2],v[4],v[5],v[6],v[7],v[8]))  data\_tree = data\_tree\_no\_car\_type.map(lambda r: LabeledPoint(extract\_label\_dt(r), extract\_features\_dt(r)))  first\_point\_tree = data\_tree.first()  print "Decision Tree feature vector: " + str(first\_point\_tree.features)  print "Decision Tree feature vector length: " + str(len(first\_point\_tree.features)) |

Next create the decision tree model using training data and validation using test data

|  |
| --- |
| from pyspark.mllib.tree import DecisionTree  #from the RDD sample 20% for training and rest for test  records\_tree\_with\_idx = data\_tree.zipWithIndex().map(lambda (k, v): (v, k))  test\_tree\_idx = records\_tree\_with\_idx.sample(False, 0.2, 42)  training\_tree\_idx = records\_tree\_with\_idx.subtractByKey(test\_tree\_idx)  test\_tree = test\_tree\_idx.map(lambda (idx, p) : p)  training\_tree = training\_tree\_idx.map(lambda (idx, p) : p)  model\_tree = DecisionTree.trainRegressor(training\_tree,{})  preds\_tree = model\_tree.predict(test\_tree.map(lambda p: p.features))  actual\_tree = test\_tree.map(lambda p: p.label)  true\_vs\_predicted\_tree = actual\_tree.zip(preds\_tree)  print "Decision Tree predictions: " + str(true\_vs\_predicted\_tree.take(5))  print "Decision Tree depth: " + str(model\_tree.depth())  print "Decision Tree number of nodes: " + str(model\_tree.numNodes()) |

Compare quality of the decision tree model and the linear regression technique using Performance metrics.

|  |
| --- |
| mse\_tree = true\_vs\_predicted\_tree.map(lambda (t, p): squared\_error(t, p)).mean()  mae\_tree = true\_vs\_predicted\_tree.map(lambda (t, p): abs\_error(t, p)).mean()  print "Mean Square Error(MSE): Linear Regression %f" %mse\_bin + "| Decision Tree %f" %mse\_tree  print "Mean Absolute Error (MAE): Linear Regression %f" %mae\_bin + "| Decision Tree %f" %mae\_tree |

Result of the previous code that clearly highlights that decision tree is a better approximation than linear regression model

|  |
| --- |
| Mean Square Error(MSE): Linear Regression 150.737088| Decision Tree 13.420670  Mean Absolute Error (MAE): Linear Regression 10.257624| Decision Tree 2.684123 |

**Problem 4.** Now that your code works, investigate the impact of different parameter settings on model performance. Work with the linear regression model. Collect RMSLE

for several values of the number of iterations and plot those values as a graph.

Calculate the RMSL error for the first linear regression model calculated in Problem 1

|  |
| --- |
| import math  def squared\_log\_error(pred, actual):  return (np.log(pred + 1) - np.log(actual + 1))\*\*2  rmsle = np.sqrt(true\_vs\_predicted.map(lambda (t, p): squared\_log\_error(t,p)).mean())  print rmsle |

And the RMSLE result:

|  |
| --- |
| 0.715926436898 |

Now we recalculate the RMSLE using different parameters to feed the model. Using regularization L2

|  |
| --- |
| def evaluate(train, test, iterations, step, regParam,regType,intercept):  model = LinearRegressionWithSGD.train(train,iterations,step,regParam=regParam, regType=regType, intercept=intercept)  tp = test.map(lambda p: (p.label, model.predict(p.features)))  rmsle = np.sqrt(tp.map(lambda (t, p): squared\_log\_error(t,p)).mean())  return rmsle  train\_rmsle = training\_data.filter(lambda v: v[3]<>"NA").map(lambda r: LabeledPoint(float(r[3]),np.array(r[2:3])))  test\_rmsle = test\_data.filter(lambda v: v[3]<>"NA").map(lambda r: LabeledPoint(float(r[3]),np.array(r[2:3])))    #number of iterations  params = [1, 5, 10, 20, 50, 100, 500, 1000, 2000, 3000]  metrics = [evaluate(train\_rmsle, test\_rmsle, param, 0.000001, 0.0, 'l2',False) for param in params]  plt.plot(params, metrics)  plt.xscale('log')  plt.xlabel('number of iterations')  plt.ylabel('RMSLE') |

Present the number of iterations as the x-axis. Use the log scale. Present RMSLE as the y-axis. For y-axis use the linear scale. You can use any plotting tool including Excel.

Next graph shows the result as per the above code:
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It seems from the previous that the model reaches a point (100 iterations) where increasing the number of iterations does not improve the model, since the error remains the same.

Subsequently, once/if you find the most optimal value of the number of iterations, vary the step size and again plot RMSLE on the y-axis and the logarithm of the step size on the x-axis.

The optimum number if iterations seems to be 100, since more iterations don’t reduce error. Same process for step as a parameter considering 100 iterations

|  |
| --- |
| params\_step = [0.0000001, 0.000001, 0.00001, 0.0001, 0.001, 0.01, 0.1, 1.0]  metrics\_step = [evaluate(train\_rmsle, test\_rmsle, 100, param, 0.0, 'l2',False) for param in params\_step]  plt.plot(params\_step, metrics\_step)  plt.xscale('log')  plt.xlabel('Step value')  plt.ylabel('RMSLE') |

![](data:image/png;base64,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)

Try to find an optimal step size. In production environment you would go back and forth between those two analyses. We do not expect you to do that here. Also, we do not expect you to sweet this out. Several data points on each graph is fine.

According to the 2 previous analysis the optimum step size corresponds to a step size of 10-5 combined with 100 iterations.