**Architecture of LINQ**

In this article, I am going to discuss the **Architecture of LINQ**. The term **LINQ** stands for **Language Integrated Query** and it is pronounced as **LINK**. Nowadays the use of use LINQ increasing rapidly. So, as a developer, you should understand the Linq and its architecture. At the end of this article, you will have a very good understanding of the following pointers.

1. **What is LINQ?**
2. **Why should we learn LINQ?**
3. **How LINQ works?**
4. **What are LINQ Providers?**
5. **Advantages of using LINQ.**
6. **Disadvantages of using LINQ.**

**What is LINQ?**

The LINQ (Language Integrated Query) is a part of a language but not a complete language. It was introduced by Microsoft with .NET Framework 3.5 and C# 3.0 and is available in **System.Linq** namespace.

LINQ provides us common query syntax which allows us to query the data from various data sources. That means using a single query we can get or set the data from various data sources such as SQL Server database, XML documents, ADO.NET Datasets, and any other in-memory objects such as Collections, Generics, etc.
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**Why should we learn LINQ?**

Let us understand why we should learn LINQ with an example.

Suppose we are developing a .NET Application and that application requires data from different data sources. For example

1. The application needs data from SQL Server Database. So as a developer in order to access the data from SQL Server Database, we need to understand ADO.NET and SQL Server-specific syntaxes. If the database is Oracle then we need to learn SQL Syntax specific to Oracle Database.
2. The application also needs data from an XML Document. So as a developer in order to work with XML Document, we need to understand **XPath and** **XSLT**queries.
3. The application also needs to manipulate the data (objects) in memory such as **List<Products>, List<Orders>**, etc. So as a developer we should also have to understand how to work with in-memory objects.
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LINQ provides a **uniform programming model**(i.e. common query syntax) which allows us to work with different data sources but using a standard or you can say unified coding style. As a result, we don’t require to learn different syntaxes to query different data sources.

**Note:** If you are either a C# or a VB.NET Developer (Web, Windows, Mobile, Console, etc.) then you should learn LINQ.

**How LINQ works?**
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As shown in the above diagram, you can write the LINQ queries using any .NET supported programming languages such as C#, VB.NET, J#, etc.

The LINQ provider is a software component that lies between the LINQ queries and the actual data source. The Linq provider will convert the LINQ queries into a format that can be understood by the underlying data source. For example, **LINQ to SQL** provider will convert the LINQ queries to SQL statements which can be understood by the SQL Server database. Similarly, the **LINQ to XML** provider will convert the queries into a format that can be understood by the XML document.

**What are LINQ Providers?**

A LINQ provider is software that implements the **IQueryProvider** and **IQueryable** interface for a particular data source. In other words, it allows us to write LINQ queries against that data source. If you want to create your custom LINQ provider then it must implement **IQueryProvider** and **IQueryable** interface. Without LINQ Provider we cannot execute our LINQ Queries.

Let us discuss some of the LINQ Providers and how they work internally.

**LINQ to Objects:**

The LINQ to Objects provider allows us to query an in-memory object such as an array, collection, and generics types. It provides many built-in functions that we can use to perform many useful operations such as filtering, ordering, and grouping with minimum code.

**LINQ to SQL (DLINQ):**

The LINQ to SQL Provider is designed to work with only the SQL Server database. You can consider this as an object-relational mapping (ORM) framework which allows one to one mapping between the SQL Server database and related .NET Classes. These .NET classes are going to be created automatically by the wizard based on the database table.

**LINQ to Datasets:**

The LINQ to Datasets provider provides us the flexibility to query data cached in a Dataset in an easy and faster way. It also allows us to do further data manipulation operations such as searching, filtering, sorting, etc. on the Dataset using the LINQ Syntax.

**LINQ to Entities:**

The LINQ to Entities provider looks like LINQ to SQL. It means it is also an object-relational mapping (ORM) framework that allows one to one, one to many, and many to many mapping between the database tables and .NET Classes. The point that you need to remember is, it is used to query any database such as SQL Server, Oracle, MySQL, DB2, etc. Now, it is called ADO.NET Entity Framework.

**LINQ to XML (XLINQ):**

The LINQ to XML provider is basically designed to work with an XML document. So, it allows us to perform different operations on XML data sources such as querying or reading, manipulating, modifying, and saving the changes to XML documents. The **System.Xml.Linq** namespace contains the required classes for LINQ to XML.

**Parallel LINQ (PLINQ):**

The Parallel LINQ or PLINQ was introduced with .NET Framework 4.0. This provider provides the flexibility of parallel implementation of LINQ to Objects. The PLINQ was designed in such a way that it uses the power of parallel programming which targets the Task Parallel Library. So if you want to execute your LINQ query simultaneously or parallel on different processors then you need to write the query using PLINQ.

**Advantages of using LINQ?**

1. We don’t need to learn new query language syntaxes for different data sources as it provides common query syntax to query different data sources.
2. Less code as compared to the traditional approach. That means using LINQ we can minimize our code.
3. It provides Compile time error checking as well as intelligence support in Visual Studio. This powerful feature helps us to avoid run-time errors.
4. LINQ provides a lot of inbuilt methods that we can use to perform different operations such as filtering, ordering, grouping, etc. which makes our work easy.
5. Its query can be reused.

**Disadvantages of using LINQ?**

The disadvantages of using LINQ are as follows:

1. Using LINQ it’s very difficult to write complex queries like SQL.
2. LINQ doesn’t take the full advantage of SQL features like cached execution plan for the stored procedure.
3. We will get the worst performance if we don’t write the queries properly.
4. If we do some changes to our queries, then we need to recompile the application and need to redeploy the dll to the server.

# Different Ways to write LINQ Query

## ****Different Ways to Write LINQ Query with Examples****

In this article, I am going to discuss the **Different Ways to write LINQ Query** i.e. Linq Query Syntax and Linq Method Syntax with examples. Please read our previous article where we discussed the [**Architecture of LINQ**](https://dotnettutorials.net/lesson/introduction-to-linq/) i.e. how LINQ works. In this article, we are going to discuss the following pointers.

1. **Different things required to write a LINQ Query?**
2. **What is a Query?**
3. **What are the different ways to write a LINQ query?**
4. **Example of using both Method and Query Syntax.**

##### ****What are the different things required to write a LINQ Query?****

In order to write a LINQ query, we need the following three things

1. Data Source (in-memory objects, SQL, XML)
2. Query
3. Execution of the query

##### ****What is a Query?****

A query is nothing but a set of instructions which is applied on a data source (i.e. in-memory objects, SQL, XML, etc.) to perform certain operations (i.e. CRUD operations) and then tells the shape of the output from that query. That means the query is not responsible for what will be the output rather it is responsible for the shape of the output. Means what is going to return from that query whether it is going to return a particular value, or a particular list or an object.

Each query is a combination of three things. They are as follows:

1. Initialization (to work with a particular data source)
2. Condition (where, filter, sorting condition)
3. Selection (single selection, group selection or joining)

##### ****What are the different ways to write a LINQ query?****

We can write the LINQ query in three different ways. They are as follows

1. Query Syntax
2. Method Syntax
3. Mixed Syntax (Query + Method)

**Note:** From the performance point of view there is no difference between the above three approaches. So, which you need to use, it totally depends on your personal preference. But the point that you need to keep in mind is, behind the scene, the LINQ queries written using query syntax are translated into their lambda expressions before they are compiled.

##### ****LINQ Query Syntax:****

This is one of the easy ways to write complex LINQ queries in an easy and readable format. The syntax for this type of query is very much similar to SQL Query. If you are familiar with SQL queries then it is going to be easy for you to write LINQ queries using this query syntax. The syntax is given below.

![LINQ Query Syntax](data:image/png;base64,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)

##### ****LINQ Method Syntax:****

Method syntax becomes most popular now a day to write LINQ queries. It uses a lambda expression to define the condition for the query. Method syntaxes are easy to write simple queries to perform read-write operations on a particular data source. But for complex queries Method syntaxes are a little hard to write as compared to query syntax.

In this approach, the LINQ query is written by using multiple methods by combining them with a dot (.). The Syntax is given below:
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##### ****LINQ Mixed Syntax:****

This is the combination of both Query and Method syntax. The syntax is given below.
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**Let us understand how to use Query Syntax, Method Syntax, and Mixed Syntax with examples.**

**Example:** We have an integer list and we need to write a LINQ query which will return all the integers which are greater than 5. We are going to create a console application.

###### ****Example Using Query Syntax:****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Data Source

List**<int>** integerList = new List**<int>()**

**{**

1, 2, 3, 4, 5, 6, 7, 8, 9, 10

**}**;

//LINQ Query using Query Syntax

var QuerySyntax = **from** obj in integerList

**where** obj **>** 5

**select** obj;

//Execution

**foreach(**var item in QuerySyntax**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will display the values 6 7 8 9 10 as expected in the console window. Let us understand what we did in the above code.
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###### ****Example Using Method Syntax:****

Let us rewrite the same example using LINQ Method Syntax.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Data Source

List**<int>** integerList = new List**<int>()**

**{**

1, 2, 3, 4, 5, 6, 7, 8, 9, 10

**}**;

//LINQ Query using Method Syntax

var MethodSyntax = integerList.Where**(**obj =**>** obj **>** 5**)**.ToList**()**;

//Execution

**foreach(**var item in MethodSyntax**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and you will get the output as expected. Let us have a look at the following diagram to understand Method Syntax.
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###### ****Example Using Mixed Syntax:****

Let us change our requirements. First, we need to filter the list where the value is greater than 5 and then we need to calculate the sum.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Data Source

List**<int>** integerList = new List**<int>()**

**{**

1, 2, 3, 4, 5, 6, 7, 8, 9, 10

**}**;

//LINQ Query using Mixed Syntax

var MethodSyntax = **(from** obj in integerList

**where** obj **>** 5

**select** obj**)**.Sum**()**;

//Execution

Console.Write**(**"Sum Is : " + MethodSyntax**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and you will see the output as expected. Let us understand what we did in the above code by looking at the following image.
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# IEnumerable and IQueryable in C#

## ****IEnumerable and IQueryable in C# with Examples****

In this article, I am going to discuss **IEnumerable and IQueryable in C#** with examples. Please read our previous article where we discussed the [**different ways to write LINQ queries**](https://dotnettutorials.net/lesson/different-ways-to-write-linq-query/) with examples. In this article, we are going to discuss the following concepts in detail.

1. **What is IEnumerable in C#?**
2. **What is IQueryable in C#?**
3. **Examples of IEnumerable and IQueryable**

In our previous article, we write the following program using LINQ Query Syntax.
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In the above example, we use the **var** keyword to create the variable and store the result of the LINQ query. So let’s check what is the type of the variable? In order to check this, just mouseover the pointer on to the QuerySynntax variable and you will see that the type is **IEnumerable<int>** which is a generic type. So it is important to understand what is IEnumerable?

So in the above example, instead of writing the **var** keyword, you can also write **IEnumerable<int>** and it should work as expected as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** integerList = new List**<int>()**

**{**

1, 2, 3, 4, 5, 6, 7, 8, 9, 10

**}**;

IEnumerable**<int>** QuerySyntax = **from** obj in integerList

**where** obj **>** 5

**select** obj;

**foreach** **(**var item in QuerySyntax**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

With this keep in mind, let us understand what is IEnumerable?

##### ****What is IEnumerable in C#?****

Let us first see the definition of the IEnumerable which is given below.
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As we see from the above image, **IEnumerable** is an interface that is available in **System.Collection** namespace. The IEnumerable interface is a type of iteration design pattern. It means we can iterate on the collection of the type IEnumerable. As you can see in the above definition, the IEnumerable interface has one method called **GetEnumerator** which will return an **IEnumerator** that iterates through a collection.

The IEnumerable interface has also a child generic interface i.e. **IEnumerable<T>**. Let see the definition of **IEnumerable<T>** interface.
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The most important point that you need to remember is, in C#, all the collection classes (both generic and non-generic) implements the IEnumerable interface. Let us prove this by visiting the definition of List<T> generic collection class as shown in the below image.
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Now let us see the definition of ArrayList collection which is a non-generic collection class.

![ArrayList Collection class Definition](data:image/png;base64,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)

**Note:** The **IEnumerable or IEnumerable<T>** interface should be used only for in-memory data objects. Why that we will discuss in our next article.

##### ****Let us see an example to understand C# IEnumerable with complex type.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** studentList = new List**<**Student**>()**

**{**

new Student**(){**ID = 1, Name = "James", Gender = "Male"**}**,

new Student**(){**ID = 2, Name = "Sara", Gender = "Female"**}**,

new Student**(){**ID = 3, Name = "Steve", Gender = "Male"**}**,

new Student**(){**ID = 4, Name = "Pam", Gender = "Female"**}**

**}**;

//Linq Query to Fetch all students with Gender Male

IEnumerable**<**Student**>** QuerySyntax = **from** std in studentList

**where** std.Gender == "Male"

**select** std;

//Iterate through the collection

**foreach** **(**var student in QuerySyntax**)**

**{**

Console.WriteLine**(** $"ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**}**

**}**

When we execute the program it will display the result as expected as shown in the below image.

![C# IEnumerable examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMYAAAAwCAMAAAB9jvVrAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACNUExURQAAACtspQAATInAwAArbKXAwGwrAP///8DAwIlMAMCJTKVsKwBMiUwAAMDApcDAiUyJwGylwAAAK9XV1dLS0nBwcG9vb6XApcClbCsAACsrbCtMiaWlpWylpaWlbIlsbEwrbKWliWxsiYlMK4nAiaWJTCtsiZ6ktIGLmVlcY05SV4nApaVsTEwAK6XAiXyqnowAAAJ8SURBVGje7ZhrV+MgEIZJmsZQaKXV1Xp33avurv//5zkMhqQJA0mo56w58KGXlJnhgRngLTu/OJlBY+cXbA4tYSSMhEFiqEq3FSuW8LYpQxYZdHW1fHG6ZkyGHRBN6lFoF5NXo7jUsYsl14MU3v7F8u+WwrgVMRg4RcfCCHjK/5Q7EuPh/uq/wTCvrRTqrg6N8e2uNBgZJimT+5tqf73EXDNP/J5rDI+5JBLPgSGmYnC5Qgwp9DcBMffXl18fwa2E0PliNQzDY96ZYw+GduBtHoz8+9omlQKkisOkwPPdVgzLmKaL25xM2dBqjMJgimMgZbY++Aw+Nd6iGrYNGQzafLclttIeBszBdIzi/gbCKD0YdTAOPqLEveYESA9D7a+mY+zunjalKYL2OCiTPgYED5k7nXUxVId1VIlD99sN7MgwGNXOCvDCHcfooeefpanLkLmzeLuneHctusFMZ9e6Ika+gJ+0I5G1x4F7aOXfqXQFCHPCkub4LtLVMGEkjITxKduv51lg/H6ZBcbZl7lgjNLikuwTq8XxiH4/xvmk1RihxTGec6ixWhxvcxk/DsYQceO+d0dq8daN7xgYQS1OhYnU4lbj4vXPaKx3KzM1qOccfigMEcJwS5JYLZ7ZmqunqbYylihiHX7cGCEtLukSj9TieEFvYTRWGerXFaP9hFbDHU98jBYHhSoajMZKP9BjpP30MIJanMqqY2hxY2oxrBU4M/qWDy3xoBb3YcRqcZMwNqmslTz9t+W0fu5jhLU4tWCRWrz4YdO1LuLGCjbz1/XBk8ApPkSLu3M8VovjP+rcFrsO0ljVnR1+ZnanShgJI2EkjISRMBLGZ2xvYEQ95lvq15sAAAAASUVORK5CYII=)

##### ****What is IQueryable in C#?****

Let us first see the definition of IQueryable as shown below.

![What is IQueryable in C#?](data:image/png;base64,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)

As you can see in the above image, the **IQueryable** is an interface and it is available in **System.Linq** namespace. The IQuerable interface is a child of the IEnumerable interface. So we can store IQuerable in a variable of type IEnumerable. The IQuerable interface has a property called **Provider** which is of type **IQueryProvider** interface. Let us see the definition of IQueryProvider.
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The methods provided by the **IQueryProvider** are used to create all Linq Providers. So, this is the best choice for other data providers such as **Linq to SQL, Linq to Entities**, etc. Why that we will discuss in our next article.

##### ****Let us see an example to understand C# IQueryable interface.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** studentList = new List**<**Student**>()**

**{**

new Student**(){**ID = 1, Name = "James", Gender = "Male"**}**,

new Student**(){**ID = 2, Name = "Sara", Gender = "Female"**}**,

new Student**(){**ID = 3, Name = "Steve", Gender = "Male"**}**,

new Student**(){**ID = 4, Name = "Pam", Gender = "Female"**}**

**}**;

//Linq Query to Fetch all students with Gender Male

IQueryable**<**Student**>** MethodSyntax = studentList.AsQueryable**()**

.Where**(**std =**>** std.Gender == "Male"**)**;

//Iterate through the collection

**foreach** **(**var student in MethodSyntax**)**

**{**

Console.WriteLine**(** $"ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**}**

**}**

Now run the application and you will see the data as expected. The point that you need to remember is in order to return a collection of type IQueryable, first, you need to call the **AsQueryable()** method on the collection as we did in the above example.

# Differences between IEnumerable and IQueryable

## ****Differences between IEnumerable and IQueryable in C#****

In this article, I am going to discuss the **Differences between IEnumerable and IQueryable in C#** with an example. Please read our previous article before proceeding to this article where we discussed the basics of [**IEnumerable and IQueryable in C#**](https://dotnettutorials.net/lesson/ienumerable-iqueryable-csharp/) with some examples.

The IEnumerable and IQueryable are used to hold a collection of data and also used to perform data manipulation operations such as filtering, Ordering, Grouping, etc. based on the business requirements. Here in this article, we will see the difference between IEnumerable and IQueryable with examples.
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##### ****Example:****

Here in this demo, we will create a console application that will retrieve the data from the SQL Server database using Entity Framework database first approach. We are going to fetch the following Student information from the Student table.
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Please use the below SQL Script to create and populate the Student table with the required test data.

-- Create the required Student table

**CREATE** **TABLE** Student

(

**ID** **INT** **PRIMARY** **KEY**,

FirstName **VARCHAR**(50),

LastName **VARCHAR**(50),

Gender **VARCHAR**(50)

)

**GO**

-- Insert the required test data

**INSERT** **INTO** Student **VALUES** (101, 'Steve', 'Smith', 'Male')

**INSERT** **INTO** Student **VALUES** (102, 'Sara', 'Pound', 'Female')

**INSERT** **INTO** Student **VALUES** (103, 'Ben', 'Stokes', 'Male')

**INSERT** **INTO** Student **VALUES** (104, 'Jos', 'Butler', 'Male')

**INSERT** **INTO** Student **VALUES** (105, 'Pam', 'Semi', 'Female')

**GO**

Once you created the Student table with the required test data then create a new Console application. Once you create the Console application then add the ADO.NET Entity Data Model Database approach.

##### ****Example: Using IEnumerable****

Let us modify the Program class as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

StudentDBContext dBContext = new StudentDBContext**()**;

IEnumerable**<**Student**>** listStudents = dBContext.Students.Where**(**x =**>** x.Gender == "Male"**)**;

listStudents = listStudents.Take**(**2**)**;

**foreach(**var std in listStudents**)**

**{**

Console.WriteLine**(**std.FirstName + " " + std.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Here we create the LINQ Query using IEnumerable. Please use SQL Profiler to log the SQL Script. Now run the application and you will see the following SQL Script is generated and executed.

**SELECT**

[Extent1].[**ID**] **AS** [**ID**],

[Extent1].[FirstName] **AS** [FirstName],

[Extent1].[LastName] **AS** [LastName],

[Extent1].[Gender] **AS** [Gender]

**FROM** [dbo].[Student] **AS** [Extent1]

**WHERE** 'Male' = [Extent1].[Gender]

As shown in the above SQL Script, it will not use the TOP clause. So here it will fetch the data from SQL Server to in-memory and then it will filter the data.

##### ****Example: Using IQueryable****

Let us modify the Program class as shown below to use IQueryable.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

StudentDBContext dBContext = new StudentDBContext**()**;

IQueryable**<**Student**>** listStudents = dBContext.Students

.AsQueryable**()**

.Where**(**x =**>** x.Gender == "Male"**)**;

listStudents = listStudents.Take**(**2**)**;

**foreach(**var std in listStudents**)**

**{**

Console.WriteLine**(**std.FirstName + " " + std.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, it will create the following SQL Script.

**SELECT** **TOP** (2)

[Extent1].[**ID**] **AS** [**ID**],

[Extent1].[FirstName] **AS** [FirstName],

[Extent1].[LastName] **AS** [LastName],

[Extent1].[Gender] **AS** [Gender]

**FROM** [dbo].[Student] **AS** [Extent1]

**WHERE** 'Male' = [Extent1].[Gender]

As you can see it includes the TOP clause in the SQL Script and then fetches the data from the database. With this keep in mind let us discuss the differences between IEnumerable and IQueryable.

**Differences between IEnumerable and IQueryable in C#:**

##### ****IEnumerable:****

1. IEnumerable is an interface that is available in the System.Collections namespace.
2. While querying the data from the database, the IEnumerable executes the “select statement” on the server-side (i.e. on the database), loads data into memory on the client-side, and then only applied the filters on the retrieved data.
3. So you need to use the IEnumerable when you need to query the data from in-memory collections like List, Array, and so on.
4. The IEnumerable is mostly used for LINQ to Object and LINQ to XML queries.
5. The IEnumerable collection is of type forward only. That means it can only move in forward, it can’t move backward and between the items.
6. IEnumerable supports deferred execution.
7. It doesn’t support custom queries.
8. The IEnumerable doesn’t support lazy loading. Hence, it is not suitable for paging like scenarios.

##### ****IQueryable:****

1. The IQueryable is an interface that exists in the System.Linq Namespace.
2. While querying the data from a database, the IQueryable executes the “select query” with the applied filter on the server-side i.e. on the database, and then retrieves data.
3. So you need to use the IQueryable when you want to query the data from out-memory such as remote database, service, etc.
4. IQueryable is mostly used for LINQ to SQL and LINQ to Entities queries.
5. The collection of type IQueryable can move only forward, it can’t move backward and between the items.
6. IQueryable supports deferred execution.
7. It also supports custom queries using CreateQuery and Executes methods.
8. IQueryable supports lazy loading and hence it is suitable for paging like scenarios.

If you go to the definition of where method, then you will see that it is implemented as an extension method of IQueryable interface as shown below.
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# LINQ Extension Methods

## ****LINQ Extension Methods in C# with Examples****

In this article, I am going to discuss the **LINQ Extension Methods in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Differences between IEnumerable and IQueryable in C#**](https://dotnettutorials.net/lesson/differences-between-ienumerable-and-iqueryable/). At the end of this article, you will understand the following three concepts in C#.

1. **What are Extension Methods in C#?**
2. **When to use Extension Methods in C#?**
3. **How to implement extension methods in C#?**
4. **Understanding the LINQ Extension Method.**

The LINQ’s standard queryoperators such as **select, where,** etc. are implemented in **Enumerable**class. These methods are implemented as extension methods of the type **IEnumerable<T>** interface. Let us understand this with an example. We have the following code in our Main method.
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The above **Where()**method is not belonging to **List<T>**class, but still, we are able to call it as it belongs to **List<T>**class. Why it is possible to call it using **List<T>** object, let’s find out. If you go to the definition of where method, then you will find the following definition.
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As you can see in the signature, the where **Where()**method is implemented as an extension method on **IEnumerable<T>**interface and we know **List<T>**implements **IEnumerable<T>**interface. This is the reason why we are able to call the **Where()** method using the **List<T>** object.

With this keep in mind, let us understand what extension methods are and how they are implemented in C#.

##### ****What are Extension Methods?****

According to MSDN, Extension methods allow us to add methods to existing types without creating a new derived type, recompiling, or otherwise modifying the original type.

In simple words, we can say that the Extension methods can be used as an approach of extending the functionality of a class by adding new methods in the future if the source code of the class is not available or if we don’t have any permission in making changes to the class.

The most important point that you need to keep in mind is, extension methods are the special kind of static methods of a static class, but they are going to be called as if they were instance methods on the extended type.

##### ****When to use Extension Methods in C#?****

You need to use an extension method if any of the following conditions are true:

1. You need a method on an existing type and you are not the owner of the source code of that type.
2. You need a method on an existing type, you do own the source code of that type but that type is an interface.
3. You need a method on an existing type, you do own the source code and that type is not an interface but adding the method creates undesired coupling.

Otherwise, you should go with the normal method of the actual type itself.

##### ****How to implement extension methods in C#?****

Let us understand this with an example. Our requirement is, we want to add a method in the built-in **string** class, let’s call this method as **GetWordCount()** which will count the word present in a string separated by a space.

For example, if the string is “**Welcome to Dotnet Tutorials**”, then it should return the word count as 4. The most important point is, we need to call this method on the String object as shown below.

**int wordCount = sentence.GetWordCount();**

**Note:** We cannot define the **GetWordCount()** method directly in the string class as we are not the owner of the string class. The string class belongs to **System** namespace which is own by the .NET framework. So, the alternative solution to achieve this is to write a wrapper class as shown below.

**public** **class** ExtensionHelper

**{**

**public** **static** **int** GetWordCount**(**string str**)**

**{**

**if** **(**!String.IsNullOrEmpty**(**str**))**

**return** str.Split**(**' '**)**.Length;

**return** 0;

**}**

**}**

The above **ExtensionHelper** Wrapper class works fine, but the problem is, here we cannot call the **GetWordCount()** method using the string object as shown below.

**int wordCount = sentence.GetWordCount();**

Instead, we need to call the **GetWordCount()** method as shown below.

**int wordCount = ExtensionHelper.GetWordCount(sentence);**

##### ****How to convert the above GetWordCount() method to an Extension Method of string class?****

Now let’s convert the **GetWordCount()** method to an extension method on the String class. So that we can able to call the **GetWordCount()** method using the following syntax.

**int wordCount = sentence.GetWordCount();**

In order to make the above **GetWordCount()** method as an extension method, we need to make two changes which are as follows.

1. First, we need to make the **ExtensionHelper** class as a **static** class.
2. Second, the type the method extends (i.e. **string**) should be passed as the **first parameter** preceding with the “**this**” keyword to the **GetWordCount()** method.

With the above two changes in place, now the **GetWordCount()** method becomes an extension method and hence we can call the **GetWordCount()**method in the same way as we call an instance method of a class.

##### ****The complete code is given below.****

**using** *System;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string sentence = "Welcome to Dotnet Tutorials";

**int** wordCount = sentence.GetWordCount**()**;

Console.WriteLine**(**$"Count : {wordCount}"**)**;

Console.ReadKey**()**;

**}**

**}**

**public** **static** **class** ExtensionHelper

**{**

**public** **static** **int** GetWordCount**(**this string str**)**

**{**

**if** **(**!String.IsNullOrEmpty**(**str**))**

**return** str.Split**(**' '**)**.Length;

**return** 0;

**}**

**}**

**}**

Now run the application and you will see the word count as expected in the console window. Here we are still able to call the **GetWordCount()** extension method using the wrapper class style syntax and also get the output as expected as shown below.
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So, the point that I need to keep focus is, behind the scene this is how the extension methods are called internally.
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That means, it is also possible to call the LINQ extension methods such as **select, where,** etc. using the wrapper class style syntax. As all the **LINQ extension methods** are implemented in the **Enumerable** class, So, the syntax to call those methods should looks as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

IEnumerable**<int>** EvenNumbers = Enumerable.Where**(**intList, n =**>** n % 2 == 0**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

# LINQ Operators

## ****LINQ Operators in C#****

In this article, I am going to discuss the **LINQ operators** in C#. Please read our previous article where we discussed the [**LINQ Extension methods**](https://dotnettutorials.net/lesson/linq-extension-methods/) and how they are implemented. As part of this article, we are going to discuss the following two points.
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##### ****What are LINQ Operators?****

The LINQ Operators are nothing but a set of extension methods that are used to write LINQ Query. These LINQ extension methods provide lots of very useful features which we can apply to the data source. Some of the features are filtering the data, sorting the data, grouping the data, etc.

##### ****What are the Categories of LINQ Operators?****

In LINQ, the operators are divided into the following categories:

1. Projection Operators
2. Ordering Operators
3. Filtering Operators
4. Set Operators
5. Quantifier Operators
6. Grouping Operators
7. Partitioning Operators
8. Equality Operators
9. Element Operators
10. Conversion Operators
11. Concatenation Operators
12. Aggregation Operators
13. Generation Operators
14. Join Operators
15. Custom Sequence Operators
16. Miscellaneous Operators

# LINQ Select Operator in C#

## ****LINQ Select Projection Operator in C# with Examples****

In this article, I am going to discuss the **LINQ Select Projection Operator in C#** with examples. Please read our previous article where we discussed what are [**LINQ Operators**](https://dotnettutorials.net/lesson/linq-operators/) and the different categories of LINQ Operators in C#. At the end of this article, you will understand the following pointers related to Linq Select Projection Operator in C#.

1. **What is Projection?**
2. **What are Projection Operators and Methods in LINQ?**
3. **How to use the Select Method?**
4. **Basic Selection of Data**
5. **How to Select Data to other classes and to anonymous type?**
6. **Performing Calculations on the selected data using LINQ Select Operator.**
7. **How to select data with index value?**

**Note:** We will discuss each example using both Query and Method syntax.

##### ****What is Projection?****

Projection is nothing but the mechanism which is used to select the data from a data source. You can select the data in the same form (i.e. the original data in its original state). It is also possible to create a new form of data by performing some operations on it.

##### ****What are Projection Methods or Operators available in LINQ?****

There are two methods available in projection. They are as follows

1. Select
2. SelectMany

In this article, we will discuss the Select Method and in the next article, we will discuss the SelectMany Method.

##### ****Select Operator:****

As we know the Select clausein SQL allows us to specify what columns we want to retrieve, whether you want to retrieve all the columns or some of the columns that you need to specify the select clause.

In the same way, the LINQ Select operator also allows us to specify what properties we want to retrieve, whether you want to retrieve all the properties or some of the properties that you need to specify in the select operator. The standard LINQ Select Operator also allows us to perform some calculations.

##### ****Example:****

Let us understand the select projection operator with some examples. Here we are going to use a console application. So first create a console application with the name **LINQDemo** (you can give any meaningful name). Then add a new class file with the name Employee.cs. Once you add the Employee.cs class file, then copy and paste the following in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string FirstName **{** **get**; **set**; **}**

**public** string LastName **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetEmployees**()**

**{**

List**<**Employee**>** employees = new List**<**Employee**>**

**{**

new Employee **{**ID = 101, FirstName = "Preety", LastName = "Tiwary", Salary = 60000 **}**,

new Employee **{**ID = 102, FirstName = "Priyanka", LastName = "Dewangan", Salary = 70000 **}**,

new Employee **{**ID = 103, FirstName = "Hina", LastName = "Sharma", Salary = 80000 **}**,

new Employee **{**ID = 104, FirstName = "Anurag", LastName = "Mohanty", Salary = 90000 **}**,

new Employee **{**ID = 105, FirstName = "Sambit", LastName = "Satapathy", Salary = 100000 **}**,

new Employee **{**ID = 106, FirstName = "Sushanta", LastName = "Jena", Salary = 160000 **}**

**}**;

**return** employees;

**}**

**}**

**}**

As you can see we have created the Employee class with the following four properties such as ID, FirstName, LastName, and Salary. We also created one static method which will return the list of employees which will act as our data source. Let us discuss some examples to understand the LINQ Select Operator.

##### ****Example1:****

**Select all the data from the data source using both Method and Query Syntax.**
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##### ****The complete code is given below.****

Modify the Program class as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Query Syntax

List**<**Employee**>** basicQuery = **(from** emp in Employee.GetEmployees**()**

**select** emp**)**.ToList**()**;

**foreach** **(**Employee emp in basicQuery**)**

**{**

Console.WriteLine**(**$"ID : {emp.ID} Name : {emp.FirstName} {emp.LastName}"**)**;

**}**

//Using Method Syntax

IEnumerable**<**Employee**>** basicMethod = Employee.GetEmployees**()**.ToList**()**;

**foreach** **(**Employee emp in basicMethod**)**

**{**

Console.WriteLine**(**$"ID : {emp.ID} Name : {emp.FirstName} {emp.LastName}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

###### ****How to select a single property using Select Operator?****

Select all the Employee IDs only using both method and query syntax.
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**Note:**In the Query Syntax, the data type of the basicPropQuery is List<int>, this is because of the ToList() method that we applied on the query syntax. And because of this ToList() method, the query is executed at that point only.

But in the case of Method syntax, we have not applied the ToList() method and this is the reason why the data type of the basicPropMethod variable is of IEnumerable<int> type. And more importantly, at that point, the query is just generated but not executed. When we use the basicPropMethod within the foreach loop, then at that time the query is executed.

##### ****The complete example is given below.****

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Query Syntax

List**<int>** basicPropQuery = **(from** emp in Employee.GetEmployees**()**

**select** emp.ID**)**

.ToList**()**;

**foreach** **(**var id in basicPropQuery**)**

**{**

Console.WriteLine**(**$"ID : {id}"**)**;

**}**

//Using Method Syntax

IEnumerable**<int>** basicPropMethod = Employee.GetEmployees**()**

.Select**(**emp =**>** emp.ID**)**;

**foreach** **(**var id in basicPropMethod**)**

**{**

Console.WriteLine**(**$"ID : {id}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

###### ****Example3:****

Our requirement is to select only the Employee First Name, Last Name, and Salary properties. We don’t require to select the ID property.
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##### ****The Complete code is given below.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

IEnumerable**<**Employee**>** selectQuery = **(from** emp in Employee.GetEmployees**()**

**select** new Employee**()**

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**;

**foreach** **(**var emp in selectQuery**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

//Method Syntax

List**<**Employee**>** selectMethod = Employee.GetEmployees**()**.

Select**(**emp =**>** new Employee**()**

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**.ToList**()**;

**foreach** **(**var emp in selectMethod**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****How to Select Data to another class using LINQ Projection Operator?****

It is also possible to select the data to another class using the LINQ Select operator. In our previous example, we have selected the First Name, Last Name, and Salary properties to the same Employee class. Let us create a new class with the above three properties. So, add a new class file with the name EmployeeBasicInfo.cs and then copy and paste the following code.

**namespace** *LINQDemo*

**{**

**public** **class** EmployeeBasicInfo

**{**

**public** string FirstName **{** **get**; **set**; **}**

**public** string LastName **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

Now what we need to do here is, we need to project the First Name, Last Name, and Salary properties to the above newly created **EmployeeBasicInfo** class.
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##### ****The complete example is given below.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

IEnumerable**<**EmployeeBasicInfo**>** selectQuery = **(from** emp in Employee.GetEmployees**()**

**select** new EmployeeBasicInfo**()**

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**;

**foreach** **(**var emp in selectQuery**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

//Method Syntax

List**<**EmployeeBasicInfo**>** selectMethod = Employee.GetEmployees**()**.

Select**(**emp =**>** new EmployeeBasicInfo**()**

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**.ToList**()**;

**foreach** **(**var emp in selectMethod**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****How to Select Data to Anonymous Type using LINQ Select Operator?****

Instead of projecting the data to a particular type like Employee or EmployeeBasicInfo, we can also project the data to an anonymous type in LINQ.
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##### ****The complete code is given below.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var selectQuery = **(from** emp in Employee.GetEmployees**()**

**select** new

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**;

**foreach** **(**var emp in selectQuery**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

//Method Syntax

var selectMethod = Employee.GetEmployees**()**.

Select**(**emp =**>** new

**{**

FirstName = emp.FirstName,

LastName = emp.LastName,

Salary = emp.Salary

**})**.ToList**()**;

**foreach** **(**var emp in selectMethod**)**

**{**

Console.WriteLine**(**$" Name : {emp.FirstName} {emp.LastName} Salary : {emp.Salary} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****How to perform calculations on data selected using the LINQ Select Operator?****

Let me first explain what we want to achieve. We want to perform the following calculations

1. **AnnualSalary = Salary\*12**
2. **FullName = FirstName + ” ” + LastName**

Then we need to select the ID, AnnualSalary, and FullName to an anonymous type.
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##### ****The Complete example is given below.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var selectQuery = **(from** emp in Employee.GetEmployees**()**

**select** new

**{**

EmployeeId = emp.ID,

FullName = emp.FirstName + " " + emp.LastName,

AnnualSalary = emp.Salary \* 12

**})**;

**foreach** **(**var emp in selectQuery**)**

**{**

Console.WriteLine**(**$" ID {emp.EmployeeId} Name : {emp.FullName} Annual Salary : {emp.AnnualSalary} "**)**;

**}**

//Method Syntax

var selectMethod = Employee.GetEmployees**()**.

Select**(**emp =**>** new

**{**

EmployeeId = emp.ID,

FullName = emp.FirstName + " " + emp.LastName,

AnnualSalary = emp.Salary \* 12

**})**.ToList**()**;

**foreach** **(**var emp in selectMethod**)**

**{**

Console.WriteLine**(**$" ID {emp.EmployeeId} Name : {emp.FullName} Annual Salary : {emp.AnnualSalary} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****How to select data with index value?****

It is also possible to select values using an integral index. The index is 0 based.
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##### ****The Complete code is given below.****

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var query = **(from** emp in Employee.GetEmployees**()**.Select**((value**, index**)** =**>** new **{** **value**, index **})**

**select** new

**{**

IndexPosition = emp.index,

FullName = emp.value.FirstName + " " + emp.value.LastName,

Salary = emp.value.Salary

**})**.ToList**()**;

**foreach** **(**var emp in query**)**

**{**

Console.WriteLine**(**$" Position {emp.IndexPosition} Name : {emp.FullName} Salary : {emp.Salary} "**)**;

**}**

//Method Syntax

var selectMethod = Employee.GetEmployees**()**.

Select**((**emp, index**)** =**>** new

**{**

IndexPosition = index,

FullName = emp.FirstName + " " + emp.LastName,

Salary = emp.Salary

**})**;

**foreach** **(**var emp in selectMethod**)**

**{**

Console.WriteLine**(**$" Position {emp.IndexPosition} Name : {emp.FullName} Salary : {emp.Salary} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# LINQ SelectMany in C#

## ****LINQ SelectMany in C# with Examples****

In this article, I am going to discuss the **LINQ SelectMany in C#** with examples. Please read our previous article where we discussed the [**Select Operator in C#**](https://dotnettutorials.net/lesson/linq-select-operator/) with some examples. The Linq SelectMany Method belongs to the projection category operator. As part of this article, we are going to discuss the following pointers in details.

1. **What is Linq SelectMany?**
2. **Examples using both query and method syntax in C#.**

##### ****What is Linq SelectMany?****

The SelectMany in LINQ is used to project each element of a sequence to an **IEnumerable<T>** and then flatten the resulting sequences into one sequence. That means the SelectMany operator combines the records from a sequence of results and then converts it into one result. If this is not clear at the moment, then don’t worry we will see it in practice.

##### ****Example1:****

Let us first write a program and see the output then we will discuss how it will work.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** nameList =new List**<**string**>(){**"Pranaya", "Kumar" **}**;

IEnumerable**<char>** methodSyntax = nameList.SelectMany**(**x =**>** x**)**;

**foreach(char** c in methodSyntax**)**

**{**

Console.Write**(**c + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****Let us understand the above code:****

In the above code, we see that the SelectMany method returns an **IEnumerable<char>**. This is because the SelectMany method returns all the elements from the sequence. Here the List is the sequence. And the list contains the strings. Here the list contains two strings. So, the SelectMany method fetches all the characters from the above two strings and then converts it into one sequence i.e. **IEnumerable<char>**.

So, when we execute the above program, it will give us the following output.

![SelectMany in LINQ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAAAfCAMAAAAm9VohAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABXUExURf///wBMiYlMAEwAAAAAK2ylwEyJwAAAAMCJTMDAwMDAiaVsKytspYnAwAAATAArbMClbKXAwGwrAMDApSsAAKXApSsATCsrbEwATInAiStMiUwrbKWliTJfar8AAAF7SURBVFjD7ZfrcoQgDIUXV4HU+156f//nLGBnSkgWt+NYnW34J3M8yRcC6OEgQ8buh3n0IYRCKIQ7ICwrcMNuFL6sfGQNxaqELkY/2g0J1ZqA34SmOZ82I+za2qxPqGJCNTy3gOvaJJ1cVrWbGi45zVS1fiyyPnZKIO1bG6fzDsPL+HTM+HA5J2sYv6+8FM+4KqNSu92bFp9opgcdl4HxsQ2uE0Po+K6fH3GliA+Tc7oPsdqZ9de0b+OoZeXz0mT3ohkP17WFyfpAsj84wsLlR41QrBs5/5yl6G1FS6GTA5fmQTWhQRMvxkdjBUN4PjknTEhiKW754i41ecKQhc4TEk0Q6XrOZ2qH3xHSWAsJu9aaOUKq8Uavb8dZH3xVBWeUFCVkYi0kDGXW+S6lGp8J2Dt8FMQL7Y6LcI5lCJlYS7u0HwHqJt+lRMNcszd8GsDHNNYwXUpjZQhXvdCTm+DxvrzVRl9Kf0WoYQ+A8n8ohEIohEIohEL4Lwi/ALH9sL8mpT25AAAAAElFTkSuQmCC)

##### ****Linq SelectMany Using Query Syntax in C#:****

The most important point is that there is no such SelectMany operator available in LINQ to write query syntax. But we can achieve this by writing multiple “from clause” in the query as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** nameList =new List**<**string**>(){**"Pranaya", "Kumar" **}**;

IEnumerable**<char>** querySyntax = **from** str in nameList

**from** ch in str

**select** ch;

**foreach** **(char** c in querySyntax**)**

**{**

Console.Write**(**c + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now, execute the program and you will see the same output as method syntax as expected.

##### ****Example2: LINQ SelectMany with Complex Type in C#****

Let us create a class file with the name Student.cs and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Email **{** **get**; **set**; **}**

**public** List**<**string**>** Programming **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

**return** new List**<**Student**>()**

**{**

new Student**(){**ID = 1, Name = "James", Email = "James@j.com", Programming = new List**<**string**>()** **{** "C#", "Jave", "C++"**}** **}**,

new Student**(){**ID = 2, Name = "Sam", Email = "Sara@j.com", Programming = new List**<**string**>()** **{** "WCF", "SQL Server", "C#" **}}**,

new Student**(){**ID = 3, Name = "Patrik", Email = "Patrik@j.com", Programming = new List**<**string**>()** **{** "MVC", "Jave", "LINQ"**}** **}**,

new Student**(){**ID = 4, Name = "Sara", Email = "Sara@j.com", Programming = new List**<**string**>()** **{** "ADO.NET", "C#", "LINQ" **}** **}**

**}**;

**}**

**}**

**}**

As you can see we have created the Student class with four properties. Please remember the Programming property returns list<string>. Here we also created one method which will return the List of students which will be going to act our data source.

We need to Projects all programming strings of all the students to a single **IEnumerable<string>**. As you can see, we have 4 students, so there will be 4 IEnumerable<string> sequences, which then we need to flattened to form a single sequence i.e. a single IEnumerable<string> sequence.

![SelectMany in LINQ](data:image/png;base64,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)

**The code is given below.**

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

List**<**string**>** MethodSyntax = Student.GetStudents**()**.SelectMany**(**std =**>** std.Programming**)**.ToList**()**;

//Using Query Syntax

IEnumerable**<**string**>** QuerySyntax = **from** std in Student.GetStudents**()**

**from** program in std.Programming

**select** program;

//Printing the values

**foreach** **(**string program in MethodSyntax**)**

**{**

Console.WriteLine**(**program**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When we execute the program, it gives us the following output.

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-1.png](data:image/png;base64,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)

##### ****Example3:****

In our previous example, we get the output as expected but with the duplicate program names. If you want only the distinct program names then you need to apply the distinct method on the result set as shown in the below examples.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

List**<**string**>** MethodSyntax = Student.GetStudents**()**

.SelectMany**(**std =**>** std.Programming**)**

.Distinct**()**

.ToList**()**;

//Using Query Syntax

IEnumerable**<**string**>** QuerySyntax = **(from** std in Student.GetStudents**()**

**from** program in std.Programming

**select** program**)**.Distinct**()**.ToList**()**;

//Printing the values

**foreach** **(**string program in QuerySyntax**)**

**{**

Console.WriteLine**(**program**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now execute the program and you will see that it will remove the duplicate program names from the sequence.

##### ****Example4:****

Now we need to retrieve the student name along with the program language name.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MethodSyntax = Student.GetStudents**()**

.SelectMany**(**std =**>** std.Programming,

**(**student, program**)** =**>** new

**{**

StudentName = student.Name,

ProgramName = program

**}**

**)**

.ToList**()**;

//Using Query Syntax

var QuerySyntax = **(from** std in Student.GetStudents**()**

**from** program in std.Programming

**select** new **{**

StudentName = std.Name,

ProgramName = program

**})**.ToList**()**;

//Printing the values

**foreach** **(**var item in QuerySyntax**)**

**{**

Console.WriteLine**(**item.StudentName + " => " + item.ProgramName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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# Where Filtering Operators in LINQ

## ****Where Filtering Operators in LINQ with C# Examples****

In this article, I am going to discuss **Where** **Filtering Operators in LINQ** with examples. Please read our previous article before proceeding to this article where we discussed the [**SelectMany Projection operator in C#**](https://dotnettutorials.net/lesson/selectmany-in-linq/) with some examples. At the end of this article, you will understand the following concepts.

1. **What is Filtering**
2. **What are the Filtering methods available in LINQ?**
3. **The “Where” operator and its examples using both method and query syntax**
4. **What is a Predicate?**

##### ****What is Filtering?****

Filtering is nothing but the process to get only those elements from a data source that satisfied the given condition. It is also possible to fetch the data from a data source with more than one condition as per our business requirement.

**For example:**

1. Employees having a salary greater than 50000.
2. Students Having Marks greater than 80% from a particular batch.
3. Employees having experience more than 6 Years and the department is IT, etc.

##### ****What are the Filtering methods available in LINQ?****

There are two methods provided by LINQ in C# which are used for filtering. They are as follows

1. Where
2. OfType

In this article, I am going to discuss the “**Where”** operator in detail. In the next article, I  will discuss the **OfType** operator with some examples.

##### ****Where Filtering Operators in LINQ:****

The standard query operator “**where**” comes under the **Filtering Operators** category in LINQ.

We need to use the where standard query operator in LINQ when we need to filter the data from a data source based on some condition(s) just like as we did in SQL using the where clause. So in simple words, we can say that it is used to filter the data from a data source based on some condition(s).

The “where” always expects at least one condition and we can specify the condition(s) using predicates. The conditions can be written using the following symbols

**==, >=, <=, &&, ||, >, <, etc.**

There are two overloaded versions of the “where” operator is available. They are as follows
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As you can see in the above signatures, the methods are implemented as extension methods on IEnumerable<T> interface. The methods predicate as a parameter. So let us first discuss what a predicate is?

##### ****What is a Predicate?****

A predicate is nothing but a function that is used to test each and every element for a given condition. Let us understand this with an example.

In the below example, the Lambda expression (**num => num > 5**) runs for each and every element present in the “**intList**” collection. Then it will check, whether the number is greater than 5 or not. If the number value is greater than 5, then a boolean value true is returned otherwise false.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Method Syntax

IEnumerable**<int>** filteredData = intList.Where**(**num =**>** num **>** 5**)**;

//Query Syntax

IEnumerable**<int>** filteredResult = **from** num in intList

**where** num **>** 5

**select** num;

**foreach** **(int** number in filteredData**)**

**{**

Console.WriteLine**(**number**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When we execute the above program, it will give us the following output as expected.
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When you hover the mouse over the **WHERE**extension method in the above example, then visual studio intelligence shows the following.
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As you can see in the above image, the predicate (Func<int, bool> predicate) expects one input parameter of type integer and it returns a boolean value. The Func is a generic delegate that takes one or more input parameters and returns one out parameter. The last parameter is considered as the return value. The return type is mandatory but the input parameter is not.

If you are new to Generic Delegate, then I strongly recommended you to read the following article where we discussed the Generic Delegates in C# with examples.

[**https://dotnettutorials.net/lesson/generic-delegates-csharp/**](https://dotnettutorials.net/lesson/generic-delegates-csharp/)

The lambda expression that we passed to the where extension method in the above example operates on integer data type and should return a boolean value else we will get a compile-time error.

So the following line of code from the above example

**IEnumerable<int> filteredData = intList.Where(num => num > 5);**

Can be rewritten as shown below

**Func<int, bool> predicate = i => i > 5;**

**IEnumerable<int> filteredData = intList.Where(predicate);**

It should give the same output as expected. You can also create a separate function as shown below which also work as expected.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Method Syntax

IEnumerable**<int>** filteredData = intList.Where**(**num =**>** CheckNumber**(**num**))**;

**foreach** **(int** number in filteredData**)**

**{**

Console.WriteLine**(**number**)**;

**}**

Console.ReadKey**()**;

**}**

**public** **static** **bool** CheckNumber**(int** number**)**

**{**

**if** **(**number **>** 5**)**

**{**

**return** **true**;

**}**

**else**

**{**

**return** **false**;

**}**

**}**

**}**

**}**

##### ****Example2:****

In the second overloaded version of the “where” extension method, the int parameter of the predicate function represents the index position of the source element.

**public** **static** IEnumerable**<**TSource**>** Where**<**TSource**>(**

this IEnumerable**<**TSource**>** source,

Func**<**TSource, **int**, **bool>** predicate**)**;

##### ****Let us see an example to understand this.****

Here we need to filter only the odd numbers i.e. the numbers which are not divisible by 2. Along with the numbers we also need to fetch the index position of the number. The index is 0 based.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Method Syntax

var OddNumbersWithIndexPosition = intList.Select**((**num, index**)** =**>** new

**{**

Numbers = num,

IndexPosition = index

**})**.Where**(**x =**>** x.Numbers % 2 != 0**)**

.Select**(**data =**>** new

**{**

Number = data.Numbers,

IndexPosition = data.IndexPosition

**})**;

**foreach** **(**var item in OddNumbersWithIndexPosition**)**

**{**

Console.WriteLine**(**$"IndexPosition :{item.IndexPosition} , Value : {item.Number}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and you will see the odd numbers along with their index position as shown below.

![LINQ where operator with index position](data:image/png;base64,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)

##### ****Let’s rewrite the same example using query syntax.****

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Query Syntax

var OddNumbersWithIndexPosition = **from** number in intList.Select**((**num, index**)** =**>** new **{**Numbers = num, IndexPosition = index **})**

**where** number.Numbers % 2 != 0

**select** new

**{**

Number = number.Numbers,

IndexPosition = number.IndexPosition

**}**;

**foreach** **(**var item in OddNumbersWithIndexPosition**)**

**{**

Console.WriteLine**(**$"IndexPosition :{item.IndexPosition} , Value : {item.Number}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will also give the same output as method syntax output.

##### ****Complex Examples:****

Let us see how to use where condition with complex type. We are going to use the following Employee class. So, create a class file with the name **Employee.cs** and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** List**<**string**>** Technology **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetEmployees**()**

**{**

List**<**Employee**>** employees = new List**<**Employee**>()**

**{**

new Employee **{**ID = 101, Name = "Preety", Gender = "Female", Salary = 60000,

Technology = new List**<**string**>()** **{**"C#", "Jave", "C++"**}** **}**,

new Employee **{**ID = 102, Name = "Priyanka", Gender = "Female", Salary = 50000,

Technology =new List**<**string**>()** **{** "WCF", "SQL Server", "C#" **}** **}**,

new Employee **{**ID = 103, Name = "Hina", Gender = "Female", Salary = 40000,

Technology =new List**<**string**>()** **{** "MVC", "Jave", "LINQ"**}}**,

new Employee **{**ID = 104, Name = "Anurag", Gender = "Male", Salary = 450000**}**,

new Employee **{**ID = 105, Name = "Sambit", Gender = "Male", Salary = 550000**}**,

new Employee **{**ID = 106, Name = "Sushanta", Gender = "Male", Salary = 700000,

Technology =new List**<**string**>()** **{** "ADO.NET", "C#", "LINQ" **}}**

**}**;

**return** employees;

**}**

**}**

**}**

As we can see we created the Employee class with five properties i.e. ID, Name, Gender, Salary, and Technology. As you can see we have also created one method which will return the list of all employees which will be going to our data source.

##### ****Example3:****

We need to fetch all the employees whose salary is greater than 50000.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var QuerySyntax = **from** employee in Employee.GetEmployees**()**

**where** employee.Salary **>** 50000

**select** employee;

//Method Syntax

var MethodSyntax = Employee.GetEmployees**()**

.Where**(**emp =**>** emp.Salary **>** 50000**)**;

**foreach** **(**var emp in QuerySyntax**)**

**{**

Console.WriteLine**(**$"Name : {emp.Name}, Salary : {emp.Salary}, Gender : {emp.Gender}"**)**;

**if(**emp.Technology != **null** && emp.Technology.Count**()** **>** 0**)**

**{**

Console.Write**(**" Technology : "**)**;

**foreach** **(**var tech in emp.Technology**)**

**{**

Console.Write**(**tech + " "**)**;

**}**

Console.WriteLine**()**;

**}**

**else**

**{**

Console.WriteLine**(**" Technology Not Available "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![where in linq with condition](data:image/png;base64,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)

##### ****Example4: Using multiple conditions****

We need to fetch all the employee whose gender is Male and Salary is greater than 500000.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var QuerySyntax = **from** employee in Employee.GetEmployees**()**

**where** employee.Salary **>** 500000 && employee.Gender == "Male"

**select** employee;

//Method Syntax

var MethodSyntax = Employee.GetEmployees**()**

.Where**(**emp =**>** emp.Salary **>** 500000 && emp.Gender == "Male"**)**

.ToList**()**;

**foreach** **(**var emp in MethodSyntax**)**

**{**

Console.WriteLine**(**$"Name : {emp.Name}, Salary : {emp.Salary}, Gender : {emp.Gender}"**)**;

**if(**emp.Technology != **null** && emp.Technology.Count**()** **>** 0**)**

**{**

Console.Write**(**" Technology : "**)**;

**foreach** **(**var tech in emp.Technology**)**

**{**

Console.Write**(**tech + " "**)**;

**}**

Console.WriteLine**()**;

**}**

**else**

**{**

Console.WriteLine**(**" Technology Not Available "**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![where in linq with multiple condition](data:image/png;base64,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)

##### ****Example5:****

Multiple conditions with the custom operation and projecting the data to an anonymous type:

**Requirement:**

All the employees whose salary is greater than or equal to 50000 and technology should not be null.

We need to fetch the following information to an anonymous type.

1. Name as it is
2. Gender as it is
3. MonthlySalary = Salary / 12

**The code is given below.**

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var QuerySyntax = **(from** employee in Employee.GetEmployees**()**

**where** employee.Salary **>**= 50000 && employee.Technology != **null**

**select** new **{**

EmployeeName = employee.Name,

Gender = employee.Gender,

MonthlySalary = employee.Salary / 12

**})**.ToList**()**;

//Method Syntax

var MethodSyntax = Employee.GetEmployees**()**

.Where**(**emp =**>** emp.Salary **>**= 50000 && emp.Technology != **null)**

.Select**(**emp =**>** new **{**

EmployeeName = emp.Name,

Gender = emp.Gender,

MonthlySalary = emp.Salary / 12

**})**

.ToList**()**;

**foreach** **(**var emp in QuerySyntax**)**

**{**

Console.WriteLine**(**$"Name : {emp.EmployeeName}, Gender : {emp.Gender}, Monthly Salary : {emp.MonthlySalary}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Where Filtering Operators in LINQ C#](data:image/png;base64,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)

##### ****Example6: Fetching elements along with the Index position****

Here we need to fetch all the employees whose Gender is Male and Salary is greater than 500000 along with their index position to an anonymous type.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var QuerySyntax = **(from** data in Employee.GetEmployees**()**.Select**((**Data, index**)** =**>** new **{** employee = Data, Index = index **})**

**where** data.employee.Salary **>**= 500000 && data.employee.Gender == "Male"

**select** new

**{**

EmployeeName = data.employee.Name,

Gender = data.employee.Gender,

Salary = data.employee.Salary,

IndexPosition = data.Index

**})**.ToList**()**;

//Method Syntax

var MethodSyntax = Employee.GetEmployees**()**.Select**((**Data, index**)** =**>** new **{** employee = Data, Index = index **})**

.Where**(**emp =**>** emp.employee.Salary **>**= 500000 && emp.employee.Gender == "Male"**)**

.Select**(**emp =**>** new

**{**

EmployeeName = emp.employee.Name,

Gender = emp.employee.Gender,

Salary = emp.employee.Salary,

IndexPosition = emp.Index

**})**

.ToList**()**;

**foreach** **(**var emp in QuerySyntax**)**

**{**

Console.WriteLine**(**$"Position : {emp.IndexPosition} Name : {emp.EmployeeName}, Gender : {emp.Gender}, Salary : {emp.Salary}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![where with multiple condition along with index in C# linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjgAAAA1CAMAAAB7qmEzAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAG8UExURQAAAIlMACtspQArbGylwAAAKwBMif///8DAwMCJTEyJwKXAwKVsK2wrAEwAAMDApYnAwAAATMDAicClbCsAALa6v7G1uauus19gYqXApWxsiYlsbCsATGxsbYnAiStMiaWJTKWlbEUtOWprbGtsbCsrbINefYJefUwrbG1tbaWlpWylpWtrbNbW1m5ubtHT1Nrb3NfZ2tna20yJicrMzdTV1s3NzsvMzdPU1dDT18zNzWxtbWlqa8PGydfX18rN0EwATNfY2tHRoI/F39jY2JK4zKWliZC3y1hefdfXt5G4zJG4y9XXtmyJwEyJpaVsTGwrK4mJiSsAK4lMK66yttzc3aaqrqqtsdzd3dvc3M7Pz6KlqZueoqSnq8/P0NjZ2tXW1s7Oz21ubtjZ221tbs3OzsrLzZyfo3yAhpaZnWtsbVxdX9DQ0NbW18zP1M/R1dLT1NHS1MnLzZGUmHh9g1laXN3d3tLT1dDQn3R4fsbKzlRVV0hKTb/Cx8nLz2dpasLEx2hpa8bHytDS1JK5zNDQoN7e3pC3ys3P0dPV147E3o7E39fX2NfYt4axtnGepsOegdTWtq6KbkxMibhEo6AAAAb0SURBVHja7VsHe9s2ECUpCSUp2pYsd2TUqePWTpOme4+kO2m6995777333n+42AABkgApmrWlu+/LFwTCeAc84A7SS3DDjdfvPwkMrKYFQBywRsT59bfv9wdgYHXtlyMfAXHA6tsPR147F1YBrLZ98PoTQByw+vbQ4UeeqW4RxYmzZlvZoJ+0CDWd3lcUxw1gNOvVmd1/+OnnBv24AmQUZ/Tv3jA0amqvxPKi+td4RP6FlhaaIo8w5sxNHBN8QXM8UNgacXrDyQrulR9Rh+Tvjkevat5Rv2SBlrKguuBtDz/1/NkUYG+YuFYknPIiMIhzMJuGOCnpGYUO4rjBs42+aLE94mBg41Fd4hS5Mx1xxGKrAsbUG2aVBX87/5JLGXGCyLGH0xInWv43T5w9ayvNiTMeZT6hygl+0Ce8aTFUocntYYDu7NcjTqE77RKHjZZOVioKjYhD9zASMYvcXTSW8IqIXnikSsVe3njQz3DJmNUKZ3hpUJ449x5ayE2KJvviyVlDfdbyAcejRL/k9e7YHY7HBl/FKGS5g0QIFwOhyd6RGdcMYBhGEtxxVz/TFlNSoDRvsd3RekXG7OyIG2fBXHCLOLT9eLS0UFGoQZwLL7/yKn7j4AnIH+qDhkrAV1W8RjTGMSixjoxFHMxngzghSihxUMZOHML7vuvmA3gaJGBUDBjF3E+rO8YzWeHdbfDmwZSrhSx36GfkxpF4EN23PAEt4uxdPbB2DyaOAKZgFPlV5o7WS9SI2dnHxgVhEUfPbGiugyfoDfcMw4pCE+KQEIc3k6+lFkLKiCMbs9vecaX3OB904oxXF+U8uDsOtBgErh+Q42ruT8GIWj6X707wsO5O4tDjEsfECz6pdIfVyEJEb1s8TG9X1cmMJivR3RnrIiMdg1Hpl+mOEaoof8XshDNs+V0Jd6YKeKlx3x6lSVmhBnGe/fCy09mrKhTHjwyAq8SWlhFHNuYRMnE+kU3iBGnIDjWLCIjemYRQo9LIYqbbdGuN7jo8N3FoM9xYTirdYX1Scv3IMO3ERIhD9zaRwLSjVulX3h0NvKiRs1unMHAkcKSAlnbTiyWsKNQgzpNvEeIk+r3NBpDUaYU4tLFFnN7aPlyfkuo0RxxfD0hXqzuH53fjoDgUxAl17/LECc3EoZI4/IYQwIw72tMdBV7WyNnJB6nPG0iGM1zoDfn3HxWFGsS54LyLFXHYUuXT8FLiyMY+xEljMz8lqzg4tJvsGO9u7LzfS22xrDvbQCdxWHcacBODODSVYFlP0oA4EpgWqhJ/dzS6iRo1O1q+dtV94ah8SnkRiTdUYaEpcSi5ZZqbT9G0rE47CaRNIXGKviS0bpwgOshTpFSPNbhzWB6vOcfPCFheZnfnKVtYDD61kkieBotJlTspybFJjJB4iohjAOPrkCYSmPacUH6lLnc0uokaNTuD5VzwVHRI2VM1ZMtSUfC3695+QSMOvRky8YCVhZhHJXpjqBreeAri0CcgTQsjnThsjuoB5avB7h6Jj2zwpM7YfPIJfX3zSZU7JPcLI/meT2oRh8QGBkyDofwyYVjuqF6yRpvd/tLNfnXKmcRSIvEVeUXBnzjfvvPKXP04Nx7VupG3KYzof3fi943vzpwr4kRxuPNhTPETX1t2y8ZN80Qc+kvSToeRxtvAiTkjDlhb9ufGCSAOWH376/iJc2AVwGrbbZu3AnHAgDhgHdnfm8fWXQ/HHaw53goDFTKxf44fW+9Cc6yUr9y60RwXPIRDD+bNogqZ/zYvZMgu8bFLhfzH5o/rXWiOrS/ru9Uc1/FiVlXIbB+I2MpDfOxUIf/80zfrXWiOC4jTpea4hhczq0IWA/iIj90q5CuOXnN1F5rjAuK0oznWfmLlmJXm2EKoiY+jsug8sypkceH4iI/dKmRFnK3VHCMjxWlNc6yIIwByzXGm1LoaQtFIk/YWrK0i+wypkMVt6iM+dquQ3/ziq6+70BxbnrSlOVbEEWMZeKhoWNbkTmUh5llWITPxjYf42K1CfuOTz7/sQHNsZw9taY5z8hlNZ0zxpKbERnmRlr0kZ1mFTO8kH/GxW4X80nsff9aB5ljDrRGnDc2xPjvDrEn4+MgFxNGkvdYXBzOrQmb4fcTHbhXyYy+/+2kHmmMz32tPc0wb5wTDmmg4CUqIo0t7C1HOpAo51QT81eJjtwr5gUdffL8rzXG6FZpjRp44UZglHjmyhlD+Rz0l7Z0bFbL4XsZHfOxUId/34OOvdqE5tl6/rWmOSYamRLpZ/p3FPtIRci+kkHd+VMjq4PqIj10q5JNPOfW0Of+5DlTITQyIAypkIE4TAxUyEAcMiAMGxAED4oCBAXHAgDhgQBwwIA4YEAcMDIgDBsQBA+KA7Sj7DzQB/GvY+86iAAAAAElFTkSuQmCC)

# OfType Operator in LINQ

## ****OfType Operator in LINQ with Examples****

In this article, I am going to discuss the **OfType Operator in LINQ** with examples. Please read our previous article before proceeding to this article where we discussed the [**where filtering operator in C#**](https://dotnettutorials.net/lesson/where-filtering-operators-in-linq/) with some examples. The **OfType Operator in C#** belongs to the filtering category of LINQ operators. As part of this article, we are going to discuss the following pointers in detail.

1. **What is OfType Operator in LINQ?**
2. **Examples using both Method and Query syntax.**
3. **Difference between OfType and is Operator in C#.NET.**

##### ****What is OfType Operator in LINQ?****

The OfType Operator in LINQ is used to filter specific type data from a data source based on the data type we passed to this operator. For example, if we have a collection that stores both integer and string values and if we need to fetch either only the integer values or only the string values from that collection then we need to use the **OfType** operator.

Following is the signature of the **OfType** method. It is implemented as a generic type, so there are no overloaded versions available for this method. This method can take any type of data type and then fetch the specified data type values from the collection.

**public static IEnumerable<TResult> OfType<TResult>(this IEnumerable source);**

Let say, we have a collection of type object. As we know the object class is the superclass of all data types so we can store any type of values in it like below.
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Now our requirement is to fetch all the integer values from the collection by ignoring the string values. We can achieve this very easily by using the OfType operator in C# like below.
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**The complete code is given below.**

**OfType Operator Using Method syntax in C#.NET:**

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<object>** dataSource = new List**<object>()**

**{**

"Tom", "Mary", 50, "Prince", "Jack", 10, 20, 30, 40, "James"

**}**;

List**<int>** intData = dataSource.OfType**<int>()**.ToList**()**;

**foreach** **(int** number in intData**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![OfType Operator in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIsAAAAdCAMAAACt+G+TAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAEpUExURf///2wrAMDApcCJTIlMAKXAwAArbAAAAMDAwABMiWylwAAAK8DAiUyJwEwAAKVsKysAAMClbG9vbytspQAATInAwOHh4dvb29PT04lsbKXApXBwcGxsidLS0tra2uDg4F9eX9PT0tvb2uHh4OLh4dzb29TT03Bvb9TU1Nzc3OLi4lBQUODg37GvsdzX3JaUlpyZnNPS0tva2uHg4ExMXLu9xEpKZYnApaVsTDo6YHh4oNra2UxMTIB+gF1cXYuKi2hoaISDhKmnqcbFxuPj49XV1d3d3V5dXrWztXh4ri8sSq6rrra0tn12mH2Dpo6OjlBQrra2xLW4waekp4uJi4aGhsrHysrGyqelp6CeoMzIzLe0t6Ogo8C9wLm2ubOws9fT10wAK0xMieogTPoAAAG7SURBVEjH7ZXXdoJAEEBXaaISE8E003szmt577733/P9HZAuCMMP7PGRfhLnM7IUzO7L9w4MyI7LOK3tkXKbPtrbJuNwdT1o0Fnt8fyDj8v302UfF5blWJePy+vFFxuWlVj2y7IxYOr8XV4XoI25Gk78QOX4SRCKQTuFZIpZvQhB7q+xuWrZkEuuWaTQ+YBrLWQ1HjqaiCJLvIGQwlMtKF4DY/c7GeuCSk9s6Lc0B95ZSKghRkJGAvJKOIzf/y/eDiE2Mj5UDF9PQRQ31dRu3S0AKJiARxpBXKoj9IPJd/HaxOTGNDkOHLiiShZOQeGUM8bhwgYgNDY+M+i0qq5qdKTPBBSJemFfEkK16F0HixneJodAll+W+6S5pi7ogiJ+kQhKSfQmRrKZc4oi1trUXg29nGrLB8X5BkCvPJIqSCspr1S9xFLp4pfqJcKNt33iOoshWkwfNUi4QORm18j8AhS5OeOZ1C7ogyFfBsyKjByB0L+XictFwuOrx2er3YQzxkVUf12iWmhMABS4AscGB/iKV/yNKLnOzM2Rcenu6/12Iu0ytLcyTcblZXaTicntxskLF5ery+pSIyx/5IXsJRrMdcAAAAABJRU5ErkJggg==)

##### ****OfType Operator Using Query Syntax in C#.NET:****

There is no such OfType operator available in query syntax. Instead “is” operator is available which we can use to filter data based on a type from a data source. In the following example, the collection contains both string and integer values and we need to fetch only the string values.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<object>** dataSource = new List**<object>()**

**{**

"Tom", "Mary", 50, "Prince", "Jack", 10, 20, 30, 40, "James"

**}**;

var stringData = **(from** name in dataSource

**where** name **is** string

**select** name**)**.ToList**()**;

**foreach** **(**string name in stringData**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# OfType Operator using LINQ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQcAAAAiCAMAAABlY+ykAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADzUExURQAAAABMiQAAK4lMACtspUwAAMDAif///8DAwMCJTGylwGwrAEyJwInAwAArbMClbAAATKVsK6XAwMDApSsAAKXApW9vb9PT02xsTCsrbNLS0l9eX1BQUCtMiSsATCtsidPT0tTT09TU1G5ubnBvb5aUlnBwcEwrbInAiaWliamnqYB+gNPS0l5dXtDQ0bOws1pbXKupq0xMXLu9xDo6YHh4oF1cXUpKZXh4ri8sSjU8QzIyPE1KTVBQrl1dXVBQay80NC8yNENDQ0xMTLWztYuKi2hoaIaGhrm2uUwATGyJwEyJpaVsTKWlbGwrK4mJiSsAK5T5ihUAAALMSURBVGje7ZbndhoxEIUlrxxWoAUENgmJ04ud3ntxem/v/zSZGdUtLMvB8XFydH/4GHE1mvl2NCz78LGX1Oux9zssCfQpcSB9PpUYoC4nDqTbh8RB5PIgooy2/lY/3BS5kW5xDSeYgMqzLiE3+hhOVjnorilx3H5ssxuHFvNKuvYIy9wetLuGk+mAjYuuHCTuWOv5i64cWswr6fq7Lhz46GvG+Pd+dw5MTAf/EocLVyIOwvQzH53OR/NJFB1WJPv2s6+9B5bOFDk0iKl3OMkqHDisOw91r6SvNOw3xag8p628folcacJ/Zc3IgXpzsTlK3kfmy+9OzAHjjQsJ20bz7au7UWlQ0N7uj9/AgQOKcaEpdoY76ANT0YOy/QDBnMcvwuiQZvu4gB0bJyCOPbShNH+WNwOHhgtXMofkfeT4IS3S+Uuew7jIzHPkeTacaPPR96P4pTf6dtYp5I7PGTcigtjr5oOOPIEDzVsZetnErHV2WIjNkMe8Ye6UzD75EJl3uKIRB+46HP6BvxUOVLKkDjX95w4fWvSV3wtiGpYdB2lLU7YcGL5NE9+U5s5yZux9uWg+WLNPPkSGhJaSOD7ryMHiVnimijlgbUrX5iRr5eA9pU6qlObOCgEFXH7dbo44xCNrGYmIg7lGkHsLB3OTSxzgvy97mytyMGmXzLUfhnCWCvdiS9R/vEtmn3w58oJzmjjQcTRqahxsYypJF1yV7gW2tmSrcqBxR6OvVtfZgZmO4axgppWszRySL0U247wbB7pimrVwwHENFlHiUH1VaOBg3lmng8CBBgPtE9W3T/xGm8ljz/Jm5AA9nrWYo+RdZLHsdRl0bnaU3/oPTwfAga/15nhEdGNdDir/HzCwkzOWlDgkDhXdv5cYoB4+TgxQTx4kBqiXTxMD1P7zxAD19kVigHr1OjFA7bxJDFDP7iQGqLsXEwPUrcQB9QfW2zxy7E3P4gAAAABJRU5ErkJggg==)

##### ****OfType and is Operator with a condition in C#.NET:****

Let say, we want to retrieve all the names whose length is greater than 3 and all the integer number which is greater than 30. Here we will use OfType operator to retrieve all the names and “is” operator to retrieve all the integers along with the required conditions.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<object>** dataSource = new List**<object>()**

**{**

"Tom", "Mary", 50, "Prince", "Jack", 10, 20, 30, 40, "James"

**}**;

//Using Method Syntax

var intData = dataSource.OfType**<int>()**.Where**(**num =**>** num **>** 30**)**.ToList**()**;

**foreach** **(int** number in intData**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.WriteLine**()**;

//Using Qyery Syntax

var stringData = **(from** name in dataSource

**where** name **is** string && name.ToString**()**.Length **>** 3

**select** name**)**.ToList**()**;

**foreach** **(**string name in stringData**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![OfType Operator](data:image/png;base64,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)

# Set Operators in LINQ

## ****Set Operators in LINQ using C#****

In this article, I am going to discuss **Set Operators in LINQ**using C#. Please read our previous article where we discussed [**OfType operators in LINQ**](https://dotnettutorials.net/lesson/oftype-operator-in-linq/) with some examples. As part of this article, we are going to discuss the following concepts.

![Set Operators in LINQ using C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoIAAACOCAMAAACSc5l1AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACfUExURf///4TH/8aC/wCC///H/8b////j/wAA/1Km/1IA/6VV/4QA/6Xj/+em/wBV/+f//zo6Ov/Rk7Pp/zo6c3O07JPR/3M6Ov/ps+y0c4Sm////7P//0+fj/+z//7NyOjpyszqU05M6OtP//zo6k4SC/6XH/1JV/9OUOqWm/8am/8bj/6WC/4RV/7O07LOUs5M6cyoA/4B0/7PRs3M6c+fH/+d40rwAABM/SURBVHja7J2Jkts2FkW5gCEbJDxyxrFjO4udeJLMpGarmv//thGJtxNkS3IrrVjvVrkXNQmAwOXDQvOgqlwul8vlcrlcLpfL5XK5XC6Xy+VyuVwu181r7F/85fgt9n17/PbVQ98e/w2lI796e0ayx0SO6uzHaVJZ9znXc9Qc02wKKW8p5utbXTVd4pLYsbj5sBEKlOay9ZMsaedmeSK9//fXuonmup0dM7dB6Pthw4KpbMwNo/RZtfXDJNIrH/PYHXMtC+ZyjHgnZrWypLWb50n08vDXr41ZJqjl/H0qW3ArNu7EwFXoSBxX2IHis5Os/STBqGTBJeXFglx8+G128ehx8IkMeDAWDMvd3cBdPrfHbLaAN/38w9wCy3dqt4QR4vjD3x7mtgn5MP77kCNsjf3YhKFxor6thSh8PG/OFz/htI4R7O/LhyOcGLOt0YgjFmkOdSOclGRBIQrOJ0R5QxQtOKAFGzg0Lbmm/EvwMPg0Fvz5p5fagvPob2mSMX9vOQbUHKs6ZUHoZo9tmyBUNDqeQbjLkTOfevxJWjDQKDDOH2HHPZuI08qOq7FAtbZg4FMix6xG9KDSgnTstgXnLKEWwKxBmDmdFa5dey7UFlza6NgCdZO/DzAuytaM85el8mVHvDTg0nSJhpA1HEwdsWjunEYnW5F/XM5tMBbWMq2YHZDAJJgpfB0h+g44mRohhCu7oAWPX6OcX6ws+PYB70FhvJEuKfXFQaXrCSw4N0HK/6YAZmvlOD72YMmhMtPZCXvcBo3Y6ZHekC02LcfX0hk8qFsSbvCgVqYVlWUhxqEFoWNs4MCOBrLaKWjBSXWlBQvWyw0AFqztZKZxB17PgnPDxdz/1g3HG6j9iH2gsuCIfWXKrRVXMwvsPCeedwz7FuzAyiKtCAcl2c2iBRsar01Q1uXH0cxwaCz4qAWX9akNC6bzV49cJ1twtsCYe7N2qXFpwdkPU7AWnJt5iZpoqlhcYGmW0VfiyaW2oO6Il6bGaQMN/WiCMdBEwVgw8IE4YFBT8TMsOId00RFHHI1UcozhenoL0nTzaIPFZsKCuTGsBRPOVIQFC70fjOKKA8DCdISjIKUFP46wKHJSFMQbYjjfgvlEnI7MXfoDphPPWRR1nWvBCEEjQBjTFqzBctqCE8QxaHW7XNeAwcY8l64Lk0pcQxl7HqzBWFBHMF6r2xsLSguqacQ5FgxiVi1mya5rWxBG+rQ8qy3Y4pMDNTkcluYiC+aYFsk8gZZ2j+0/wmS4Vktremlaz4gxLbJgnnG0wv12RowWzL+L+2XLgr1YKkILLt7TS9ND5VHwShZ8eXglFqdxgXdpSTsWhOAYuUHGXsw1JrFSuDbYRH7Epp3sITWfL9cF60qOBSGFsLUuSFGw6U8bCxYtOBdQPaDD4roFr2rBuT0m0X2qGfHST0b0T8vT3XbpzKjvS6bTyo3Y8s8DHlXrEUBLvSE9HaG0cFg422pK2Af3E/bVUT4dwRCZ9H9+OMuCPPPNtv+tp5zcgl+4mlt9ADu69dyCLpdb0OUWdLlcLpfL5XK5XC6Xy+VyuVwul8vlcrlcLpfL5XK5XC6Xy+VyuVyui3U66Pd8bf1f6KfI4XHcn8zl7BzVyW8/rw76Qt5Np/IqHrNfwLdnXFW6IINr6d0Ph4N4fbM6A/R7txZMn1FYfCHZUrlGUTHNBbTZXKhTr2osF+JZ9P7jh6p68/qDtslJoN+7teBnFbYxVIZCxTSMleguuUNOKkRN5Ntnt+A/56/f/vyTbcpN0C/QBQXSF7G96hbDF8+RFJNfWqeazmCqEV5Gf/Ed5YBViS+tE9slHz9w/rLBaih3ErQDeAddvLSOac9l+o6aDM+rqfD8Ln5LV8QnMF42qlfk4RbImJOmX9UXJZWLQ1iItiJeMcVJLOYCMpmzhrzx+DmvhTdgsMt4hQmTUxdHhRp1Hd+CFFVmH/QLP7cVIX2DvqsZwitpu0zr6Piunw/NKF2RQ5QMkYqRrLmea86fhg2QexDdlwC6rS046jgU1qiRgRPuViegBS00TlqQS2XLO8obg/KQFkwSk9KpSqTjA/SjFrtM3AtsAnlx0Ybf8YYAdRps9AjoN3thItAtY3uxBhGKGTUYLYOoidk8ASZwzkrkQBCOCaMcUg2XpDl/HbI7wCoR53dS6C1hwQaYTNKCSIe1COKxdAK388S8QWVBUSpT3iUSaa4YQ5JtnwyYOvD0JI4PUJEWu0xU4wHG9OLiRKHI4TeDa3/3w4/fm3HJFugXUCsx02MMtlfNtwisZciXHV7/ANiqlLt6QglDk2AfEZCUOgfIVuSPfxUWQEI+mCQxqFBYcMSubFidJ64lQuxeCqRPkK1tEdmUDsN2VHkppJKBch5rgF1FsE6Cm/HxwfQDtSqU6Ej0xbVmXnQ7Gwb8qulue6DfoAiptexh1f4PPUVMaQRR083xgNh/Oh7RsGeAOIQ+xDabg+SnBatai/xlt99pCzBhrl5ZELL6So0F+Ty8FsIcdasTFECdJ0EiHS6VLW8ldwDgPHYtCGtkrTg+MGlTYZflFUpKti4U3go3Q0p8//EM0G9gTCC0QTKVLCC8exY8fvqPh3k+M41ca9RriZ5rLkWatxt58b/8B72ewEC3tQUFtPpMC4rmnvYtWEyHS7UqL984tchDW9B0xG3FUzs4Ho1vscvKgowkNYWquPO6jXHgQfXCckpbBv0aQqrdfUNAePcseEzzt4US90lsIIH4uKFRu+a8+H0ZaH/S+evi1vtRMJ1qwTWV9bwoSIPDXCpb3sAz70FOBxq1N4GejogoaMadK+zyXhQUVVWpzRCeW9/qdWmO7mXQ74ruu1qOExBeYcHVWBBWNDIAXVsQnb8OGUO1sxeZ7nPMWDDtjgX1NMJ0h+eNBcX8ZD7ClhcWAbLPRB7CgpKq2VZ6LKi6aPyW9seCdemGuiG9ef2q/PRmA/Sbp2ZBbtjA2F61kqAtaGfECLcMfW/iLIJT9R3RZZRlJfLHVGpoCrMogrMobKC9GTGdx9eCM2SkDYsToEHtjBhvOxom42xClpe3ItB5yL5EL03rGTEczxbU2OXSjFiE+Jojxu1EQV6UPhH0C4NaUWtBj7cFhHeFOjXLaLAjQ20sSLvRcZOwfTl/1aR6LCjX7MSS4+a6oB0uiTW4aX0CsFztuqBcweNS2fJSYjoPddupB3SxdLwcC0rscmld0C5W0ljwVix4yPpwMuh3qcNWdkGM7aUKzBBehb3XT0do0BhXcRbjlBw/DWaQ1Rae+us+p+nlHortI09HKrXp68AJd+unI9xVNmb35GX3FfF0ZCiVV228x3k06gnTyKerpyMND5HoYY7ELuMVhsIygf4PEsHheZc8Sb5LRd9n7I+XGF+53IJ/vIJvL+MWfPYY6DtNuwVdLpfL5XK5XC6Xy+VyuVwul8vlcrlcLpfL5XK5XC6Xy+VyuVyua+p00O+JvNs0PcafvAplLBpc0CxZjOJLUltvTjWdfd385BfCL6cCj+dRLv+sWt7i/EY33Ymg3xN5t7H/81tw7C+24MVU4MTvCH/Revev72cbfqNb4STQ74nNkPpnsmDJUo9acC+Vi94tvRigkfkTQGX94qX5go+Afg1aluo5ISGK3tYHQAyhoAoUXqB1jIj9lfWNGTHV1hKFI5UR34DvDGYYbTMytKDGl8bhT8mS1zJpLfYaf3P8DT4WfInGRCnA32AIawUVODBSYRTvnI89UX3bY2r/YQZrUu+if/H6VVpwH/Rr0bJc9bN+6ZXzsid7CWXTFF6Bq8BPJ9MPMdXWEIURjTEwmXLQmGG0IH8YGOhiWbvagorCwRYUmI5hTc5N9Huj4W4D14fCgwjcWv70v3jHtLoTuYMo+MoOonZAvxotSxbM3N4p9+MBTNCKjrhE4SUAT0sxrKVS4MmhFw3DROGAoGpg5SI7uJN8qQY4RR2Bpoix1Bier7IgApxMR5xPmyS1SvHqkIzE8N5cFlEfEpI0wh02IHU3KPRQVRFN+a6C4D7ol6JCbSzYInQXoH7Qg3ZswRKFlzBkrQXJiIwCUeZXRGHo3hr6UlUCMyynIwnR7Jr6Jli7yoJ6+EoWnCTNz5Bzkd+ESY0936iiPgQqDnJo8scKHk0s2jtw4PuPB0sY3AP9rtCyYswtbvjI/a6ajlj+JAQ9Jpy2ZqQHFhyqAlFYAVYnCGUGM0x0QdodgLh82PKqJ26YuluyoOW1qtGrZjbB5asu2zBbeTQ64VJY4vsi/3YnaBODudwD/a7QstqCtbVgvWnB5RxhQRwuSYLaJMGBlii8ELMYzBpoIi8xw9jbwofbFpzOt6Am51qYfe5FrAXrggXlzQjbD9RiMHIf0ps+PAL6HcxGMmULUv9xahSksEa7QgyaXWkH5hGmEwBm/R28qDHD4DP8sGDBdr38cqoFK0nONSDtWo2YuT62o2CLruN+ON4aEfV6evPaLk5vgX5XaNmyBTU6eaq2KLxiLGgmgCIjRbU1S89gr4Dx02KG2WfLh0GgERtBcr7YgnLhD68UBx+NHAuKAAklsGPBFhP55R7BYi9Xuz5sgX5XaNmyBQNjkkOJ9lmYEUe9/CsyQi8YonCU65CRVzwUZpiH+hF3iqrNjHigZ5KbFiRLKQsmM33NycYM+MTZN9FbsT4aBA/bGXHL61tTdUdR8OU8ClwAqyeCfi1atmxBHNjhjmHTBoW3sC5oocy1xCPLGUuQq3dJbOq2mo7wh3J5Uq0LTrtRMNDStIqC0eznkFY7ikxYS1wf+W8vHlbrgrxWLyjGwz10wYfDYYmBp4J+DVp2w4L0gA8Iv1sU3tXTEQW7zRmRFwxRGBNW238YzDB1ofnDwtORZj2rXVkwJ7DuiO3WwlTAXDUjbkLXyvpY1gR5bxB+OkJXNVT3ZEHX84hnvVbJAZ+u6yriQGXDaKMjLV3XVVptSleZntwZs67rKhQ2ZZcDYB/+uVwul8vlcrlcLpfL5XK5/t/evfU2DQRRAPYlloPXLlRCIIGEoC0IEE/w//8biXdn5sx4E8qtXHLOY+3GaTLZW+pvGYZhGIZhGIZhGIZhGIZhGIZhmAdId+b/en9L7gNBTn/HTRU/7vbml3ZgeVXilVW9o/cB3/F/pwSXn/toppElWMnLN74Eu0hYsQS/64me715YgtVG0Jdgklu281ue7PbsU5qvVYkqKa1Dq/vy8ifwQOwH9s6i5KtUVrlL/liCaTR6RUWkTlQQu/dsknvjh2L7VTjfcq/62uYbwYv3VoI8nBQK3rCqgmN18eTjh+aD4Qqzcq3lcQR3SqrRXuq9c8+/fH4WSrB375Phtqc0X9eB5ze/8DNG3mrj+g6kXQ/neslXQaBeyEO7+9F43qRsH94Zqb5vQV1qnK/qN64uRkfHjlh5xYnZmCNt46AQe5hJPbdynpRgF6jfoxoxPvT4++/Ji1evA6zV4efR5J1zmq/1lNZ2pVIie2MycoPQF9NI4VwBMoLkO0kDMqwt2WQ0EPC8GcjFa2sLmlnBYwNa5XyBoateHuRhO4IdsZpMgznG7uRJbc7BCVv64VTEOJrBF9YN396EEhSUB8D34u6f1HxLq5GLYd8Yhg8dUyd90Wzk0NwA+BYl3yVfVATVScDUGXneJPaXXTtfcl/kmmV18iucr2KcWLZweZOH4QiW4GTmU4Fgu8zWyMmTx9v7sHtEMm1uN14i6FZyfRgHxhKUjqLHnRHmc5qvDAy1N9xpr5jA3h/MszIHWlX1KPkefjjvxqtPa1cmFmHxILX7BF/Q98TH3vfucLBbfaEK56sS4liHhE0ehiMVWNDTmTOcPJULLuHlLCMdI0M3ZvBlzYafNtsSbJSWAIv2nObrSlDAP51gDAuWYAarzSeXnU02ku+xKeuOs43epKxQgrPp4X4h6XDax0fj20PpptX4rXC+OpAwkTiWcSklOFIpwVJJMrmAkycD5/aKGQ9usB3gugvkZA4DwSaWoKJmyVu05zRf93s4VwTytlKCm1ZwDo1xPx35tkNDKF6gV3F17rTZIObwgO/X8eNdOB9KcMFtaq4eV0irIg8vbsr17VZw9stIgA/XWkEcrlzgnPj6ScntjWv/5mZr0Z7TfOOSWe5Y+gbJ21oJxrFgu62AWagfKEEo/uQWdfz60LqTRHY5K5wvgK2uQYpL0epzxj/y5FiwjSWo+HBtLNj+qkXHf3pZpkJNSw/rZsQnNV/5PdndpssiZNsAeVsrwTgjdpJvUS6bshcXlCDwvNqi6LWtGW7Fi42cr1jZK7iuz2cLCQ+4KcgSdOPTM2I5WUtQ8WGFt2FG3MoTcrj7JZYgKKspzCtw7a6u+eJCWl4d2Rd62cjbWglW1wV7/DDo4g2WIPC8tlmCH0vpPktlqlxbwcR1wXZzeZCHd35F8l7rgjp0QM5tV1kXbOGh8mvHEtS9C+2F1n0KTmm+Vrv2tcQiq4k9DCvDWNB/OxIkX2sczBleVOkN27WlYPZJ85bb6G67xWIP347kQ/HyJg/bEdONG62o8O2Iniz9v+HDTQfb8M04iNX/DNkRGHy4/EcrsawbliBLkGEJ8g1lCbIEGYZhGIZhGIZhGIZhGIZh/nS+ArcWboorjlUtAAAAAElFTkSuQmCC)

**Note:** The most important thing that we always need to remember is, before learning something first we need to understand where and why we need to use that thing. With this keep in mind let’s proceed to this article.

##### ****Set Operators in LINQ:****

The Set Operators in LINQ are used to produce the result set based on the presence and absence of elements within the same or different data sources. That means these operations are performed either on a single data source or on multiple data sources and in the output some of the data are present and some of the data are absent. If this is not clear at the moment then don’t worry we will discuss each and everything with examples.

##### ****Examples of Set Operations:****

Let us discuss some of the examples where we need to use the set operations.

1. If we need to select the distinct records from a data source (No Duplicate Records) then we need to use Set Operators.
2. Suppose we need to select all the Employees of a company except a particular department then you need to use Set Operations.
3. Another example maybe if you have multiple classes and you want only to select all the toppers from all the classes then also you need to use Set Operations.
4. Suppose we have different data sources with similar structure and if we want to combine all the data sources into a single data source then we need to use Set Operations.

##### ****LINQ Set Operation Methods in C#:****

The following LINQ Extension Methods are provided to perform set operations in C#.

**Distinct:** We need to use the Distinct() method when we want to remove the duplicate data or records from a data source. This method operates on a single data source.

**Except:** We need to use the Except() LINQ Extension method when we want to return all the elements from the first data source which do not exists in the second data source. This method operates on two data sources.

**Intersect:** This method is used to return the common elements from both the data sources i.e. the elements which exist in both the data set are going to returns as output.

**Union:** This method is used to return all the elements which are present in either of the data sources. That means it combines the data from both the data sources and produce a single result set.

# LINQ Distinct Method in C#

## ****LINQ Distinct Method in C# with Examples****

In this article, I am going to discuss the **LINQ Distinct Method in C#** using examples. Please read our previous article where we discussed the basics of [**LINQ Set Operators**](https://dotnettutorials.net/lesson/set-operation-linq/). At the end of this article, you will understand the following the Linq Distinct Query in details with the following pointers.

1. **What is LINQ Distinct Method in C#?**
2. **Examples of LINQ Distinct Method using both Method and Query Syntax**
3. **How to implement IEqualityComparer?**

##### ****What us LINQ Distinct Method in C#?****

The **LINQ Distinct Method in C#** is used to return the distinct elements from a single data source. There are two overloaded versions available for the Distinct Method as shown below.
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The one and the only difference between these two methods is the second overloaded version takes an **IEqualityComparer** as input that means the Distinct Operator can also be used with Comparer also. If this is not clear at the moment, don’t worry we will cover the use of the Comparer in this article also.

##### ****Example1: LINQ Distinct Method on Value Type****

Here we have an integer collection that contains duplicate integer values. Our requirement is to fetch remove the duplicate values and return only the distinct values as shown below.
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The following program shows how to get the distinct integer values using both Method and Query syntax:

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intCollection = new List**<int>()**

**{**

1,2,3,2,3,4,4,5,6,3,4,5

**}**;

//Using Method Syntax

var MS = intCollection.Distinct**()**;

//Using Query Syntax

var QS = **(from** num in intCollection

**select** num**)**.Distinct**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-12.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAB/CAMAAACJ8CHFAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABLUExURQAAAGylwAAAK0yJwMCJTMDAiUwAAP///8DAwABMiYlMAGwrAKVsKwAATInAwMDApStspSsAAMClbAArbKXAwInApaVsTIlMTExMicRiUbYAAAEGSURBVFjD7ZjLEoMgDEVVtAUVSot9/P+XNsim6wOjXeTuz8hkbm4SuytWp6KKdmRg2l49Q/1zGSAqUvRvUWOzbot2laqBsp1mRoqBHWRPazsfVlwp3HPG0o9GTDo6cirIod+ziXtCpfo1YtWci5z1AVs4bRg1jzutU0WZ0oYTEb+4CoUzJw+66aJdpWoWT9ROMicpGqcPRGXzcRCVXoVoTkOG7jseQ11OQ4aW44oHheMJ4zScVM32JriEn+PfGrTu3uD3lQTUGcuPD/j0NazKUQo8alOpGqbTfKSB6wLG4IDw4R2sRZ3ugzyY/eUqp6sjB2H5N4bQ8taI1zX6Wy6H06o9pTpUX8ANCzPjYwBeAAAAAElFTkSuQmCC)

Note: In query syntax, there is no such operator call distinct, so here we need to use both query and method syntax to achieve the same.

##### ****Example2:****

Here we have a string array of names and we need to return the distinct names from the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** namesArray = **{** "Priyanka", "HINA", "hina", "Anurag", "Anurag", "ABC", "abc" **}**;

var distinctNames = namesArray.Distinct**()**;

**foreach** **(**var name in distinctNames**)**

**{**

Console.WriteLine**(**name**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When we execute the above program, it gives us the below output.

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-13.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAACBCAMAAADjafQuAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABvUExURQAAACtspWwrAAArbP///wAAK0yJwMDAwMCJTGylwABMicClbCsAAKVsK4lMAMDApYnAwAAATEwAAKXAwMDAiaXApWwrK4lsbGyJbGxsTCsATCsAK4nAiaWlpStMiaWlbGylpUwATCsrbGxsiYlMK5cGdJoAAANOSURBVGje7VrrepswDMWw2IQEAknT7tLbtr7/M9aSbRkoTWwQ/dbO+tEGOZ9PLF+OjnD2bX3Lkn0mE6q89o3dPry7zVZpK8cYNS+G7r84lbEjjcbIxCFfHaPSGNXuZ6tUox9s8AxwcWogeOjabGv9CboHjOIEXxBvQ/3OOG6O0HWDH5yza2FWpO6tqs2TnrzSuDWGCbBrCpiPGn6+/sHFOScM7L5rG/tNWWo/jEF/0Bh/enMoy4B1Bf1UOITe4DBMxivN4jN+xKAASXU1WLa7SQz4JzFe0CQHGLtHs75d01wM7fp9f4R4l9kbjL2A0VPTbIyuxSjgNEg1wtCexjdFYsBqVAoXrt03xUmpWowx9FQ21LTg4IrZavOsit3+0SbV6hDJks03pCDcCHiAIj/AhjdbQyiOTegxHHl07UNtPZvt3TlfB+PuaW88xfl2W6+D8fKcGw+c4AzBmsJoqhI9OkWwvqUY/iQnjO7+CBjwfC0fmD2OTDbgwSRFLg/WNEbx9HjITTrBcPhOY2ye/x5y08QQrGmMTDwc8srmc4uDNbXPMd845HYmRGKqZMlWNJ9Th8hyDox6dYyPiNWKGFZyO1nuRXiI9g6sl+z2liPMmLwID9HeYRhOcnsM77muJ8PnY4hBngDtvRQjRHsvxAjS3gsxgrR3HIaT5d6zXHsnS5bsHzEeEX7lNGER4ZcVCI8IvxwqI8KJxv2ZSBV4T+xGCNXRoTIinGi8h+Eq8ETspi7fxIcqt11bGu9jUAU+802b+Mg6Ed6jJsKgqrIj9nnjIBF+CYOIXbgXADN0rQ7WEAP/OIxevb2Zs6pIhP/ypHtzxAVAGKN6e7SRCL8lDAgf0jjFioi9UjwZ18XA1hTedTFWLjxUPIWgZMk4+dwcjrU7J3kXqOVz/+K2a4ENv3PmEZbP/XEr+dMU4nOLwaGW3+Xz0tRHVzjyPJ/bOZ+RE0TxOTAeP8aIzzWiOcB5KWHA58iz3OtqyOe4pvAyBOf+6PE55TVdm4goWbIPty9UsP7cGHTXzRXeUWKynom9u25QeC9d7vODeyx01w2YV/iLWGz99++64Ytb9okZ3nWrgGu5MUZ33fAOGneshtobMwjD55xzTtpbJD5PlizZf2qvLOA3ty5oIlMAAAAASUVORK5CYII=)

As you can see the name Hina and Abc have appeared twice. This is because the default comparer, which is used to filter the duplicate values is case-sensitive.

If you want to make the comparison to be case-insensitive then you need to use the other overloaded version which takes **IEqualityComparer** as an argument. So here we need to pass a class which must implement the **IEqualityComparer** interface.

So let’s modify the program as shown below. As you can see here we are passing **StringComparer** as an argument to the Distinct method.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** namesArray = **{** "Priyanka", "HINA", "hina", "Anurag", "Anurag", "ABC", "abc" **}**;

var distinctNames = namesArray.Distinct**(**StringComparer.OrdinalIgnoreCase**)**;

**foreach** **(**var name in distinctNames**)**

**{**

Console.WriteLine**(**name**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the distinct names as shown below.

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-14.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAABcCAMAAABJPCviAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABsUExURQAAACtspQArbABMiWylwAAAK2wrAP///8DAwMCJTEyJwIlMAMClbCsAAMDApaVsK4nAwAAATKXAwEwAAMDAiaXApWwrK4lsbGyJbCsATCsAK4nAiaWlpStMiaWlbGylpUwATCsrbGxsiYlMK/UwME0AAAKiSURBVGje7VnbcqMwDOUSqLETDEnT7va+2///x7UkWxDKhhqbmbZjPbQgMzpYtnV0SHaztWU/ASHZ17dcNEtP7A+fDVbthLFmiqBjIpjoxbHxnaUnQpa39cYIpUEo9787IZS5sWkj2OKoIG3oqnbaXEFwQCiO8ED+Mcmzc7g9QWCFF87Zd7Aa0sQqNd2ZRWvIbRAotW5ocR00vLp52eJcMwIG7ztln5SN8cP7mwuD8Ge0drJZ3EsQpcTXH00ME0ReSRuO/IjAqZFiIU022CwC/JOYKRiSFwj7Z9rRbmgdgnG9PZ4gz032AeGQw8x5aCVC3+H8Mf1STBCMRw1DXgiw/4TArWrPSXEUQudTBLOEiodWF6jPH6x1VvoedU+TYmOAZMn8DAkGNz4WSaz/cLjpKOQi/MgNCI4c+u5JW0+1uz/XWyDcvxzIU5zvdnoLhPfXmjxQo4PTNIegygY9hvitLwxhqNWM0D+eAAHur7P86jlkUoEHGw8ZmqZ5hOLlua2pSQgusPMI1evftqah4DTNI2T5U1uXtjsLTNPcmcYeoq3tCuSJh5Il+276fOP+NwoZX69MMch4SSOQ3rBaeZAhrLAH0UzlUXsmiciYtfIIwSlsFs2ku5Vvkmob2GrlMQIr7JFSrHxz6siYA48QWDs60bxmDkzG1xBYNOdO3ntznEnTJQL+cQgjPa38dxKT8cOgZG9PuOyMMNHTvnLQkfEdI0DiUCJzllg0l2LpK0Zw+6Y5sVsibNp8lDGawGTJQnmaSqB21TDmlrQ8PXx47Ttgul/xugPL00NJlbFbD+ZpixCuPv/L0w1poeiFbeBpu9LeTO/F08BmsREmPG3wqETH/r7EPI0MGncvXfI07iP86SLeeRjxNHcqfZdoJlmyZMnW2D/a9DKVIkNp7wAAAABJRU5ErkJggg==)

If we go to the definition of **StringComparer** class then we can observe that this class implements the **IEqualityComparer** interface as shown below.
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##### ****LINQ Distinct Operation with Complex Type:****

The LINQ Distinct Method works in a different manner with complex types like Employee, Product, Student, etc. Let us understand with an example. We are going to work with the following Student data.
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Create a class file with the name **Student.cs** and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

List**<**Student**>** students = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 102, Name = "Sambit"**}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 101, Name = "Preety" **}**,

**}**;

**return** students;

**}**

**}**

**}**

Here we created the student class with the required properties. Along the same way, we have GetStudents() method which will return all the students.

##### ****Example3:****

Here we need to fetch all the distinct names from the student’s collection. The following programs show how to achieve this using both Method and Query syntax.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetStudents**()**

.Select**(**std =**>** std.Name**)**

.Distinct**()**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std.Name**)**

.Distinct**()**.ToList**()**;

**foreach(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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##### ****Example4:****

Now we need to select distinct students from the collection. As you can see in our collection three students are identical and in our result set, they should appear only once. Let us modify the program class as shown below.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetStudents**()**

.Distinct**()**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std**)**

.Distinct**()**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**$"ID : {item.ID} , Name : {item.Name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now execute the query and see the output.
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As you can see, it will not select distinct students rather it select all the students. This is because the default comparer which is used for comparison is only checked whether two object references are equal and not the individual property values of the complex object.

##### ****How to solve the above problem?****

We can solve the above problem in four different ways. They are as follows

1. We need to use the other overloaded version of **Distinct()** method which takes **IEqualityComparer** interface as an argument. So here we will create a class that implements **IEqualityComparer** interface and then we need to pass that compare instance to the **Distinct()** method.
2. In the second approach, we need to override the **Equals()**and **GetHashCode()**methods within the **Student**class itself.
3. In the third approach, we need to project the required properties into a **new anonymous type**, which already overrides the **Equals()**and **GetHashCode()**methods
4. By Implementing **IEquatable<T>** interface.

##### ****Approach1: Implementing IEqualityComparer interface****

Create a class file with the name **StudentComparer.cs** and then implement the **IEqualityComparer** interface as shown below.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

//First check if both object reference are equal then return true

**if(object**.ReferenceEquals**(**x, y**))**

**{**

**return** **true**;

**}**

//If either one of the object refernce is null, return false

**if** **(object**.ReferenceEquals**(**x,**null)** || **object**.ReferenceEquals**(**y, **null))**

**{**

**return** **false**;

**}**

//Comparing all the properties one by one

**return** x.ID == y.ID && x.Name == y.Name;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

//If obj is null then return 0

**if** **(**obj == **null)**

**{**

**return** 0;

**}**

//Get the ID hash code value

**int** IDHashCode = obj.ID.GetHashCode**()**;

//Get the string HashCode Value

//Check for null refernece exception

**int** NameHashCode = obj.Name == **null** ? 0 : obj.Name.GetHashCode**()**;

**return** IDHashCode ^ NameHashCode;

**}**

**}**

**}**

As you can here we implements the **IEqualityComparer<T>** interface and then implements the **Equals()**and **GetHashCode()**methods. Now we need to create an instance of **StudentComparer** class and then we need to pass that instance to the Distinct method as shown in the below program.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating an instance of StudentComparer

StudentComparer studentComparer = new StudentComparer**()**;

//Using Method Syntax

var MS = Student.GetStudents**()**

.Distinct**(**studentComparer**)**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std**)**

.Distinct**(**studentComparer**)**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**$"ID : {item.ID} , Name : {item.Name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will display the distinct students as shown below.
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##### ****Approach2: Overriding the Equals() and GetHashCode() methods****

Now, we need to override the **Equals()**and **GetHashCode()**methods within the Student class. So, modify the Student class as shown below.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

List**<**Student**>** students = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 102, Name = "Sambit"**}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 101, Name = "Preety" **}**,

**}**;

**return** students;

**}**

**public** **override** **bool** Equals**(object** obj**)**

**{**

//As the obj parameter type id object, so we need to

//cast it to Student Type

**return** this.ID == **((**Student**)**obj**)**.ID && this.Name == **((**Student**)**obj**)**.Name;

**}**

**public** **override** **int** GetHashCode**()**

**{**

//Get the ID hash code value

**int** IDHashCode = this.ID.GetHashCode**()**;

//Get the string HashCode Value

//Check for null refernece exception

**int** NameHashCode = this.Name == **null** ? 0 : this.Name.GetHashCode**()**;

**return** IDHashCode ^ NameHashCode;

**}**

**}**

**}**

With the above changes in Student class, modify the Main method as shown below.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetStudents**()**

.Distinct**()**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std**)**

.Distinct**()**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**$"ID : {item.ID} , Name : {item.Name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now execute the program and it will display the distinct records as expected.

##### ****Approach3:**** Using Anonymous Type

Here we need to project the properties of Student class into a **new anonymous type**, which already overrides the **Equals()**and **GetHashCode()**methods.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetStudents**()**

.Select**(**std =**>** new **{** std.ID, std.Name**})**

.Distinct**()**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std**)**

.Select**(**std =**>** new **{** std.ID, std.Name **})**

.Distinct**()**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**$"ID : {item.ID} , Name : {item.Name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

In the above example, we project the ID and Name properties to IEnumeable<’a> means to anonymous type which already overrides the Equals and GetHashCode method. Now run the application and you will see the output as expected.

##### ****Approach4: Implementing the IEquatble<T> interface in Student Class.****

Modify the Student class as shown below.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student : IEquatable**<**Student**>**

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

List**<**Student**>** students = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 102, Name = "Sambit"**}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 101, Name = "Preety" **}**,

**}**;

**return** students;

**}**

**public** **bool** Equals**(**Student other**)**

**{**

**if** **(object**.ReferenceEquals**(**other, **null))**

**{**

**return** **false**;

**}**

**if** **(object**.ReferenceEquals**(**this, other**))**

**{**

**return** **true**;

**}**

**return** this.ID.Equals**(**other.ID**)** && this.Name.Equals**(**other.Name**)**;

**}**

**public** **override** **int** GetHashCode**()**

**{**

**int** IDHashCode = this.ID.GetHashCode**()**;

**int** NameHashCode = this.Name == **null** ? 0 : this.Name.GetHashCode**()**;

**return** IDHashCode ^ NameHashCode;

**}**

**}**

**}**

As you can see, here we have done two things. First, we implement the Equals method of the IEquatable interface and then override the GetHashCode method.

**Now change the Program class as shown below.**

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetStudents**()**

.Distinct**()**.ToList**()**;

//Using Query Syntax

var QS = **(from** std in Student.GetStudents**()**

**select** std**)**

.Distinct**()**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**$"ID : {item.ID} , Name : {item.Name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Run the application and see the output as expected.

##### ****Difference between IEqualityComparer<T> and IEquatable<T>:****

The **IEqualityComparer<T>** is an interface for an object that performs the comparison on two objects of the type T whereas the **IEquatable<T>** is also an interface for an object of type T so that it can compare itself to another.

# LINQ Except in C#

## ****LINQ Except in C# with Examples****

In this article, I am going to discuss the **LINQ Except in C#** with examples. Please read our previous article where we discussed the [**LINQ Distinct Method**](https://dotnettutorials.net/lesson/linq-distinct-method/) with examples. As part of this article, we are going to discuss the following pointers

1. **What is LINQ Except in C#?**
2. **Examples of C# LINQ Except Method using both Method and Query Syntax**
3. **How to implement IEqualityComparer?**
4. **Example using Anonymous Type**

##### ****What is LINQ Except in C#?****

The **LINQ Except Method in C#** is used to return the elements which are present in the first data source but not in the second data source. There are two overloaded versions available for the LINQ Except Method as shown below.
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The one and the only difference between the above two methods is the second overloaded version takes **IEqualityComparer** as an argument. That means the **Except** Method can also be used with Comparer also.

**Let us understand this with an example:**
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As you can see in the above image, we have two data sources i.e. DataSource 1 and Data Source 2. The DataSource 1 contains elements such as 1, 2, 3, 4, 5, 6 and the DataSource 2 contains elements such as 1, 3, 5, 8, 9, and 10. If we want to retrieve the elements such as 2, 4, and 6 from the first data source which does not exist in the second data source then we need to apply the distinct operation.

Let us see how to do this with both Query and Method syntax.

##### ****Example1:****

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** dataSource1 = new List**<int>()** **{** 1, 2, 3, 4, 5, 6 **}**;

List**<int>** dataSource2 = new List**<int>()** **{** 1, 3, 5, 8, 9, 10 **}**;

//Method Syntax

var MS = dataSource1.Except**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** num in dataSource1

**select** num**)**

.Except**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Run the application and you will see the output as expected.

**Note:** In query syntax, there is no such operator call Except, so here we need to use both query and method syntax to achieve the same.

##### ****Example2:****

Here we have a string array of countries and we need to return the countries from the first collection, those are not present in the second collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka"**}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Except**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Except**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and see the output.
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In spite of having the country UK in the second collection, it still shows in the output. This is because the default comparer that is being used to filter the data is case-insensitive.

So if you want to ignore the case-sensitive then you need to use the other overloaded version of the Except() method which takes **IEqualityComparer** as an argument.

So, modify the program as shown where we pass **StringComparer** as an argument and this **StringComparer** class already implements the **IEqualityComparer** interface.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka"**}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Except**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Except**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will display the data as expected.

##### ****LINQ Except() Method with Complex Type:****

The **LINQ Except() Method in C#** works slightly different manner when working with complex types such as Employee, Product, Student, etc. Let us understand this with an example.

Create a class file with the name **Student.cs** and then copy and paste the following code in it.

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**}**

**}**

This is a very simple student class with just two properties. Let say, we have the following two data sources.
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As you can see in the above image, we have two data sources. The first data source i.e. AllStudents hold the information of all the students while the second data source i.e. Class6Students hold the data of only the 6th class students.

##### ****Example3:****

Our requirement is only to fetch all the student names from except the 6th class students. That means we need to fetch the student names from the AllStudents data source which are not present in the second data source i.e. Class6Students.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** AllStudents = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

new Student **{**ID = 106, Name = "Santosh"**}**,

**}**;

List**<**Student**>** Class6Students = new List**<**Student**>()**

**{**

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

**}**;

//Method Syntax

var MS = AllStudents.Select**(**x =**>** x.Name**)**.Except**(**Class6Students.Select**(**y =**>** y.Name**))**.ToList**()**;

//Query Syntax

var QS = **(from** std in AllStudents

**select** std.Name**)**.Except**(**Class6Students.Select**(**y =**>** y.Name**))**.ToList**()**;

**foreach** **(**var name in MS**)**

**{**

Console.WriteLine**(**name**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-19.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAABGCAMAAABhXpNeAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAD2UExURQAAAAArbKXAwEyJwGylwAAAK4lMAP///8DAwMCJTABMiStspWwrAEwAAMDAicDApaVsK4nAwAAATCs0P29vby1BXdLS0i9DYODg4DBFY9ra2sClbHBwcOPj49XV1d3d3SsAACQzTCMxSiIwRycsNotgXRkZGaivwJ6ktKOqu1lcYytAWpXS0rp5LOPXjAAAVQAAV5va2nm62t3RiNXKg3BsT6rdyzBFlYaQnoGLmaWJTE5SV4qVoysATEwATInAiaXApZ9XAFcALS0ALb99LeO2lSs0UsSZem5BXVNDYDBmquPNqpTN48Tdy6/j4zCDvt2wkN3duOHCkFIAAAJmSURBVFjD7ZcLU9QwEMcDgdo2cOQOkKeIIPLyhSA+QFFBBASV7/9l2E2ySbg7mvZsGJ3pzgCZ0vy63ezuv8uerKw+fVC7sf8Py+q3SNi5menJBgvY0ZEULAvcOTScVMVmuCuLgWViYiwGNgdsvvCpnaa4PaewmIVIlbXG9dNDz/C8bY0jI9EL+Om04bJdEKnTlvCbLyyXja1E12Dr0Jex0RGpH2QXzkEkdtpJ2UxQr477lUvmle3CYfEv3VciCOwW1njjuUVYvJvLwJH9PO+HtVfcv9wp5a3PRwFn2eWfflg4+KRrYQ5ORyhUOuziaq0fVidU5i/AXR3kYIaDvdtfq9wTRCC7NPa0IjUPO8t+X59tV4LytASV/foxvR2hMX5v1OHesCJcQWWxutp1OopUxsDWZC93995Gx5KCgShAi1GlL0pofa+tb25s+d7qbgZ6kWnVyiXJVyWbnX84hR0P7BYWPeXkJc8Gw/Z6mxGNp4NEIYTl2Lhr91YrTe1YFWT+t0EQ5uxcEPA4pRgIG6HVNFjEvmDPImBPXj2P4e23N1GC8HrnH8N636i9dqyCgNUlKw44hdiveGQc24FIasRighV2/wGxUA72O9sql9UyO455opbrC4AlvbujygR9XJJyOS2z3goa0NxoAsy7XlQXr2p/zCmXp2V2yrPqbFzo0rv+PQGeLZ1yeVpmsLmdSeFOr+EHsFq1SLmKsMyAS2IFzoxWa7qxRkG8ua0Qqz4/PjI981rl8rZQmnB1ZJJGM1mMPXz/4UCljBrrSLn8LTSOcVOJKudkILaPHi8tRmg1DbbBNtjI2BtyQkUhddZmbgAAAABJRU5ErkJggg==)

##### ****Example4:****

Now we need to select all the information of all the students from the first data source which are not present in the second data source. Let us modify the program class as shown below.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** AllStudents = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

new Student **{**ID = 106, Name = "Santosh"**}**,

**}**;

List**<**Student**>** Class6Students = new List**<**Student**>()**

**{**

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

**}**;

//Method Syntax

var MS = AllStudents.Except**(**Class6Students**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in AllStudents

**select** std**)**.Except**(**Class6Students**)**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![https://dotnettutorials.net/wp-content/uploads/2019/05/word-image-20.png](data:image/png;base64,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)

As you can see, it displays all the student’s data from the first data source. This is because the default comparer which is used for comparison is only checking whether two object references are equal and not the individual property values of the complex object.

In our previous article, we already discussed there many ways to solve the above problem. Here let us see how to use an anonymous type to solve the above problem.

##### ****Using Anonymous Type:****

In this approach, we need to select all the individual properties to an anonymous type. The following program does exactly the same things.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** AllStudents = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

new Student **{**ID = 106, Name = "Santosh"**}**,

**}**;

List**<**Student**>** Class6Students = new List**<**Student**>()**

**{**

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

**}**;

//Method Syntax

var MS = AllStudents.Select**(**x =**>** new **{**x.ID, x.Name **})**

.Except**(**Class6Students.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

//Query Syntax

var QS = **(from** std in AllStudents

**select** new **{** std.ID, std.Name**})**

.Except**(**Class6Students.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the output as expected. Let us see how to achieve the same thing using Comparer.

##### ****Using Comparer:****

In this approach, we need to create a class and then we need to implement the **IEqualityComparer** interface. So, create a class file with the name **StudentComparer.cs** and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

//First check if both object reference are equal then return true

**if(object**.ReferenceEquals**(**x, y**))**

**{**

**return** **true**;

**}**

//If either one of the object refernce is null, return false

**if** **(object**.ReferenceEquals**(**x,**null)** || **object**.ReferenceEquals**(**y, **null))**

**{**

**return** **false**;

**}**

//Comparing all the properties one by one

**return** x.ID == y.ID && x.Name == y.Name;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

//If obj is null then return 0

**if** **(**obj == **null)**

**{**

**return** 0;

**}**

//Get the ID hash code value

**int** IDHashCode = obj.ID.GetHashCode**()**;

//Get the Name HashCode Value

**int** NameHashCode = obj.Name == **null** ? 0 : obj.Name.GetHashCode**()**;

**return** IDHashCode ^ NameHashCode;

**}**

**}**

**}**

Then create an instance of **StudentComparer** class and pass that instance to the Except method as shown in the below program.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** AllStudents = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 103, Name = "Hina"**}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

new Student **{**ID = 106, Name = "Santosh"**}**,

**}**;

List**<**Student**>** Class6Students = new List**<**Student**>()**

**{**

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 104, Name = "Anurag"**}**,

new Student **{**ID = 105, Name = "Pranaya"**}**,

**}**;

//Create an instance of StudentComparer

StudentComparer studentComparer = new StudentComparer**()**;

//Method Syntax

var MS = AllStudents

.Except**(**Class6Students, studentComparer**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in AllStudents

**select** std**)**

.Except**(**Class6Students, studentComparer**)**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the output as expected.

# LINQ Intersect Method in C#

## ****LINQ Intersect Method in C# with Examples****

In this article, I am going to discuss the **LINQ Intersect Method in C#** using examples. Please read our previous article where we discussed the [**LINQ Except() Method**](https://dotnettutorials.net/lesson/linq-except-method/) with examples. As part of this article, I am going to discuss the following pointers

1. **What is LINQ Intersect Method?**
2. **Examples of LINQ Intersect Method using both Method and Query Syntax**
3. **How to implement IEqualityComparer?**

##### ****LINQ Intersect Method in C#:****

The **LINQ Intersect Method in C#** is used to return the common elements from both the collections. The elements that are present in both the data sources. There are two overloaded versions available for the LINQ Intersect Method as shown below.
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The one and the only difference between the above two LINQ Intersect methods is that the second overloaded version takes **IEqualityComparer** as an argument. That means the Intersect Method is also used for Comparer.

Let us understand this with an example:
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As shown in the above image, here we have two integer data sources i.e. DataSource 1 and Data Source 2. The DataSource 1 contains elements such as 1, 2, 3, 4, 5, 6 and the DataSource 2 contains elements such as 1, 3, 5, 8, 9, and 10. If we want to retrieve the elements such as 1, 3, and 5 which are exist in both the data sources then we need to use the LINQ Intersect method.

##### ****Example1:****

The following example shows the use of the LINQ Intersect() Method using both Method and Query Syntax to fetch the common elements exists in both the collections.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** dataSource1 = new List**<int>()** **{** 1, 2, 3, 4, 5, 6 **}**;

List**<int>** dataSource2 = new List**<int>()** **{** 1, 3, 5, 8, 9, 10 **}**;

//Method Syntax

var MS = dataSource1.Intersect**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** num in dataSource1

**select** num**)**

.Intersect**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Run the application and you will see the output as expected.

**Note:** In query syntax, there is no such operator call Intersect, so here we need to use the mixed syntax i.e. both the query and method syntax to achieve the same.

##### ****Example2:****

Here we have two arrays of countries and we need to return the common countries from both the collections.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka" **}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Intersect**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Intersect**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and have a look at the output as shown below.
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As you can see it displays only India and Canada. If you look at our collections, then you can see the country “UK” is present in both the collections but the Intersect method did not fetch that country. This is because the default comparer that is being used by the Intersect method is case-insensitive.

So if you want to ignore the case-sensitive then you need to use the other overloaded version of the Intersect() method which takes IEqualityComparer as an argument. So, modify the program as shown below where we pass StringComparer as an argument.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka" **}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Intersect**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Intersect**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

**foreach** **(**var item in QS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will display the data as expected as shown below
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##### ****LINQ Intersect() Method with Complex Type:****

The LINQ Intersect() Method like other Set Operators (such as Distinct, Expect) also works in a different manner when working with complex types such as Product, Employee, Student, etc. Let us understand this with an example.

Create a class file with the name **Student.cs** and then copy and paste the following code in it.

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**}**

**}**

This is a very simple student class with just two properties. Let say, we have the following two data sources.
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As you can see in the above image, we have two collections of student data. And if you notice we have two students which are appeared in both the collections.

##### ****Example3:****

Our requirement is to fetch all the student names which are present in both the collections. That is the common student’s names from both the collections.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Select**(**x =**>** x.Name**)**

. Intersect**(**StudentCollection2.Select**(**y =**>** y.Name**))**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std.Name**)**

. Intersect**(**StudentCollection2.Select**(**y =**>** y.Name**))**.ToList**()**;

**foreach** **(**var name in MS**)**

**{**

Console.WriteLine**(**name**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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##### ****Example4:****

Now we need to select all the information of all the students those are present in both the collections. In order to do this, let us modify the program class as shown below.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Intersect**(**StudentCollection2**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std**)**.Intersect**(**StudentCollection2**)**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, then it will not display any data. This is because the default comparer which is used for comparison is only checked whether two object references are equal and not the individual property values of the complex object.

Let us see how to use an anonymous type to solve the above problem.

##### ****Using Anonymous Type for Intersect Operation in C#:****

In this approach, we need to select all the individual properties to an anonymous type. The following program does exactly the same things.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Select**(**x =**>** new **{** x.ID, x.Name **})**

.Intersect**(**StudentCollection2.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** new **{**std.ID, std.Name **})**

.Intersect**(**StudentCollection2.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the output as expected as shown below.
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Let us see how to achieve the same thing using Comparer.

##### ****Using Comparer:****

In this approach, we need to create a class and then we need to implement the **IEqualityComparer** interface. So, create a class file with the name **StudentComparer.cs** and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

**return** x.ID == y.ID && x.Name == y.Name;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

**return** obj.ID.GetHashCode**()** ^ obj.Name.GetHashCode**()**;

**}**

**}**

**}**

Now, we need to create an instance of StudentComparer class and then we need to pass that instance to the Intersect method as shown in the below program.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

StudentComparer studentComparer = new StudentComparer**()**;

//Method Syntax

var MS = StudentCollection1

.Intersect**(**StudentCollection2, studentComparer**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std**)**

.Intersect**(**StudentCollection2, studentComparer**)**.ToList**()**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# LINQ Union in C#

## ****LINQ Union in C# with Examples****

In this article, I am going to discuss the **LINQ Union in C#** with examples. Please read our previous article where we discussed the [**LINQ Intersect() Method**](https://dotnettutorials.net/lesson/linq-intersect-method/) with examples. As part of this article, we are going to discuss the following pointers related to the LINQ Union method in C#.

1. **What is LINQ Union in C#?**
2. **Examples of C# LINQ Union Method using both Method and Query Syntax**
3. **Using C# Linq Union Method with Complex Type.**
4. **How to implement IEqualityComparer?**
5. **Example using Anonymous Type**

##### ****What us Linq Union in C#:****

The **LINQ Union Method in C#** is used to combine the multiple data sources into one data source by removing the duplicate elements. There are two overloaded versions available for the LINQ Union Method as shown below.
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Let us understand this with an example. Please have a look at the following image.
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As shown in the above image, here we have two integer data sources i.e. DataSource 1 and Data Source 2. The DataSource 1 contains elements such as 1, 2, 3, 4, 5, 6 and the DataSource 2 contains elements such as 1, 3, 5, 8, 9, and 10. If we want to retrieve all the elements from both the collections by removing the duplicate element then we need to use the LINQ Union method.

##### ****Example1:****

The following example shows the use of the LINQ Union() Method using both Method and Query Syntax to fetch all the elements from both the collections by removing the duplicate elements.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** dataSource1 = new List**<int>()** **{** 1, 2, 3, 4, 5, 6 **}**;

List**<int>** dataSource2 = new List**<int>()** **{** 1, 3, 5, 8, 9, 10 **}**;

//Method Syntax

var MS = dataSource1.Union**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** num in dataSource1

**select** num**)**

.Union**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Run the application and you will see the output as expected.

**Note:** In query syntax, there is no such operator call Union, so here we need to use the mixed syntax i.e. using both query and method syntax.

##### ****Example2:****

Here we have two collections of countries and we need to return all the countries from both the collections by removing the duplicate country names.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka" **}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Union**(**dataSource2**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Union**(**dataSource2**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it will give us the following output.
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As you can see it displays the country “**UK**” twice. This is because the default comparer that is being used by the LINQ Union method is case-insensitive.

So if you want to ignore the case-sensitive then you need to use the other overloaded version of the Union() method which takes **IEqualityComparer** as an argument. So, modify the program as shown below where we pass **StringComparer** as an argument.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** dataSource1 = **{** "India", "USA", "UK", "Canada", "Srilanka" **}**;

string**[]** dataSource2 = **{** "India", "uk", "Canada", "France", "Japan" **}**;

//Method Syntax

var MS = dataSource1.Union**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

//Query Syntax

var QS = **(from** country in dataSource1

**select** country**)**

.Union**(**dataSource2, StringComparer.OrdinalIgnoreCase**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the data as expected as shown below
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##### ****C# LINQ Union() Method with Complex Type:****

The LINQ Union() Method like other Set Operators such as Distinct, Expect, Intersect is also worked in a different manner when working with complex types such as Product, Employee, Student, etc. Let us understand this with an example.

Create a class file with the name **Student.cs** and then copy and paste the following code in it.

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**}**

**}**

The above student class is created with just two properties. Let say, we have the following two data sources.
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As you can see in the above image, we have two collections of student data. And if you notice we have two students which are appeared in both the collections.

##### ****Example3:****

Our requirement is to fetch all the student names from both the collections by removing the duplicate name.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Select**(**x =**>** x.Name**)**

.Union**(**StudentCollection2.Select**(**y =**>** y.Name**))**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std.Name**)**

.Union**(**StudentCollection2.Select**(**y =**>** y.Name**))**.ToList**()**;

**foreach** **(**var name in MS**)**

**{**

Console.WriteLine**(**name**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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##### ****Example4:****

Now we need to select all the information of all the students from both the collections by removing the duplicate students. In order to do this, let us modify the program class as shown below.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Union**(**StudentCollection2**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std**)**.Union**(**StudentCollection2**)**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, then you will see that it display all the students without removing the duplicate students. This is because the default comparer which is used for comparison is only checked whether two object references are equal and not the individual property values of the complex object. Let us see how to use an anonymous type to solve the above problem.

##### ****Using Anonymous Type for Union Operation using Linq Union Method:****

In this approach, we need to select all the individual properties to an anonymous type. The following program does exactly the same things.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

//Method Syntax

var MS = StudentCollection1.Select**(**x =**>** new **{** x.ID, x.Name **})**

.Union**(**StudentCollection2.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** new **{** std.ID, std.Name **})**

.Union**(**StudentCollection2.Select**(**x =**>** new **{** x.ID, x.Name **}))**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the application and it should display the output as expected as shown below.
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Let us see how to achieve the same thing using Comparer.

##### ****Using IEqualityComparer :****

In this approach, we need to create a class and then we need to implement the **IEqualityComparer** interface. So, create a class file with the name **StudentComparer.cs** and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

**return** x.ID == y.ID && x.Name == y.Name;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

**return** obj.ID.GetHashCode**()** ^ obj.Name.GetHashCode**()**;

**}**

**}**

**}**

Now, we need to create an instance of **StudentComparer** class and then we need to pass that instance to the LINQ Union method as shown in the below program.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentCollection1 = new List**<**Student**>()**

**{**

new Student **{**ID = 101, Name = "Preety" **}**,

new Student **{**ID = 102, Name = "Sambit" **}**,

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

**}**;

List**<**Student**>** StudentCollection2 = new List**<**Student**>()**

**{**

new Student **{**ID = 105, Name = "Hina"**}**,

new Student **{**ID = 106, Name = "Anurag"**}**,

new Student **{**ID = 107, Name = "Pranaya"**}**,

new Student **{**ID = 108, Name = "Santosh"**}**,

**}**;

StudentComparer studentComparer = new StudentComparer**()**;

//Method Syntax

var MS = StudentCollection1

.Union**(**StudentCollection2, studentComparer**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in StudentCollection1

**select** std**)**

.Union**(**StudentCollection2, studentComparer**)**.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**$" ID : {student.ID} Name : {student.Name}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# Linq Concat Method in C#

## ****Linq Concat Method in C# with Examples****

In this article, I am going to discuss the **Linq Concat Method in C#** with some examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Union Method in C#**](https://dotnettutorials.net/lesson/linq-union-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is the Concat Method in Linq?**
2. **Why do we need to use the Concat Method**?
3. **Examples using both Query and Method Syntax.**
4. **What are the differences between Concat and union operators in Linq?**

#### ****Linq Concat Method in C#:****

The **Linq Concat Method in C#** is used to concatenate two sequences into one sequence. There is only one version available for this method whose signature is given below.
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##### ****Example1:****

In the following example, we have created two integer sequences and then concatenate two sequences into one sequence using the Concat operator.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** sequence1 = new List**<int>** **{** 1, 2, 3, 4 **}**;

List**<int>** sequence2 = new List**<int>** **{** 2, 4, 6, 8 **}**;

var result = sequence1.Concat**(**sequence2**)**;

**foreach** **(**var item in result**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**

![Concat Operator in Linq Output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAACvCAMAAACrQizLAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAINUExURQAAAKmtsV5gYcDAibC0uKqusrCzt////8DAwF9gYrG1uUwAAKuuswBMicCJTGylwAAAK0yJwKVsK2wrAAAATInAwIlMAMDApStspW9vbysAAMClbAArbKXAwGxsbW5ubtPT09vb27C0t6qusV9gYXBwcG1tbV9eX2prbNLS0lBQUGtsbNra2mtrbNPT0tvb2szNzcvMzdPU1c3NzmxtbdTV1nBvb8rMzWlqa9TT09bW1sPGydzb29HT1NfX18rN0Nzc3NTU1JyZnJaUljw+Q9DQ0MfIy7GvscfJy8nKzJa+0pe+00xMiZGUmKKlqUhKTWdpanR4fpaZnXh9g2hpa7/Cx9PS0tLT1dLT1M3OzqqtscLEx8bKztva2pyfo9XW1s7Oz8nLz21tbs7Pz1RVV9bW18bHyoSDhMC9wM/P0LOws21ubsrLzbm2uVVbaGtsbc3P0amnqYB+gKSnq1pbXKupq5aQil5dXpaZj9DQ0crGyoaGhtHS1MnLzcnLzNDS1ExMXFiGsbfJzFlaXGpbaJatoZa90pfA01hyobWztWhoaKOgo11cXUxMTInApaVsTDU8Qy8yNEU3Kq6rrouKi6ekp8bFxtXV1d3d3UVMUy80NLu9xEpKZXh4ri8sSpiRmH12mH2DpjIyPGFob01KTTo6YHh4oFBQrl1dXba2xFBQa0NDQ9ra2VxdX4lMTOkdP0cAAAKlSURBVFjD7dfVdxNBFAbwgSKLbNqkCSRtBCvS4k6RIoXi7u7u7u7u7u5/IzN3Eg6ck++bnLMHnnYesg/7y+zInXt31eNHNa1ZU00PHeDe/ascPLhSq2i7dswBju7owcH4CQ6weauzh0P6N+lFEGjac12lM7fKIdi090b8ZmUFBmPH1ejfIGDUiKEBQedOqf8Bop5pHSuLgn59U3wvnGDFQgfo3eufg+/PTnPw5eNzDl6/+MDBm08vlSxlBwBSX9+qqN4IH4lX397LFW7Xu89POUjV3pFrPBErDp7c3i/XKNhtdfdATu57oAN18EhOjh66r8ZMzJk5wogTwO6rDVtyFeUSk2Cl6tdt43tRv3otB6uWdOdgyKCgYGD/wQHBogFZDha7wOhhWb3U8GxbYFoSiePbs/mIAkF76sQuuaYzAFw6WWdDrrqqOJg2pc4EDB6kAHkECLoL5xsVfcbls304mDrZAng2DTCHu6wdGOTFST35XpxxgcM7GznYvdHRQ8PI4QHBmmXzOVi+YDYH8+bM4mDujPV2pdFSzlx5TnIcBEv3/TAhWzYdgbbt20gO9CnQsUCBiWgGJAsz4JuIZsAWXhRUMkjFeygNwBaCP+OB1G4DaO0uPAKW5pIBrN0FAGt3HuDabQGp3QJYbTaA1m45F6x2t2jp2IsQ/AVwnrSA5EkLSJ4UwPKkAJYnDaB5UgOeJzXgeVIDnicLK8lnUQoIQ64k4ONEaQMGviRZ4JP7AqIxPoZ44mfC89D7pAD9CJhpBZgJ+CCTCogR0KVrN9t7EkxFA/kzTOYG6EzswVwsgLVWzZqHoADMSqJ4MMDsUzwRgYDvpulBvhzQ54MB6Ux1FfyMkkGSVJ3vIYaL9+9BRvEgbbShQUgPsg5kFlK8I2FEhcANfgEnqmmbnhmcAgAAAABJRU5ErkJggg==)

If you notice in the above output then you will see that the duplicate elements are not removed. Now let us concatenate the above two sequences using the Union operator and observe what happened.

##### ****Concatenate using Union Operator:****

In the below example, we concatenate the two integer sequences into one sequence using the **Linq Union Operator**.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** sequence1 = new List**<int>** **{** 1, 2, 3, 4 **}**;

List**<int>** sequence2 = new List**<int>** **{** 2, 4, 6, 8 **}**;

var result = sequence1.Union**(**sequence2**)**;

**foreach** **(**var item in result**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**

![Union Operator in Linq Output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAB/CAMAAADPRoJvAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAC6UExURQAAAEwAAAAAKwBMicCJTGylwMDAicDAwF9gYv///0yJwGwrAKVsK8DApYnAwAAATCtspW9vbysAAMClbIlMAAArbKXAwGxsbW5ubmtrbGprbGtsbG1tbV9eX2lqazw+Q2xtbXBvb1BQUHBwcGhpa2dpakxMXC8sSjIyPE1KTTo6YEpKZS80NEhKTWtsbS8yNGhoaFRVV0xMTF1cXYnApV5dXqVsTFpbXG1tbm1ubllaXFxdX0xMiYlMTBXzmpAAAAGCSURBVEjH7ZbZUsMwDEVNndYmDYlp6UaBsu/7vv7/b2HL4Y17wzRkhhmqmfjljBxFupKirpeZqV1FrQJvNokf/ONMgvCdGgwf2xDfFvfdFsZ7/pkf79TCq83i1ARb6UJvYn8YH3J8xvEpx0dK0rYG8LFKfcI14idywqKcc3wlZ5Fn3+MnOVNQTzUWaoCzYAdpwBq3mMeMqnGrLVoDeXnhOX/meKNJvF0Lj2pijfvzy9shPirVAqR4KedgCPA0iqnfg1iT0Kbl5UBOM0Vvn/wEwx6bSIN2lkBo6zznFXhWy3urFt7n+IDjC45vYk5R2l5lLkH8FoTYeUfYytTSBPtaExxUirHMS4x1UCnGcQkiwdioNRJ5NYb2n7HGSzTIAbZvwJpQj9OMvbvIP3Jj0Fzz2F8ON7CN41SDwWfjboY43utA+FYc4Xq3YT8buKEXWmNZg/WWahR5ouarmOwotKjC4Or34IK2dKSKd4Z/2MrQUKeUUnRYivLdMHL5YUsWYvo9/AmV/hcslEvqlAAAAABJRU5ErkJggg==)

If you observe in the above output, then you will see that the duplicate elements are removed from the result set.

##### ****What is the difference between Concat and Union operators in Linq?****

The Concat operator is used to concatenate two sequences into one sequence without removing the duplicate elements. That means it simply returns the elements from the first sequence followed by the elements from the second sequence.

On the other hand, the Linq Union operator is also used to concatenate two sequences into one sequence by removing the duplicate elements.

**Note:** While working with the Concat operator if any of the sequences is null then it will throw an exception.

##### ****Example2:****

In the following example, the second sequence is null and while performing the concatenate operation using the concat operator it will throw an exception.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** sequence1 = new List**<int>** **{** 1, 2, 3, 4 **}**;

List**<int>** sequence2 = **null**;

var result = sequence1.Concat**(**sequence2**)**;

**foreach** **(**var item in result**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

Now run the application and you will get the following exception.

![Argument Null Exception in Linq Concat Operator](data:image/png;base64,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)

# Ordering Operators in LINQ

## ****Ordering Operators in LINQ****

In this article, I am going to discuss the **Ordering Operators in LINQ** with examples. Please read our previous article where we discussed the [**Union Method in C#**](https://dotnettutorials.net/lesson/linq-union-method/) with examples. At the end of this article, you will learn the following two things.

![Ordering Operators in LINQ](data:image/png;base64,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)

##### ****What Are Ordering Operators?****

In simple terms, we can say that Ordering is nothing but a process to manage the data in a particular order. It is not changing the data or output rather this operation arranges the data in a particular order i.e. either ascending order or descending order.

In this case, the count is going to be the same but the order of the element is going to change.

We sort the data in two ways i.e. ascending or descending order. The order may be integer-based or any other data type based. For example

1. Name of Cities of a particular state in alphabetical order.
2. Students order by Roll Number in a class.

It is also possible to order based on multiple columns like Employee First and Last Name in ascending order while the Salary is on descending order.

##### ****What are the Methods available in Linq for Sorting the data?****

There are five methods provided by LINQ to sort the data. They are as follows

1. [**OrderBy**](https://dotnettutorials.net/lesson/linq-orderby-method/)
2. [**OrderByDescending**](https://dotnettutorials.net/lesson/linq-orderbydescending-method/)
3. [**ThenBy**](https://dotnettutorials.net/lesson/linq-thenby-and-thenbydescending/)
4. [**ThenByDescending**](https://dotnettutorials.net/lesson/linq-thenby-and-thenbydescending/)
5. [**Reverse**](https://dotnettutorials.net/lesson/linq-reverse-method/)

# Linq OrderBy Method in C#

## ****Linq OrderBy Method in C# with Examples****

In this article, I am going to discuss the **LINQ OrderBy Method in C#**with examples. Please read our previous article where we discussed the basics of [**Ordering Operators**](https://dotnettutorials.net/lesson/ordering-operators-in-linq/) in LINQ. As part of this article, we are going to discuss the following pointers related to the  LINQ OrderBy method.

1. **What is Linq OrderBy Method?**
2. **Example of Linq OrderBy Method using both Method and Query Syntax.**
3. **How to use Linq OrderBy Method with Complex Type in C#?**
4. **How to use the OrderBy method along with the Filtering method?**

##### ****What is Linq OrderBy Method?****

The Linq OrderBy method in C# is used to sort the data in ascending order. The most important point that you need to keep in mind is this method is not going to change the data rather it is just changing the order of the data.

You can use the OrderBy method on any data type i.e. you can use character, string, decimal, integer, etc. Let us understand the use of the LINQ OrderBy method in C# using both query syntax and method syntax.

##### ****Example1: Working with integer data****

In the below example we have a collection of integer data. And we sort the data in ascending order using the OrderBy method.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>()** **{** 10, 45, 35, 29, 100, 69, 58, 50 **}**;

Console.WriteLine**(**"Before Sorting : "**)**;

**foreach** **(**var item in intList**)**

**{**

Console.Write**(**item + " "**)**;

**}**

//Sorting the data in Ascending Order

//Using Method Syntax

var MS = intList.OrderBy**(**num =**>** num**)**;

//Using Query Syntax

var QS = **(from** num in intList

**orderby** num

**select** num**)**.ToList**()**;

Console.WriteLine**()**;

Console.WriteLine**(**"After Sorting : "**)**;

**foreach** **(**var item in QS**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq OrderBy Method with integer data Example](data:image/png;base64,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)

##### ****Exampe2: Working with string data.****

In the below example we have a collection of string names. We then sort the data in ascending order using both method and query syntax.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** stringList = new List**<**string**>()** **{** "Preety", "Tiwary", "Agrawal", "Priyanka", "Dewangan",

"Hina","Kumar","Manoj", "Rout", "James"**}**;

//Using Method Syntax

var MS = stringList.OrderBy**(**name =**>** name**)**;

//Using Query Syntax

var QS = **(from** name in stringList

**orderby** name **ascending**

**select** name**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Note:** In query syntax, while we are sorting the data in ascending order then the use of ascending operator is optional. That means if we are not specifying anything then by default it is ascending. So the following two statements are the same.

![Linq OrderBy Method in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAj0AAAEUCAMAAAD3BHdQAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAGzUExURf//////25A6APlyJNv///z//+1Km+0cJAAAAAAA/+0cdvn//5A6/wA6kPMcJABmtrb//wA6//EcJP//3v//vfyYUP/dm2a2/wBm/5Db//GY3vdKJO0cUDoAADoA/wAAZv/bkNuQOv/b////tgAAOmYAAP+7djqQ2+1yvfO7/7ZmAPfd//+2/2YA///dvTqQ//+2Zrbb/9uQ//nd/7Zm/2Y6//NKJPdyUO1Kdve73vlyUGY6APy7dvOY3v/bttu2//O73vOYvfFym2a22zpmkDo6APFyve1KUNu2Zjpm//GYvfmYUPFKdgA6OjoAOmaQ25BmOjo6/5C2/wA6ZmaQ//mYdv/d3jpmtpBm//yYdpC227a2kDpmZtu2kPzd3mYAOraQZra2//zdm2aQtvFKJNvb/7aQOtvbtraQ/5BmALZmOmY6ZvmYm7bb25C2kPdyJPzd//e7vfz/vfz/3jo6ZjqQtmaQkPNKUNvb25CQtra225BmZvy7m9v/ttv/22a2kPFKUJCQ/5BmkJC2tvnd3vNKdmY6Ov+7m5BmtmZm/wBmkPFyUPeYdvGYm+1ym/OYm/fd3sMPLikAABrxSURBVHja7J35f9NGGsYnxKktME1CgNiAXeNckMbkIgFaILSc4djlagsU2rK03Zbd7vHZ++p27+Ov3pl3rndkWYmcOJE3z/MDSJZm5tXo63nfGb1WhIAgCNoVFSEoo0APBHqgXacH7hvKFOqAHgj0QKAHAj0Q6IEg0AOBHgj0QKAHgkAPBHog0AOBHgj0QBDogUAPBHog0BPTwGfXS6V7rwrtO0LMDqcUnPi0KsTZKKoUenBV5dHOtTZ+NGJt33cw+bSTb40kneFLQttCz+V3S6TJKvW13jE9frKURs/sjBBzkaRH7DA9Do3M9PiS0HbQI3m5tigZul9SHbtQOqh29pXG1aHXpTR6FlSBuWh85694Ewx0OAX0ZKRnKaIOa8kRYu2BHCkeqy92ZSmKFs3wMiP8xkkagcTE1LD6Z/LPU46eiSk9KpX8l3qY/FYUjZjqmitRNCprbdbn1+qynbl6tF5wI8DH10uT31fbt6RvVFuN2sytmtxYqJWuFcwg+MtFPvaUR18+0AbrSu7Lglf1+Dgjmz9ZeusbObIEdddKk6+UYeHYE5QEMRnoadbV6KDGiKWINK5uTT3SnmFgn+3miSnZzQuscyf+XZhIoadRG3f0UHUSFqWqbHFdbT6se69mPeK4otRsNWrPa/Km/kT+o4a4Rs35T0ePM5jVMW7puVcrHfyW6InXHacnLAlisnguiiDOyhGoHNHAIG9oOZp3UDg+ZlWHvy5NPv/bF6L9aAcnQJ5LV1dWm0sSo2Zdbq1F8sNm3UQv8r4NFyiMkrguKlSGFS5XxS11Oxs1dYfl4CBe1IYDemRAvmQJbNQ+KlBBalrWOOPYMHXL0fKZcrtxesKSUBZ6luRwQI5LiC9ePqlHRM9IB3rED+/XaJTfkJ5ZikYNPSMGS4VpVW+1FDhlR4+q3FT324//UCsN69tJI56+wzNBYKLpGRHWdEXPvV9/48DVNWp6bN165Awx0XXzklAWemQYom9yU7uWCp/QcHrs5GTgxT/N+J7iucxcRtOjqtMeUn5QVQ2am37W0aPOplBJeyiiZ8a2IJteKLGpn4t7ChSkWQPVcRXia3p0jRT3mLpPmnljW9wTlIQyzbnkTVCOS7Si9b+8LLQCenjcM8wmYpqkHtAj63n+u9//aaoLesSLd3X7mekJSkKZ6JGuS91KfXt13OMXUxZ0+PBoUXU9+RHvxdI8VwI93nOl0EPBtol7OD368zBai9OjHOvXMjruRE8nzxWWhDLR06z/RzsuGYPKWbW7LWy95/LXejIyS+P7wK1a29iTGvfou+yj5lR6ZIgrJ+cm0nH0yKj5mVppCuKegJ6F0q9kiPSlhFyBnkRPp6g5LAllWy2UM98R/Z9SSI+YMGvNtL5s/ZPp5NQ5F53D6GEz9hR6/Gp2SI8wrmum49hjSh5U8ys1Y2+nh8/YzUXNsBm7KQlistFjJr20mveQ5u78MYB5tPVl6dGi2Zm8trjxnEu7GkYPXy1MiZrVouCjZ9I1xugRDXng3tUUz0Vrfh8VCPjhb5PoodVCWuIM6AlLFoDMtj2p8Lr810z9qm9XDjUxheFl5+nJqoXcxRCN2n/lODNbGgcUuaeHnrHnSj6+gXJPD+X35AsfG99AuacHAj0Q6AE9EOiB9i495YQU51ZlV3unXEnPkQY9oAf0gJ6dMgnabXrsQy2bYb9Wl7t0q9SRB/5IqzJXpzPNzy9aOik2e568T+oXT2y2s2q1KoJGfSa9MymWYS8/jx6Dql2kxz1QNxn2lHE/ulJxGYzuSGu0bvZpFJqLqoaerHnyLKnfbszZplij7ixvUphhb+oBPbtHj0vmMSnxreihaJZ1zvS4+nq73PtWNF8QX6kjlOB4tvs8eZvU36yvF2x2f1WsqVZ4ozaTnpkUZNj7z6HdoccnEtqU+Hlhb+28HihGbFK7SR0b0a7LOK4u8uRdUn+zPvp4UVsxb82JN1phJoUZ9nPRvL8AaHfosUnMekJjYppyxTgT8iJ6qtMyN7Zq7l3V0pM1T94n9dOvyNYXrRWivVEyZJzPudznS9oCxD39Ro90XdZxdZEn75P6xdoK/QoR9PS/59Ip8fPCOgyXXWPoqQjjudQNtY4re548S+onL/YkGmeeK9ZoucJMCumB58pV1KwZ0XMhClsfChWVjrgj8m59pYPU8gPruLLnyfuk/jkVh8sqqxQ1N1sU1YSNliuBSUGWK6LmXM3YC9Z30PTYeJF5N/bQj9r1j1eXIvcj1i7y5H1Sv92YC6fuvtFyhZsU0oMZe55WC3UkI0OR0RG3Wjg67j3XvCTtwSJ3eLGoeZN58j6pn1YL6fUcauFvXLQ3Wq5wk2IZ9lSoBXp2kZ7uRqwoNynHLgADPX1CT3MlB48rKX6S8T5S5/uLnlYU5eEL76ImqJ/oKUfrubDDRU0Qcgsh0AOBHgj0QKBndyLj5LlMc2Wki8r8T53dm8tKweub0t8Ir37rOos3IvQ/PUtRN/Q0vlftih7zsSLHVwHtMXrCP5OR8FcFUt8IT++yT/9LG9Bu0uOy01lSeoHt2az1cmQXCrMlwwcjh6eHHowtivQ3wpv3C1EVC3gpS/7ocdnpzeCJu9+zWeucnizJ8MEbphw9C+6EtDfCm/QgqgL05I8enp3uktIpgcKnqJusdee5MibDzzLXZOmRVVxV7KnXEKa8Ed4em8VrUnNKT5idvqSTs/yey/3j9GRKhufvOLX0NAxY6hWoKW+Ety8vx2tSc+q5bHZ6mFbs93zCKKMnUzI8dzmeHvpsIU5P0rvkBbxWfqNmk53eFT2bSobPRE/Cu+RBT75n7Do7nSel+71Ez5UpGT6ZnmTPRRuxd8mDntzSw7PTeVI627NZ60vtP+PaVDJ8UtzTKWqOvREecU9fzNhddrpNSvd7c+y34/MxejaVDK8mTHbwSJqxp7wR3lLDq4DytlpIeVZhUrrb81nrK+YvJ2dLhg8Wa/xqYcOtFqa8ER7rPX0Q9/RUW3lKxdeaB17De+09erb0kEq/y56qaFxDIuqeo2eLD8jxjH1P07PF5Bzk9+xtzwWBHgj0QKAHgkAPBHog0AOBHgj0gB4I9ECgBwI9EOiBINADgR4I9ECgBwI9oAcCPRDogUAPBHogCPRAoAcCPdAeoWew+MaQ/O/wm8Vjm63yzqFi8dIWzTpS3H/Atr2NGrt490DHg5tvTlezqfNjJw0WSXcvbL7TqAZm+Pb2ytY6evvpmVbdczqf9FC1W6dHV7MFeorx3kzpNKqBGf7/Ts+Jt3t7m3e92gzVdKInhkpKp8XpyVOPZKJn7JwcX8/TZZ45VyyeeM93zNg78tD7y6Z/rEVP5Ycn1IDMS/7GfMbqkK38YLVYvKG2j67KD++4r0T80BV2va5Rad5tOfafvxBUqz49Xty/bM0YO65sU36Al6MzvIvwhnZqwlaju8adEFjqLryNHl2mWDzFLbWdZouZ7j5uOuAX1vCOZva4o7eDHt1t9C05eqjILoiOm0OcniN2lG4veSqow34lT5kxXFdhLirpUKxRs0XfaF+t/vSNIWuGve3xcuy2MEM7NhHQ40/glroLT6ZH/S8vwltqOs0V24ieuJk97uhtoUdacUmceVPWr65rWe0fc6eduKAOyZP9ICwLXRKHV+X5sZLynxNv8zqk5beH5PH9B8ZoKLh4iF9UeMhflG9U3cMrepNVKz+VpnzizXABCyunzvCX6g1NaYLHPezCvaWsxQ70TMc6YNoAaorF6GmLe2Jm9rqjt4se7RvU1mlC3nSNCYuoDwIX/uGPV4v6aoOS/7r796AO+ipSFxkiB9lFJR2KNXpYd6TaZNUedt1rzNA3ob1ccFvOs/lQchOMHn7h3lLWYgo9vANsp5lim6DnfDht62VHb1Pc844aFG/8zI2Fjk5jIP3H6Lnohkxe0sSLvA7dirH8dDAVSD4Ua9TcRLXJqrWhvjfjiHEYsXLsUp2hKU0weviFe0tZi+n0uA7QneaKbURPzMwed/RW6KEqTN+p8Eu5V+sY0+mRuzff+4S6wJX0F8Xr2EZ6WLX+U2vGxvQ4Q7dCD2sxJe7hHUCd5ottSE+bmb3s6O7pOUJR+Nigs/TDn/r6k0Z4Rs+0al52wamwpDzz6D8uCF5HYHl8QE06tKHnCk5wZiR4rmPtk2sytBvPZS1lLSbPuZ4WPXl+xu6LbUxPYGaPO7p7ehy4dHUybpSzTYqrzi8nR5cBPfL8iyqKD0ruX1Yz1tO8Dm85xXkmYotd1KajZlutu7XWjKSoOaTHG9pN1OzpcS0OhgMQX+/hHTDt+peK0aGxO8VO9MTM7GFHpy8kbvicy17vDWGng2wS6C7JTFzVfjDnMu64vaS0idXBQobpQ/GJpD9EB76Lz9j1cBKfsftBxptBNbgZuz9DxKfC7luR3MR024w9vAjWYid6boigE6f5ogCbPtvC04kzdjbn6lVHb5EecfFz+fHNK7R09oFs8SYtO5F7fX85tqo2FC6bqkWnS7TPS6pFrBthHcxyKnT7TtJFiT+uyhlF22qhXhc89vQQW8i0C3zHYmacY6uFQ6KdHm5o5yZ0NXy1cCi8CN9iMj3mOZfvAN1pzFA5aNz8ufdcxvBOZvauo7dKT96UFMxleYjbpXagiT7o6P6lR94/6Y7PrLIlGtCzwx3dx2PPYOIDRtCzgx3dx/SMffB5Ym4M6Nmxju77uAfKj0APBHog0AOBHgj0QBDogUAPBHog0ANBoAcCPRDogUAPBHogCPRAoAcCPRDogSDQA4EeCPRAoAcCPaAHAj1Qf9Az8Nn1Uuneq0L7jhCzwykFJz6tCnE2iiqFHlxVefR/7Z35dxPXFccHbDOa1MSyjfGCpQivsmNhyWCzxGAINOAQWpakIQRyDi2khDbd29MlTbdzerq3f3LfvW8fzYw1MuBB+n5/kGd7b2be++je+95cjdNrrf2grK/98NHkw06+VU46wpaEXgg9l94psRamua3limrxk6UselaXg2AtEvQEr5geg0ZuemxJ6EXQI3i51hIM3S5RwzZLR2nlcGmSdj0vZdHTpAJr0eSrv+MOGEg5BPTkpGcj4gZrCAuxc0dYig/piz21EUUtZV6WA7twki1QML84Qh8Lf1g09MwvSqtUsl/qEfZbUVRW1c1tRtGoqHWuur5TFedZq0a7g8YCfPrN0sK3afmG8I20VKss36iIhWaldG1QGcFftFzbMzz6+I68YFnJbVHwqrSPy+L0J0tvfSksi1d3pbTwPbow3/Z4JUFMDnrmqmQdyEZsRKxJ6ppqJD3DocO6mecXRTM3ncad/9vgfAY9tcqkoYerE7CQpsUZd2nxbtV6Ne0RJ4lStVSrPKyITv2R+CATV6sY/2noMRfs1DGp6blVKR39mumJ1x2nxy8JYvJ4Lo4gzggLNByxYRAdOhytGygMH6vU4M9LCw//8jRo35viBNhzyeqGaXFDYDRXFUs7kdg4V1XRi+i3kUEOowSuLUJlhHC5Gtyg7qxVqIeFcQgeVUY8ekRAvqEJrFU+HuSCfGpR47JhQ9UtrOUDcrtxevySUB56NoQ5YMcVBE8f369GTE85hZ7g+7crbOX3pGeVo1FFT1lhSZhOy6UGgTNs6KHKVXW//vR3ldKI7E62eLKHl73ARNJTDvSlEz23fvWlAVfWKOnRdUvL6WMi63ZLQnnoEWGI7OQ56Vqm3AGNS48enBx69Fdl3zM8lxrLSHqoOukhxYZpOqHq9DOGHjqaQyXpoZieZX0GcepmyRn6mbhnkIM0fYG0n0J8SY+skeMeVfdJNW5si3u8klCuMZfoBHJcQSPa/dPjwYZHjxv3jDgDMUnSS6BH1PPwN7/9/WIX9ASP3pHnz02PVxLKRY9wXdSVsntl3GMnU5oyfLjXoqZnP2K9WJbnSqDHeq4MejjYVnGPS4/c7kdrcXrIsX4houM0etI8l18SykXPXPXv0nGJGFSMqk23OPM9l76Qg5FVtu+HblTabE9m3CN72UbNmfSIEFcMzlWkY+gRUfMDmmny4h6PnmbplyJE+lxATqAn0ZMWNfsloXyzhWLkW5Z/SD49wbyaa+b5Ze2fVCNnjrn4GIceZ8SeQY+dzfbpCZTrWk61ParkURpf0Yi9nR53xK5uatkZsauSICYfPWrQy7N5d3ns7j4GUI+2Pi/da6mVhWutvcdc0tU49LizhRlRM00K3nsgXGOMnqAmdty6muG5eM7v40EGfuTrJHp4tpCnOD16/JKDQOaFPamwuvTnXO0qu6uAml+EeXn19ORVs3AxRK3yD2FnVkuTgKLw9PAz9kLJxjdQ4enh/J5i4aPjG6jw9ECgBwI9oAcCPVD/0jOckOLcmEIXgR7QA3pAD1QAevRDLZ1hv1MVq0wP7blj9zSm1qp8pPr5RUMmxebPk4d6hh7zQF1l2HPG/ejmlMlgNHsao1W1zlZoLZpW9OTNk4d6hh6TzKNS4hvR3WBuWOZMiz07Nve+Ea0PBs9oDyc4nuk6Tx7qFXpsIqFOiV9XW+US/4pMJbWr1LGydF3KcXWRJw/1Dj06iVkm4aiYRsQ9a5GS2qNw0T/s0I6rizx5qL/pEa5LO64u8uShXvRcMiV+XY3OFVfMkqRnKlCeixjTjquLPHmoF6NmyYj8VSDHyncDCqDLZo8A5pnMjR2+ox1XF3nyUE+O2OVvK/SIXbmudWN7+Eft8serG5H5EWv+PHmoZ+hxZgtlJLOzGY2WzWzh6KT1XOuCtDst1+HFouYO8+Sh3qGnO4sVIZQBPV3bq1FkjYKe7tSIzItfINCTe5y2i94CPRDogSDQA4EeCPSkvaR7brPcRWX2p87mzWUl77lF9hvh6beuq5ipfv3p2Yi6oaf2remu6FGbiRxbBdRn9Pj/JiPhvwpkvhGe32Wf/Z82oIOk575+F7fNhOd8Db3GufLT8q1l3STDe5bD0sMPxlpB9hvh1fuFuIomXspSPHqG9avc57wn7nZtTeeJOfTkSYb33jBl6GmaA7LeCK/Sg7gK0FM8euaqu4P63fMmE57z5G1e/HSwQ9wYz5UzGX7VcU2aHlHFVWKPXkOY8UZ4vW8V+UEFpWf0w5ZcsJnw+pWptKaWAo+eXMnw7jtONT01BRa9AjXjjfD65eV4TWpBPRf/j5PdViyX2a7ZLFWHnlzJ8K7LsfTwtmacnqR3yQfwWsWNmnc2OW2wK3o6SobPRU/Cu+RBT7FH7E/vR5N+JrxdS/RcuZLhk+lJ9ly8EHuXPOgpLD1r9CvR4BmPqdxMeGeN3v1NPwfcaP8ZV0fJ8ElxT1rUHHsjPOKe12LELuDwM+Ht2poe0m848z15kuFpwKSNR9KIPeON8JoatwqoaLOF/M8j/Ux4s0azhXI6cVP95+R8yfDeZI2dLayZ2cKMN8Jjvuc1iHteqvbzlMqdaz70HN6r/+jZ10Mq+S57rqJ2Ddn4fUfPPh+Q4xl7X9Ozz+Qc5Pf0t+eCQA8EeiDQA0GgBwI9EOiBQA8EekAPBHog0AOBHgj0QBDogUAPBHog0AOBHtADgR4I9ECgBwI9EAR6INADgR6oT+gZCKU+OO1vH9/+4Bu098jQ3luTdOzNcOZAbpgvzn4k7u5Knd/7/iXPlX/fQdETzr7tbZ8I30hoq+St/UFP5/e+f8lz5d93YPTEOvu1pSeG0IvuUdCT8F089WZYJ6t4YSwM3z0djJ8gno4Mib3f3QrD92SDJW09dVaYrSu2QT8RFcxeZHre/2gsPHc+cKrVd77Eli5e9BTVeVMcIckTZ6NLM0dRjSfC2TG+0OD4WLhib0AcSzVOiM9E23N8K5y9zCenjRlX4Z56/Ky46nPKJHdw787xuhVEqfr2E1rcHhNXECQ0mGkbe+qfy3P9TNzwTdmEbfuGCkXPcb48cZHSidm2cu1SwlbRid7dTOg9qqqQ+thUS0sr+qTxorqET489Su4/clN2vUFjidbpqBVZIomepVBXzRszrsI5tbxb7dH3vnfneNMKalsY/lO3Rcpdy7Zpo0c3YXHpUaILGghnz5MZEsvaTofvDykj4FpvvZU+TlOLzJi2uBgc2xLmQSyJ75qoi3vMVDtAloOPjxelWi8HX4359DhHUY1vB5/JrvdOucJ41OXGBHpEJW+cDrYNPRlX4ZxabLyobXIn926Pt61A9FxkYmbos55017pt3O8Mn4vAupyyr2BxDxlTFauwRddtRZ/2euNblf+YcL4M3/nhVijvt67qcqtlSzGhzIVXlIx8IOv2u1AfpWqUXe80Ia0PMP7kuJLoUZ01YOhJvwr/1NLvBp3du3e8agXlAvVnPeV8TjP59NTT9hUuaja3xn/cGLGdHr1V2eHQHLCtDbNqFqrLrVY0wIpslXhRVWCijR7fn0lXdcyaBOoJYeP//ebs/0744Lj0rOiL12FS5lXIbrpAX6r3fpIUNSfeuz3etIL8Sjif8UJO2yTRM5O2r1hR8/hNQXh+enRA4TTG9SufnUinR5SqT3AAEC+aTI9zlKaHXNWSM8FwfGz2Xxwt/5cP6ISeva7CCdjtWHSve7fH21ZooyehwXqFniTPtaftWXFrY5fAzZTiuaivn3DxeNFMz+XNAQyE/znhuEqOTMltyYi1E8+VfhUePeSBftzxvdvjbSsk2Z6E8/WA5/LD287oEfdz7rQTWi5RnLcdSnp0yOdWK084IzvdK0rD7csytOVdgmf55dVHGXrY+s+4AYlyuyry3ztqTr8K59R8L+MX8t07H29boY2etru2beOcui1qbtv3iuadcs0WquEjXd2Snt3w6Gnbqvy43q9H3ey54iN2edCSHgTHijojdnNRdkRtDbk0Nu7XTw7XqfhMylyz9Bd/dOhJvQp7aj3arged3bs93rZCGz1pd62Gc/qul2Ij9rZ9Q8Wi5/plO3XFruxsEj3tW9nXv2sektG03EVla+OzhWaUUXfCBFuUZgtnr/B0jvgGh9d/6gQfdjZNGZu6b/1l4zMPibOFX22JK3HinvSrcE49Lq5fBDBDQYf3bo83rdBOT9tdO03unPqspGfmkzE5/xjfVxB6iqZOvPpE/KHci6u6SDrYhz29So+OoPJ0g4h7Tm15Fgv09CM9HCis5H1oagII0NPv9NDzx1wa/+gJpTCdD0BPb9MDFUmgBwI9EOiBQA8EeiAI9ECgBwI9EOiBINADgR4I9ECgBwI9EAR6INADvT70QFAugR4I9EAHSw8EQRAEQRAEQRD0kvR/Oxxvy6BnL2cAAAAASUVORK5CYII=)

##### ****Using LINQ OrderBy Method with Complex type:****

We are going to work with the following Student class. So, create a class file with the name Student.cs and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string FirstName **{** **get**; **set**; **}**

**public** string LastName **{** **get**; **set**; **}**

**public** string Branch **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudents**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,FirstName = "Preety",LastName = "Tiwary",Branch = "CSE"**}**,

new Student**{**ID= 102,FirstName = "Preety",LastName = "Agrawal",Branch = "ETC"**}**,

new Student**{**ID= 103,FirstName = "Priyanka",LastName = "Dewangan",Branch = "ETC"**}**,

new Student**{**ID= 104,FirstName = "Hina",LastName = "Sharma",Branch = "ETC"**}**,

new Student**{**ID= 105,FirstName = "Anugrag",LastName = "Mohanty",Branch = "CSE"**}**,

new Student**{**ID= 106,FirstName = "Anurag",LastName = "Sharma",Branch = "CSE"**}**,

new Student**{**ID= 107,FirstName = "Pranaya",LastName = "Kumar",Branch = "CSE"**}**,

new Student**{**ID= 108,FirstName = "Manoj",LastName = "Kumar",Branch = "ETC"**}**,

new Student**{**ID= 109,FirstName = "Pranaya",LastName = "Rout",Branch = "ETC"**}**,

new Student**{**ID= 110,FirstName = "Saurav",LastName = "Rout",Branch = "CSE"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

As you can see, we created the Student class with four properties such as**ID, FirstName, LastName, and Brach**. We then created one method (i.e. **GetAllStudents**) within the same class which is going to return a list of all students.

##### ****Example3: Sorting the Data in Ascending Order****

Here, we want to sort the data based on the Branch of the Student in ascending order.

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Method Syntax

var MS = Student.GetAllStudents**()**.OrderBy**(**x =**>** x.Branch**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**orderby** std.Branch

**select** std**)**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**" Branch: " + student.Branch + ", Name :" + student.FirstName + " " + student.LastName **)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![The OrderBy Method in C# with Complex Type](data:image/png;base64,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)

##### ****Example4: Sorting with Filtering.****

Now we need to fetch only the CSE branch students and then we need to sort the data based on the FirstName in ascending order.

Note: The most important point that you need to remember is, you need to use the Where method before the OrderBy method. The following example shows the above using both query and method syntax.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Method Syntax

var MS = Student.GetAllStudents**()**

.Where**(**std =**>** std.Branch.ToUpper**()** == "CSE"**)**

.OrderBy**(**x =**>** x.FirstName**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**where** std.Branch.ToUpper**()** == "CSE"

**orderby** std.FirstName

**select** std**)**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(**" Branch: " + student.Branch + ", Name :" + student.FirstName + " " + student.LastName **)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![The OrderBy Method with Filtering in C#](data:image/png;base64,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)

# Linq OrderByDescending Method in C#

## ****LINQ OrderByDescending Method in C# with Examples****

In this article, I am going to discuss the **LINQ OrderByDescending Method in C#** with examples. Please read our previous article where we discussed the [**OrderBy Method in C#**](https://dotnettutorials.net/lesson/linq-orderby-method/) with some examples. As part of this article, we are going to discuss the following pointers related to the  **LINQ OrderByDescending** method.

1. **What is Linq OrderByDescending Method in C#?**
2. **Example of Linq OrderByDescending Method using both Method and Query Syntax.**
3. **How to use Linq OrderByDescending Method with Complex Type in C#?**
4. **How to use the OrderByDescending method along with the Filtering method?**

#### ****What is Linq OrderByDescending Method in C#?****

The **LINQ OrderByDescending method in C#** is used to sort the data in descending order. The point that you need to remember is, the OrderByDescending method is not going to change the data, it is just changing the order of the data.

Like the **OrderBy method**, you can also use the **OrderByDescending** method on any data type such as string, character, float, integer, etc. Let us understand how to use the **OrderByDescending method in C#** using both query and method syntax.

##### ****Working with integer data****

In the following example, we have an integer collection. And we need to sort the data in descending order. Let us see how to do this using both query and method syntax.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** intList = new List**<int>()** **{** 10, 45, 35, 29, 100, 69, 58, 50 **}**;

Console.WriteLine**(**"Before Sorting the Data: "**)**;

**foreach** **(**var item in intList**)**

**{**

Console.Write**(**item + " "**)**;

**}**

//Sorting the data in Descending Order

//Using Method Syntax

var MS = intList.OrderByDescending**(**num =**>** num**)**;

//Using Query Syntax

var QS = **(from** num in intList

**orderby** num **descending**

**select** num**)**.ToList**()**;

Console.WriteLine**()**;

Console.WriteLine**(**"After Sorting the Data in Descending Order: "**)**;

**foreach** **(**var item in QS**)**

**{**

Console.Write**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq OrderByDescending Method in C#](data:image/png;base64,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)

##### ****Working with string data.****

In the following example, we have a collection of string data i.e. a collection of names. We want to sort the data in descending order using both method and query syntax. Let us see how we can do this.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** stringList = new List**<**string**>()** **{** "Preety", "Tiwary", "Agrawal", "Priyanka", "Dewangan",

"Hina","Kumar","Manoj", "Rout", "James"**}**;

//Using Method Syntax

var MS = stringList.OrderByDescending**(**name =**>** name**)**;

//Using Query Syntax

var QS = **(from** name in stringList

**orderby** name **descending**

**select** name**)**.ToList**()**;

**foreach** **(**var item in MS**)**

**{**

Console.WriteLine**(**item + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****LINQ OrderByDescending Method with Complex type in C#:****

In order to understand how to work with complex type, we are going to work with the following Student class. So, create a class file with the name Student.cs and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string FirstName **{** **get**; **set**; **}**

**public** string LastName **{** **get**; **set**; **}**

**public** string Branch **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudents**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,FirstName = "Preety",LastName = "Tiwary",Branch = "CSE"**}**,

new Student**{**ID= 102,FirstName = "Preety",LastName = "Agrawal",Branch = "ETC"**}**,

new Student**{**ID= 103,FirstName = "Priyanka",LastName = "Dewangan",Branch = "ETC"**}**,

new Student**{**ID= 104,FirstName = "Hina",LastName = "Sharma",Branch = "ETC"**}**,

new Student**{**ID= 105,FirstName = "Anugrag",LastName = "Mohanty",Branch = "CSE"**}**,

new Student**{**ID= 106,FirstName = "Anurag",LastName = "Sharma",Branch = "CSE"**}**,

new Student**{**ID= 107,FirstName = "Pranaya",LastName = "Kumar",Branch = "CSE"**}**,

new Student**{**ID= 108,FirstName = "Manoj",LastName = "Kumar",Branch = "ETC"**}**,

new Student**{**ID= 109,FirstName = "Pranaya",LastName = "Rout",Branch = "ETC"**}**,

new Student**{**ID= 110,FirstName = "Saurav",LastName = "Rout",Branch = "CSE"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

As you can see, we created the above Student class with four simple properties (ID, FirstName, LastName, and Brach). We then created one method (i.e. GetAllStudents) which will return the list of all students.

##### ****Sorting the Data in Descending Order****

Here, we want to sort the data based on the Branch in descending order.

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Method Syntax

var MS = Student.GetAllStudents**()**.OrderByDescending**(**x =**>** x.Branch**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**orderby** std.Branch **descending**

**select** std**)**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(**" Branch: " + student.Branch + ", Name :" + student.FirstName + " " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq OrderByDescending Method with Complex Type in C#](data:image/png;base64,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)

##### ****Linq OrderByDescending with Filtering Operator.****

Now we need to fetch only the ETC branch students and then we need to sort the students based on their FirstName in descending order.

Note: The most important point that you need to keep in mind is, you need to use the Where extension method before the OrderByDescending method.

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Method Syntax

var MS = Student.GetAllStudents**()**

.Where**(**std =**>** std.Branch.ToUpper**()** == "ETC"**)**

.OrderByDescending**(**x =**>** x.FirstName**)**.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**where** std.Branch.ToUpper**()** == "ETC"

**orderby** std.FirstName **descending**

**select** std**)**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(**" Branch: " + student.Branch + ", Name :" + student.FirstName + " " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq OrderByDescending Method in C# with Complex Type](data:image/png;base64,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)

# Linq ThenBy and ThenByDescending Method in C#

## ****LINQ ThenBy and ThenByDescending Method in C# with Examples****

In this article, I am going to discuss the **LINQ ThenBy and ThenByDescending Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**OrderByDescending method in C#**](https://dotnettutorials.net/lesson/linq-orderbydescending-method/) with some examples. Here, in this article, we are going to discuss the following pointers related to the **LINQ ThenBy and ThenByDescending**Method in C#.

1. **Why we need the ThenBy and ThenByDescending Method in C#?**
2. **What are the ThenBy and ThenByDescending Method in C#?**
3. **Example of Linq ThenBy and ThenByDescending Method using both Method and Query Syntax.**
4. **How to use the ThenBy and ThenByDescending along with the Filtering method?**

##### ****Why we need the LINQ ThenBy and ThenByDescending Method in C#?****

The **LINQ OrderBy or OrderByDescending** method works fine when you want to sort the data based on a single value or a single expression. But if you want to sort the data based on multiple values or multiple expressions then you need to use the LINQ ThenBy and ThenByDescending Method along with OrderBy or OrderByDescending Method.

##### ****What are the Linq ThenBy and ThenByDescending Method in C#?****

The **Linq ThenBy Method** in C# is used to sort the data in ascending order from the second level onwards. On the other hand, the  Linq **ThenByDescending Method in C#** is used to sort the data in descending order also from the second level onwards.

These two methods are used along with **OrderBy** or **OrderByDescending** method. You can use the ThenBy or ThenByDescending method more than once in the same LINQ query.

The **OrderBy or OrderByDescending** method is generally used for primary sorting. **ThenBy** or **ThenByDescending** are used for secondary sorting and so on. For example, first, sort the student by First Name and then sort the student by the Last Name.

##### ****Example:****

We are going to use the following Student class in order to understand the use of the ThenBy and ThenByDescending method in C#.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string FirstName **{** **get**; **set**; **}**

**public** string LastName **{** **get**; **set**; **}**

**public** string Branch **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudents**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,FirstName = "Preety",LastName = "Tiwary",Branch = "CSE"**}**,

new Student**{**ID= 102,FirstName = "Preety",LastName = "Agrawal",Branch = "ETC"**}**,

new Student**{**ID= 103,FirstName = "Priyanka",LastName = "Dewangan",Branch = "ETC"**}**,

new Student**{**ID= 104,FirstName = "Hina",LastName = "Sharma",Branch = "ETC"**}**,

new Student**{**ID= 105,FirstName = "Anugrag",LastName = "Mohanty",Branch = "CSE"**}**,

new Student**{**ID= 106,FirstName = "Anurag",LastName = "Sharma",Branch = "CSE"**}**,

new Student**{**ID= 107,FirstName = "Pranaya",LastName = "Kumar",Branch = "CSE"**}**,

new Student**{**ID= 108,FirstName = "Manoj",LastName = "Kumar",Branch = "ETC"**}**,

new Student**{**ID= 109,FirstName = "Pranaya",LastName = "Rout",Branch = "ETC"**}**,

new Student**{**ID= 110,FirstName = "Saurav",LastName = "Rout",Branch = "CSE"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

##### ****Example: Using Method Syntax:****

First, we need to sort the student by First Name in ascending order and then we need to sort the student by the Last Name in ascending order.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Method Syntax

var MS = Student.GetAllStudents**()**

.OrderBy**(**x =**>** x.FirstName**)**

.ThenBy**(**y =**>** y.LastName**)**

.ToList**()**;

**foreach** **(**var student in MS**)**

**{**

Console.WriteLine**(** "First Name :" + student.FirstName + ", Last Name : " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ ThenBy and ThenByDescending Method in C#](data:image/png;base64,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)

##### ****Example: Using Query Syntax:****

We do not have any method called ThenBy and ThenByDescending in query syntax. So here we need to specify multiple values or expressions in the order by clause separated by a comma as shown in the below example.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**orderby** std.FirstName, std.LastName

**select** std**)**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(** "First Name :" + student.FirstName + ", Last Name : " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

It will give us the same output as Method Syntax.

##### ****Example:****

First sort the data in ascending order based on Branch. Then sort the data in descending order based on First Name. Finally, sort the data on the ascending order based on the Last Name values.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetAllStudents**()**

.OrderBy**(**x =**>** x.Branch**)**

.ThenByDescending**(**y =**>** y.FirstName**)**

.ThenBy**(**z =**>** z.LastName**)**

.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**orderby** std.Branch **ascending**,

std.FirstName **descending**,

std.LastName

**select** std**)**.ToList**()**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(** "Barnch " + student.Branch+ ", First Name :" + student.FirstName + ", Last Name : " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ ThenBy and ThenByDescending Method](data:image/png;base64,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)

##### ****Example: Using ThenBy and ThenByDescending along with the Where Method:****

Here first we need to fetch only the CSE branch students and then we need to sort the data as follows. First sort the data in ascending order based on First Name. Then sort the data in descending order based on the Last Name.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MS = Student.GetAllStudents**()**

.Where**(**std =**>** std.Branch == "CSE"**)**

.OrderBy**(**x =**>** x.FirstName**)**

.ThenByDescending**(**y =**>** y.LastName**)**

.ToList**()**;

//Query Syntax

var QS = **(from** std in Student.GetAllStudents**()**

**where** std.Branch == "CSE"

**orderby** std.FirstName,

std.LastName **descending**

**select** std**)**.ToList**()**;

**foreach** **(**var student in QS**)**

**{**

Console.WriteLine**(** "Barnch " + student.Branch+ ", First Name :" + student.FirstName + ", Last Name : " + student.LastName**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![ThenBy and ThenByDescending Method in LINQ](data:image/png;base64,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)

# LINQ Reverse Method in C#

## ****LINQ Reverse Method in C# with Examples****

In this article, I am going to discuss the **LINQ Reverse Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed [**LINQ ThenBy and ThenByDescending Method in C#**](https://dotnettutorials.net/lesson/linq-thenby-and-thenbydescending/) with some examples. As part of this article, we are going to discuss the following pointers in details.

1. **What is Reverse Method in C#?**
2. **Different Types of Example using both Method and Query Syntax.**
3. **We will discuss the Reverse Method available in System.LInq and System.Collections.Generic namespaces.**
4. **Finally, we will discuss how to apply the LINQ Reverse method (the Reverse Method which is available in System.LInq namespace) on a collection of List<T> type.**

##### ****What is Reverse Method in C#?****

The LINQ Reverse method is used to reverse the data stored in a data source. That means this method will not change the data rather it simple reverse the data stored in the data source. So, as a result, we will get the output in reverse order.

##### ****C# Reverse Method Signature:****

The Reverse Method is implemented in two different namespaces such as **System.LInq** and **System.Collections.Generic** namespaces. Let us have a look at the signature or definition of the Reverse Method which is shown in the below image.

![LINQ Reverse Method in C# Definition](data:image/png;base64,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)

As you can see the Reverse method which belongs to **System.Linq** namespace implemented as an extension method on **IEnumerable<TSource>** interface and more importantly this method also returns an **IEnumerable<TSource>** type.

On the other hand, the Reverse method which belongs to the **System.Collections.Generic** namespace is not returning any value as the return type is void.

With this keep in mind, let us see some examples for a better understanding of the Reverse method.

##### ****Example1: System.Linq namespace Reverse method****

In order to understand this, we are going to work with an integer array as shown in the below example.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intArray = new **int[]** **{** 10, 30, 50, 40,60,20,70,100 **}**;

Console.WriteLine**(**"Before Reverse the Data"**)**;

**foreach** **(**var number in intArray**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.WriteLine**()**;

IEnumerable**<int>** ArrayReversedData = intArray.Reverse**()**;

Console.WriteLine**(**"After Reverse the Data"**)**;

**foreach** **(**var number in ArrayReversedData**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![System.Linq Reverse Method in C#](data:image/png;base64,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)

**Note:** In the above example, if you go to the definition of the Reverse method then you can see that this Reverse method belongs to the System.Linq namespace and hence we can able to store the data in a variable of type IEnumerable<int> as the source contains integer data.

##### ****Using Query Syntax:****

The most important point is that we do not have any such operator called Reverse available in Linq to write query syntax. So here we need to use the mixed syntax. So let us see how to rewrite the same example using mixed syntax.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intArray = new **int[]** **{** 10, 30, 50, 40,60,20,70,100 **}**;

Console.WriteLine**(**"Before Reverse the Data"**)**;

**foreach** **(**var number in intArray**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.WriteLine**()**;

IEnumerable**<int>** ArrayReversedData = **(from** num in intArray

**select** num**)**.Reverse**()**;

Console.WriteLine**(**"After Reverse the Data"**)**;

**foreach** **(**var number in ArrayReversedData**)**

**{**

Console.Write**(**number + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****Example2:**** ****System.Collections.Generic namespace Reverse method****

In order to understand the above Reverse method, we need to create a collection of List<string> as shown in the below examples.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** stringList = new List**<**string**>()** **{** "Preety", "Tiwary", "Agrawal", "Priyanka", "Dewangan"**}**;

Console.WriteLine**(**"Before Reverse the Data"**)**;

**foreach** **(**var name in stringList**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.WriteLine**()**;

//You cannot store the data like below as this method belongs to

//System.Collections.Generic namespace whose return type is void

//IEnumerable<int> ArrayReversedData = stringList.Reverse();

stringList.Reverse**()**;

Console.WriteLine**(**"After Reverse the Data"**)**;

**foreach** **(**var name in stringList**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

If you go to the definition of the above Reverse method, then you can see this method belongs to the System.Collections.Generic namespace and the return type of this Reverse method is Void.

Now run the application and you will get the output as expected as shown below.

![System.Collections.Generic Reverse Method in C#](data:image/png;base64,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)

##### ****How to apply the Linq Reverse method on a collection of List<T> type?****

If you want to apply the Reverse method which belongs to **System.Linq** namespace on a collection of type **List<T>**, then first you need to convert to the **List<T>** collection to as **IEnumerable** or **IQueryable** collection by using the **AsEnumerable()** or **AsQueryable()** method on the data source.

If you use the **AsEnumerable()** method then it will convert the collection to **IEnumerable** whereas if you use **AsQueryable()** method then it will convert the collection to **IQueryable**.

The following program shows how to apply the Linq Reverse method on a collection of type List<T>.

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** stringList = new List**<**string**>()** **{** "Preety", "Tiwary", "Agrawal", "Priyanka", "Dewangan" **}**;

Console.WriteLine**(**"Before Reverse the Data"**)**;

**foreach** **(**var name in stringList**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.WriteLine**()**;

IEnumerable**<**string**>** ReverseData1 = stringList.AsEnumerable**()**.Reverse**()**;

IQueryable**<**string**>** ReverseData2 = stringList.AsQueryable**()**.Reverse**()**;

Console.WriteLine**(**"After Reverse the Data"**)**;

**foreach** **(**var name in ReverseData1**)**

**{**

Console.Write**(**name + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Reverse Method](data:image/png;base64,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)

**Note:** The LINQ Reverse Method in C# will return the data as **IEnumerable<TSource>** or **IQuereable<TSource>** based on how we use the LINQ method.

# LINQ Aggregate Functions in C#

## ****LINQ Aggregate Functions in C#****

In this article, I am going to discuss the **Linq Aggregate Functions in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Reverse Method in C#**](https://dotnettutorials.net/lesson/linq-reverse-method/) with some examples. As part of this article, we are going to discuss the following concepts.
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##### ****What are Linq Aggregate Functions in C#?****

The Linq aggregate functions are used to group together the values of multiple rows as the input and then return the output as a single value. So, simple word, we can say that the aggregate function in C# is always going to return a single value.

##### ****When to use the Aggregate Functions in C#?****

Whenever you want to perform some mathematical operations such as Sum, Count, Max, Min, Average, and Aggregate on the numeric property of a collection then you need to use the Linq Aggregate Functions.

##### ****What are the Aggregate Methods Provided by Linq?****

The following are the aggregate methods provided by Linq to perform mathematical operations on a collection.

1. [**Sum():**](https://dotnettutorials.net/lesson/linq-sum-method/) This method is used to calculate the total(sum) value of the collection.
2. [**Max():**](https://dotnettutorials.net/lesson/linq-max-method/) This method is used to find the largest value in the collection
3. [**Min():**](https://dotnettutorials.net/lesson/linq-min-method/) This method is used to find the smallest value in the collection
4. [**Average():**](https://dotnettutorials.net/lesson/linq-average-method/)This method is used to calculate the average value of the numeric type of the collection.
5. [**Count():**](https://dotnettutorials.net/lesson/linq-count-method/)This method is used to count the number of elements present in the collection.
6. [**Aggregate():**](https://dotnettutorials.net/lesson/linq-aggregate-method/)This method is used to Performs a custom aggregation operation on the values of a collection.

# Linq Sum in C#

## ****Linq Sum in C# with Examples****

In this article, I am going to discuss the **Linq Sum  in C#** with examples. Please read our previous article before proceeding to this article where we discussed the basics of [**Linq Aggregate Functions in C#**](https://dotnettutorials.net/lesson/linq-aggregate-functions/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Sum in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Sum in C#?****

The Linq Sum() Method belongs to the category of Aggregate Functions. The Linq Sum method in C# is used to calculates the total or sum of numeric values in the collection. Let us understand the Sum() method with some examples.

##### ****Example1:****

The following example calculates the sum of all integers present in the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 30, 50, 40, 60, 20, 70, 90, 80, 100 **}**;

//Using Method Syntax

**int** MSTotal = intNumbers.Sum**()**;

//Using Query Syntax

**int** QSTotal = **(from** num in intNumbers

**select** num**)**.Sum**()**;

Console.WriteLine**(**"Sum = " + QSTotal**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Sum Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAAAkCAMAAABi1J6lAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAB1UExURf///8CJTAAAK2ylwG9vb9LS0gBMiQAAAMDAwIlMAKXAwAArbMDAiUwAACtspUyJwKVsK2wrAMDApYnAwAAATHBwcNXV1cClbCsAAJ6ktFlcY6XApSsrbIGLmU5SV6WJTNXKg3BsT4lsbGxsiUwrbKWliStMiZJ0m7wAAAEhSURBVFjD7ZTLcsIwDEVJQh3LBsckKSnQFvr8/0+s5LwMDIPCwsNQa+G5i0gnkq49O3zMQsdmGxz5NP8fyDxwROSDIY2U0k7NFJICPOGUZSGLcoVYmIpcLE8FcrWyDGRd2Vvmc4ZMswTPonnhIJPcz0ly0fzK5lX1NZlIrXBQdUUjuzpYI9vPRiQCdz/fCq7uEjwhsIpWnwo49tHKrd1DAu6krsbkNJODSbwwvVtIIFLvVpqHdCWthywp00deiDTrNkdClF+uT+Dey2KxnI4czYJCu+UL1i7b0XRIOs6RFwY7OI9E+8eG41i9d3azHVZO6LLoXetEey+B8xQM3qNerGEi6clKjoQrBPFZj8hHQ262wZFv78GR6+eIjMiIvDPkH+GVapGNjJPPAAAAAElFTkSuQmCC)

Note: We don’t have any operator called sum in Linq query syntax. So here we need to use the mixed syntax.

##### ****Example2: Linq Sum Method with filter****

Now we need to calculate the sum of all numbers which is greater than 50.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 30, 50, 40, 60, 20, 70, 90, 80, 100 **}**;

//Using Method Syntax

**int** MSTotal = intNumbers.Where**(**num =**>** num **>** 50**)**.Sum**()**;

//Using Query Syntax

**int** QSTotal = **(from** num in intNumbers

**where** num **>** 50

**select** num**)**.Sum**()**;

Console.WriteLine**(**"Sum = " + QSTotal**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# linq sum](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAAjCAMAAACHMVXqAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACBUExURf///4Suz6XAwAArbICoxwBMiU1eawAAAMDAwIlMAMCJTGylwAAAK2wrAMDApcDAiUwAAKVsK0yJwInAwAAATCtspRkZcAAA1cClbAAA3SsAADR80KXApT5cawAA0yID3TsG3WxsiYlsbCsrbKWJTE1Nb0wAK0wrbExMiaWliStMiblva3gAAAFLSURBVFjD7ZfbbsMgDIZTKAXSQ0oS2mTrtu58eP8HnDEkReo2QS9mbYovkl8V5stvm6gpZvNFQRPH/Y6I3JORr8mqDWRJEkV/e0NEvtvviMiz+TMZeUFJtkopc0G2UNUWbyFdZOzjzrOsN2ug62zwaolkobTkzEQildw25rKC2eoNyKtlCbrurkaRXO22KQcPmFpK0X2o7pFhKb8PeGIBSzjTTm/Wo0jvs1V+9YkM3MP7K/u5AeDOkQUkc/bA9CgyJowznIyIrKFfbaPjlmJEuzqLgcwPzvAosk4V7GwiMpYuJn81XrDYk+/RrB5F5nmuq20W2dVW+j7jgLuUIDLJNpDd5Zx8Xu3a/6CqF3xeO8y2zZht/oRdM4Gu0jx746fzrCOR7FkMbpwzY3PJmK9lLP7Ae3siT+SJ/C/IR7J/vT0Zme7rZvqu+sX4BJwPb+N1TYVyAAAAAElFTkSuQmCC)

##### ****Example3: Linq Sum Method with Predicate****

Instead of using the where method to filter the data, you can also use the other overloaded version of the Sum method which takes a Predicate and within that predicate, you can write the logic to filter the data as shown in the below example.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 30, 50, 40, 60, 20, 70, 90, 80, 100 **}**;

//Using Method Syntax with a Predicate

**int** MSTotal = intNumbers.Sum**(**num =**>** **{**

**if** **(**num **>** 50**)**

**return** num;

**else**

**return** 0;

**})**;

Console.WriteLine**(**"Sum = " + MSTotal**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq sum](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAAjCAMAAACHMVXqAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACBUExURf///4Suz6XAwAArbICoxwBMiU1eawAAAMDAwIlMAMCJTGylwAAAK2wrAMDApcDAiUwAAKVsK0yJwInAwAAATCtspRkZcAAA1cClbAAA3SsAADR80KXApT5cawAA0yID3TsG3WxsiYlsbCsrbKWJTE1Nb0wAK0wrbExMiaWliStMiblva3gAAAFLSURBVFjD7ZfbbsMgDIZTKAXSQ0oS2mTrtu58eP8HnDEkReo2QS9mbYovkl8V5stvm6gpZvNFQRPH/Y6I3JORr8mqDWRJEkV/e0NEvtvviMiz+TMZeUFJtkopc0G2UNUWbyFdZOzjzrOsN2ug62zwaolkobTkzEQildw25rKC2eoNyKtlCbrurkaRXO22KQcPmFpK0X2o7pFhKb8PeGIBSzjTTm/Wo0jvs1V+9YkM3MP7K/u5AeDOkQUkc/bA9CgyJowznIyIrKFfbaPjlmJEuzqLgcwPzvAosk4V7GwiMpYuJn81XrDYk+/RrB5F5nmuq20W2dVW+j7jgLuUIDLJNpDd5Zx8Xu3a/6CqF3xeO8y2zZht/oRdM4Gu0jx746fzrCOR7FkMbpwzY3PJmK9lLP7Ae3siT+SJ/C/IR7J/vT0Zme7rZvqu+sX4BJwPb+N1TYVyAAAAAElFTkSuQmCC)

##### ****Linq Sum Method Working with Complex Type:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

new Employee**{**ID= 106,Name = "Sara", Salary = 25000, Department = "IT"**}**,

new Employee**{**ID= 107,Name = "Pranaya", Salary = 35000, Department = "IT"**}**,

new Employee**{**ID= 108,Name = "Manoj", Salary = 11000, Department = "Sales"**}**,

new Employee**{**ID= 109,Name = "Sam", Salary = 45000, Department = "Sales"**}**,

new Employee**{**ID= 110,Name = "Saurav", Salary = 25000, Department = "Sales"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

This is a very simple Employee class with having four properties such as **ID, Name, Salary,**and **Department**. We also create one method i.e. **GetAllEmployees()** which will return the list of all the employees.

##### ****Example4:****

The following example calculates the Sum of Salaries of all the employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var TotalSalaryMS = Employee.GetAllEmployees**()**

.Sum**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var TotalSalaryQS = **(from** emp in Employee.GetAllEmployees**()**

**select** emp**)**.Sum**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"Sum Of Salary = " + TotalSalaryMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# linq sum](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAAAhCAMAAAD6WSeFAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAEaUExURf///6VsKwAAK2ylwABMiYlMAEyJwAAAAMDAwMCJTGwrAMDApQArbInAwKXAwCtspQAATEwAAMDAicClbGBiZ7O5xri/zCsAAMDG1K2zv7zD0AA8cxkySABBfQBDgABAewA+d7e8yrrAzaXApWRlari7xb7CzMjM18TH0szP2rvCz2xsiaWJTIlsbKu0v7O4xkZ2n66zwERymjVHWF5gZaituYlMTCsrbL/F1L3Fzb/F05GpwKyyvq+0wGKJrQNFglyDp11hZH+YrhozSRVRiKu6x3uatnSTr5amtZeswYqlvAZAdpKktn6cuneYtbK6wmKIrCFUgyA2SpyqubS6xRBHeXCSsTZiiysATEwATInAiUwrbKWliStMie0K900AAAK+SURBVFjD7Zlnd9MwFIajRJbtxCsJLYWGEUrZlL33Hm3Ze/z/v4F0JV3LtiLDaU4oxv70HvlKus8dstJ2Th4/cWz9aKfpz8r+5aV9e1rMFrPF3J2YfsOfzs1Ty0u3m4+58uTps+fNx3x84NDh1XeNxzwoMCd/PC8NgsBzGVBuEO4+TOE3qTGmaEMH/Sp2aXq3txNMhnGkWmmBblTFbMxXG+8/Tnwm/E49dwa5TRaD72y8t+iUZfqOMFkonBcLstFQDSkhhqOE2MRszO3ph8+rkywmtTtLG5lHFlpe+fPMpl6Aakot5LI8zlXhwDwy/XT+4iWVJFwk9On4ZzC+luhNEDCLPRtmaFZvWMDUI3T8JRZVl8I6UeL9FibTAdQCJmbxoF8VTsxzF65c5r5IqxyTQ679+G44kwJyt0dEJ/DHjJ6e7lOCuVWYOEKBcTSUr53Bz2ski6/GsBUKEe0oOZt4VVGPye2giw1Mj5e7zJ1CAcc4ZjWbOD1vrGLRYqtFa30gNBfmljJwJT8ZnAU8uGIlFByKLxIBXUk4Md/wolWbEQMTiqGAqbNpw1TT5QkZFDD1CHaZcIga3TDzrCW6R7gzKOjgNGTPqwoH5ovp67f6u8nPMgem9Mzam/lRCMdhIZs4gmTiBas98lKIGp57KCI4L6zC9UF5ubG1OcF8gW+6NoqYMlzSWSsm9F1YKtp8JE8gHX39NvTdRUvNktCOGUIfsKaovR5EZ4CDqIUCGyb0ivo8lTBxerfHN2Omh/lIjpnFtRckqi0oNCgxBXwlPZuovQVRHU0RWZJaMY0bXjmbOB2OIj4dbIMAAqNGjHZMXQVWyi/er1LzzuPZxUzMewLz0YKvmGn912TOd9obt+7ef/hgsZvSumTOH/M6/1l9Z6G/N1mwcEr/f/kjSYvZYraYLeZfxJT/EWsx26L9d55fYobT/cSlWy0AAAAASUVORK5CYII=)

##### ****Example5:****

The following example calculates the sum of the salary of all the employees who belong to the IT department.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var TotalSalaryMS = Employee.GetAllEmployees**()**

.Where**(**emp =**>** emp.Department == "IT"**)**

.Sum**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var TotalSalaryQS = **(from** emp in Employee.GetAllEmployees**()**

**where** emp.Department == "IT"

**select** emp**)**.Sum**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"IT Department Total Salary = " + TotalSalaryQS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq sum in C# with examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV0AAAAiCAMAAADLVfolAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADYUExURQAAAGwrAGylwAAAK8CJTIlMAKXAwP///8DAwAArbABMiUyJwCtspaVsK0wAAMDAicDApaXApYnAwAAATMClbCsAAGxsbWprbGtsbEUtOW1tbWtrbGxsiYlsbMzNzc3Nzmlqa8vMzcPGycrMzWxtbZG4y5C3y5K4zJG4zG5ubisATNHRoCsrbKWJTGdpamhpa7/Cx8LEx83Ozm1tbsbHysrLzc7Oz2tsbW1ubsnLzZC3ypK5zInApaVsTM7Pz8/P0EwATInAidDQ0NDQoNDQnytMiUwrbKWliX19fScAAAMbSURBVGje7Zh5m5sgEMZNIlYBN9kk3XZ73/d93/fx/b9RGcARBUW70m1a3j/y4DoDww9mwE3uHp6ICqUk0g1J9+thEhVM3yLdgPpyOzIIp4+RbkB9eLUDQdI8z9MJbP64XjxNWJ7LyHiuVOLLIhOPq9nQvoqMjLaxB3X2s5i3yPGWj8tmnLheHMBBqvUqPQ2PnpyB6exrgtgwpskH9fO7dO1BB9FlsOacTEe3yN4rd5YCPKJ+iqzsbfh00Us34cu9v43uZu2Y2lHobt7NDHdoqke2PdnTmIKu/NVlbTEvRU7KfrkudHR7Zw25pHN8uUe33/PtvQzWpO2FNi66ukPDhmMtteimZolo2liBydrmXfoWXWm/Wa9mPQ0v3QvXBtAtEyomC1NazHO9drTUW4jKGQAMPQEq2O7//CEeDK9U77fuvcu1cW2DQ9j7klfHgW1jBaZee7eaMQR4UDFAkZ3PSE9jCrpiLLH51PwXcwgSawUWKemIdIlYkM2atLxY2kdX2IPvataykV521sOBW3bbNAIDsKp7BKnyg3TQhaouIhG+hWTZ1fDSvXwwZO9u1jpbVQiSAVM3DblBG/WSytwR02l59dOldf6iTTWEs6YKRKXTxgqs0Gk0dO8y6JiuzsktSnoaU9AVewBXvqbLIFzmodvwGk0Xh+g4seC9bWMHBi+Y94THIdQlqVAHB8yls+Gle9VPF09JDEEWswpYN92WVz9dvZJG/a6H6KDbCKOycQVGl58+7yUDKwM1M4FXc3c2JqCrrpY6EtkxHHOylLJmZdAnOdJteikGxmnfOtWYPNXK2qYewqJb3E/aYVQ27sAGfMZVh2Jlqi61pLfh0/MD/FZz0c319Uvdk1K96qQ6VnhjEvJv4kaGdGuveocpG9eNjOEHkLbBIdQlzcxEaoWBNq7AuDeLmXY3tjU1P9o6Gh69fjnq1n3Er83j0pAsDqG3p/8DunT4/0qm1c1/ny7LjwvuWLpRo3Qr0g1J92xkEE7XI91Id0d141RkEOnupt5EugH1LNINqCuXIoNIdzf1+GFkEE6PHkQGwfQLDb5RqPdQ+VMAAAAASUVORK5CYII=)

##### ****Example6:****

Let’s rewrite the previous example using custom predicate.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax and Predicate

var TotalSalaryMS = Employee.GetAllEmployees**()**

.Sum**(**emp =**>** **{**

**if** **(**emp.Department == "IT"**)**

**return** emp.Salary;

**else**

**return** 0;

**})**;

Console.WriteLine**(**"IT Department Total Salary = " + TotalSalaryMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# linq sum examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV0AAAAiCAMAAADLVfolAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADYUExURQAAAGwrAGylwAAAK8CJTIlMAKXAwP///8DAwAArbABMiUyJwCtspaVsK0wAAMDAicDApaXApYnAwAAATMClbCsAAGxsbWprbGtsbEUtOW1tbWtrbGxsiYlsbMzNzc3Nzmlqa8vMzcPGycrMzWxtbZG4y5C3y5K4zJG4zG5ubisATNHRoCsrbKWJTGdpamhpa7/Cx8LEx83Ozm1tbsbHysrLzc7Oz2tsbW1ubsnLzZC3ypK5zInApaVsTM7Pz8/P0EwATInAidDQ0NDQoNDQnytMiUwrbKWliX19fScAAAMbSURBVGje7Zh5m5sgEMZNIlYBN9kk3XZ73/d93/fx/b9RGcARBUW70m1a3j/y4DoDww9mwE3uHp6ICqUk0g1J9+thEhVM3yLdgPpyOzIIp4+RbkB9eLUDQdI8z9MJbP64XjxNWJ7LyHiuVOLLIhOPq9nQvoqMjLaxB3X2s5i3yPGWj8tmnLheHMBBqvUqPQ2PnpyB6exrgtgwpskH9fO7dO1BB9FlsOacTEe3yN4rd5YCPKJ+iqzsbfh00Us34cu9v43uZu2Y2lHobt7NDHdoqke2PdnTmIKu/NVlbTEvRU7KfrkudHR7Zw25pHN8uUe33/PtvQzWpO2FNi66ukPDhmMtteimZolo2liBydrmXfoWXWm/Wa9mPQ0v3QvXBtAtEyomC1NazHO9drTUW4jKGQAMPQEq2O7//CEeDK9U77fuvcu1cW2DQ9j7klfHgW1jBaZee7eaMQR4UDFAkZ3PSE9jCrpiLLH51PwXcwgSawUWKemIdIlYkM2atLxY2kdX2IPvataykV521sOBW3bbNAIDsKp7BKnyg3TQhaouIhG+hWTZ1fDSvXwwZO9u1jpbVQiSAVM3DblBG/WSytwR02l59dOldf6iTTWEs6YKRKXTxgqs0Gk0dO8y6JiuzsktSnoaU9AVewBXvqbLIFzmodvwGk0Xh+g4seC9bWMHBi+Y94THIdQlqVAHB8yls+Gle9VPF09JDEEWswpYN92WVz9dvZJG/a6H6KDbCKOycQVGl58+7yUDKwM1M4FXc3c2JqCrrpY6EtkxHHOylLJmZdAnOdJteikGxmnfOtWYPNXK2qYewqJb3E/aYVQ27sAGfMZVh2Jlqi61pLfh0/MD/FZz0c319Uvdk1K96qQ6VnhjEvJv4kaGdGuveocpG9eNjOEHkLbBIdQlzcxEaoWBNq7AuDeLmXY3tjU1P9o6Gh69fjnq1n3Er83j0pAsDqG3p/8DunT4/0qm1c1/ny7LjwvuWLpRo3Qr0g1J92xkEE7XI91Id0d141RkEOnupt5EugH1LNINqCuXIoNIdzf1+GFkEE6PHkQGwfQLDb5RqPdQ+VMAAAAASUVORK5CYII=)

# Linq Max in C#

## ****Linq Max in C# with Examples****

In this article, I am going to discuss the **Linq Max in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Sum Aggregate Functions in C#**](https://dotnettutorials.net/lesson/linq-sum-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Max in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Max in C#?****

The Linq Max in C# is used to returns the largest numeric value from the collection on which it is applied. Let us understand the Max() method with some examples.

##### ****Example1:****

The following example returns the largest number from the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 80, 50, 90, 60, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLergestNumber = intNumbers.Max**()**;

//Using Query Syntax

**int** QSLergestNumber = **(from** num in intNumbers

**select** num**)**.Max**()**;

Console.WriteLine**(**"Largest Number = " + MSLergestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, it will display the output as 100.

**Note:** We don’t have any operator called Max in Linq query syntax. So here we need to use the mixed syntax.

##### ****Example2: Linq Max with filter in C#****

Now we need to return the largest number from the collection where the number is less than 50.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 80, 50, 90, 60, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLergestNumber = intNumbers.Where**(**num =**>** num **<** 50**)**.Max**()**;

//Using Query Syntax

**int** QSLergestNumber = **(from** num in intNumbers

**where** num **<** 50

**select** num**)**.Max**()**;

Console.WriteLine**(**"Largest Number = " + MSLergestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It will print the output as 40.

##### ****Example3: Linq Max with Predicate****

Instead of using the where method to filter the data, you can also use the other overloaded version of the Max method which takes a Predicate and within that predicate, you can write the logic to filter the data as shown in the below example.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 10, 80, 50, 90, 60, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLergestNumber = intNumbers.Max**(**num =**>** **{**

**if** **(**num **<** 50**)**

**return** num;

**else**

**return** 0;

**})**;

Console.WriteLine**(**"Largest Number = " + MSLergestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It should give the same output as the previous example.

##### ****Max Method Working with Complex Type in C#:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

new Employee**{**ID= 106,Name = "Sara", Salary = 25000, Department = "IT"**}**,

new Employee**{**ID= 107,Name = "Pranaya", Salary = 35000, Department = "IT"**}**,

new Employee**{**ID= 108,Name = "Manoj", Salary = 11000, Department = "Sales"**}**,

new Employee**{**ID= 109,Name = "Sam", Salary = 45000, Department = "Sales"**}**,

new Employee**{**ID= 110,Name = "Saurav", Salary = 25000, Department = "Sales"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

In the above Employee class, we define four properties such as ID, Name, Salary, and Department along with the GetAllEmployees() which will return the list of all the employees.

##### ****Example4:****

The following example returns the highest salary among all the employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSHighestSalary = Employee.GetAllEmployees**()**

.Max**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSHighestSalary = **(from** emp in Employee.GetAllEmployees**()**

**select** emp**)**.Max**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"Highest Salary = " + QSHighestSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Max in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAAAlCAMAAACDFH7qAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABjUExURQAAAKXAwGylwAAAKwBMiYlMAAArbP///8DAwMCJTGwrAMDApStspaVsK0yJwEwAAMDAiYnAwF5gYQAATF5fYamssMClbCsAAKmtsaXApamtsGxsiYlsbKWJTCsATEwATInAiRWiMwgAAAIoSURBVGje7ZeJcsIgEIaJgRQU0DStvY/3f8qyyxFyYdJoO7Uwo64QYL/dn0XJ4+3NdTfyHwjJlbdMmAn/GqHkIv5absSqxSnnXPw+YVUwcGa3RUI1m9DO68aHd+evjBEEiHPmLEXSxjxCssC/AaGGJSQ7I+Fh71GZ2U4ljR8gbGq1cIW5hHYRfXxIGPMI22OjUR/KzDfKw+lhDAyzs8QnuI8yEopYrqJD6Hvo8b0G4UkM6FDoo4T4WFPvtgljbg6dQ9IsDekvNwYPcwObIULr1MA9yd1GVIWMugVDD0W8w94OJ2PvziGzvlXFa8ESRpoQsxER4nu5UeYFLmiBXxx4CNcwAbBSUKoWfZVCD8SNVE9bhGtqFuuZh8LSCZuCPc2UCnmmjG/nUFjPmtpr0jjiGMeWNaPKi7xD6HtC8YDZNNL4VIMg090LpooljKWELpgRIYspEodIG6/h1c1h6AlQMKDVjHJjkl0VMAvSNW0sIyw3LK6EqFIxKJDjhHjGRE+lbU+bNnr4+NyTkyqFqXYR6SvnqLGUUPQITVZZ/16IaqfV3Rtiu9OrY5W2PS2hEf6ciwSzby89ljQm23NEKH3JsT8mRERox4T7VKGwxCfJlz5bcaR/mONBcT3R0ZMpafUuHeqTmzCmCcfucnX6slrdZPqqOFubJjwd43W/yi+7fJrQ6u2iHmj+U4Dk/u7a/x9mwkyYCTNhJsyEmTATZsJMmAkzYSac0b4Ap48zeQzciZEAAAAASUVORK5CYII=)

##### ****Example5:****

The following example returns the Highest Salary of IT department.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSHighestSalary = Employee.GetAllEmployees**()**

.Where**(**emp =**>** emp.Department == "IT"**)**

.Max**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSHighestSalary = **(from** emp in Employee.GetAllEmployees**()**

**where** emp.Department == "IT"

**select** emp**)**.Max**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"It Department Highest Salary = " + QSHighestSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Max in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXIAAAAhCAMAAADzl9DWAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAFcUExURQAAAABMiWylwAAAKwArbMCJTKXAwP///8DAwIlMAGwrAEwAACtspcDAicDApUyJwKVsK4nAwAAATMClbCsAAKXApWxsbWprbGtsbIJefYNefW1tbUUtOWtrbMzNzdna29rb3NPU1dTV1mxsicvMzc3Nzmlqa9bW1srMzcPGydHT1GxtbYlsbMrN0NfZ2m5ubtDT1ysATNfX19fY2pC3y5K4zFhefZG4y9fXt9XXtpG4zCsrbNjZ29vc3NLT1dXW1tzc3Whpa2dpaszP1MLEx8bKzr/Cx9jZ2tLT1M3Ozs7Oz8nLz6WJTM/R1c7Pz21ubm1tbtzd3c/P0MrLzWtsbcbHytbW19HS1MnLzd3d3pC3ys3P0dDQ0EwATInAidDS1JK5zNDQn9PV19HRoNDQoN7e3o7E3o/F39jY2I7E39fX2IaxttfYt66KbnGepsOegdTWtitMiUwrbKWlibJ83JkAAAO1SURBVGje7ZjnV9swEMClJE7lIGInAVoo3YPuQVu699577733//9etS1bTiIRUPN4ug8gY9/6+XQnAz5+eju9LIhHAZ+/vJsGQXzKh9nXAblfeT/7bHeg4FUeP7gTkPuV2zM3bg5PNBhF+mW1Eg1kDiKEoqFDfmrmyi2QICSCq9Xj3O1andxoNmytFdVtnuHXkDnBKLVGbvrCJNY0/6eBXhqUuUPGJxarFJQurOX4ycsrafzjje48sLXNQZEDB2CGr4SawDFYyH0CMDUKR0fkS4iJ37RsYS9r12/qixxg6XKYkbdbqaMFG2m34gw5t5Z0xszFfJFjtoGQBpjnxX6KxlitpOQx5gOLbgQ7e1t03yl12PmNOkfr1E5Rq5sLijxrvbzTpSQh6Uvdg1zbtNNuRXqHiXLIjVDZG7aoEJ66cMMu2q1mw1w4IF+zbvX2vlVOdw51S7OqVpB4uTAVpQVZEjQsoQ4J8PG/f8iFphWJOuxV5YIQtUV3LPPFXQg7mrbBC8uhowJTBo1Q+W2L6mSPQNHKaZC1+o56bC4WGjkJkJQpZ1Gt0CBUq0ki3s+4BYU8Jm+J7MmCVtJ1Qos5xQmxn1RVaSk7WgMyS5RaUs2F+co1llyoFCVrGlkLQmpIavNTuaMDjTgnujVGurBwQH7sxMYJmypvt8RG5kmwzBNxzlHTRSFnO45kVNDqgrxHlQstZYeSaTa6zg1yNwVZYBlyI9Sa2IL9G0sqTXfGYHMDq+rYXDggv3jJAjlJX1VEhjyhESd9kOe0rJGLctOQxzrWHo2YBqUCUwbNUOmNxOagoZoPWdT4eKLZFRcOyHdt29IfuRrNKgnWDiXF7sgLWpbIq5Xii8ofPPhVOfJcYPLRslDh6PMXI6B3Y9GR84nEcpc09MX8kWtjP+PBD7wiGOaEbjfWaJN8YxHqCnlei2ModVFAbrworKPgs8+wcw0UA8sMloVq9WEKpeOEn79ieXwrLuxl38O7E9rXJxtBuRMcEqc0vtsjUQ2xnFY4l4dQz5BnWlnlGS4kciznKESGlrDDf6egxI46V2SBKYNloeK+3SCRp9Ds0AnlPjAX9shfPrrnpDDwxwWwHFmOteP+XenUDRZQvk29WjGcyLHTTHL/B8rimu8hh6YODB1y3iIWFUmC/htxd+RBBpUfU0cCcr/yc+7IqkDBqxyePBiQB+RLXH5N7l8eKHiV73MBuWf5OvkkIPcrb57eD8j9yp6dWzcHCgH50pbrV8+dDhS8ytnzF84ECj7lH0XjXUjCQcycAAAAAElFTkSuQmCC)

##### ****Example6:****

Let’s rewrite the previous example using a custom predicate.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSHighestSalary = Employee.GetAllEmployees**()**

.Max**(**emp =**>** **{**

**if** **(**emp.Department == "IT"**)**

**return** emp.Salary;

**else**

**return** 0;

**})**;

Console.WriteLine**(**"It Department Highest Salary = " + MSHighestSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It will give the same output as the previous example.

# Linq Min Method in C#

## ****Linq Min Method in C# with Examples****

In this article, I am going to discuss the **Linq Min Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Max Aggregate Functions in C#**](https://dotnettutorials.net/lesson/linq-max-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Min Method in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Min Method in C#?****

The Linq Min method is used to returns the lowest numeric value from the collection on which it is applied. Let us understand the Min() method with some examples.

##### ****Example1:****

The following example returns the lowest number from the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLowestNumber = intNumbers.Min**()**;

//Using Query Syntax

**int** QSLowestNumber = **(from** num in intNumbers

**select** num**)**.Min**()**;

Console.WriteLine**(**"Lowest Number = " + MSLowestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, it will display the output as 10.

**Note:** We don’t have any operator called Min in Linq to write the query syntax. So here we need to use the mixed syntax.

##### ****Example2: Min with filter****

Now we need to return the lowest number from the collection where the number is greater than 50.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLowestNumber = intNumbers.Where**(**num =**>** num **>** 50**)**.Min**()**;

//Using Query Syntax

**int** QSLowestNumber = **(from** num in intNumbers

**where** num **>** 50

**select** num**)**.Min**()**;

Console.WriteLine**(**"Lowest Number = " + MSLowestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It will print the output as 60.

##### ****Example3: Min Method with Predicate****

Instead of using the where method to filter the data, you can also use the other overloaded version of the Min method which takes one Predicate and within that predicate, you can write your logic to filter the data as shown in the below example.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSLowestNumber = intNumbers.Where**(**num =**>** num **>** 50**)**.Min**(**num =**>** **{**

**if** **(**num **>** 50**)**

**return** num;

**else**

**return** 0;

**})**;

Console.WriteLine**(**"Lowest Number = " + MSLowestNumber**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It should give the same output as the previous example.

##### ****Working with Complex Type:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

new Employee**{**ID= 106,Name = "Sara", Salary = 25000, Department = "IT"**}**,

new Employee**{**ID= 107,Name = "Pranaya", Salary = 35000, Department = "IT"**}**,

new Employee**{**ID= 108,Name = "Manoj", Salary = 11000, Department = "Sales"**}**,

new Employee**{**ID= 109,Name = "Sam", Salary = 45000, Department = "Sales"**}**,

new Employee**{**ID= 110,Name = "Saurav", Salary = 25000, Department = "Sales"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

In the above Employee class, we define four properties such as ID, Name, Salary, and Department along with the GetAllEmployees() which will return the list of all the employees.

##### ****Example4:****

The following example returns the lowest salary among all the employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSLowestSalary = Employee.GetAllEmployees**()**

.Min**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSLowestSalary = **(from** emp in Employee.GetAllEmployees**()**

**select** emp**)**.Min**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"Lowest Salary = " + MSLowestSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Min Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAAAhCAMAAAB5nR6+AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACBUExURf///wBMiWylwAAAKwArbKXAwMCJTAAAAMDAwIlMAGwrAF9gYsDApaqusitspaVsK0yJwEwAAMDAiQAATInAwMClbCsAAKXApauus2xsiYlsbInApSsATGwrTKWJTKVsTEwATInAiSsAK4mlbKWlpUyJpcClpWylpWxMbKWlbKXAic+AHOYAAAILSURBVFjD7ZcJd4IwDIDtBGnVtVVwl7r7/v8/cEkvikCLb3ObvvIUYiChXy5wdDUbneCWqI5nO58Vp7clqkR1glSEUjr5a6osZ3tYtK/mACGaqvHZt6i4CQqxngPCgajkfArrYD9HleV32pxQBj9EUDgQVVl1+P4OVbmeanO9l6uLgDCEiuuGkHpJHIxci6CwXKgrtFRTTYqmuUdlNWS1qSiEl2Ne42HU5uqysppPA8IAKg6LxUWaGAAcMRpvIa0lcWqcE+EyZ6ichiik5UKf7o1xk4qA3yy/yVlAiFOVFdO+IEnZJZSBgI+BJS4s7UBnude4Os9+BaIG26AAnwpI38cB6OyzTiowyRRDnxCnIrY8IEOcIlJZ2XqDmxuuLldwVuWA2hK0VFZDbMmiNfHqN5yra5USFhD2oIIwvLx/bCrmR9VydbuSsFL8NnPlNA4ET0hRFMP6Cq0wLf1CnEofYQHlevv0+La1s6ijh9tPGOyZyU4F1po6PWR5/7AoBlWg3nM78TqFAdNCqtkgwN2zKPjrJ448tjvDvZmnY3GrUNEKbiL9Cqw1NRUUdXzoj/3nFQsKASoMFmZTmge2VEWLkeCmMdRRuOHgdwaxoVZTg9uLqfJhNF4r8b6yqavZmivXzN6jR/gfb7c8NtaP8Z2dRFN1fFSS/gZU+n+VqBJVokpUiSpRJapEFd2+AERPuqLXvuReAAAAAElFTkSuQmCC)

##### ****Example5:****

The following example returns the Lowest Salary of IT department.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSLowestSalary = Employee.GetAllEmployees**()**

.Where**(**emp =**>** emp.Department == "IT"**)**

.Min**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSLowestSalary = **(from** emp in Employee.GetAllEmployees**()**

**where** emp.Department == "IT"

**select** emp**)**.Min**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"IT Department Lowest Salary = " + QSLowestSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Min Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVgAAAAbCAMAAAAOCWcEAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAADqUExURf///wBMiWwrAGylwIlMAKXAwMCJTAAAAMDAwAArbAAAK0wAACtspcDAiUyJwMDApaVsK4nAwAAATKXApcClbCsAAGZmZnBwcNXV1WxsiYlsbCsATInApWxtb21tb8vN0m5ub9HS0zg+RWwrTCsrbKWJTM3N0m1ub83O0s/Q0qVsTM/R025vb25ublppeVJhcmBhYpOcqKKIYaOKYqKJYpaDZ2tra7munWdnZ6SMZKSNZaaPZqWPZqaOZqWNZqSLY0wATInAiSsAK4mlbKWlpUyJpcClpWylpWxMbKWlbKXAiStMiUwrbKWliXsyFe4AAAMzSURBVGje7ZjXdtswDIbNWLIom2YkxU1H0jZNuvfee8/3f52CJAhrkspxVLcNeeFDW/wh4CMEUB6dOjkKY4gRwA4GNgljgBHADgX2ya0AYRCwLx8HCIOAffH0fwuJcc4n6wf7ajuRnGtfBDcjo6tpDF83N/oaS+Po8Gv6iFyrRcVjPabjlcAK3BdmLTsm3WBfbyt3txAeTUphCI+J9YKVat9FdHRg0/i6kTMewZfMOXGAfe4Fm4j57K8FW+Qt4a0CttjdMHLzKRcnHBMX2Gd+sPoTK9d0nMGzp00KrGVssZNz2EKsJPMZW/zgi4ux2o66ita0oUKD0lARsJzKJTOiprzIJ0lVXgLb8FBXNe9OGrleVuSbG46JC+ybPmCzhEEwKojpmOOOsQzzhWmfVbDoMgOsW79+wpeSaoLJ1Z2xAhdjJgBfKy+JGnJhewD5Q2AbHprL7kwjOQO7aXwmjhwTF9gHfrDgD6ScCX06Vm5RcVDZpQqOERLYCPaiyKOaSk5cYGG9CQdSFayBluQ6yK7CoRoslQOT7eVSUPFQMTX3IYbmGYhawYIk1Ri7Ji6wD3tlbJHjM7jcTXOYUG7Tk2nB6ocFAqip3GCZfU7BHvRLoEpyFT+ibYsGrupM5LYWWLAND1N8ivpl7GmdmJFj4gJ73w8WNpy2eQlWKgelB2xF1RMs+PDp67edktzAcxRI5Qv5Q2CbHqoL0nvGsTVWNwkVS+fEBfaRHyz1QbqprleWVTfYmsoNFjcRLO8efHj/5cB255aW0jx5lv2xS9s8ZPO372ZJr1KAkdrYWycusLfv+sCakyLeW9tU3UyXTVktBdiiCWxVZaIutfFa1ZS6VSnLH7NEfP4+I3npYFWXp5eSuj9LMm0e9ngpm5bPsZFz4gB7b5/evNrAcjxbmZPOBLc4sk1DVNzWv8Fxi8AuVct0Mmtq9+C2aGd45k9j3STRMbF8IazLWcMfcybTNpoeCu97pLRybTqy9+iYdIO9s3+o8/OKb4trH8J31jqy/wou3DxOYFn/Pz5WBrt3fMBK/se4JqMbe0kYQ4C9diVAGATs1XMBwiBgLweww4A9fzZACGD/ofEbxYUBf8vSWWMAAAAASUVORK5CYII=)

# Linq Average Method in C#

# ****Linq Average Method in C# with Examples****

In this article, I am going to discuss the **Linq Average Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Min Aggregate Function**](https://dotnettutorials.net/lesson/linq-min-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Average Method in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Average Method in C#?****

The Linq Average method is used to calculate the average of numeric values from the collection on which it is applied. This Average method can return nullable or non-nullable decimal, float or double value. Let us understand the Average() method with some examples.

##### ****Example1:****

The following example calculates the average value of all the integers present in the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

var MSAverageValue = intNumbers.Average**()**;

//Using Query Syntax

var QSAverageValue = **(from** num in intNumbers

**select** num**)**.Average**()**;

Console.WriteLine**(**"Average Value = " + MSAverageValue**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# Average Method with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMwAAAAmCAMAAAC/I4QkAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACxUExURQAAAMDAiQBMiStspWylwAAAK0wAAP///8DAwMCJTIlMAEyJwGBiZ7O5xonAwAAATK2zv6VsK8ClbAArbCsAAGwrAKXAwAA8cxkySMDApQA+d6XApb7CzLi7xWRlakZ2n66zwERymjVHWKituYlsbF5gZayyvpamta+0wHSTr1yDpyA2Sn+Yrl1hZBozSSsATBBHeZyquTZii5KktqXAiQZAdiFUg0wAKysAK2xMbGwrKwYE2RwAAAIiSURBVFjD7ZcHd4IwEMc1AZtA1QIO1O7avff4/h+syWUQhhXosjT3fL4Il3C/u/8l0upurK81xVpNg2k1xrpHDYI5PW4QzHR83iSY+BtXR4QQ+tMwmISDz67U74mwcbtjXHUdWisFhHjGoKTd3sT8ifPZ8NN58YEiE30tGJUOlMrLcrvjlYlmb07wBZriOYxG3q/B7OztM2WEA/ZpockQogkSsaPwuicKjZX8fah9kG8IoTNQmXaWMOLbp+XaqDbM7sEhe1TAijM0ouGrwC/ESeBKwKMN5G0QtPJJ6QzC1s55mPysBT3jmYMKMAJEBsqf64LodNiRaiifirD4/cQnpbNEZVCHLEx+luuQojbHJMgMSsoM1vaZzngkggzWlyWSsRGhD4WY+KR0JuJUzjmYglnF5jpyf9WDEvY0jmVueMOwx/Hm6fe8rHxhq+LJxjKNiY+hs/BFRK2cC2DKqsZXDH55mPvHWCgDdIbaz45nbkEKRsgcdOIt3qbQ5HXkGc5pGCFgmitBocx0Xy1rsMyhieT5ACWZP3RAqF4aBu76xIwG51uTiYj7a+eEmamPRU0LZ31waJmDcjCyjpjrTLUblqLXMotGbDvGVJ3K1PAxQxC/tTNWAub5hytFs7KmN3Zc8d/QdHxVaSuHUyh7Mq6KnV1c1oCBKq7gy9lJxfcZpHa+VYRp1GuzhbEwFub/wmxubVsYKzMLY2EsjIWxMBbmD9s7Whctwo9miAYAAAAASUVORK5CYII=)

**Note:** We don’t have any operator called Average in Linq to write the query syntax. So here we need to use the mixed syntax.

##### ****Example2: Linq Average Method with filter****

Now we need to return the average value from the collection where the number is greater than 50.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

var MSAverageValue = intNumbers.Where**(**num =**>** num **>** 50**)**.Average**()**;

//Using Query Syntax

var QSAverageValue = **(from** num in intNumbers

**where** num **>** 50

**select** num**)**.Average**()**;

Console.WriteLine**(**"Average Value = " + MSAverageValue**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

It will print the output as 80.

##### ****Working with Complex Type:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

new Employee**{**ID= 106,Name = "Sara", Salary = 25000, Department = "IT"**}**,

new Employee**{**ID= 107,Name = "Pranaya", Salary = 35000, Department = "IT"**}**,

new Employee**{**ID= 108,Name = "Manoj", Salary = 11000, Department = "Sales"**}**,

new Employee**{**ID= 109,Name = "Sam", Salary = 45000, Department = "Sales"**}**,

new Employee**{**ID= 110,Name = "Saurav", Salary = 25000, Department = "Sales"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

We create the Employee class with four properties such as ID, Name, Salary, and Department along with the GetAllEmployees() which in turn going to return the list of all the employees.

##### ****Example3:****

The following example returns the average salary of all the employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSAverageSalary = Employee.GetAllEmployees**()**

.Average**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSAverageSalary = **(from** emp in Employee.GetAllEmployees**()**

**select** emp**)**.Average**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"Average Salary = " + MSAverageSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Average Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAAAjCAMAAADIQJR/AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAB1UExURQAAAEwAAKVsKytspQBMiYlMAGylwP///8DAwMCJTMDAiQAAK19gYra5vrC0uKqusonAwEyJwGwrAAArbAAATMDApaXAwMClbCsAAKXApYlsbLa6v7G1uauusysATIlMTGxsiaWJTEwATInAiaXAiUwAK2wrK8bOrCkAAAJ6SURBVFjD7ZfpcqMwDIAJslkI3S0OR9Ls0e7V93/EWrIlGxJKZmBnZ1Jn8kMxQtany0729dv3h093+snuGu7zl8eH7F4/CS7BfTw4VZZl9b/hoDyeNrAGliUfL9XFGjhjDWoJk44FxXupy01HcHVxfjqsZzO9NQJ6OzhToe9o0Ox3fskLuNwOeSTMwbVPr0W+mq1rrthYlzk2oJiNBWfWHE8izMLB8WS/mcLIczxcs6jjj8aVAXD7YKlQIUwbqmuquD6rERxMDILfS98EZzhsLNCLXdMfRJiDq23aWluXzjuwwcEA0S9FjuBK7lNDPxBXdKKW83uIssDJCht0j81yq6Ni1zzbiFhdETAP7XAetAhzcA7MO47e1FSkgtFyQ5rKOYvPg074tEPU26aalqW0EBo05KuOU0QlUerLRu4a75gIlskaaQnOCXNw5CFuhjqOlLbxKQyDCwuLkYPOuIiIjpUDHK+IQdxLTd6+Oi8p5zQf+4MIqn+hlGkRZuB8yLCkbGxhFFE1mlIYevDRHUU99sYqirLAyYoYxAcmXz5cchlVBOeFdkA7sTAD57BdR+z/FjquJfbFNReVpX5/DFI/VZOyDCshWWr/6/cue78sVZx+a3kq8LSE2Wnp9qsLStn5z44Cpqej1z41ZRUxwbQ72p9+1oqy+BVWApyt66VTQrGG6v1UCAIdbzoSrsP5kUXDGfxAgMsWsbMC3Pz0/QTl5CxQHHhRBi748HpoM+gPS6eA5FLuPhBfTEZXlg3ulu4ycMP5dMNlbZMr35YXZwe3GPRbLtUb2Nj6X4HiybryHlr+c7b0fy7BJbgEl+ASXIJLcAkuwSW4jw73BjHgOudHwaJ/AAAAAElFTkSuQmCC)

##### ****Example4:****

The following example calculates the Average Salary of the IT department.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSAverageSalary = Employee.GetAllEmployees**()**

.Where**(**emp =**>** emp.Department == "IT"**)**

.Average**(**emp =**>** emp.Salary**)**;

//Using Query Syntax

var QSAverageSalary = **(from** emp in Employee.GetAllEmployees**()**

**where** emp.Department == "IT"

**select** emp**)**.Average**(**e =**>** e.Salary**)**;

Console.WriteLine**(**"IT Department Average Salary = " + MSAverageSalary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Average Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWUAAAAkCAMAAABmKNv0AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAE1UExURQAAAKXAwGylwAAAKwArbIlMAABMif///8DAwMCJTGwrAMDAiUwAACtspUyJwKVsK4nAwAAATMDApcClbKXApSsAAGZmZtKsWXBwcNXV1d3d3ba7w4lsbDg+RSsATGxsiW1tb9TU1Gxtb8vN0mtsbm5ub9HS00wAKysrbKWJTG1ub9zc3M/Q0s3O0s3N0tTW2m1tbaSMZM3NzWtra7munW5ubmdnZ729vaSNZaaPZqWPZqaOZqWNZq+aZaiUddLU2NHU2GxtbsrN0WxsbsnM0cjM0dPV2crN0ktbbMPDw9DS105ecKSLY8/R06OKYm5vb9bY2ri+yGp4h1ppeVJhctfY2tja22BhYr+jYG58ipOcqKKIYYCNmqKJYpaDZ0wATInAiaXAiWwrK0xMiStMiUwrbKWlifBVD5IAAAPTSURBVGje7ZqHctswDEBpW2Tl2JTs2ElX0jZtk3TvvdK99967/f9PKAluSTV1sZk2OeJyOSoCAfARAKm7oG1bt2yKElgQo4yihJZIeS3kyqnTEUJwuXzhZIQQXDafP7Nh10bSNG3/H5QvzqIsTSEemgrJ9dukwR6np+oaSxp4NTo0HcxMYCnUCR2k1RyHMueC1YZ1unLfclQ5GE350ixf+lCS1AMLCa1hZhzKrebccGp8yBnPBoonRzlrc4hY2AHK/Clp5FUDD+VzXsqIwj4Go5wMvzfzsSH3exU2xstlY4B2fjAG4iEbzJQHPsrH/ZTht2xyrWbOKhPMUtn2yGBHj5eWbDidLhn8TAf7GmL33Vlax670wQz7QQQ6k8wQ17LxJbtbXm66/V7bbh1th3IpVOkL16PMdpCwkEG/35ueKg98lB/WoZwj7oUvhNWO3EKSywQiEDcHJ8MmjPHw9y/2YM1qy2wrLY3tALgVmLgdNctY1r7ggXPXOlZblovVyppyKVTx2p+DSCtyfzwPksZcA5cHPsqP/ZSZqxbUNIuv1eSh6R6iexdM1JQx25h+DxdmceUyZUFYEuRY9CzLsvQF1Ph7o4Ocozq3m6rbMZxQOWAWoL3XospwRbNPZL4wpmxuAnALAx/lT7Vyud+TlS7ihurOxM0EAnB6LoFSYosozKqmDKj4qvkbgVx1FWNZ+VLsjY5bFoBZKRvKpVAVOO8tI5dGBOWdkLu4PPDYefvBT5ktS++7oZwBHQ9lZ1YlZZlEsG1t3qOtHNOWtS8q883JQxsLU9TKmnI5VP4i8x654nYFKSX6Mhw1fHXFgcfQu89+yvow1XFDa1Pg/k65MKuSsm5K3NByE9tlrixrX60mHn15cAIzh1c5VNL58rWLRncMYh+4rHCWxdoVDXvgofzxxRsfZXERlf7BLj8OodVmbseQx5Gm7M4SK3ePLDUbrPV7c9+6yPjSlrUvA5cWO2iyHxUDU36rQ/V+FhJbg5j7Mq4ajJZn7+f1t18V5VRe20SttuWeY3XYUCd0+Bu7yWnKZpbJL6FjalyaF1uZI8uX3UaVLx0qTQtXOVIKjKpeVBUq9ZW5m91Ef/thVDkYKc9fzq/mmv6PRHxm1fn48X+PT+Srvqa8Xnqy7ijT6fE/yMkEbNSXV0uL64iyaAvjA8rSNYWMnj5aRFFCy/ZDByKE4HL08K4IIXwuH4mUw8vtPbsjhPC5HCmvgazcuRYhhM/l6zcihOBy9ebeCCG43L8VKYeXB3fnI4Tgcu/sbIQQXBZOHIsQgkv8z9pIeaPIwYVIObj8AbF2V7xbcqUcAAAAAElFTkSuQmCC)

# Linq Count Method in C#

## ****Linq Count Method in C# with Examples****

In this article, I am going to discuss the **Linq Count Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Average Aggregate method**](https://dotnettutorials.net/lesson/linq-average-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Count Method in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Count Method in C#?****

The Linq Count Method used to return the number of elements present in the collection or the number of elements that have satisfied a given condition.

There are two overloaded versions of the Linq Count() extension method is available as shown below.

![Linq Count Method in C#](data:image/png;base64,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)

As you can see from the above definitions, the first overloaded version does not take any parameter and it simply returns the count of the number of elements present in the collections. On the other hand, the second overloaded version takes one predicate as a parameter and then it returns the count of the number of elements which have satisfied the given condition which we can specify using a lambda expression or by using a predicate function.

The return type of Count() function is always going to be int. Let us understand the Count() method with some examples.

##### ****Example1:****

The following example returns the number of elements present in the collection.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSCount = intNumbers.Count**()**;

//Using Query Syntax

var QSCount = **(from** num in intNumbers

**select** num**)**.Count**()**;

Console.WriteLine**(**"No of Elements = " + MSCount**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Count Method in Linq C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANEAAAAhCAMAAABwdr7EAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAB4UExURQAAAAAAK19gYrC0uABMiYlMAGylwP///8DAwMCJTKqusmwrAAAATKXAwAArbMDApYnAwEwAAMDAiUyJwCtspaVsK8ClbCsAALG1uauus4lsbGxsiaXApaWlpStMiaWlbGylpSsrbInApaVsTIlMK4nAiUwrbKWliRKmHawAAAHZSURBVFjD7ZbbboMwDIahIyyMkNIR6NbD2u74/m84k5BgDi1BaqWqci4Q+kkcf7bjELy9L54fagSPR/T0sggeaxAREd01keKcsxE9Aj25KyKRv67Ar2V6eWZ/Qg3CebWG1zD2J5IZm+GeamJVb1bOINqXHkSFdh4R1XEw41ZEMvsyliMoDpmV/kSbw9qDqOf17YnEZ2osm2c/pJeIvo+pIVKDI9EqHkTNiYqqD16dMl3LRgnjUukKVbpUuf3UmjgzjGUdBZFPxRwRsSjRRAp2EDn23Crm0HAcpSFR5CZXp93fL7hhlTAGLpGXKEd+uTKWa99ktvHLriESPytYBS+9DoCVQY40Y9LuC4kwMYCqh6KHtU4J4zoWRYJIBlUO1HqwUSK5S+UcoqBgsMpsghdiZbLqRN5UVO1AxupAWaU5CJgIADyqyBJtdZbmEMnDxxWImFtliRie0CHyY7LnyOt+6RCFx+2ySSvyNMDKJJHreI7IKaNEvR55oerMU83odWBE7SEChT7IuO0jZbrXKc66RE5BRLjzdPc6n6PmPmLBHCLTG4vB1dwq453BdWTb/HmCiKyCiMAz3bX1lwmgwlmOzvyB0Z8qEREREREREREREREREREREV1r/ANWcy00INrYSAAAAABJRU5ErkJggg==)

**Note:** We don’t have any operator called Count in Linq to write the query syntax. So here we need to use the mixed syntax.

##### ****Example2: Count with filter****

Now we need to return the number of elements present in the collection which are greater than 40.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = new **int[]** **{** 60, 80, 50, 90, 10, 30, 70, 40, 20, 100 **}**;

//Using Method Syntax

**int** MSCount = intNumbers.Where**(**num =**>** num **>** 40**)**.Count**()**;

//Using Query Syntax

var QSCount = **(from** num in intNumbers

**where** num **>** 40

**select** num**)**.Count**()**;

Console.WriteLine**(**"No of Elements = " + MSCount**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Count Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAAAhCAMAAABUbzEEAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAFWUExURQAAAInAwAAAK2ylwABMiYlMAAAATP///8DAwMCJTEwAAMDAiWwrAMDApUyJwKXAwAArbCtspaVsK8ClbGZmZtixXCsAANKsWXBwcNXV1d3d3ePj47a7w7y/yDg+RW5ub21tb97f4Wxtb8vN0tHS02tsbn6MmtfZ36WlpaWlbGylpStMiSsrbK2YeN7FjaiUda+aZbmunaWPZm5ubm1ub8/R08/Q0tbY2qaPZmtra83O0mxtbmxsbsrN0tvc4NPV2c3N0tfY2tTW2tnc32dnZ9LU2MrN0YlMTKaOZm5vb9ja26WNZtjb38nM0d/f4dHW3mp4h7i+yFJhcr3DzZOeq5OcqICNmlppeW58itHU2MjM0aSNZb29vUtbbFBhc8nJycPDw9DS105ecGBhYr+jYJaDZ6KIYaSMZKSLY6OKYqKJYolsbGxsiYlMK4nAiUwrbKXApaWlib79qsEAAAJBSURBVFjD1dbnV9RAEADwtA2bA3OXhDtAEUTxOOAUpdgVLIgU6WAvWOig/v9fnOwmuU2P76G+2U/3Jlt+O5ndi3ThfE93G9ImocdLWBtq/LWxmxNo8ddvjN9Fi6923XlWtK9FKSUJcQ3ixv/Bv+jU5fYSEM51ZHeNdnDNlDo1+KmoxfGVMvkDn5aSMA+/CPiGXQBvMqcwr7tl3v4a3mytkYh/B/ij4VoBfAT4D/Baph3we4A/GengeCtWvq1IAbxX/ZozSp1mmRUjjyiqbbESs1itUf9RNk4y7Zya3wc80QyGt2AyXRaRfoQXOBUrJ47Xgs5O8+evH5BiP6KosAVdtoXMF3gDujwnh9eM4g9cvH5aAjz8iBxMMRLLPNuO0cJDevl2NUoqZRvGBhFFdQlsBh8dK1PYIGtEWB32nlGS1a5DFy+ZBCbj84kpESO5ZaPLXknAKBji5sSP8A4hPFjzTlk8meFW/7bL8JXh0TPAk2CUjydihxC+AJ/XWTp+8/V3hldGjtmKkSMuRnLxwQsO8EEkER+5peJlwx9bqad6Y/vVV5YfqwEbNNn5siMXrRfJv20sSsL4ICLgxQshvFby/2JGn5W1rT6G12X37Ziw83DfViT5wAbXn3/TUkPA+xEBD6lnVyR7Yhf4IknvU19d70P7Yba8MDiPFj/weLAfL/72FF78xd5bk2jxj57cu4Q48zN48U+nr1xGnHnE+KXZh/cRZ/75A7T4oTcvr+LF77zFi//45QPeD7NPn993YrX/BougPjk3d77tAAAAAElFTkSuQmCC)

##### ****Working with Complex Type:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

new Employee**{**ID= 106,Name = "Sara", Salary = 25000, Department = "IT"**}**,

new Employee**{**ID= 107,Name = "Pranaya", Salary = 35000, Department = "IT"**}**,

new Employee**{**ID= 108,Name = "Manoj", Salary = 11000, Department = "Sales"**}**,

new Employee**{**ID= 109,Name = "Sam", Salary = 45000, Department = "Sales"**}**,

new Employee**{**ID= 110,Name = "Saurav", Salary = 25000, Department = "Sales"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

We create the Employee class with four properties such as ID, Name, Salary, and Department along with the GetAllEmployees() which in turn going to return the list of all the employees.

##### ****Example3:****

The following example returns the number of employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSCount = Employee.GetAllEmployees**()**.Count**()**;

//Using Query Syntax

var QSCount = **(from** emp in Employee.GetAllEmployees**()**

**select** emp**)**.Count**()**;

Console.WriteLine**(**"Total No of Employees = " + QSCount**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# Count Method with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARkAAAAhCAMAAADakC9RAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACrUExURQAAAGylwAAAKwArbABMiYlMAGwrAP///8DAwMCJTMDApQAATKXAwInAwEwAAMDAiStspauus7G1uUyJwF9gYqVsK8ClbCsAAKXApYlsbInAiWxsiaWlpStMiaWlbGylpSsrbFxdX1laXKqtsZyfo6Snq1RVV5GUmKKlqUhKTXh9g2dpanR4fsLEx8bKzmhpa7/Cx5aZncnLz4nApaVsTEwATIlMK0wrbKWliR9hmvoAAAKbSURBVGje7ZgJl9ogEIBjQmxiotJSdO+r1/a+j///y8ownAmJuK7r25Z5TyWEYZgvMwMx+/bx85MkAck+fXmfKATJvPvwNksSkq9vXicIQbl9eZMgBOXFq+sEISjPnj6PGkeqqqrvYoAKxXK/JvZGBtYOwp3uou15k0+8ZTfz5UJ4M5tucLczgEhTq3VwcMfE7kIVatJxLz5miqOOgzFkzngEGdaBQIDnkNwzmaL9gRMSEbVFyx+MzPHFOoJMx9cHJNN8n+KE+M0GAjWODMVUV/kFTlCT/D0yvy6nSIb2CoTtGSJDVufV6qpdLvIJpzq9tAm9DIldPiRTg7zGGGVnzXKGZr7pIY6RocJUM6+dmCEc5uRBMiWpJRmrZcCoHiwqXlUxZASXoz+/2zKfiPtqbvWj1dEwPGuiTZhGIKgHycAii/a4Le9MRjira6ZnmNVhMs3JQgx2tOwt09OLGckKoJUi88XIfALgqASGJqw6QIErEVcIzDT6aSwISymDZISDxQ5kiI1eMw2rdPj2yWSsFCqOlrcfYc9gNs1gqZJMbVTcNqjDB6NEZbdpAIiI7NATnsqouVcyDBwZipmsuDjfKxm4ZlxHUeY0MEg2stF1JuqAMUIGfZFrV45i+Rgkk1+ezqaOlrexYU8kGTebHHWy/HmycEz7a/CuRrJJmdhlb2IycrlBkskiwAazKaNnUA2MlilMtieOjDpsKBPuMtA21Q5T13Pf6MgxAM8z2yVTZ9dm5qxYtDKd4YdTs5F3yyxuhax3wrQ94Qq8Wjtk9JO2Jqw6ndnjhISkG7TafKxlZkIS/Yqy/XvT3mT8dLdtChzgjfIwZLatmv8LGVYdEMzhyTz6/2cSmSSJTCKTyCQyiUwik8gkMonMPy5/ATJIPfqBHh0eAAAAAElFTkSuQmCC)

##### ****Example4:****

The following example returns the number of employees in the IT department.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSCount = Employee.GetAllEmployees**()**

.Where**(**emp =**>** emp.Department == "IT"**)**

.Count**()**;

//Using Query Syntax

var QSCount = **(from** emp in Employee.GetAllEmployees**()**

**where** emp.Department == "IT"

**select** emp**)**.Count**()**;

Console.WriteLine**(**"Total No of Employees of IT Department = " + QSCount**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Count Method in Linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAAAfCAMAAAAY2aADAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABvUExURQAAAGwrAKXAwGylwAArbIlMAABMif///8DAwMCJTAAAK0wAAMDAiQAATEyJwInAwCtspcDApaVsK6XApcClbCsAAF5gYV5fYSsrbCtMiYnAiaWlpaWlbGylpUwrbKWliSsATEwATIlsbGxsiYlMK5ssnZ8AAAMwSURBVGje7ZnpYpswDIDJgQc5HIem3Xrtfv9nnE9JxmCTpE3ZJv0JuMg6PlsytHr4xDI7qR4qlvkJU2EqLEzlX6cimqZpL5leacX6fU1cY3S2VEwIRjoyuF4mQW1WUcr2h91WZ/K4KKS694Cwpk73gw/3TFwsfaPSGm2rNNL1Ut+WYsim5ZJnXBLq0l5Z3y2KUydUnrsJVGQPgDAsx+StqMiEOgTYi9TGqaIFeQsquSRcSeXny/0EKm31AVSSabJUKlXO0kdSUa60+51udBUU+4TK79eFo6KShoAjY1TE6bE5fVnutptVp0JJCyaCGxa5jRJ6TnQRBzdutESFmiD+hAnF6fvBFBxICzifapHUvRUVs2b2h5YAF53JfzdIpRatpYJakB8/4upn1EWAig7r7tvXZb1Z6b/7uf1PUHeGTTkSwQRcpCsyY7RMpYOZ0R+IXVgkxnFvFZynWsHfqX2lnkhFJzq0ymhq2Q5T2T9t9cNEC/8EI8le8Y1XNLXOhX5yszL5czXEmUB1A8Tc6ZXo0g4XaenMGS1R0ekkJtAfP5UwGbSKQAWcj7RkO0BFAxtq7oVmhlQEVgyYWjahLqRUKllrFaIVHYHcyGgFOy70AzawFlTotVFfw2r0ZQEuTKwxl5zRCXsFZiY+hNix4AQqwfme1iCV0R46chCdQEUah8b2SrV+eXxXKuZedmEfVOTCrUHK5Roqeu3DzOgDxJ6jEmmdQ2XgoDhMxbtICqhrF6NUNq+/rH+9BkZHJlKhFYyoi92Ppy0xHfsQ3eWMlqhI6GxhUmX2ZYh9nEpP65wKFnfiXLeXtlp0qGO3mRytYJV69mvKnwjCMsCRaVRMu0UT1A1nW4WYFA1ustECFekOkjXm1/iDsSMVnxZwPtZydgvppu5OPBlLePE1L71az/x0Cg7L/Za+P4T62yUv093wydgfkAiVsJDQBKqrIx7ZLaBwoZozjIZ3+yEqcFzzM6M/EDupAy4tSAW1sKj41BU+CLWz/jqZf3NU2eJ7e3/+l2/G2SyI6Z+omMqNsiCb20OZC5XP/M+MGQpTYSosTIWpsDAVpsLCVFiYClNhYSp/tfwBt3dIDG4LLokAAAAASUVORK5CYII=)

# Linq Aggregate Method in C#

## ****Linq Aggregate Method in C# with Examples****

In this article, I am going to discuss the **Linq Aggregate Method in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Count method**](https://dotnettutorials.net/lesson/linq-count-method/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Aggregate Method in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Aggregate Method in C#?****

The Linq Aggregate extension method performs an accumulative operation. There are three overloaded versions of this method is available in **System.Linq** namespace as shown in the below image.
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Let us understand the use of the Aggregate method with some examples.

##### ****Example1: Comma-separated string.****

Let us consider we have the following string array

**string[] skills = { “C#.NET”, “MVC”, “WCF”, “SQL”, “LINQ”,  “ASP.NET”};**

Our requirement is to combine all the above strings present in the skill array into a single comma-separated string as shown below.

**C#.NET, MVC, WCF, SQL, LINQ, ASP.NET**

**Program without using Linq Aggregate method:**

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** skills = **{** "C#.NET", "MVC", "WCF", "SQL", "LINQ", "ASP.NET" **}**;

string result = string.Empty;

**foreach(**string skill in skills**)**

**{**

result = result + skill + ", ";

**}**

//Find the index position of last comma

**int** lastIndex = result.LastIndexOf**(**","**)**;

//Remove the last comma

result = result.Remove**(**lastIndex**)**;

Console.WriteLine**(**result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Aggregate Method in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWAAAAAcCAMAAABoKJVwAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACQUExURQAAAABMiYnAwEwAAAArbAAATIlMAP///8DAwGwrAMDApaVsK6XAwMDAicCJTCtspSsAAKXApUyJwAAAK8ClbGylwGyJbKWlbKWlpWylpYnAiYlsbKWJTInApStMiWxsiWwrK4mlbIlMK2xMbCsAK4lMTEyJpUwATCsrbKXAiSsATGyJwImJiUwrbGyliaVsTD4IjysAAANDSURBVGje7Vhpc5wwDLVZoBBvDcvRTTZX21y9+///XSWfGAzFzGx3puP3JUmRnqRnIYuSdxFnBYmIiIiIiPhv0fZFcVXCL+nXXXoo7YMseb8jhMIzWiC6uiok2JQl3Xc1IU3xknDxdwW+hnmMBm3hB7fRZQjuzbDSIakySff5XDXmUaMIbRXG3R9D5qRiYVqucZAaDhJgbj8AO+3qkcDXTFEityrgUM4UBnZZUuSNsG17LE0zT6oxAhubQYjJcaA4FehWiRB8ncA6VVuFcfd22a2w1rEwf+DiG9Vw0GkFQGCnzCy5PdZrKWn3PSf0d5/TIld1Nl091y7iSdszazMvcJaw4S+YT5jAqgrr7nM7fIRsbCwhsDiSTWo4YDoz2fDWO0s+35TrBX7g5BWylD0CE8Ik6xFYdTmzNksCqz6S2qR7FiiwqsK6+48cT93EkgJTR+AANRyYhCqu311NmVO+XuBvp5/HZ2xKMX35kgrAl92XbZ9bm4URUalBLo8FzyRMYFWFdfdNCCbNdSzVwYOkgtTwC9wwce0MKbPTzo51vkSJLfCDYaI4I7BMOSvmBKYFw5SNDV24L/DlYlZgHiqwrMK6+yZEqaRXsdQMZhvVWC0wafKVZ1bJG1LcW1xosSAwWL4+clfg+Q6Wmw7b3sGyiqUOFs/UfSBiyS0i36qGbwY3k6UDKdPjw2qB9ebVdM+T859cKb/eTm/3pbVZFpjg4NFDNA8WWFRh3b2bamFXSoglRwQZCbxaDe8WAQz4hruU7c1jsMD06gmraPvZLSI9PN2R5gXH8N+3CNNj8jSw2UIFFlVY9xkn09zVnMCr1XCAyx5uonDtIInsZq4oSXU9Q9m4A1MNF/wB27CwTzXzxBgs4I0vhFTKZhBiZJze6cu/ERsac1QcGfsFllUY94kXVVtN90XHGgq8Ro0lQLXi5QBjZQ9vjKHMksG3y5CyKpxe0ALL7znuME+MBWm6x3/TNoOsR8Yyeq7HGDMrpaAeG5tH9ktOV2Hcp8mrrziYIyrWQOBVapwB4hvsXxtPCwpiNu5BXhdCNb8knM9YfIF/qrcyG/cgr4tA/NfDBYxxorCNzMY91CsiIiIiIiIiIiIiIhR/APWyRjWbZAkqAAAAAElFTkSuQmCC)

Now let us see how to achieve the same output using the Linq Aggregate method.

##### ****Program using Linq Aggregate Method:****

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** skills = **{** "C#.NET", "MVC", "WCF", "SQL", "LINQ", "ASP.NET" **}**;

string result = skills.Aggregate**((**s1, s2**)** =**>** s1 + ", " + s2**)**;

Console.WriteLine**(**result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# Aggregate Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVQAAAAcCAMAAAAJMLcyAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAC6UExURQAAAInAwIlMAEwAAAArbAAATABMif///8DAwGwrAMDApaXAwKVsK8DAicCJTCtspSsAAKXApUyJwAAAK8ClbGylwGZmZmyJbKWlbKWlpWylpYnAiXBwcIlsbKWJTInApStMiWxsiW1tb2xtb25ub2wrK4mlbIlMKzg+RWxMbCsAK4lMTEyJpUwATGxtbmxsbm1ubysrbG5vb25ubmtra2dnZ2BhYqXAiSsATGyJwImJiUwrbGyliaVsTBczZJIAAANySURBVGje7ZfncpwwEIAFBgV8ijjDQc4+13S39F7e/7WiVQcERgx2xjPaPy5s/bRaSej4SZClBR2jIItLgHoP8jkgWF6+BATLy9eAYHlpEKrqLNvP2e/J973kIDff0ujpHkKYfcMZyGZdZEJI31Gy2qwRKrPriPK/C2arPXelBF32g5roIgR1JlmokFiqJKt4qCD9qZQOTRXa3B1D5CRjQVptZQ8aDVNm3qpnzCPerDtQD4l0A/5k0gf5QDFML42yuOS6VU0tz70KNFStY4XoLQEAKRirgoeg06CqVE0V2twhVX3CtVUsyJ/5orNoNKprEIfaKi2NTrbrqVDx5meM8N86xlksazOe3VCrmhidYahpROxfIB8/qLIKY+4yO3jFsjGxOFS+DDNoNNpNshLNbCzS6M1RPh3qOUU3LDPRC2z3a88OqLKbidEZgyr7RfBIVsQTqqzCmLuXGVZaxxJQcQvqZBqNlURB1b5UbmJMp0P9sfu9vYLm49OUjlXO/KVneVXHRmdk+xdyMIulgHXwgyqrMOau3U+EuoolO9VKyoNGI3armF2EHx22m3S3Z0YzHYMKS/2LQHLgEUqzPDug4oxAmloHD52AchMRA5X6QhVVGHPX7s8lbhlLzlQyi8YdUFEZT+zUQpxy/OyhvP4RqEzz5oK2oQ53Km8cVunsThVVjHUq/ybnO48lTv94Ho1Gr0bZuyCAm2R7PhmquiWVm6veOveOhT+3u9uz3OiMQ0UwVNRQjL2h8iqMuWvNQNQEZbHE9kcdqBNpNFWtxiizgt3bdlMdXXhDxfuXkLnx7IB6eYrKaxird5/+upfECkBT+ULlVRjzASPdxMUQ1Ik0vonLGNwU2dEBhqJrqXSDisMBN2V7AMrBAT/YbZXra889ZabBdnPG8UgdK0RHOTlVh3bJb1OkRa6j7IYqqtDmPSssbyObjyqWDXUKjZa85RXyxmcKUoftBu0mjaw3hO2myFprrqCKdxVV7NTB3VbmTpMV/E/pWJl2lEX0WI0ooq9/3HVXWX8yLypVhTbvJy9fU2xGyFgW1Ek0ulBnCn8LPbRyvwgvz9rcy8pbPs22LIYP9/tT5q/f1+u5nrW5l5W3vJxpx5/6/0EZpgWZ6Vmb+1o9FNQgI/IhIFhengcEAeqjkBcBQYD6KORdQLC8vA8IFpd/6W5LZVMtP/cAAAAASUVORK5CYII=)

##### ****How does the above Aggregate Method work?****

The lambda expression **(s1, s2) => s1 + “, ” + s2** will be treated like **s1 = s1 + “, ” + s2** where s1 will be accumulated for each item present in the collection. As a result, the Aggregate function will return the comma-separated string. Please have a look at how the comma-separated string is generated step by step.

1. **Step1**. First “**C#.NET**” is concatenated with “MVC” to produce the result “**C#.NET, MVC**“.
2. **Step2**. Result in Step 1 i.e. “**C#.NET, MVC**” is then concatenated with “**WCF**” to produce the result “**C#.NET, MVC, WCF**“.
3. **Step3**: Result in Step 2 i.e. “**C#.NET, MVC, WCF**” is then concatenated with “**SQL**” to produce the result “**C#.NET, MVC, WCF, SQL**“.
4. **Step4**: Result in Step 3 i.e. “**C#.NET, MVC, WCF, SQL**” is then concatenated with “**LINQ**” to produce the result “**C#.NET, MVC, WCF, SQL, LINQ**“.
5. **Step5**: Result in Step 4 i.e. “**C#.NET, MVC, WCF, SQL, LINQ**” is then concatenated with “**ASP.NET**” to produce the final result “**C#.NET, MVC, WCF, SQL, LINQ, ASP.NET**” what we see in the output.

##### ****Example2: Product of integer numbers****

Consider we have the following integer array

**int[] intNumbers = { 3, 5, 7, 9 };**

Our requirement is to compute the product of all numbers.

##### ****Program without using Aggregate Method:****

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = **{** 3, 5, 7, 9 **}**;

**int** result = 1;

**foreach(int** num in intNumbers**)**

**{**

result = result \* num;

**}**

Console.WriteLine**(**result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****Program using Aggregate Method:****

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = **{** 3, 5, 7, 9 **}**;

**int** result = intNumbers.Aggregate**((**n1, n2**)** =**>** n1 \* n2**)**;

Console.WriteLine**(**result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**How does the above Aggregate Method work?**

1. **Step1**: First it multiplies (3X5) to produce the result as 15
2. **Step2**: Result of Step 1 i.e. 15 is then multiplied with 7 to produce the result as 105
3. **Step3**: Result of Step 2 i.e. 105 is then multiplied with 9 to produce the final result as 945.

##### ****Aggregate Method with the seed parameter:****

The second overloaded version of the Aggregate method takes the first parameter as the seed value to accumulate. The Second parameter is Func type delegate: Let us understand the use of the seed parameter with an example. Let us see how to pass the seed value as 2 with our previous example.

**int result = intNumbers.Aggregate(2, (n1, n2) => n1 \* n2);**

**The complete example is given below.**

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** intNumbers = **{** 3, 5, 7, 9 **}**;

**int** result = intNumbers.Aggregate**(**2, **(**n1, n2**)** =**>** n1 \* n2**)**;

Console.WriteLine**(**result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1980**

##### ****How does it work?****

1. Step1: First it multiplies (2\*3) to produce the result as 6
2. Step2: Result of Step 1 i.e. 6 is then multiplied with 5 to produce the result as 30
3. Step3: Result of Step 2 i.e. 30 is then multiplied with 7 to produce the result as 210.
4. Step4: Result of Step 3 i.e. 210 is then multiplied with 9 to produce the final result as 1890.

##### ****Aggregate Method with Complex Type:****

We are going to work with the following Employee class.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

List**<**Employee**>** listStudents = new List**<**Employee**>()**

**{**

new Employee**{**ID= 101,Name = "Preety", Salary = 10000, Department = "IT"**}**,

new Employee**{**ID= 102,Name = "Priyanka", Salary = 15000, Department = "Sales"**}**,

new Employee**{**ID= 103,Name = "James", Salary = 50000, Department = "Sales"**}**,

new Employee**{**ID= 104,Name = "Hina", Salary = 20000, Department = "IT"**}**,

new Employee**{**ID= 105,Name = "Anurag", Salary = 30000, Department = "IT"**}**,

**}**;

**return** listStudents;

**}**

**}**

**}**

**Note:** While working with the complex type we need to use either the second third overloaded version of the Aggregate method:

##### ****Example3:****

The following example uses the Aggregate method to add the salary of all the employees.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int** Salary = Employee.GetAllEmployees**()**

.Aggregate**<**Employee, **int>(**0,

**(**TotalSalary, emp**)** =**>** TotalSalary += emp.Salary**)**;

Console.WriteLine**(**Salary**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

Please note here we passed the seed value as 0. Once you run the application, it gives you the output as expected.

##### ****Example4:****

In the following example, we pass a string as the seed value to the Aggregate extension method. Here the seed value is “**Employee Names**”.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string CommaSeparatedEmployeeNames = Employee.GetAllEmployees**()**.Aggregate**<**Employee, string**>(**

"Employee Names : ", // seed value

**(**employeeNames, employee**)** =**>** employeeNames = employeeNames + employee.Name + ", "**)**;

**int** LastIndex = CommaSeparatedEmployeeNames.LastIndexOf**(**","**)**;

CommaSeparatedEmployeeNames = CommaSeparatedEmployeeNames.Remove**(**LastIndex**)**;

Console.WriteLine**(**CommaSeparatedEmployeeNames**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Employee Names : Preety, Priyanka, James, Hina, Anurag**

In the above example, the first parameter of the Aggregate method is the “**Employee Names:** ” string that will be accumulated with all employee names. The comma in the lambda expression will be passed as the second parameter.

##### ****Aggregate Method with Result Selector****

The third overload version requires the third parameter of the Func delegate expression for the result selector so that we can formulate the result. In our previous example, once we get the comma-separated string then we remove the last comma using some additional logic. Let us see how we can do the same using the third parameter.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string CommaSeparatedEmployeeNames = Employee.GetAllEmployees**()**.Aggregate**<**Employee, string, string**>(**

"Employee Names : ", // seed value

**(**employeeNames, employee**)** =**>** employeeNames = employeeNames + employee.Name + ",",

employeeNames =**>** employeeNames.Substring**(**0, employeeNames.Length - 1**))**;

Console.WriteLine**(**CommaSeparatedEmployeeNames**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Employee Names : Preety,Priyanka,James,Hina,Anurag**

In the above example, we have specified a lambda expression i.e. **employeeNames => employeeNames.Substring(0, employeeNames.Length – 1)** to remove the last comma in the string result.

# LINQ Quantifiers Operators

# ****LINQ Quantifiers Operators in C#****

In this article, I am going to discuss the **LINQ Quantifiers Operators**in C# with examples. Please read our previous article before proceeding to this article where we discussed the [**LINQ Aggregate Method in C#**](https://dotnettutorials.net/lesson/linq-aggregate-method/)with some examples. As part of this article, we are going to discuss the following pointers in detail.
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##### ****What are the LINQ Quantifier Operations?****

We need to use the LINQ Quantifier Operators on a data source when we want to check if some or all of the elements of that data source satisfy a condition or not. That means, here we have a data source and also we have a condition. Then we need to check whether all or some of the elements of that data source satisfied the condition or not.

All the methods in quantifier operations are always going to return a Boolean value. That means if the all or some of the elements in the data source satisfy the given condition then it is going to return true else it is going to return false.

Note: The condition that we specify may be for some or all of the elements.

##### ****Examples:****

We need to use the quantifier operations on the below scenarios.

1. When we want to check whether all the employees are present on a specific day or not
2. In a specific class of students, we need to check if any of the students having marks more than 90%
3. When we need to check if any of the employees having the names James is present or not

##### ****What methods are available in this category?****

The following three methods belong to the Quantifier Operations category.

[**All**](https://dotnettutorials.net/lesson/linq-all-operator/)**:** This specifies whether all the elements of a data source satisfy a given condition or not.

[**Any**](https://dotnettutorials.net/lesson/linq-any-operator/)**:** This specifies whether at least one of the elements of a data source satisfies the condition or not.

[**Contains**](https://dotnettutorials.net/lesson/linq-contains-method/)**:** This method is used to check whether the data source contains a specified element or not.

**Note:** All of the above three methods return Boolean true or false depending on whether all or some of the elements in a data source satisfy a condition.

# Linq All Operator in C#

## ****Linq All Operator in C# with Examples****

In this article, I am going to discuss the **Linq All Operator in C#** with examples. Please read our previous article before proceeding to this article where we discussed the basics of [**Quantifiers Operators**](https://dotnettutorials.net/lesson/linq-quantifiers-operators/). As part of this article, we are going to discuss the following pointers related to Linq All Operator.

1. **What is Linq All Operator?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq All Operator in C#?****

The **Linq All Operator in C#** is used to check whether all the elements of a data source satisfy a given condition or not. If all the elements satisfy the condition, then it returns true else return false. There is no overloaded version is available for the All method. The definition is given below.
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As you can see from the above image, the Linq ALL extension method takes one predicate as a parameter.

##### ****Example1:****

The following example returns true as all the elements are greater than 10 in the integer array.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** IntArray = **{** 11, 22, 33, 44, 55 **}**;

var Result = IntArray.All**(**x =**>** x **>** 10**)**;

Console.WriteLine**(**"Is All Numbers are greater than 10 : " + Result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![C# All Operator](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYMAAAAhCAMAAAAMGTdxAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACTUExURf///4lMAAArbEwAAGylwAAAKwBMiQAAAMDAwMCJTMDAiWwrACtspYnAwAAATEyJwKXAwKVsK6XApcDApcClbLCzt7W4vamtsV5gYSsAALC0uLa5vqqusl9gYisATLC0t7a5vaqusV9gYYlsbGxsiaWlpWylpaWlbCtMiSsrbInApaVsTGwrK4lMK4nAiUwrbKWliW7zSLMAAAM3SURBVGje7ZjpktsgDIBjxweOiY8kPdJr22av3n3/pyuHuMH2dtpJsiP9yNhYQkIfCMjq7Zt371coZxVkgAxQJIMa5ZyCDJABCjK4LgYVIaRxHhZIWTQXnoALiHD18ebT57onJJ1YSg5HN1wv7m67WTM0+/ZiRpgP2VKdhRFSyA6fgOOMppTxiQxYRLs2OVFO8C3N4G583gzy4VsBNSBjL3PpTSfzLxnku+/FOMPg9HB8zgy6r61Uk7891IX/xYCvNV5ZrLV1OFLpNM3gx33LGUCITV0dHsnhy7BZsxa2NoW52kaqw4ctIVncV1THTVIPKz2iA+ZQDUSBDDp0K4YTIZiXxaha/MkkuHVbd7bRoOxAMpVTnZbEXrp6+eLVa2MWTiAWkfqYZpBVjcuAEdj9/jVkZcEG021Zc8VSIh94WJS9hb6qkXc2WjrayoyYt/JshjraXHcdOo2sAxHhaMxZSwP9+Az4Ws+Hkxt4mgE4NQzC4UQYhAWFf4CAJhh0P9cug4xVTdZeFnw+iThGO4G812jxglhBx1g5uRDNCZ2+sfMbOI0w4BH2jfHutXgMWCezlU4zUBE2qmd/ODEGbA54mREWsgJOMKj7zGGw54EKBhB6t1X1oVIhhL5knYH5InvWVSVcB6GOMlf5jThN7Aci42ButYQMbsVKWMgAnOoOI8OJMAgyw165iKYpBvnD4wSDzZrr1LUdWYRCLxLpMMiiR7+sjuloc8Mg4jTJQJlPMMiH5Cl8GYMovICBl2EZqSxGUwzK+1tgwH88BmxPNyZOOpyeZKW0GYSHlrLw06p1jHl45lnAQJtPMNDDeToD/pM4g0UYONuR7EeWyCkGNb1js0MUfuIzEKOl6lTipMPxJbz0di0yViG0QMeY630v7tRGVlvFGswnGMD9IKuX7ck6QkhLOByLgb4nU/+GB2dhum+pKkrUVCeLgTix8co1UouBKR3yyc2vf5vMB2lupYz6F/iK+P1oHW0uH/n3wKnnzT60KPMIg14PuSLEz+M8A5WWyHDsdXAtIi+pS+5gV/Sf3VUyoPsWGZxPKq8QIgMUZIAMUJABMkBBBsgABRkgAxRkgAxQ/qn8AYp+VfFydIlRAAAAAElFTkSuQmCC)

##### ****Example2:****

The following example returns true as all the names are not greater than 5 characters.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** stringArray = **{** "James", "Sachin", "Sourav", "Pam", "Sara" **}**;

var Result = stringArray.All**(**name =**>** name.Length **>** 5**)**;

Console.WriteLine**(**"Is All Names are greater than 5 Characters : " + Result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![All Operator in Linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeMAAAAfCAMAAADjjlXcAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACQUExURQAAAEwAAMDAiYlMAAAAK2ylwABMif///8DAwMCJTAArbEyJwInAwCtspQAATKVsK2wrAKXAwMDApcClbCsAAF5gYaXApbW4vbCzt6mtsV5fYamssK+ytrS3vCsATLW4vLCztqmtsGxsTGyJbIlsbKWlpWylpaWlbCtMiSsrbGwrK2xsiYlMK4nAiUwrbKWlicY+yxIAAAOsSURBVGje7Zlpe9sgDIDdOfFwHOJc6+5163rt/v//bhxGSAgcb9l65JE+pVgCSS8I2a1evnr94rnIKUtlGVciJy3CWBiLCGORE2LcKKVa8uMJymzePqD5sfK3mXeMO6XK5lrt9jTCJNTV8tmZcWC7fqDQF5t6qs4kSI3LRk3hKmXi+0PGUxw75Eb7DzbZcI4X5+vi3r0anpUZX/cnxdhu2YpGaLb57PP+fhkzN/4b48X513l/gPHV7f6kGXdpJXvSjG2BoHPr3V77EMuMv9+sPWPtq0uzu1O7LxtXwvE1nsw8PGp2H5a+NvILx98ifU5nMNdOQ+G1ojJayekYz81vF85gPpv3YaSY3NWyh8ATc7SWBuc7V9hHHePZMPp9gXGcOWQezCdd0ZQx33kmB+FhmXHdtI5x0/uENIbw+a+fZjLr6GrZ5mYOytbPutJGEZRj3HbUJoXrgDlMHR8F5cw5NoT8ooO5GWkjxHgR1rnzyM2RY2HEF/bLUcdyJ7zIOEYaMg/mPGOHGfOCax/QBXKMVz/OwLRrLZbFpjfjM1fmXQrypbxzkddunahMSpMbLuhY88ivx7uC3j6gYw9h18bVk5FswhsFjFPzZC07EgMoOzblYmuGEoYiDZkP5jxjExibjZqs7ibw99EI46qr3bqdbwXNbxOfZb8M9YrPHJRhw0blzDnmOsE8pDI+ytxk5D52+RrM0QgtX6h8I8apOVorjMS5yo5lsjFyH0OkIfPBPJOxKT1Xsrp9aVDKD40xXtzeGZ3O5Z4wrvFUJK6gjPjVvH4NZZPrgHlMZV3uVhjjYF5gDG2WN+5Txsz5ZELKOOPYYcpsZorAmmcyNq2vJgS9m75YjzGe3Xzbrv3NgBlTTfIXKEMwvGmczdPsgE405z3zBMZgXmBMLjk41NwcbT6CP9/ME8cO9ch8ZmJjf05sszlj0oD4hXyQY4wrfb1dO7UO12pzEOtMfwqJ60i506ouvSownWgOPMA8w3jQAUhgXmDcJR2b7QvC+zE2R5svjHjly4OO0Uav3HOhSHHmnTnLWFYuPn5C37k0vuZRydLbtQ5FW8fqjRivlmZksTHWGjP22rmZQTl5SSCvAvCth+uAuf9pn2umTFdz704D0WCeYaz5+4i9+OA7FzaPa0V/BuUxx3g2RvpqmJki6LMZKzJ+rOIvwuM+JYg8Bcb6wb6gCeN7+k+LEsRHyvt3b99IFoSxiDAWEcYiwlhEGIsIYxFhLIyFsTAWEcYij1x+A/fGWvUWT8FtAAAAAElFTkSuQmCC)

##### ****Working with Complex Type:****

We are going to work with the following Student and Subject class. So, create a class file with the name **Student.cs** and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** TotalMarks **{** **get**; **set**; **}**

**public** List**<**Subject**>** Subjects **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudnets**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety", TotalMarks = 265,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 80**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 95**}**

**}}**,

new Student**{**ID= 102,Name = "Priyanka", TotalMarks = 278,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 90**}**,

new Subject**(){**SubjectName = "Science", Marks = 95**}**,

new Subject**(){**SubjectName = "English", Marks = 93**}**

**}}**,

new Student**{**ID= 103,Name = "James", TotalMarks = 240,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 70**}**,

new Subject**(){**SubjectName = "Science", Marks = 80**}**,

new Subject**(){**SubjectName = "English", Marks = 90**}**

**}}**,

new Student**{**ID= 104,Name = "Hina", TotalMarks = 275,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 90**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 95**}**

**}}**,

new Student**{**ID= 105,Name = "Anurag", TotalMarks = 255,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 80**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 85**}**

**}**

**}**,

**}**;

**return** listStudents;

**}**

**}**

**public** **class** Subject

**{**

**public** string SubjectName **{** **get**; **set**; **}**

**public** **int** Marks **{** **get**; **set**; **}**

**}**

**}**

##### ****Example3:****

Check whether all the students having total marks greater than 250. As you can see the student James total mark is 240 which is less than 250. So here it will give you the output as false.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

**bool** MSResult = Student.GetAllStudnets**()**.All**(**std =**>** std.TotalMarks **>** 250**)**;

//Using Query Syntax

**bool** QSResult = **(from** std in Student.GetAllStudnets**()**

**select** std**)**.All**(**std =**>** std.TotalMarks **>** 250**)**;

Console.WriteLine**(**MSResult**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** False

##### ****Example4:****

Now we need to fetch all the student details whose mark on each subject is greater than 80.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSResult = Student.GetAllStudnets**()**

.Where**(**std =**>** std.Subjects.All**(**x =**>** x.Marks **>** 80**))**.ToList**()**;

//Using Query Syntax

var QSResult = **(from** std in Student.GetAllStudnets**()**

**where** std.Subjects.All**(**x =**>** x.Marks **>** 80**)**

**select** std**)**.ToList**()**;

**foreach** **(**var item in QSResult**)**

**{**

Console.WriteLine**(**item.Name + " " + item.TotalMarks**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ All Operator](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAAAwCAMAAADNcdNZAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAEjUExURQAAACtspYlMAMClbAAAK0yJwABMicDAwMCJTGylwKVsK2wrACsAAAArbMDApaXAwEwAAMDAiYnAwAAATLG1uV9gYquus2xsbWtsbINefYJefWprbG1tbWtrbEUtOdfX125ubtbW1tHT1MrMzdTV1pK4zM3NzszNzcvMzdPU1WxtbZG4zFhefZG4y5C3y8rN0Glqa8PGydDQoKXApdfX2NDQn9DQ0NbW18/P0MrLzWtsbc7Pz9HS1MnLzdXW1s7Oz21ubisATNDS1KqtsZK5zG1tbs3OztLT1KKlqaSnq9LT1UwATInAiZyfo5aZnVxdX5GUmHh9g1laXHR4fsbKzlRVV5C3ys3P0cbHykhKTb/Cx8nLz2dpasLEx2hpaytMiSsrbNiaNj8AAAKOSURBVFjD7ZZnf5swEIclsCRMTEntrjTdu02b7j3Svffe7ff/FNXpJGQDheNnkvCCe5PkFEnPDR1/dunCPtYx23+5e0hXDnQN6eq1ziEdvHm31M9VVLOTh6N1Qlp7NBgqbVEeKZ4DSegDA8YmY2UsgPOUIsZw5/GewVDjJGnUMJgKJKHPkgBiTG5ZYHzrogakXXHkGCIxrje2hQSGp9pf7BWaqwkSxCLDe2OTZmkriZxJajMfwQUxxxIAUpLCP/Bi3aeQ4GAmYIegVe7k8VM+BAk8GAs6J2PoKDhKxviXbrwI3RoJq+2WZs15BkMASdJwRK2DQ0rS2NY/ubjggwSayTjwPYI3QLPw8O9U/4l8moQFMCmG8xStbIw9P7ETXxxslH6XRYID0SvwWaLfIGXVEiUvVrgXi9WCiEXtI0Z7AkjuuCIS/BCmeLAkZpDCP3iHWyqdIZgku4uWp0OHK5G068XLRWYfcA5pxHH4RIXCySxpiIGNRWymOiQ97SLXpELlkLQn8EtlRKZFYbuZS7QXd+t6GRI3Q9cEZUNLUqVinkfSbRhkS1PvPxvarlbGRRzG92/f2KRP2X9t6eGuynXZdKi3gHS0CkmojSeqQdoUW1rpHNLplb1dQ9p9pkciIK0uN5PcG9BLq8v4ZcQBVC+5i7paulHdVpY+zyDVW1FXS6oQItqXrw2RCrq6daSz5895JCe5vcCm6Op1RXKXeYFN0dWy3VZiP379BnHhpIhDcgKbpKtpz4JsH7//LMtSJhQJutrnqx179+FbFRJBV+fp5rbXbz9VIFF0te2u9kbs01fvK5AoujpPN7c9ePbGIznJ7QtH0dWcLqtJtm3H9q59dnukHqlH6pF6pB6pDfsHnz40vjtYdV8AAAAASUVORK5CYII=)

# Linq Any in C#

## ****Linq Any in C# with Examples****

In this article, I am going to discuss the **Linq Any in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**LINQ ALL Operator**](https://dotnettutorials.net/lesson/linq-all-operator/) with some different kinds of examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Any in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Any in C#?****

The **C# Linq Any Operator** is used to check whether at least one of the elements of a data source satisfies a given condition or not. If any of the elements satisfy the given condition, then it returns true else return false.

It is also used to check whether a collection contains some data or not. That means it checks the length of the collection also. If it contains any data then it returns true else return false. There are two overloaded versions of this method is available. They are as follows.

![Linq Any Operator in C# with Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA0IAAAB2CAMAAADSg9NgAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAFuUExURf///2a2//+2Zv+2/7b//yuRrwAAZu0cJAAAAAAA/zoAAGYAAP//ttv/////22YA/wAAOpDb///bkDqQ25A6ANuQOrbb/wA6kABmtrZmACuRyr///zpmkLZm/wBm///byjoA///b/wA6/2Y6ALZmOmaQ2//btv//8tu2/1WRr3qRrzpm/zqQ/2Y6/9uQ////5VXK8tu2kHrb/52lr7aQZpBmOgA6ZiuRvWa229/Kvf/t2N///9u2ZjqQtiu45ZC2/5C229uQZr+4rzpmtgA6Ov/b2zo6kJA6/53t/2Y6ZpBm/2aQttvb25A6OmaQ/3rK8nqlrzo6ANvbtjo6ZraQOtvb/1W42L/t/9/Kyiul2Nv/tv/t5ba2/9/byt/b2GZmOiulyp3b8ra2kL+4vVWlylW45Wa2tmYAOrbb21XK5baQ/9/t8r/Kyp2lvVWlr2Zm/yulvb/Kvd/t5Xrb8r/t8rbbkDo6/5CQZpC2tmY6OvMyt/cAAAopSURBVHja7Z0Jd9tUGkDlJCqSG7l2HGcppaRtSBrahrbQhYYGSoAOZWmBQqFss8AszAKzz/z7efsiS45VO5PmcO85JLbz9KQnfVdvkemXJAAAAAAAAAAAAAAAAPDz4BkAeBJQCACFAJ4KhRjNAjSfAKEQAAoBoBAACgGgEACgEAAKAaAQAAoBAAoBoBAACgGgEABMotCJvKVfzOb5nPyvtuT5S3PltxXlXX1VhOUX2tmxuX2b8mZq2E2Sz7fS9LtHE5yX+eNyj6odUbPjUgvtbm/+eKZZLibaX2b2MlPT1lWzm2wlSe60s+yTpcOIF31e4KAVKv1NvZ1EoYEInFYThV5Vv08+++TnZZD17TE8fQoN1O/DiWV1YmAaCo0qWKXQqPr2qaOzmH0r770juPKuKvy81ualF9Pvd758Mb3c7FzMnFryEd3tDSk0jFGoNfl1GK2QaZ75kyi7V2wcbxrLQfMmYKFNNzSeQiJu7ub5hcJEkAom8epenl8sgl5oe00XUpy5lOf5h0nynPiVn9a/xR/124ryrj45Ysrzs68nwatAIXHV/tmWIS1i5+a1LHtnyQTcqhar84od6HmFLste6YudJPnmQZr+8lfqs6u6wObL6R9eTk8+UqO9z0SRzT9tpTfuywjN3rpp43jZHrg8THHYF3SzXSOrFHLHZ4yQIS+K/Odcdr23IH4s6WPtvqBuC7cXs2NLnXXRn5wqzKbd24X2xBaLm+cV6svGy27vyrksu/5GEuzQ1qxGe6JmV1fQPMWG2FTvo0El8sD7uuHIs59CuREhVMh85hTaVh+cLcJtWjb0njN/DBSqKi/3MZubTf2rQKFBtqIvnB0zLRdKHn3FN67JINQ3WKOQkCT97h/mE8XVWCE1ytOjPaGZHgEK6T6WQbX3qZXTKfQv32zXyBqFzPGFCqmP3mrroZ4ejvVlJKqx2KrfwIzSlCe2WNw8o5Dc9pPfm08UrTj6Vc0DO7p0dfnmBQfbaliJvBooNJ5CZ5dkDPUihcxnVqEza/nFRPxo2aFXT/z5rL1dr6m3dho0XD7ax+lCl3WvvELicrbEhVtWt+rlpc6qCkwRTLKrWPhI3lttv2YUSm6J/iW98XfV9+zubL4pPo4UuvGL5I+izGVZ8OqtLfH21pba8u11EervFNpYN5DThzlnmm0aOTQX6gfHFym0UohIlD9Un9RTYyGxB/HqffV+XW+gNu32ZsJicfPsGE9p2b2pNFgpSjt0NYsDEj9ari7fPFNZt9dZ1fY2qWQmYyQ37kDO/IwGcokyYNbHU3A2z8hB2uuFn8ec+erHPFKoNCkK6+vp99GrOX+r1z+iS9wXd8a+vIPe9jVahZLN32ypdYXnpS2qB4oU2g3LvprankoJu+5iKZwLBXcN08hqhczxRQq1VLiqdwNTtiUaoGd3b//628xtIAtHxeLmuejtSBVUj2XGt63o1KyEZV1dvnl2mbN76o0iaVoJCo2tkA7li5FCQXhXKHF+TY5xLtjQu6fHZKMUinURext6FVy+MERlr/RYTvkX5ODkvXIvJPnbA6GP/kDOjSKFLtcpZG7T9Qr5RlYP5CoUsjeAskKyn+tcM4trev1CbhYVi5sXRq8YlekeS8+NSneXGoXCXih5TQ0x95KGlWjj4CB6IdXvXJLdiHXmw0+3J++F9LC8NMOQS2b/1svIFXMh/UsO0Gp6oZJCctnBTqtVwI5QyDXyCRUyS98uRrvvvT+o6IXcCnnFXEj/knXWdCCl6Ld1XYl8VD3gf7OmldALNVhOWEp+sPMUuQw1pz8LJgVmbiO7Ksm2smfNKrQtS991U6Ph8r6+kXMhNRLSN79AITW/bZWXrIwWYobz/c7mX4U+0Vxod+fLB14hNReSK9/ixX3h0clnZ/S6lA/wCoV8I/dTaKXYODekkGjMC8nAx+hALsot6rvDMT2NiopVrsiJv+4VnYf6hPhpjNmhqVlNY+TKt6vLN89YcUwcU7thJWaxEpqsyN3N7YCsbkXOdi0n7HrbrFmC8wO5aEUuLi/3se1W5LaHVuQGfiU3VGgmerYYPxeyY7Nd9+pqotfhUq+Qf/5qV+SCByd6uXzWLmoHvdCJcFExmguFituus6xQuCLX9ytqKnqrV+QqngvZYdWKe9VK/A5Nzf75q62r9FzI7FH40KQSVuSaDOTumecf8vnQeTOQE68vhqMaOTO44K7Mvdw89RHdyOlCPUxR8Sffnh8u7+ob9VzIzrvlvfpxoJCbj4e4wdnnf0nTn+7LV/a5UPLSn9P0s68DhZKv5XOhR3rt4cb9+DGkvtWqdpQGcq6RoxRK5j8Qw6/XhhWSCwHmuZCK0Tvt7NRjPYb67QdZ93YSFys9HLV3jTtyoS56pON3aGtWcx1pTXVdZh4mn/k0qkStj6LQ2HOhp5iNqXwpoP7LAoRI3ZnRg4LfcX6OtkIzk34nbT/4KljtiZGdf+chawpHXCExvb1+oN9Unj/OpLmKzqJe0Tic74kfKYUAAIUAUAgAhQBQCABQCACFAFAIAIUAAIUAUAgAhQBQCACFUAgAhQBQCACFAFAIAFAIAIUAUAgAhQAAhQCeCoXI+E3Gb4/9B7jH/2dfp9mCsWNnTGZMQoCqv5l/0TwMjANXiIzfB6vQYWb8no5CE7fg/6hQ6eOhf+eWjN/BuSLjdzOFGhzAVFrQJHYatnZE1qTSn4ZSnpPxm4zfjTJ+VygUpVUyJyBxW06xBbFCo2On1FqdOUOI68+8y2H+sK3TWeiDczs1V2ZV95v1Kc/J+E3G72YZv/dRKE5aJB2ZYguq4rMudipbK12IznzfjS+NQqWdylBTm9UnWCLjNxm/G1ZSmgu1YoXcBbJbTrcFVfFZFztha/35Dc+8OsXyAm0s+vyCwU5Vbmd1zCNSnpPxm4zfjSsZpVCrNDWfeguaxI5vra5d/jS1B6fYelFaUjBXJgk6p8qU52T8JuN3w0pGD+TKCk25BU1iJ+6FzPntuyy3oxVyV6ZCoXgRkozfZPxulvG7oUJTbUGT2IlbG/VC/bBSfQRDCrkr427ZdSnPyfhNxu9mGb8rFTKbReNXveU0W5CU4nNU7JRaq8/vQz0XMrXrSivmQnKn7srYuVBtynMyfpPxu1HG79VSPxqME0KFyg9Pp9ICv/P9Y6e6tXpFru8f9NasyKkbjhvIPemKHBm/yfhdUUmFQn6z8B5nt5xmC0KFxoidWCH53C048z6HefxcyO7UXhn1gEj0lLUpz8n4XfNlATJ+1331aeUo7nx+auEylPKcjN8jviMHVbeu/lHc+fQUGkp5TsbvulNOxu9K1veO5M6nptBwynP+fyGAiUAhABQCQCEAFAJAIc4HAAoBoBAACgGgEACgEAAKAaAQAAoBAAoBoBAACgGgEACgEAAKAaAQAAoBoBAKAaAQAAoBoBAACgEACgGgEAAKAfyMFAKA5qAQAAoBHL5CAAAAAAAAAAAAAABHhP8BvPrzDE5BQDIAAAAASUVORK5CYII=)

As you can see from the above image, the first overloaded version of ANY extension method does not take any parameter while the other overloaded version takes a predicate as a parameter.

##### ****Example1: Using First Overloaded Version of Linq Any Operator****

The following example returns true as the collection contains at least one element.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** IntArray = **{** 11, 22, 33, 44, 55 **}**;

//Using Method Syntax

var ResultMS = IntArray.Any**()**;

//Using Query Syntax

var ResultQS = **(from** num in IntArray

**select** num**)**.Any**()**;

Console.WriteLine**(**"Is there any element in the collection : " + ResultMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Using First Overloaded Version of Any Operator in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAakAAAAcCAMAAADsgrAbAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACHUExURf///4lMACtspUyJwAAAK2ylwAArbAAAAMDAwMCJTEwAAMDAiQBMiaXAwInAwAAATGwrAKVsK8DApcClbKXApSsAANXV1d3d3XBwcG1tbc3NztTV1qStuqqzwVxgZWxsTGojJcYXHs0YHysATCsrbL29vra3uGNkZEwATInAiStMiUwrbKWliWlijmUAAAMbSURBVGje7ZjZduMgDIYLpDFOnMVJZ186+/7+zzdgQBKbazdNzsmMdNGTKhL80gcY5+bN61c3bNdgTOqKSDVsV2BMikmxMan/lNTXb9+nxC1u23NJ6LTWJw0uH0qfJx70TBMmdXsZUu/evm+U1lVRy404M6l5g3s9ca/68eC54iG+nogy6rOPwHXWzyZlJr7bP22xlyT1YPBZST3O6g1nUv8YKXs0r1fZPl2vjGbz+fiMHN/d8fNWa1E80KXzLG57lyUP+6w8zAoN8Z7u+Esfv2ysji4dJ+jJh4GYSeKJmbN/UCczPakwCEYZ+E1a8vj57BseeugmUu3I0zEmVVgpsCzN7LutmbAz+nbbdhhSNNKqDR7snomzwSarHT4MmY2iBZAs35Dg6Qynuz+/zcTBA+MUJbp0EjNBPNhua0Qt7puhklhPJgyDiQwfI3OpU0j5HiKpXGEg9eL5S5J42FdJ2S4rq6T3ujq7n0wiepK12mLWAGm3FbS9mBVa7T1m4OWmN9HgwXHGSEHMBPHYRP+PE+cakJDCLMxMSUF6SUb99MMetk1NYZGUWRApq+ioV3a5wMaHGrMTyd0mW7Kpl36HkLWMWaFY7zH1mnBTO3jI4TBCCmImiKfrqcFF6hISUpiFo6ekIL0kY4SUlzKmsEiqwCovVpDjC1djvJ3sV4qSsp9UH506Imk1eAgp0cSFnExK1C4Po6REdsE4H6naTSUlld130mLx63iWJqIQBbsH5frHz1XlvkdbTUklHTudVOEup3wVLrQjezwXBsE5KUg/gZT9U79t5qSSp2H0kLUCpBYxKfRg68xZraLTz27r9HooEmrBA6TAE43TTidVF09g2h7dOwq+9vRGAVkQTGT4mJBeJFW/UUAPLWNdVEhJwW8UsvDmvNwkTwrpg/GxI9OfOGxOLyNS/qKevqmHSYcz13uQVPDQcZye9C5+2BdbVBUfPzAHacrXDnoyYSQ4yMAYn/5IUgbT0LGSwmhPXcBk8o7BNvPN91KkCi8AbLNIffr44QLTKM2groMUG5Pi5xQbk2JjUkyKjUmxTba/IyxBEUFmyE4AAAAASUVORK5CYII=)

##### ****Example2: Using second Overloaded version of C# Linq Any Operator****

The following program returns false as there is no element that is less than 10.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** IntArray = **{** 11, 22, 33, 44, 55 **}**;

var Result = IntArray.All**(**x =**>** x **>** 10**)**;

Console.WriteLine**(**"Is All Numbers are greater than 10 : " + Result**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Using second Overloaded version of C# Linq Any Operator](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYMAAAAhCAMAAAAMGTdxAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACTUExURf///4lMAAArbEwAAGylwAAAKwBMiQAAAMDAwMCJTMDAiWwrACtspYnAwAAATEyJwKXAwKVsK6XApcDApcClbLCzt7W4vamtsV5gYSsAALC0uLa5vqqusl9gYisATLC0t7a5vaqusV9gYYlsbGxsiaWlpWylpaWlbCtMiSsrbInApaVsTGwrK4lMK4nAiUwrbKWliW7zSLMAAAM3SURBVGje7ZjpktsgDIBjxweOiY8kPdJr22av3n3/pyuHuMH2dtpJsiP9yNhYQkIfCMjq7Zt371coZxVkgAxQJIMa5ZyCDJABCjK4LgYVIaRxHhZIWTQXnoALiHD18ebT57onJJ1YSg5HN1wv7m67WTM0+/ZiRpgP2VKdhRFSyA6fgOOMppTxiQxYRLs2OVFO8C3N4G583gzy4VsBNSBjL3PpTSfzLxnku+/FOMPg9HB8zgy6r61Uk7891IX/xYCvNV5ZrLV1OFLpNM3gx33LGUCITV0dHsnhy7BZsxa2NoW52kaqw4ctIVncV1THTVIPKz2iA+ZQDUSBDDp0K4YTIZiXxaha/MkkuHVbd7bRoOxAMpVTnZbEXrp6+eLVa2MWTiAWkfqYZpBVjcuAEdj9/jVkZcEG021Zc8VSIh94WJS9hb6qkXc2WjrayoyYt/JshjraXHcdOo2sAxHhaMxZSwP9+Az4Ws+Hkxt4mgE4NQzC4UQYhAWFf4CAJhh0P9cug4xVTdZeFnw+iThGO4G812jxglhBx1g5uRDNCZ2+sfMbOI0w4BH2jfHutXgMWCezlU4zUBE2qmd/ODEGbA54mREWsgJOMKj7zGGw54EKBhB6t1X1oVIhhL5knYH5InvWVSVcB6GOMlf5jThN7Aci42ButYQMbsVKWMgAnOoOI8OJMAgyw165iKYpBvnD4wSDzZrr1LUdWYRCLxLpMMiiR7+sjuloc8Mg4jTJQJlPMMiH5Cl8GYMovICBl2EZqSxGUwzK+1tgwH88BmxPNyZOOpyeZKW0GYSHlrLw06p1jHl45lnAQJtPMNDDeToD/pM4g0UYONuR7EeWyCkGNb1js0MUfuIzEKOl6lTipMPxJbz0di0yViG0QMeY630v7tRGVlvFGswnGMD9IKuX7ck6QkhLOByLgb4nU/+GB2dhum+pKkrUVCeLgTix8co1UouBKR3yyc2vf5vMB2lupYz6F/iK+P1oHW0uH/n3wKnnzT60KPMIg14PuSLEz+M8A5WWyHDsdXAtIi+pS+5gV/Sf3VUyoPsWGZxPKq8QIgMUZIAMUJABMkBBBsgABRkgAxRkgAxQ/qn8AYp+VfFydIlRAAAAAElFTkSuQmCC)

##### ****Example3:****

The following example returns true as some of the names are greater than 5 characters.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

string**[]** stringArray = **{** "James", "Sachin", "Sourav", "Pam", "Sara" **}**;

//Method Syntax

var ResultMS = stringArray.Any**(**name =**>** name.Length **>** 5**)**;

//Query Syntax

var ResultQS = **(from** name in stringArray

**select** name**)**.Any**(**name =**>** name.Length **>** 5**)**;

Console.WriteLine**(**"Is Any name with length greater than 5 Characters : " + ResultMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Any in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYcAAAAfCAMAAAA7gvHWAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAB7UExURQAAAABMiQArbEyJwGylwAAAK4lMAP///8DAwMCJTEwAACtspcDAiaXAwAAATInAwGwrAKVsK8DApV5gYcClbCsAALCzt6mtsaXApV5fYamssK+ytrCztqmtsCsrbInApaVsTCsATEwATInAiYlsbGxsiStMiUwrbKWliS34rsAAAAL3SURBVGje7VjnetswDNRIGCqMLMl123SPdL3/E5YTBJdEN7XSAfzwJ8PE8YAjCcrNi5fPbsie3BrS4Y/RoSF7eiMdSAcy0uEv1eH6argUg5ZzPuwcfsF0fpGY0qHnvBjTjezixM8Bt3weGV4ZImxRVEmX7arHNTyHmNkP3f38W4j/Uzp040czrOVMflkXor27fVRepEPJDh9mM8x89qfn++mgdhcGFHq3SZeElM+aijv32tOniXOWPQmF8VxfLSZKHOekhj7K8bWe9vSNn96Pikcb4zg+uXQBELKoSSemmiJr2ofpOIcZLgUdRDYv4DNU6JBZbLCAJMfDtJgJD9OgQVkj5DfweFKLIr6oqEE/6MhwSaEoy9d5WqnC/Y/vcmLnAZy1/QCAMKQqnZhqitxKBbrxSwhW1MEBemJAIy1UQYf2OBeJqxr2qiRqCl1+tRdkoPeEpgfbKC3BYWI4RR/ltr/1SGB5GsvR4PE4ZR0QMZdFRToZqjkdZJqZidM+vXhAtEAsjVKhUh3kooipBwdqr5aMOxncCvAepIG5PECUhgmOUBxlhoFH5T0yqQN4PE5ZBw8IWVSkk6Ga0eGr3hGsrj/0cHGyOjgauUKV+nRCPdWBRTMHy9xSUT/1ODn11OOdjKNcIRksY6cDwwO2dMCAJSUSHVKqmf6gW9VxrtLBAeI+bWhkCrVyX4qafEzc/+xmTm8F5gwMk2vvPj/cFu4S+FqCdUB5bOsQ0ohCV5ZVSjWPLOruSwAYzq0eV69PiQ5RrwpaqYIXnEUrADx+Usm5Dze73JTxlYpFRXMe0AE8Ac5Q6NMBDchiI50c1fQGoN8fWFPTpwEw1EHTSAqF7O079D4tePri2I3RCS3s4PCmFlRZxSwiTE7E+1rgSfXxYT1eB+fBOIZPfBdF4T6LmnRyVPFBr5FVE2ZNlQ4A6Il5GqL8v4XSYRfb2Nf/u+2lw0abIx120aHnJMO6vXn9iopAOpCRDqQDGelAOpCRDqQDGelAOpCdZz8BqCRQeigzhEEAAAAASUVORK5CYII=)

##### ****Working with Complex Type:****

We are going to work with the following Student and Subject class. So, create a class file with the name **Student.cs** and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** TotalMarks **{** **get**; **set**; **}**

**public** List**<**Subject**>** Subjects **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudnets**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety", TotalMarks = 265,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 80**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 95**}**

**}}**,

new Student**{**ID= 102,Name = "Priyanka", TotalMarks = 278,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 90**}**,

new Subject**(){**SubjectName = "Science", Marks = 95**}**,

new Subject**(){**SubjectName = "English", Marks = 93**}**

**}}**,

new Student**{**ID= 103,Name = "James", TotalMarks = 240,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 70**}**,

new Subject**(){**SubjectName = "Science", Marks = 80**}**,

new Subject**(){**SubjectName = "English", Marks = 90**}**

**}}**,

new Student**{**ID= 104,Name = "Hina", TotalMarks = 275,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 90**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 95**}**

**}}**,

new Student**{**ID= 105,Name = "Anurag", TotalMarks = 255,

Subjects = new List**<**Subject**>()**

**{**

new Subject**(){**SubjectName = "Math", Marks = 80**}**,

new Subject**(){**SubjectName = "Science", Marks = 90**}**,

new Subject**(){**SubjectName = "English", Marks = 85**}**

**}**

**}**,

**}**;

**return** listStudents;

**}**

**}**

**public** **class** Subject

**{**

**public** string SubjectName **{** **get**; **set**; **}**

**public** **int** Marks **{** **get**; **set**; **}**

**}**

**}**

##### ****Example4:****

Check whether any students having total marks greater than 250. As you can see excepts James all the students having a total mark greater than 250. So here it will give you the output as true.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

**bool** MSResult = Student.GetAllStudnets**()**.Any**(**std =**>** std.TotalMarks **>** 250**)**;

//Using Query Syntax

**bool** QSResult = **(from** std in Student.GetAllStudnets**()**

**select** std**)**.Any**(**std =**>** std.TotalMarks **>** 250**)**;

Console.WriteLine**(**MSResult**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** False

##### ****Example5:****

Now we need to fetch all the student details whose mark on any subject is greater than 80.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSResult = Student.GetAllStudnets**()**

.Where**(**std =**>** std.Subjects.Any**(**x =**>** x.Marks **>** 90**))**.ToList**()**;

//Using Query Syntax

var QSResult = **(from** std in Student.GetAllStudnets**()**

**where** std.Subjects.Any**(**x =**>** x.Marks **>** 90**)**

**select** std**)**.ToList**()**;

**foreach** **(**var item in QSResult**)**

**{**

Console.WriteLine**(**item.Name + " " + item.TotalMarks**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ Any in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAABHCAMAAAD8+G/IAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAGVUExURQAAAEyJwIlMACtspWylwAAAKwBMicDAwP///8CJTEwAAMDAiaVsKwArbKXAwGwrAMClbMDApYnAwF9gYgAATCsAALa6v7G1uauus6qusrC0uLa5vmxsbWprbGtsbINefYJefW1tbUUtOWtrbNbW1m5ubtHT1Nrb3NfZ2tna28rMzdTV1isATM3NzqXApcvMzdPU1dDT18zNzWxtbUwATGlqa4nAicPGycrN0NfX19fY2pK4zJC3y1hefdfXt5G4zJG4y9XXtq6yttzc3aaqrqqtsdzd3dvc3M7Pz6KlqZueoqSnq9jZ2tXW1s7Oz21ubs/P0NjZ221tbs3OzsrLzZyfo3yAhpaZnWtsbVxdX8zP1M/R1dbW19LT1NHS1MnLzZGUmHh9g1laXN3d3tLT1dDQ0HR4fsbKzlRVV0hKTb/Cx8nLz2dpasLEx2hpa8bHytDS1JK5zNDQn9HRoNDQoJC3yt7e3o7E3o/F39jY2I7E39fX2M3P0dPV14lMTNfYt4axtnGepsOegdTWtq6KbitMiSsrbNaXNvIAAAOpSURBVGje7Zj3d9sgEMeFZcsllh1Xtbtdu2m6927SpOnee++99957/d0FDoQGtsDRq37RvZcnIgR8uDvga6z3H14NTcnUrI+fXg9Z2dq7kZdZI7wdubMwY4Rbl49njbB3eP+xjBF2DR89WSqWieGEL6u1QrcqRJpDpQMl+hCvEm3fkVPzS0VMR8D9IiBMB6W1qDIAJPypZYuXrwQEy5462K8XiLE+/JH7RHAIglNf4YEDHREaXrCZa8uVASCN8bA+kGv1gbB0zbr13AukmUPHZwXy1/D4xFhBjNrw6Dio3gz3Q183vK9kArTGMUgFiVCtuTyi1VWDpaILUH5BTpyO3vCi/SPinIZHvoP50EZlVw/hxO3Vc2FFFAIObHjc7X5BItBnzNGIjgdgDs+pUjHqqS52+ApFwJEY+rMMTFcg0K9RZIIwY4iRQIgHq4stWbRMgeC/kVUyA53Khk1hJziQuTKngB5bk0Ag0ypECrJLEhysIgAHgCsCe0SijV49rUKARYiDBeIGSIroDgKpxJKJfuzyRlh3UY4+v3bedFO3NYOsad/aL+YZNnEStlFT29beaoaAyikTmCOkbz/aE1kj/ByfWJAxwo7O9hzB+tUZa6kXf+Lektb28Ht8rKXUjslnbS8Erib5QSs2TnWD7503LT3taIIg1aTYy2xf+sTsy+dnLT3taBqI0GkbPkTDtnbL5o0K7SikY0Ap8qOH6CgbXEoRqjX6gfJU8hHYhs7Eg1pBSISQdhQ9SKXouPAfSRwMrwkCRE9UxdWkVE/VWr3Zxc+XHj15GteOchJhpYgw75EG267/DeQPwgo1GZA6BL2LgLh47+HjuHaUCFIpIlg28B6Brscy/6ORQGJFgffpDJF6kZ29cfeBSrIIBF8pMhGEQgj1P9CnqFKuaXACb6X0w8Fz1+/3QhBKERZUBKFpw+LHsUD4Wo4PC4mhTobdB87c7InAlSJLAVSOIJA3BVmlImApRpuzfUG5InbuOXRBKV+pMWiOTpWja0cRSBoV/CqVmkS+Ju8qJ6fPmDntvyrFPhDSVorGCOkrxX4CYeUIOUJWCHYZZ4EAJwlsABrXMzFdaHTLmIyg8aMypguN7tfSQIjfwqSKICSjFIg6ujBlL0DnUiDq6EJnUqnAEeTRLBCEQNTShSa3jPpe8IWQhi40umU0R9DQhWa3jMYIOrrQ7JbRGEFHF5rdMiYhCMkoA6GjC41uGfOTMkfIEXKEZJsze1aOkCPkCML+AeKAZYUjRkD+AAAAAElFTkSuQmCC)

# Linq Contains in C#

## ****Linq Contains in C# with Examples****

In this article, I am going to discuss the **Linq Contains in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Any Operator in C#**](https://dotnettutorials.net/lesson/linq-any-operator/) with some different types of examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq Contains in C#?**
2. **Multiple examples using both Method and Query syntax.**

##### ****What is Linq Contains in C#?****

The **Linq Contains Method in C#** is used to check whether a sequence or collection (i.e. data source) contains a specified element or not. If the data source contains the specified element, then it returns true else return false. There Contains method in C# is implemented in two different namespaces as shown in the below image.

![Linq Contains Method in C#](data:image/png;base64,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)

The Contains method belongs to **System.Collections.Generic** namespace takes one element as an input parameter and if that element present in the data source then it returns true else false.

There are two overloaded versions available for the Contains method that belongs to **System.Linq** namespace and of the method take **IEqualityComparer**.

**Note:** This method works in a different manner when working with complex type objects. For complex type objects, it only checks the reference, not the values. In order to work with values, we need to use **IEqualityComparer**.

##### ****Example1:****

The following example returns true as the data source (i.e. IntArray) contains the element 33.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** IntArray = **{** 11, 22, 33, 44, 55 **}**;

//Using Method Syntax

var IsExistsMS = IntArray.Contains**(**33**)**;

//Using Query Syntax

var IsExistsQS = **(from** num in IntArray

**select** num**)**.Contains**(**33**)**;

Console.WriteLine**(**IsExistsMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: True**

##### ****Example2:****

The following example returns False as the sequence or data source does not contain any element with the name Anurag.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** namesList = new List**<**string**>(){** "James", "Sachin", "Sourav", "Pam", "Sara" **}**;

//Using Method Syntax

//This method belongs to System.Collections.Generic namespace

var IsExistsMS1 = namesList.Contains**(**"Anurag"**)**;

//This method belongs to System.Linq namespace

var IsExistsMS2 = namesList.AsEnumerable**()**.Contains**(**"Anurag"**)**;

//Using Query Syntax

var IsExistsQS = **(from** num in namesList

**select** num**)**.Contains**(**"Anurag"**)**;

Console.WriteLine**(**IsExistsQS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: False**

##### ****Working with Complex Type:****

We are going to work with the following Student and Subject class. So, create a class file with the name **Student.cs** and then copy and paste the following code.

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** TotalMarks **{** **get**; **set**; **}**

**}**

**}**

##### ****Example3:****

The following example returns True as the object that we pass to the Contains method is exists in the data source.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** students = new List**<**Student**>()**;

var student1 = new Student**()** **{** ID = 101, Name = "Priyanka", TotalMarks = 275 **}**;

var student2 = new Student**()** **{** ID = 102, Name = "Preety", TotalMarks = 375 **}**;

students.Add**(**student1**)**;

students.Add**(**student1**)**;

//Using Method Syntax

var IsExistsMS = students.Contains**(**student1**)**;

//Using Query Syntax

var IsExistsQS = **(from** num in students

**select** num**)**.Contains**(**student1**)**;

Console.WriteLine**(**IsExistsMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** True

Note: While working with complex type, the Contains method checks the object reference, not the values of the object. In the above example, the object reference of the object we passed is available in the data source, so it returns true.

##### ****Example4:****

The following example returns false even though the values that we passed is available in the data source. This is because the Linq Contains Method in C# does not check the values rather it checks the object reference and in this case, the object references are different.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** students = new List**<**Student**>()**

**{**

new Student**(){**ID = 101, Name = "Priyanka", TotalMarks = 275 **}**,

new Student**(){**ID = 102, Name = "Preety", TotalMarks = 375 **}**

**}**;

//Using Method Syntax

var IsExistsMS = students.Contains**(**new Student**()** **{** ID = 101, Name = "Priyanka", TotalMarks = 275 **})**;

var student1 = new Student**()** **{** ID = 101, Name = "Priyanka", TotalMarks = 275 **}**;

//Using Query Syntax

var IsExistsQS = **(from** num in students

**select** num**)**.Contains**(**student1**)**;

Console.WriteLine**(**IsExistsMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: False**

If you want to check the values rather than the reference then you need to create a class and need to implement the **IEqualityComparere** interface. Then you need to use the overloaded version of the Contains method which takes **IEqualityComparere** as a parameter.

##### ****Creating StudentComparer class:****

Create a class file with the name **StudentComparer** and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

//If both object refernces are equal then return true

**if(object**.ReferenceEquals**(**x, y**))**

**{**

**return** **true**;

**}**

//If one of the object refernce is null then return false

**if** **(**x **is** **null** || y **is** **null)**

**{**

**return** **false**;

**}**

**return** x.ID == y.ID && x.Name == y.Name && x.TotalMarks == y.TotalMarks;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

//If obj is null then return 0

**if(**obj **is** **null)**

**{**

**return** 0;

**}**

**int** IDHashCode = obj.ID.GetHashCode**()**;

**int** NameHashCode = obj.Name == **null** ? 0 : obj.Name.GetHashCode**()**;

**int** TotalMarksHashCode = obj.TotalMarks.GetHashCode**()**;

**return** IDHashCode ^ NameHashCode ^ TotalMarksHashCode;

**}**

**}**

**}**

##### ****Example5:****

Now pass the **StudentComparer** instance to the contains method as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** students = new List**<**Student**>()**

**{**

new Student**(){**ID = 101, Name = "Priyanka", TotalMarks = 275 **}**,

new Student**(){**ID = 102, Name = "Preety", TotalMarks = 375 **}**

**}**;

//Createing Student Comparer Instance

StudentComparer studentComparer = new StudentComparer**()**;

//Using Method Syntax

var IsExistsMS = students.Contains**(**new Student**()** **{** ID = 101, Name = "Priyanka", TotalMarks = 275 **}**, studentComparer**)**;

var student1 = new Student**()** **{** ID = 101, Name = "Priyanka", TotalMarks = 275 **}**;

//Using Query Syntax

var IsExistsQS = **(from** num in students

**select** num**)**.Contains**(**student1, studentComparer**)**;

Console.WriteLine**(**IsExistsMS**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: True**

# Linq GroupBy in C#

## ****Linq GroupBy in C# with Examples****

In this article, I am going to discuss the **Linq GroupBy in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Contains Method in C#**](https://dotnettutorials.net/lesson/linq-contains-method/) with examples. As part of this article, we will discuss the following pointers which are related to C# groupby.

1. **What is Linq GroupBy in C#?**
2. **How to use the Linq GroupBy Method using both Query and Method Syntax?**
3. **How to use the GroupBy Method along with OrderBy Method in C# using both Method and Query Syntax?**

##### ****What is Linq GroupBy Method in C#?****

The **Linq** **GroupBy in C#** belongs to the Grouping Operators category and exactly does the same thing as the Group By clause does in SQL Query. This method takes a flat sequence of elements and then organizes the elements into groups (i.e. **IGrouping<TKey, TSource>**) based on a given key.

If you go the definition of **GroupBy** method then you will see that it return an **IEnumerable<IGrouping<TKey, TSource>>** where **TKey** is nothing but the **Key** value on which the grouping has been formed and **TSource** is the collection of elements that matches the grouping key value. If this is not clear at the moment then don’t worry, let us try to understand this with some examples.

##### ****Helper class used in this demo:****

Let us first create a helper class file with the name Student.cs and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *GroupByDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** string Barnch **{** **get**; **set**; **}**

**public** **int** Age **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

**return** new List**<**Student**>()**

**{**

new Student **{** ID = 1001, Name = "Preety", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1002, Name = "Snurag", Gender = "Male",

Barnch = "ETC", Age = 21 **}**,

new Student **{** ID = 1003, Name = "Pranaya", Gender = "Male",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1004, Name = "Anurag", Gender = "Male",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1005, Name = "Hina", Gender = "Female",

Barnch = "ETC", Age = 20 **}**,

new Student **{** ID = 1006, Name = "Priyanka", Gender = "Female",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1007, Name = "santosh", Gender = "Male",

Barnch = "CSE", Age = 22 **}**,

new Student **{** ID = 1008, Name = "Tina", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1009, Name = "Celina", Gender = "Female",

Barnch = "ETC", Age = 22 **}**,

new Student **{** ID = 1010, Name = "Sambit", Gender = "Male",

Barnch = "ETC", Age = 21 **}**

**}**;

**}**

**}**

**}**

##### ****Example:****

The following example organizes the students into groups based on their branch (i.e. branch will act as the key). That means students with the same branch will be stored in the same group where each group having a key and an inner collection. Here, the key will be branch and the collection will be the student belongs to that particular branch.

**Note:** Please go through the comment line which is self-explained.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var GroupByMS = Student.GetStudents**()**.GroupBy**(**s =**>** s.Barnch**)**;

//Using Query Syntax

IEnumerable**<**IGrouping**<**string, Student**>>** GroupByQS = **(from** std in Student.GetStudents**()**

**group** std **by** std.Barnch**)**;

//It will iterate through each groups

**foreach(**var **group** in GroupByMS**)**

**{**

Console.WriteLine**(group**.Key +" : " + **group**.Count**())**;

//Iterate through each student of a group

**foreach(**var student in **group)**

**{**

Console.WriteLine**(**" Name :" + student.Name + ", Age: " + student.Age + ", Gender :" + student.Gender**)**;

**}**

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![Linq GroupBy Method in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYgAAAD9CAMAAACRBRDSAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAEOUExURQAAACtspYlMAKVsKwBMiWylwAAAK8DAwMCJTP///0yJwAAATInAwEwAAMDAiWwrAAArbMDApaXAwMClbCsAAKXApV5fYV1eYKeqrq+ytl1fYF5gYbW4vbCzt6mtsamssLS3vLK2uq2wtbC0uLO2u6irr66xtqaprrG1uaywtKWprauvsytMiSsrbIlsbCsATKWlbKWlpa2wtLK2ubG1uKyws6aprUwrbGwrK4nAiWylpV5fYKirrq6xtamsr7O2urS3uysAK0yJiWxsiaWliaVsTLa5vqqusl9gYmyJbIlMK7W4vLCztqmtsLa5vbC0t6qusYnApV9gYWyJwEyJpYmJiaWJTEwATIlMTExMicUm5LoAAA86SURBVHja7Z3pguQ2FYXLS1cZd81MpXsGCDuEnTBM2LKwhhAg7GuA938RZFm6km1JtuWrKhV17o9Mp1uyZX2WbOv4XO9+88Zvf/cJxMVjBxAZgdghLh8AARAIgAAIhC/+/Je//n23298dDq89E/9bHA6HSvxbH7p4fB6u3JUq0Yd8IO6Posv3Hz3ftR2NQvRt/fTJfN12SSHEChCtOvXvj5U+1xf0cQ0OzCCo/++PTaCTi0M1HBAVuo8vPvf5L3z29FBSX8srxSIQ98f/HOcvI4gVIGpzxT092BfrJlTz/ihg7e8a9GEKEPIGqlo0/98fu1q1GkIIlqmpGt8MLQJRAQQviP3dYKYvloHoZ6UCt058IMSVQfSpeI44fSwvE9Wyu6ZuMJgbXgQDCNGf/ZO1vEaXnifrMQh6DEewgUAABAIgAAIBEACBAAiAQADEumgZ15DruWXrNSDkEvfqBb1O+Z5vhFE/AlGsEDparZzX/id92bRyM4gF6sBuF6cN+EC8VcWAaHb9utVWEPu7ly+erTib5UJ+95/RQrLZZ8f1V082g1i0xMkK4uWr53EgdsVMrSUgTi/euatW7rnfe+saSaPl5asC8fv3nvUgin4s1o9vHh6/+yBnrOno7NcD+wZ0terH7x3N6mFjTZ2FHNyHp096Xh4qxePzQvZdK0tX9k4Lx/TT7Vlu6v7oOg2svajt7O+qQi1q1nq20bswjR8foAWinnRLQS3UIFZdLXwgyrrpu7TqJaBa7O/Fr98WR9Q1xrxlMAUh5YzuQLSuIQubWqpX+gV05wncdZMYFM/0tkq7uhOEbKFo7enhpYusGdp6O+Ka0fRNkH9r7RZS4wMgdGGrWyp6C0aBcHVUBIj7d59Q+9tuj6WYf8Xv93LOcOpB6hpRqTlbdCUVtmrp07Nj0MutjpmpVzrkBruqgZ3223pNjl9RzznEuopFt9Bvtac7A9pGbZl+IPIn5zWqVgOUClO32FNcD2KuzUtB7NqyP1n6kdsd5kPZATqqucV311RaZw4Vtmrprjqp0bVzd5wEpfslsNP+vkme2h/IMeECIc8ocQi0HXVBURNa94PZReBCMDku6hbqKAIx0+blIE6v3hTtl2/ztQMQ5fxFyjS43A1/MCC60u5Xo3qgnVJVKLKBndK8cXrw3nL3b0dIEKXd1CGIcv6KPDkuA0J3lAWi5LhYl7v9ex90LVcNpj0GbgmmIOg3Vi06Z+un/373if++SsxN+7tywX1IbZ+Hheui0x9F3U1NzQiEnNb7q0azHAQVts7PZjI1NTwgdsVbXcvFgbX21CTOv9JzTjqOhQqbWnT9EmO3saaW8eGKXb9PG7R2OpHO9Vb654jSsUHxJ3VZ1tshEN0M2DeEdhHQ6yfHZZ2fqqNMPxSrXtAOgJC3gvKNs8IG0c8XzTIQprCp1W1S/p2eOIrhTKpupcSfzZOsqT4Coeax/olO33UW46m526e8W1XbMSC6+mVh72IJCF3YdIvuKHWDru/8D9vums4TNI3It9Gdc1S1dE1kfCJd3augFwRhrqu+QdyDKNa/w1Zcn23jYiBa/b6z6G5vT9d6lK+KwAYBAgEQAIEACIBAAATLvVy0eB0pVc8+WafTrNc+EUSI16JWE2rjZvG6l17b4Ya22djOr1mv3GSEeH16+NDXJ0zitXxSuT9ygvjDH/90Zs163bNZhHh9/7dnvj7hEq/rx3+Uu/rDuzOA4NKsi4lGrH5jadaFf0KLEa8DfcIlXoveaHb/lOfIRql6FgSXZq2qWxqx+o3RrC21d9qvEeJ1AASXeC0Qvfv2q/dF67ZK1fMgWDRrqk4asZkBhpq1e06IEq8DILjE626g/qva61lzg1RN8aXXv/hJJwgWzZqqm/V/0naNZt16b7aixOsQCCbxWoDoAMnzaZtUvQAEh2ZN1S1FTGu7pFlbaq+T7FrxOjQ1MYnXSkkRpbdK1QtAcGjWVN3SiGloKM3aVnud19a14nWgGJd4TSA2S9ULQHBo1lSdjtfSdpVmbau9POK11ZJE4rU6bdpms1S9BASHZq2rm+MlbZeeOOzfsIjXLanGqcRrDUJcKjZK1TMgzhPTV19uWLy+IAjHg/sNi9cXA9FOteibFq8vOTUhAAIgEAABEAiAWHoLdzGpevbJOkaz3q2TmLm2cz6fdQKpehZEjGa9TmLm2s4ZfdYJpOpZEDGa9XqJmWs7Z/JZJ5CqZ0HEaNYkMZMQbJbUJiq2JUM7ZqY8fdYJpOpZEDGaNUnMJARbIMYqthEjXWdwnj7rBFL1PIgIzdqSmEkIbuxZfKhiN1rgDWwnL591Aql6HkSEZk0SsyUDEYixih0aEbn6rBNI1QtAxGjWShwJgSCRV8vQge3k5rNOIFUvALFes7Yk5mYw/zROFbtcsJ28fNYJpOoFINZr1iOJuW3UdGzLjiMV25parJ7N1WedQKpeAmK1Zk0S8zsDIVhKuhMV284Gdi0+6wRS9eXXmmwZGj7ri4Mo1LsW8FlfbvWVZGj4rLEMDhAIgAAIBEAARMhpO1o4yCvOni2cU7N2+qyL2Q9zLQORp+GaL1v4L1//OZtmHemzXgQiU8M1X5JqH4gz+qwXgcjUcJ0eBJPPWpeduqqNatyB6B+Gr89wzZct3AeCyWdtdJOxq9qoxp3uJeezKzRc82UL94Lg8lmrNkxc1cZ5XYgTqJmZE3I1XPNlC/eCYPJZ666YuKqNIlAcTCLeazNc82UL94Ng8VkPJuuBq9oCIWZV2W1XaLjmyxbuB8Hhs7avUyNXtQ3iedH37fUZrvmyhftBsOQGN78cu6oHIOSLvddouObLFh4AweGzLizL89BVPQQh5p7yGg3XfNnCv/r1r51p0W/VktLtqdhnA7HuMf32VOwzgWhXKc+3qGKfb2pCAARAIAACIBBXCoLJDMh0d3cxw7UbRLTPOnQHWcaAiJKqW78cna3h2gcizmfNDiJKqqYffD2Yo+HaByLOZ80OIkaqDmw1Y8O1D0Scz7rWusdYmKbPWFtKrios2q/FYsfMFCdV+3olY8O1D0SUz9p8hnQiTNPfCl3dfDz20K07s0rVPu07Y8O1F0SMz3o4lw1TgtP3xJU0RoVHacNHM1OcVG39MDxh8jVce0HE+KzF6aWOf5oSXIGo6b0aXdgq4+y4GKl6ogPp7eVruPaDWK9ZGxRTYXoKQhcOgIiWqn3veWZsuPaDWK9Z05E5hGkNov/HVnoDIGKl6tp3sczYcO0HsV6zpqukQ5im61crr2WVXdgcC5fhupnMVVQmV8N1AMRqzbr/S3+LNBamzWesW1VGF7bLsEjVlvP6igzXeS363bDhOi8QN2y4zgnETRuuoUcABAIgAAIBEDcKojg02R7z2T3UW56sYzRrpf6o5+ZqTcUcM4Hzeai3gIjUrE8xqcEzzQTOZ93dAiJSs44CkWkm8POC+MXPfvoTF4g4zVqD0EWmn7F2zkx5ZgLn81BvARGlWVsjQi/Ojz9j7Tyl8swEzueh3gQiRrN2gJh8xtpdJ8dM4Hwe6k0gYjRrB4jJZ6zdHZdjJnA+D/U2EFGatRcEt4f6DJnA+TzU20BEadY+EOwe6jNkAufzUG8DEaVZ+0Dwe6jTZwLn81BvBLFesyYQxfj7Bfwe6vSZwPk81PEgkgYygWcCApnAXfHlr3z6M2fdITKBZwICARAAgQAIgEAAxPWC6B9pu9R6JDp3j6Dzt4X1huVGhAOE6U61RiEfVvcfzTywCloAkRZEuyyD/dP/AkRSEE5Rc6JailI1QCQF4Va+xiDEsAGIBBfrxoColyyjmSzTiFQjYgmIwUd5EammpvkXvqReDBBpQcy+LLfTb4MdcAOb9PZVfllj9BzhetcLIyLJk7UBId/TGT1ZA0RyEAiAQAAEQCAAAiAQAAEQCIBYGZdLCT4DIjY3eOH3Pq/dUI5fr06QEnwWRJTPWiZbLRjeCM7069UJUoLPgojxWXtcoxGR6derE6QEnwUR47Mmdyv5mo1DxNiZyaFMrmrHzJTn16sTpASfBRHlsy4O+uPFytdsgdB2ZnIok7fWdQbn+fXqBCnB50FE+aylo8myV9sgbDuz/tPePQHl+vXqBCnBKX7wfQ+IOJ91d6pVtoeRQFAF7VAOjIhcv16dICX4AhBRPuuddFSHQJBDWbuqPfeaOX69OkFK8AUgInOD9wO/Gcw/jW0epz+V/rvETL9enSAl+AIQ633Wp493/Qsg1ieSOyq2i3aUNnw4tQx6IsOvVydICb4ExHqfda1mkqGvWfqR6ejIoWy91XYtX69OkBJ8BsQZwnZVw3l9cRCFOoHhvL4YCOOqhvP6siAQAAEQCIAACMSi+Oa3vvGpFNtFbnAWEHGatfrGnHo0QG5wFhAxmrUNYk0gN3gARIxmHQsCucEDIGI0awMCucHZQMRo1vaIQG5wLhARmrVcaz4cBiCQG3wriAjN2jUikBt8M4j1mnUIBHKDR4NYr1kHQCA3eDyICM3aDwK5wTeAWK1ZGxDIDZ7NWlMgoFBnAgIKdRYgoFBnMyIQAAEQCIAACERGIKxFeqjYUU/WcT5rR0ZxWoRJr2K3fqU6fxWbU7N2ZhSPalWUik0/uJ41slexOTVrp4Qc1aoYFTuwt2tQsTk1a0sKrceSbnoVO9AH16Bi82vWusGqzKiP0qnYwx+GJ/IVqNicmjVN0HaZCYhUKvbwh+F5cgUqNqdmTSDsMhMQqVTswQ+j7V2Bis2rWVemumf6TqdiB+6Qr0HF/uGPfsymWdPNiV3GB4JdxR4YfceHk7+K7QcR8T1ryihulfGBSKFiN5O5ispkr2IHQER8z5oyiusyxWCSSapiW3L2NarYbhBnDqjYmYCAip0FCKjY2YwIBEAABAIgAAJxcRD2836G4nUGucF9T9bMucGHICprScm3oVvLDf7Gd77Np1n7c4O7WhsAcYO5wX0gmHODrwRxg7nBfSA25Qaf1hKtVRpxba/i+XSTG8wN7gOxKTf4tJaYo7vl5kF3+UfELeYG94LYkhvcVUuuQQ/EUz+IW8wN7gWxJTf4tFbfWtvnGAJxi7nB/SA25Aaf1lIglo2Im8wN7gexITe4r1Z/ILMgbjI3uB/Eptzg41qynarndZvNpQ25wYMg4nODO2oVRk4msacrJQ8aucF9IM4c0KwzAQHNOgsQ0KyzGREIgAAIBEAABAIgAAIBEACBAAiAQADE/0P8D/021nJZ07u5AAAAAElFTkSuQmCC)

**Note:** Each group has a key and you can access the key-value by using the key property. Along the same line, you can use the count property to check how many elements are there in that group.

##### ****Example:****

In the following example, we get the employees by Gender. But here we first sort the data by Gender in descending order and then sort the student by their name in ascending order.

**using** *System;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var GroupByMS = Student.GetStudents**()**.GroupBy**(**s =**>** s.Gender**)**

//First sorting the data based on key in Descending Order

.OrderByDescending**(**c =**>** c.Key**)**

.Select**(**std =**>** new

**{**

Key = std.Key,

//Sorting the data based on name in descending order

Students = std.OrderBy**(**x =**>** x.Name**)**

**})**;

//Using Query Syntax

var GroupByQS = **from** std in Student.GetStudents**()**

**group** std **by** std.Gender **into** stdGroup

**orderby** stdGroup.Key **descending**

**select** new

**{**

Key = stdGroup.Key,

Students = stdGroup.OrderBy**(**x =**>** x.Name**)**

**}**;

//It will iterate through each groups

**foreach** **(**var **group** in GroupByQS**)**

**{**

Console.WriteLine**(group**.Key +" : " + **group**.Students.Count**())**;

//Iterate through each student of a group

**foreach(**var student in **group**.Students**)**

**{**

Console.WriteLine**(**" Name :" + student.Name + ", Age: " + student.Age + ", Branch :" + student.Barnch**)**;

**}**

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![GroupBy in Linq With OrderBy Operator](data:image/png;base64,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)

**Note:** Here the result is projected to an anonymous type.

# GroupBy By Multiple Keys in Linq

In this article, I am going to discuss the **GroupBy By Multiple Keys in Linq** using C# with some examples. Please read our previous article before proceeding to this article where we discussed the [**Linq GroupBy Method in C#**](https://dotnettutorials.net/lesson/groupby-in-linq/) with examples in C#. As part of this article, we will discuss the following pointers.

1. **Why do we need to group the data based on multiple keys?**
2. **How to use the Linq GroupBy Method with Multiple Keys in C#?**
3. **Examples using both Method and Query Syntax.**

##### ****Why do we need to group the data based on Multiple keys?****

In real-time applications, we need to group the data based on multiple keys. So in this article, we will see how to group the data based on multiple keys. But before that, you just need to remember one thing that when you are using multiple keys in Group By operator then the data returned is an anonymous type.

##### ****Student Helper Class:****

We are going to use the following Student class. Please create a class with the name Student and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *GroupByDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** string Barnch **{** **get**; **set**; **}**

**public** **int** Age **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

**return** new List**<**Student**>()**

**{**

new Student **{** ID = 1001, Name = "Preety", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1002, Name = "Snurag", Gender = "Male",

Barnch = "ETC", Age = 21 **}**,

new Student **{** ID = 1003, Name = "Pranaya", Gender = "Male",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1004, Name = "Anurag", Gender = "Male",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1005, Name = "Hina", Gender = "Female",

Barnch = "ETC", Age = 20 **}**,

new Student **{** ID = 1006, Name = "Priyanka", Gender = "Female",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1007, Name = "santosh", Gender = "Male",

Barnch = "CSE", Age = 22 **}**,

new Student **{** ID = 1008, Name = "Tina", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1009, Name = "Celina", Gender = "Female",

Barnch = "ETC", Age = 22 **}**,

new Student **{** ID = 1010, Name = "Sambit", Gender = "Male",

Barnch = "ETC", Age = 21 **}**

**}**;

**}**

**}**

**}**

##### ****Example:****

The following example group the students first by **Branch**and then by **Gender**. The student groups first sorted by **Branch in descending order**and then by **Gender in ascending order**. Finally, the students in each group are sorted by their **names in ascending order**.

**using** *System;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var GroupByMultipleKeysMS = Student.GetStudents**()**

.GroupBy**(**x =**>** new **{** x.Barnch, x.Gender **})**

.OrderByDescending**(**g =**>** g.Key.Barnch**)**.ThenBy**(**g =**>** g.Key.Gender**)**

.Select**(**g =**>** new

**{**

Branch = g.Key.Barnch,

Gender = g.Key.Gender,

Students = g.OrderBy**(**x =**>** x.Name**)**

**})**;

//Using Query Syntax

var GroupByMultipleKeysQS = **from** student in Student.GetStudents**()**

**group** student **by** new

**{**

student.Barnch,

student.Gender

**}** **into** stdGroup

**orderby** stdGroup.Key.Barnch **descending**,

stdGroup.Key.Gender **ascending**

**select** new

**{**

Branch = stdGroup.Key.Barnch,

Gender = stdGroup.Key.Gender,

Students = stdGroup.OrderBy**(**x =**>** x.Name**)**

**}**;

//It will iterate through each group

**foreach** **(**var **group** in GroupByMultipleKeysQS**)**

**{**

Console.WriteLine**(**$"Barnch : {group.Branch} Gender: {group.Gender} No of Students = {group.Students.Count()}"**)**;

//It will iterate through each item of a group

**foreach** **(**var student in **group**.Students**)**

**{**

Console.WriteLine**(**$" ID: {student.ID}, Name: {student.Name}, Age: {student.Age} "**)**;

**}**

Console.WriteLine**()**;

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**
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# Linq ToLookup Method in C#

## ****Linq ToLookup Method in C# with example****

In this article, I am going to discuss the **Linq ToLookup Method in C#** with some examples. Please read our previous article before proceeding to this article where we discussed the [**Linq GroupBy Operator with Multiple Keys**](https://dotnettutorials.net/lesson/groupby-multiple-keys-in-linq/) with some examples. As part of this article, we are going to discuss the following pointers.

1. **What is Linq ToLookup Method?**
2. **Examples of using the ToLookup method in C# using bothe Method and Query Syntax.**
3. **How to use the ToLookup method with the OrderBy method?**
4. **How to use the Linq ToLookup method in C# with Multiple Keys in C#?**
5. **What is the difference between ToLookup and GroupBy method in Linq?**

##### ****What is Linq ToLookup Operator?****

The **Linq ToLookup Method in C#** exactly does the same thing as the **GroupBy Operator does in Linq**. The only difference between these two methods is the GroupBy method uses deferred execution whereas the execution of the ToLookup method is immediate. Please read the following article to understand what is Deferred and Immediate Execution in Linq queries.

[**Deferred Execution VS Immediate Execution in C#.**](https://dotnettutorials.net/lesson/deferred-execution-vs-immediate-execution-in-linq/)

##### ****Student Helper class:****

We are going to use the following Student Helper class in this demo. Please create a class file and then just copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *GroupByDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** string Barnch **{** **get**; **set**; **}**

**public** **int** Age **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents**()**

**{**

**return** new List**<**Student**>()**

**{**

new Student **{** ID = 1001, Name = "Preety", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1002, Name = "Snurag", Gender = "Male",

Barnch = "ETC", Age = 21 **}**,

new Student **{** ID = 1003, Name = "Pranaya", Gender = "Male",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1004, Name = "Anurag", Gender = "Male",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1005, Name = "Hina", Gender = "Female",

Barnch = "ETC", Age = 20 **}**,

new Student **{** ID = 1006, Name = "Priyanka", Gender = "Female",

Barnch = "CSE", Age = 21 **}**,

new Student **{** ID = 1007, Name = "santosh", Gender = "Male",

Barnch = "CSE", Age = 22 **}**,

new Student **{** ID = 1008, Name = "Tina", Gender = "Female",

Barnch = "CSE", Age = 20 **}**,

new Student **{** ID = 1009, Name = "Celina", Gender = "Female",

Barnch = "ETC", Age = 22 **}**,

new Student **{** ID = 1010, Name = "Sambit", Gender = "Male",

Barnch = "ETC", Age = 21 **}**

**}**;

**}**

**}**

**}**

##### ****Example:****

The following example uses the ToLookup Method to organize the students into groups based on Branch as the key. Here, the key will be branch and the collection will be the student belongs to that particular branch.

**using** *System;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var GroupByMS = Student.GetStudents**()**.ToLookup**(**s =**>** s.Barnch**)**;

//Using Query Syntax

var GroupByQS = **(from** std in Student.GetStudents**()**

**select** std**)**.ToLookup**(**x =**>** x.Barnch**)**;

//It will iterate through each group

**foreach** **(**var **group** in GroupByMS**)**

**{**

Console.WriteLine**(group**.Key + " : " + **group**.Count**())**;

//Iterate through each student of a group

**foreach** **(**var student in **group)**

**{**

Console.WriteLine**(**" Name :" + student.Name + ", Age: " + student.Age + ", Gender :" + student.Gender**)**;

**}**

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![Linq ToLookup Operator in C# with example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYEAAAD+CAMAAADrhEm2AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAD/UExURQAAAIlMAKVsK0yJwGylwAAAKytspcDAwMCJTABMiQAATInAwEwAAMDAiWwrAAArbMDApaXAwMClbCsAAKXApV5fYV9gYl5gYStMiSsrbIlsbCsATKWlbKWlpUwrbGwrK4nAiWylpSsAK0yJiWxsiW9vb6WliaVsTGyJbIlMK2xsbW5ubl9gYYnApWyJwEyJpYmJiWtsbGtrbGprbG1tbaWJTEwATF9eXzw+Q2lqa2xtbVBQUHBvb3BwcG1tbkxMXC8sSjIyPGdpak1KTUhKTTo6YFpbXFlaXGhpa0pKZVRVVy80NGtsbS8yNFxdX21ubolMTF5dXkxMTF1cXUxMiRFU1nAAAA8hSURBVHja7Z1pm6S2EYA5ptUwPTvtmdk4zmZtrx0ndu7DceKczmHnvpP//1siCalUgBAgika9VH2w+9nh1AsC9FJF9ouMY9tgAlvHT7kJmAAT4Ng0/p1lh5vj8Y17+Vscj8dC/r8+qnh8Cs+ppsq5ARfHf7Pbk2zrw0dPWakwCNmo9bO78RnLKRNxjMd/stIc7Lenwh7dExq3ZgBE8Sto+NtTFWhdcSzap0DBbUdE4PyQQyPrq8EkArenf53GLxUcE+KXtbucnh/wlbgKzXZ7kpQONxU3ICkBfVtUTOrjb09qrtqcNBwL4uvnh6J7izOJQMEEiAgcblq9uZhGoOmABN8QERCQvb9sTPk8cP5EXwqKafdC6vB3968cSwjIhmyeifUFOB94Ju4SgAdojuUEOJgAE+BgAkyAgwnsNj7jJtg4/sxNsHF8wU1QEo7w1mODyv34Tf+f9Mjz7FE3ZZvH1+5sRCDEDPFQWltdDz+j603LFxOYMGifZfOH7H/rI/B2EUOgypoxpqUEDjcvnt/POH71+Lr6T2eY161TAf3a3WICk8YhZxP4vY/Ai5dPcQQyMTLXFALn5+/eFDPX3Ky99J07ncHf5Aj81Ufgm+/dNwREc9rVj28dH7/yoDun/onYDNo1a1Zz1Y9fPbkhvgp1j0Kfx8dndw2oARzi8UnoRiv11AVeqfD0NGrNelG3Jx9/tBaznMNNIczIY207FrsKt/HdHUQE6l6zCNhCS2DyFeHvPgJ5XTVtWTQuppYrev6Nd+SuqK1wSr9PQOsFtQfWM+iJ3VymOZpxbe8hq9pHngb3dlk5nt1LQG+h3NrzwwsfUncy2+XI60LVbIL+W4m3EDY+QMBOjJqlgHdNDAFfQ/njD14Ct6/uYMNLtapc9rHy3w+6e/CKGXMdKEy/LNsQJkZz2QNSNX5jOj2dUGMe9ALVrIGVNst6Q5+xcj7vSaVmFGr8HW2PQl9WZsnwA5Cfvdeh2pySMDE0C+7NGgJj24zi214CWZk3h0dzkqr9e8gVmZPpRobuhXJ0rMDEaC7bRmdzPmX+FtOEbIMEVtrcDemD+QN9FvgI6ENJ7gIsx1w0TN+lfrhVBDr73n5Bs0BDAYGRbZ5A4PzyLbnh+r24skUgH78CuS3Ns/YPR0BN7X/lqCGplJEwSAMrhS7i/DB4B928iqAJ5HhT2wTy8cttb78cAdtQiMDkFzoHCBze+0BtstlSWFXgQt8nAP+C5oKjtH72k1d3w3dLshs63OQT7i5qfOQJ34Wl2Yta9UJVh4DuupsrQzWdAEyMDsyq1wtVCwlk4m21yXKPStwLySMuHzgKPTsBE7u54OIkT9MK9SLd/ZSrfh8WiFba09V2Kc3zQO5ZoPyTueba5QAB1dk1GwKrCDjy3n6hA9M0lGsHMfmt5iEC+s5Ov8IlMIGma6imEXATu7nUIvXf4clBtHtLc4Mk/+yeQd3sHQKmy2oeyexNpOh2v2qd+ubTLMcRUPPnAq9iCgE7sWsW21DmftveyE+6Hf3nVqMx0GPod7e93VExdRijewRd1duUv95ove6iOXS+NgTE/JfCxHWlNfx4m+FI+5KwbOfBJq7tCT0rAgtkAhxMIMX4OTcBE9h5fIubgAkkE/HCOEIPhwis6Ynn3tlHCGM5VxXaxsXCuLGeZXtB8RldXgLreeKZi4wQxueHD4cag0gY6yeO29OqBNbzxPMeriKE8e1374cag0oY14/fy7P6wxsiAn/zEaDyxKLnZc2/IE8shvuuGGEcaAwqYSxbo8q+rw+OBXoY4oc+AlSe2MyOvKz5F+eJkWHtN2iEMA4QoBLGks2rd16+L7duiR4eIUDiiWF28LLuZG97Yv/pHyWMAwSohLE6NX9QHGwHGamHRwiQeGKY3Y3Hg091nrgcvIWKEsYhAkTCWBJQZPSBFK+HIT71E6DwxDA7clLWp4InRobVi3SuMA71QkTC2JgNOfUSPQzxIz8BCk8MsyMvCyeD8cTYsHovnHOFcWAyKmEMBBbp4TECFJ4YZocdRT7VeGJsWGmEMdqSlYSxOV7KapEeHiVA4Ynt7G5HwafCkwP+FxJhXIKpXUsYWwLycrBAD0N8vNUgTP/Nkp0K460IeB65dyqMP91mFLLvf3crjD/OOLaNn3ETMIGdx5+4CTaO33ETbByfcxNso4ch/uJ7kInxxNk8rUu1nMvlExPrYYg/+gjEeOJ5WpdqORfMJybWwxD/8BGI8cTztS7Vci6UT0yshyHe9BGI8cSgdUG+unGvnjlG6tfTCaWZT0ysh8MEYjwxaF2Qr4hA1xw7D+g7ZtPMJybWwyMEIjwx0rogXyvcU7fNcWWlamA5aeUTE+vhEQIRnhi0LvIxQKBrjkPnQKr5xMR6eIxAjCc2liJEAMSqVb+B5aSWT0ysh8cIzPfESOtWra6m8prjfMJy0sonJtbDYwTme+KO1i0r0+Vi49cxx6gXQU2aaj4xsR4eJTDbE4PWfbclX7VG7ZljXK/qWvKJifVwiMAFAqvfvecTb0lAmDca9p1PvA0Bp345n/jNjIMJMAEOJsAEOF5XAmL0KUWkeO9+0UrU3mdisnxiMfq5pmkE0kwspqlE7SVwwXziSQQSTSymqYPsJXDBfOJJBBJNLF6RAFE+sZ22nz3sTK0i0DzGXl9iMU0lajJP7MkndgKjmz3sTK0yT7rrusLEYppK1GSe2JtPbFbeyx52GcZCHjLVyOmfamIxTSVqMk/syye2bdDLHnYj9OLoKr9eW2IxTSVqQk/sEX2oQ25lDyMCsufU7XWFicU0lajJPHGIQC97GBN4Ek2jXl9iMU0lajJPHCTQzR5uEdBvw15jYjFNJWoyT+yt/O1Se9vZw20CspvJrzGxmKYS9YVG5mYN/+zLHF+GwLwH7H2Z40sQKGfZ3r2ZY/YDTIAJcDABJsCxYwIEmXCE92ybJBaTeeKRG8I8hkCUHi6HFXCSicVknngFAlF6GH4MNV1qicVknngFAjF6OLDURBOLCfOJaysgujIYPkuM7KmZWG64FbSeTihODw81R6KJxXT5xO6Tkz0ZDH8Tdnb3hdCjGg4m1cNDvjnRxGK6fOJ2t9UuNw0fhjZyCibulKTudEJxehj9aB8paSYW0+UTywPK7Hi/3LQhUMNrK3ZiNI23xWL0cE/I2OWlmVhM5okdg74M7hOwEwcIROvhoVclE00sJvPEsEseGWwJNP/DdjVAIFYP10NXwkQTi8k8MVwCPTIYLk6lvlAVeGK3E1SJxVWvW4JpUkwsJvPEzV+aG5+uDHafJS7NNHZiPA2JHkYZxleSWJzQyNxOE4sTIrDTxOJkCOw2sZj9ABNgAhxMgAlwvHYExLFKdocvmisc/Uwc44mNhjFPvMWcGVOsMk2TKxxNINITn2PKTidaZZomUzWaQKQnjiKQaJXpjQnEeWJLwE7S/yyxtxNKs8o0Ta5wNIEoT4zOATtY3v0ssfcgSrPKNE2ucDyBGE/sIdD7LLF/nhSrTNPkCscTiPHEHgK9zxL7WyzFKtM0ucILCER54kEC1LnCF6gyTZMrPCW+4ycQ5YmHCJDnCl+gyjRNrvACAlGeeIgAfa7w+lWmaXKFlxCY74mBgOiWwafPFV6/yjRNrnAkgVVj71Wm+/HlC69v71WmtybAVaa3Pwc4mAAT4GACTICDCaRFoHkYVeXeQPSqh8fxu7w6cjCQo0vAtaMZVtCPmYePRh41JSYmsBKBclo99Gf/YwLrEPD6xJ4wlFPVTGAdAn731CUgTxQmQHklrhyBespYlytkzEF+Dkwh0PrkKgd5LzT+BpV2tExgJQKjr51l9vWqI9+PrnM3qj/J0Hke8L08xecA7TOxI6Dff+k8EzOB9QhwMAEmwMEEmAAHE2ACHEyACew2tik3HSIQW3daDOf4zl1Qil8jJi43HSYQlU+si3wKgtdoE/0aMXG56TCBmHzigVzJiEj0a8TE5abDBGLyiSGZE/J3XeqES9uFTFzIHvZ0Qml+jZi43HSYQFQ+sTjab9Ka/F1EwKbtQiYupJL6jtk0v0ZMXG56hEBUPrFO7kFpxJgATtu1fzr4+5pUv0ZMXG56hEBcPrE6uAqcwAcEYAabiRs4B1L9GjFxuekxAlH5xJnOHA4RgExcmz08cOuY4teIictNjxGIrDvdnONVq6upcHY0/CkfvulL9GvExOWmxwjMzyc+f5I1r1mgL98qHDhptFOSut2LtJogwa8RE5ebHiUwP5+4Np1GO39X593CbkEmLnpN7Fq+RkxcbnrjcSGcPbz3DOMtCQhzyO47w3ijsVHIHuYM4y/x6DQTYAIcTIAJcLxuBLju9DICcZ7YfGvM3OJz3ellBGI8MSYwJ3Zfd9pLIMYTxxLYfd1pL4EYT+wIcN3p5QRiPDE+B7ju9GICEZ5YDwEfjy0CXHc6mkCEJ/adA1x3Op7AfE8cIsB1p+cTmO+JAwS47nQEgQhPPEyA607HEJjtiR0Brjud9Mgc153emgDXnd6WAFvh7c8BDibABDiYABPguBQBNGjO5njeM3FcPrGnWjUMmKxvjsthO5y2OSbzxN5q1VFDVlHmGH74nhmSNsdkntirbaMIxJjjwNpSN8dknhhZyLqrUdc3x4GdT90cE3tiu6Vmmk7jrGeO2z/ah27i5pjME0MnjKfpEVjLHLd/tA+QxM0xmScGAniaHoG1zHHrR2d5iZtjQk9cuNkHuuj1zHHghjd1c0zmieGWA08zRIDcHLfyWru7k7Y5JvPErlo1mmaIwBrmuOp1SzBN0uaYzBOjatV2GtHqT1Y1x0ghX5s53n5kbu/meHsCezfHWxNgc8x+gAkwAQ4mwAQ4XncC+BE9QWG8cd1pQk88WHe6TaBAwz9DC9pT3Wk6Tzxcd9q3mQECO6s7TeaJA3WnZxLYWd1pQk9c4e4IzyU303jZGg+1DQmMndWdJvPEUHe6P5fsh9UocKudhs+BvdWdJvPEUHfaN5ceGm55y2ECe6s7TeaJzU1HkfXnajYTJ/mFCOyt7jSZJzbNIefozWUITDsHdld3mswTwwE8NFezB6MEdld3mi6f2NWd7s6lN9A0ud1Yd93ae91pOk9s60575hJO4YJ1UVPpvd173Wn2xDw2yp5422BPzH6ACTABDibABDiYABPgYAJMgIMJMAEOJsAEOJgAE+C4ePwfcqAa4uViH9cAAAAASUVORK5CYII=)

##### ****Example:****

In the following example, we use the Linq ToLookup operator to get the employees by Gender. But here we sort the data first by Gender in descending order and then sort the data by the name in ascending order.

**using** *System;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var GroupByMS = Student.GetStudents**()**.ToLookup**(**s =**>** s.Gender**)**

.OrderByDescending**(**c =**>** c.Key**)**

.Select**(**std =**>** new

**{**

Key = std.Key,

Students = std.OrderBy**(**x =**>** x.Name**)**

**})**;

**foreach** **(**var **group** in GroupByMS**)**

**{**

Console.WriteLine**(group**.Key + " : " + **group**.Students.Count**())**;

**foreach** **(**var student in **group**.Students**)**

**{**

Console.WriteLine**(**" Name :" + student.Name + ", Age: " + student.Age + ", Branch :" + student.Barnch**)**;

**}**

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![Linq ToLookup Operator with OrderBy in C# with example](data:image/png;base64,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)

##### ****Using ToLookup with Multiple Keys in C#:****

The following example uses ToLookup to group the students first by Branch and then by Gender. The student’s groups first sorted by Branch in descending order and then by Gender in ascending order. Finally, we sort the data in each group by the name in ascending order.

**using** *System;*

**using** *System.Linq;*

**namespace** *GroupByDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var ToLookupwithMultipleKeys = Student.GetStudents**()**

.ToLookup**(**x =**>** new **{** x.Barnch, x.Gender **})**

.OrderByDescending**(**g =**>** g.Key.Barnch**)**.ThenBy**(**g =**>** g.Key.Gender**)**

.Select**(**g =**>** new

**{**

Branch = g.Key.Barnch,

Gender = g.Key.Gender,

Students = g.OrderBy**(**x =**>** x.Name**)**

**})**;

**foreach** **(**var **group** in ToLookupwithMultipleKeys**)**

**{**

Console.WriteLine**(**$"Barnch : {group.Branch} Gender: {group.Gender} No of Students = {group.Students.Count()}"**)**;

**foreach** **(**var student in **group**.Students**)**

**{**

Console.WriteLine**(**$" ID: {student.ID}, Name: {student.Name}, Age: {student.Age} "**)**;

**}**

Console.WriteLine**()**;

**}**

Console.Read**()**;

**}**

**}**

**}**

**Output:**

![Linq ToLookup with Multiple Keys](data:image/png;base64,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)

# Left Join in Linq

## ****Left Join in Linq using Method and Query Syntax****

In this article, I am going to discuss **Left Join in Linq** with some examples using both Method and Query Syntax. The Linq Left Join in C# is also called as Left Outer Join in Linq**.** Please read the following three articles before proceeding to this article as they both are required to understand the Left Outer Join.

1. [**Inner Join in Linq**](https://dotnettutorials.net/lesson/inner-join-in-linq/)
2. [**Group Join in Linq**](https://dotnettutorials.net/lesson/linq-group-join/)
3. [**Select Many In Linq**](https://dotnettutorials.net/lesson/selectmany-in-linq/)

##### ****What is Left Join in Linq?****

The left join or left outer join is a join in which each data from the first data source is going to be returned irrespective of whether it has any correlated data present in the second data source or not. Please have a look at the following diagram which shows the graphical representation of Left Outer Join.
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So, in simple words, we can say that the Left Outer Join is going to return all the matching data from both the data sources as well as all the non-matching data from the left data source. In such cases, for the non-matching data, it will take null values for the second data source.

In order to implement the Linq Left Join in C#, it’s mandatory to use the “**INTO**” keyword along with the “**DefaultIfEmpty()”** method.

##### ****Model Classes and Data Sources:****

We are going to use the following Employee and Address models in this demo. Please create a class file and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** AddressId **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

**return** new List**<**Employee**>()**

**{**

new Employee **{** ID = 1, Name = "Preety", AddressId = 1**}**,

new Employee **{** ID = 2, Name = "Priyanka", AddressId =2**}**,

new Employee **{** ID = 3, Name = "Anurag", AddressId = 0**}**,

new Employee **{** ID = 4, Name = "Pranaya", AddressId = 0**}**,

new Employee **{** ID = 5, Name = "Hina", AddressId = 5**}**,

new Employee **{** ID = 6, Name = "Sambit", AddressId = 6**}**

**}**;

**}**

**}**

**public** **class** Address

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string AddressLine **{** **get**; **set**; **}**

**public** **static** List**<**Address**>** GetAddress**()**

**{**

**return** new List**<**Address**>()**

**{**

new Address **{** ID = 1, AddressLine = "AddressLine1"**}**,

new Address **{** ID = 2, AddressLine = "AddressLine2"**}**,

new Address **{** ID = 5, AddressLine = "AddressLine5"**}**,

new Address **{** ID = 6, AddressLine = "AddressLine6"**}**,

**}**;

**}**

**}**

**}**

As you can see, here we also created two methods which will be going to return the respective Employees and Addresses which are going to be our data source. Here we hard-coded the data sources but in real-time you will get the data from a database. If you further notice we have two employees with address id 0 that means these two employees do not have a matching address in the address data source.

##### ****Left Outer Join using Query Syntax:****

In order to perform the left outer join using query syntax, you need to call the **DefaultIfEmpty()** method on the results of a group join. Let’s see the step by step procedure to implement the left outer join in Linq.

##### ****Step1:****

The first step to implement a left outer join is to perform an inner join by using a group join. In the below example, the list of Employees is inner-joined to the list of Addresses based on the Address Id of Employee object that matches the ID of the Address object. The following code does the same.
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##### ****Step2:****

In the second step, we need to include each element of the first (i.e. left) data source in the result set irrespective of whether that element has no matches in the second (i.e. right) data source. In order to do this, we need to call the **DefaultIfEmpty()** method on each sequence of matching elements from the group join.

In our example, we need to call the **DefaultIfEmpty()** method on each sequence of matching Address objects. The **DefaultIfEmpty()** method returns a collection that contains a single, default value if the sequence of matching Address object is empty for any Employee object which will ensure that each Employee object is represented in the result collection. The following code exactly does the same thing.

![DefaultIfEmplty in Outer Join](data:image/png;base64,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)

**Note:** The default value for a reference type is null. So, you need to check for the null reference before accessing each element of Address collection.

**The complete code is given below.**

**using** *System.Linq;*

**using** *System;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var QSOuterJoin = **from** emp in Employee.GetAllEmployees**()**

**join** **add** in Address.GetAddress**()**

**on** emp.AddressId **equals** **add**.ID

**into** EmployeeAddressGroup

**from** address in EmployeeAddressGroup.DefaultIfEmpty**()**

**select** new **{**emp, address **}**;

**foreach** **(**var item in QSOuterJoin**)**

**{**

Console.WriteLine**(**$"Name : {item.emp.Name}, Address : {item.address?.AddressLine} "**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**

![Left Outer Join Output](data:image/png;base64,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)

##### ****Left Outer Join in Linq using Method Syntax:****

In order to implement Left Outer Join in Linq using Method Syntax we need to use the **GroupJoin()** method along with **SelectMany()** and **DefaultIfEmpty()** methods. So, let us rewrite the previous example using Method Syntax as shown below.

**using** *System.Linq;*

**using** *System;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var MSOuterJOIN = Employee.GetAllEmployees**()**

.GroupJoin**(**

Address.GetAddress**()**,

emp =**>** emp.AddressId,

**add** =**>** **add**.ID,

**(**emp, **add)** =**>** new **{** emp, **add** **}**

**)**

.SelectMany**(**

x =**>** x.add.DefaultIfEmpty**()**,

**(**employee, address**)** =**>** new**{** employee, address **}**

**)**;

**foreach** **(**var item in MSOuterJOIN**)**

**{**

Console.WriteLine**(**$"Name : {item.employee.emp.Name}, Address : {item.address?.AddressLine} "**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

It will give you the same output as the previous example. I feel it always better to use Query Syntax over Method Syntax to perform left outer join in Linq as it is simple and easy to understand.

##### ****Anonymous type with user-defined properties in the ResultSet:****

Let us see how to return an anonymous type with user-defined properties using Linq left join in C#.

**using** *System.Linq;*

**using** *System;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Using Method Syntax

var MSOuterJOIN = Employee.GetAllEmployees**()**

.GroupJoin**(**

Address.GetAddress**()**,

emp =**>** emp.AddressId,

**add** =**>** **add**.ID,

**(**emp, **add)** =**>** new **{** emp, **add** **}**

**)**

.SelectMany**(**

x =**>** x.add.DefaultIfEmpty**()**,

**(**employee, address**)** =**>** new

**{**

EmployeeName = employee.emp.Name,

AddressLine = address == **null** ? "NA" : address.AddressLine

**}**

**)**;

//Using Query Syntax

var QSOuterJoin = **from** emp in Employee.GetAllEmployees**()**

**join** **add** in Address.GetAddress**()**

**on** emp.AddressId **equals** **add**.ID

**into** EmployeeAddressGroup

**from** address in EmployeeAddressGroup.DefaultIfEmpty**()**

**select** new

**{**

EmployeeName = emp.Name,

AddressLine = address == **null** ? "NA" : address.AddressLine

**}**;

**foreach** **(**var item in MSOuterJOIN**)**

**{**

Console.WriteLine**(**$"Name : {item.EmployeeName}, Address : {item.AddressLine} "**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Note:** If you want to perform Right outer join then simply exchange the data source.

# Linq Cross Join

## ****Linq Cross Join using Method and Query Syntax****

In this article, I am going to discuss **Linq Cross Join** using both method and query syntax examples. Please read our previous article before proceeding to this article where we discussed [**Left Outer Join**](https://dotnettutorials.net/lesson/left-outer-join-in-linq/) in Linq.

##### ****What is Linq Cross Join?****

When combining two data sources (or you can two collections) using Linq Cross Join, then each element in the first data source (i.e. first collection) will be mapped with each and every element in the second data source (i.e. second collection). So, in simple words, we can say that the Cross Join produces the Cartesian Products of the collections or data sources involved in the join.

In Cross Join we don’t require the common key or property as the “on” keyword which is used to specify the Join Key is not required. And moreover, there is no filtering of data. So, the total number of elements in the resultant sequence will be the product of the two data sources involved in the join. If the first data source contains 5 elements and the second data source contains 3 elements then the resultant sequence will contain (5\*3) 15 elements.

##### ****Model classes and Data Sources:****

We are going to use the following Student and Subject model classes in this demo. Please create a class file and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetAllStudnets**()**

**{**

**return** new List**<**Student**>()**

**{**

new Student **{** ID = 1, Name = "Preety"**}**,

new Student **{** ID = 2, Name = "Priyanka"**}**,

new Student **{** ID = 3, Name = "Anurag"**}**,

new Student **{** ID = 4, Name = "Pranaya"**}**,

new Student **{** ID = 5, Name = "Hina"**}**

**}**;

**}**

**}**

**public** **class** Subject

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string SubjectName **{** **get**; **set**; **}**

**public** **static** List**<**Subject**>** GetAllSubjects**()**

**{**

**return** new List**<**Subject**>()**

**{**

new Subject **{** ID = 1, SubjectName = "ASP.NET"**}**,

new Subject **{** ID = 2, SubjectName = "SQL Server" **}**,

new Subject **{** ID = 5, SubjectName = "Linq"**}**

**}**;

**}**

**}**

**}**

As you can see we created two methods to return the respective data sources.

##### ****Example1: Cross Join Using Query Syntax****

Cross Join Students with Subjects using Query Syntax.

**using** *System.Linq;*

**using** *System;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var CrossJoinResult = **from** employee in Student.GetAllStudnets**()**

**from** subject in Subject.GetAllSubjects**()**

**select** new **{**

Name = employee.Name,

SubjectName = subject.SubjectName

**}**;

**foreach** **(**var item in CrossJoinResult**)**

**{**

Console.WriteLine**(**$"Name : {item.Name}, Subject: {item.SubjectName}"**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**
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We have 5 students in the student’s collection and 3 subjects in the subject’s collection. In the result set, we have 15 elements, i.e. the Cartesian product of the elements involved in the joins.

##### ****Example2: Cross Join using Method Syntax.****

In order to implement the **Cross Join**using method syntax, we need to use either the **SelectMany()** method or the **Join()** method as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Cross Join using SelectMany Method

var CrossJoinResult = Student.GetAllStudnets**()**

.SelectMany**(**sub =**>** Subject.GetAllSubjects**()**,

**(**std, sub**)** =**>** new

**{**

Name = std.Name,

SubjectName = sub.SubjectName

**})**;

//Cross Join using Join Method

var CrossJoinResult2 = Student.GetAllStudnets**()**

.Join**(**Subject.GetAllSubjects**()**,

std =**>** **true**,

sub =**>** **true**,

**(**std, sub**)** =**>** new

**{**

Name = std.Name,

SubjectName = sub.SubjectName

**}**

**)**;

**foreach** **(**var item in CrossJoinResult2**)**

**{**

Console.WriteLine**(**$"Name : {item.Name}, Subject: {item.SubjectName}"**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

It will give you the same result as the previous example.

# Element Operators in LINQ

## ****Element Operators in LINQ****

In this article, I am going to give you a brief introduction to the **Element Operators in LINQ**. Please read our previous article where we discussed the [**Linq Cross Join**](https://dotnettutorials.net/lesson/linq-cross-join/) with examples. As part of this article, we are going to discuss the following pointers in detail.
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##### ****What are Element Operators in Linq?****

The Element Operators in Linq are used to return a single element from a data source using the element index or based on a predicate i.e. a condition. These Element Operators can be used with a single data source or on a query of multiple data sources.

##### ****Why do we need to use the Element Operators in Linq?****

If you want to perform the following operations, then you need to use the Element Operators.

1. Select the First record from a data source.
2. Fetch a specific record from the data source.
3. Select the last record from a data source.

##### ****What methods are available in the Element Operators category?****

The following methods are provided by Linq to perform element operations.

1. [**ElementAt and ElementAtOrDefault**](https://dotnettutorials.net/lesson/elementat-and-elementatordefault-in-linq/)
2. [**First and FirstOrDefault**](https://dotnettutorials.net/lesson/first-and-firstordefault-methods-in-linq/)
3. [**Last and LastOrDefault**](https://dotnettutorials.net/lesson/last-and-lastordefault-methods-in-linq/)
4. [**Single and SingleOrDefault**](https://dotnettutorials.net/lesson/single-and-singleordefault-methods-in-linq/)
5. [**DefaultIfEmpty**](https://dotnettutorials.net/lesson/defaultifempty-method-in-linq/)

# ElementAt and ElementAtOrDefault in Linq

## ****ElementAt and ElementAtOrDefault in Linq****

In this article, I am going to discuss the **ElementAt and ElementAtOrDefault operator in Linq** with some examples. Please read our previous article before proceeding to this article, where we discussed the basics of [**Element Operators**](https://dotnettutorials.net/lesson/element-operators-in-linq/) in Linq.

##### ****ElementAt Operator in Linq:****

The ElementAt operator is used to return an element from a specific index. If the data source is empty or if the provided index value is out of range, then we will get ArgumentOutOfRangeException. Let us see the signatures of this method as shown below.
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As you can see, this method takes one parameter i.e. the index position. Then it will return the element present in that index position of the data source. There is no overloaded version available for this method.

##### ****Example1: Return the element present in index position 1.****

Please have a look at the following program. Here we have created one data source which contains integer numbers. Then we fetch the element present in index position 1 by using the ElementAt method and to that method, we pass the value 1.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers =new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.ElementAt**(**1**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Run the application and it should print 2 in the output window as in index position 1 the value 2 is there.

##### ****Example2: Index Out of Range****

As our data source contains 10 elements so the index is going to start from 0 to 9. Now let see what happen I try to fetch the element from index position 10 or try to pass a negative index value as shown below.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers =new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//int MethodSyntax = numbers.ElementAt(-1);

**int** MethodSyntax = numbers.ElementAt**(**10**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now if you run the application, then you will get the following exception.
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##### ****Example3: Empty Data source****

Let see what happens if we apply the ElementAt operator on an empty data source as shown in the following example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers =new List**<int>()** **{** **}**;

**int** MethodSyntax = numbers.ElementAt**(**1**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Again you will get the same exception as the previous example.

**Note:** If the data source is empty or if you specify a negative value for the index position or if you specify the index position which is out of range then you will get a runtime exception.

If you don’t want that exception then you need to use the ElementAtOrDefault method.

##### ****ElementAtOrDefault Method in Linq:****

The ElementAtOrDefault method does the same thing as the ElementAt method except that this method does not throw an exception when the data source is empty or when the supplied index value is out of range. In such cases, it will return the default value based on the data type of the element the data source contain. Please have a look at the definition of this method as shown in the below image.

![ElementAtOrDefault Method Signature in Linq](data:image/png;base64,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)

Like the ElementAt method, this method also does not have an overloaded version. Let us understand this method with some examples.

##### ****Example4: Fetch the element from index position 1.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers =new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.ElementAtOrDefault**(**1**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 2**

##### ****Example5: Fetch the element from index position 10.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers =new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.ElementAtOrDefault**(**10**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 0**

Here it will print the value 0. This is because the data source contains integers. And the default for integer is 0.

##### ****Example6: Using Query Syntax****

There is no such operator call ElementAt Or ElementAtOrDefault is available to write the query syntax, If you want then you can combine both the method syntax and query syntax to write the code as shown below.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQJoin*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** QuerySyntax1 = **(from** num in numbers

**select** num**)**.ElementAt**(**1**)**;

**int** QuerySyntax2 = **(from** num in numbers

**select** num**)**.ElementAtOrDefault**(**1**)**;

Console.WriteLine**(**QuerySyntax1**)**;

Console.WriteLine**(**QuerySyntax2**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

##### ****What is the difference between the ElementAt and ElementAtOrDefault method?****

Both methods are used to return an element from the specified index. But if the element is not available at the specified index position, then the ElementAt method will throw an exception while the ElementAtOrDefault method will not throw an exception instead it returns a default value based on the data type of the element.

# First and FirstOrDefault Methods in Linq

## ****First and FirstOrDefault Methods in Linq****

In this article, I am going to discuss the **First and FirstOrDefault Methods in Linq** with some examples. Please read our previous article before proceeding to this article, where we discussed the [**ElementAt and ElementAtOrDefault method**](https://dotnettutorials.net/lesson/elementat-and-elementatordefault-in-linq/) in Linq.

##### ****First Method in Linq:****

The Linq First Method is used to return the first element from a data source. If the data source is empty, then this method will throw an exception. There are two overloaded versions available for this method as shown below.
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As you can see, the first overloaded version does not take any parameter and it simply returns the first element from the data source. The second overloaded version takes a predicate as a parameter using which we can specify a condition and then it will return the first element which satisfied the specified condition.

##### ****Example1: Return the first element from a data source.****

In the below example, we have created one data source which contains integer numbers from 1 to 10. So, our requirement is to fetch the first element from the data source i.e. in the output we want to display the value 1 as it is the first element in the data source.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.First**()**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now, run the application and it should display 1 in the output window as expected.

##### ****Example2: Fetch the first element from the data source which is divisible by 2.****

Here we need to use the second overloaded version of the First method using which we can specify our condition. The following program uses the second overloaded version to return the first element from the data source which is divisible by 2.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.First**(**num =**>** num % 2 == 0**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 2**

This is because 2 is the first element in the data source which is divisible by 2.

##### ****Example3: InvalidOperationException****

Whenever the data source is empty or if the specified condition does not return any data, then we will get the **InvalidOperationException** as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Empty Data Source

List**<int>** numbersEmpty = new List**<int>()** **{** **}**;

**int** MethodSyntax1 = numbersEmpty.First**()**;

//Specified condition doesnot return any element

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax2 = numbers.First**(**num =**>** num **>** 50**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now if you run the application, you will get the following exception.
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If you don’t want that Invalid Operation Exception, instead you want a default value based on the data type then you need to use the FirstOrDefault method.

Note: For the reference types, the default is NULL and for the value types, the default depends on the actual type expected.

##### ****FirstOrDefault Method in Linq:****

The Linq FirstOrDefault method exactly does the same thing as the First method except that this method does not throw Invalid Operation Exception instead it returns the default value based on the data type of the element. Like the First method, there are also two overloaded versions available for the FirstOrDefault method as shown below.
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##### ****Example4: Fetch the element from the data source using FirstOrDefault.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.FirstOrDefault**()**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 1**

##### ****Example5: Fetch the element from the data source which is greater than 5.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.FirstOrDefault**(**num =**>** num **>** 5**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 6**

##### ****Example6:****

In the below example, we have two data sources. The first data source does not contain any item and here we are trying the fetch the first element. The second data source contains 10 elements from the number 1 to 10 and from this data source we are trying to retrieve the first element which is greater than 50.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Empty Data Source

List**<int>** numbersEmpty = new List**<int>()** **{** **}**;

**int** MethodSyntax1 = numbersEmpty.FirstOrDefault**()**;

Console.WriteLine**(**MethodSyntax1**)**;

//Specified condition doesnot return any element

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax2 = numbers.FirstOrDefault**(**num =**>** num **>** 50**)**;

Console.WriteLine**(**MethodSyntax2**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Here it will print the values as 0 and 0. This is because the data source contains integers. And the default for integer is 0.

##### ****Example7: First and FirstOrDefault method Using Query Syntax****

There is no such operator called First or FirstOrDefault is available to write the query syntax, If you want then you can combine both the method syntax and query syntax to write the code as shown below.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** QuerySyntax1 = **(from** num in numbers

**select** num**)**.First**()**;

**int** QuerySyntax2 = **(from** num in numbers

**select** num**)**.FirstOrDefault**()**;

Console.WriteLine**(**QuerySyntax1**)**;

Console.WriteLine**(**QuerySyntax2**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

##### ****What is the difference between First and FirstOrDefault Methods in Linq?****

Both First and FirstOrDefault methods in Linq are used to return the first element from a data source. But if the data source is empty or if the specified condition does not return any data, then the First method will throw an exception while the FirstOrDefault method will not throw an exception instead it returns a default value based on the data type of the element.

# Last and LastOrDefault Methods in Linq

## ****Last and LastOrDefault Methods in Linq****

In this article, I am going to discuss the **Last and LastOrDefault Methods in Linq** with some examples. Please read our previous article before proceeding to this article, where we discussed the [**First and FirstOrDefault methods in Linq**](https://dotnettutorials.net/lesson/first-and-firstordefault-methods-in-linq/)with some examples.

##### ****Last Method in Linq:****

The Last Method in Linq is used to return the last element from a data source. There are two overloaded versions available for the Last method as shown below.
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As you can see, the first overloaded version of the Last method does not take any parameter. It simply returns the last element from the data source and if the data source is empty then it throws an exception.

The second overloaded version of the Last method takes a predicate as a parameter. Using this predicate we can specify a condition and then it returns the last element which satisfied the specified condition. In this case, if no element satisfied the specified condition, then it will throw an exception.

##### ****Example1: Return the last element from a data source.****

In the following example, we have created a data source that contains integer numbers from 1 to 10. So, as per our requirement, we need to fetch the last element from the data source i.e. the value 10 as it is the last element present in the data source.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.Last**()**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now, run the application and it should print 10 in the output window as expected.

##### ****Example2: Return the last element from the data source which is less than 5.****

Here we need to specify a condition, so we need to use the second overloaded version of the Last method which takes a predicate as a parameter. The following program uses the second overloaded version of the Last method to return the last element from the data source which is less than 5.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.Last**(**num =**>** num **<** 5**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 4**

This is because 4 is the last element in the sequence which is less than 5

##### ****Example3: InvalidOperationException****

If the data source is empty or if no element is satisfied with the given condition, then it will throw the **InvalidOperationException** as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Empty Data Source

List**<int>** numbersEmpty = new List**<int>()** **{** **}**;

**int** MethodSyntax1 = numbersEmpty.Last**()**;

//Specified condition does not return any element

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax2 = numbers.Last**(**num =**>** num **>** 50**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now if you run the application, you will get the following exception.
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If you don’t want that Invalid Operation Exception, instead if you want a default value to be return based on the data type then you need to use the LastOrDefault method.

**Note:** the default is NULL for the reference types, and for the value types, the default value depends on the actual type expected.

##### ****LastOrDefault Method in Linq:****

The LastOrDefault method exactly does the same thing as the Linq Last method except that the LastOrDefault method does not throw Invalid Operation Exception instead it returns the default value based on the data type of the element. Like the Last method, there are also two overloaded versions available for the LastOrDefault method as shown below.
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##### ****Example4: Fetch the last element from the data source using FirstOrDefault.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.LastOrDefault**()**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 10**

##### ****Example5: Fetch the last element from the data source which is less than 5.****

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax = numbers.LastOrDefault**(**num =**>** num **<** 5**)**;

Console.WriteLine**(**MethodSyntax**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 4**

##### ****Example6:****

In the below example, we have two data sources. The first data source does not contain any element and from this data source, we are trying the fetch the last element using the LastOrDefault method. The second data source contains 10 elements from the number 1 to 10 and from this data source we are trying to retrieve the last element which is greater than 50.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Empty Data Source

List**<int>** numbersEmpty = new List**<int>()** **{** **}**;

**int** MethodSyntax1 = numbersEmpty.LastOrDefault**()**;

Console.WriteLine**(**MethodSyntax1**)**;

//Specified condition doesnot return any element

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** MethodSyntax2 = numbers.LastOrDefault**(**num =**>** num **>** 50**)**;

Console.WriteLine**(**MethodSyntax2**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Here it will print the values as 0 and 0. This is because the data source contains integers. And the default for integer is 0.

##### ****Example7: Last and LastOrDefault method Using Query Syntax****

There is no such operator called Last and LastOrDefault is available to write the query syntax, If you want then you can combine both the method syntax and query syntax to write the code as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

**int** QuerySyntax1 = **(from** num in numbers

**select** num**)**.Last**()**;

**int** QuerySyntax2 = **(from** num in numbers

**select** num**)**.LastOrDefault**()**;

Console.WriteLine**(**QuerySyntax1**)**;

Console.WriteLine**(**QuerySyntax2**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

##### ****What is the difference between Last and LastOrDefault methods in Linq?****

Both Last and LastOrDefault methods in Linq are used to return the last element from a data source. But if the data source is empty or if no element is satisfied with the specified condition, then the Last method will throw an exception while the LastOrDefault method will not throw an exception instead it returns a default value based on the data type of the element.

# Single and SingleOrDefault Methods in Linq

## ****Single and SingleOrDefault Methods in Linq****

In this article, I am going to discuss the **Single and SingleOrDefault Methods in Linq** with some examples. Please read our previous article before proceeding to this article, where we discussed the [**Last and LastOrDefault methods in Linq**](https://dotnettutorials.net/lesson/last-and-lastordefault-methods-in-linq/) with some examples.

#### ****Single Method in Linq:****

The Linq Single Method is used to returns a single element from a data source or you can say from a sequence. There are two overloaded versions available for this Linq Single Method, which are shown in the below image.

![Single and SingleOrDefault Methods in Linq](data:image/png;base64,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)

As you can see, the first overloaded version of the Single method does not take any parameter. This method simply returns the only element from a sequence. If the data source is empty or if the data source contains more than one element, then it throws an exception.

On the other hand, the second overloaded version of the Single method takes one predicate as a parameter and using this predicate you can specify a condition. This method returns the only element from the sequence which satisfied the given condition. In this case, the method will throw an exception when any of the following condition is true.

1. If the data source is empty.
2. When the given condition does not satisfy any element in the sequence.
3. If the given condition satisfies more than one element.

##### ****Example1: Linq Single Method****

In the below example, we have created the data source which contains only one element. Now when we apply the Single method on this data source then it will return the only element which is present in the data source.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Sequence contains one element

List**<int>** numbers = new List**<int>()** **{** 10 **}**;

**int** number = numbers.Single**()**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 10**

##### ****Example2: Using Single Method with Empty Data source****

In the following example, the data source is empty. When we apply the Single method on an empty data source then it will throw an exception as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Sequence contains no element

List**<int>** numbers = new List**<int>()** **{** **}**;

**int** number = numbers.Single**()**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now run the application and you will get the following exception.

![Sequence Contains no elements in Linq Single Method](data:image/png;base64,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)

As you can see when we run the application, we will get the above Invalid Operation Exception and it clearly shows the reason that the sequence contains no elements.

##### ****Example3:****

In the following example, we applied the Single method on a data source that contains more than one element.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Sequence contains more than one element

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.Single**()**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

When you run the above application you will get the following exception. This is because now the sequence contains more than one element.

![Sequence Contains more than one elements in Linq Single Method](data:image/png;base64,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)

Note: If your sequence contains more than one element and you need to fetch a single element based on some condition then you need to use the other overloaded versions of the Single method which takes one predicate as a parameter.

##### ****Example4:****

In the following example, we use the Single method which takes one predicate as a parameter. Using that predicate we specify our condition which is going to return only one element from the sequence.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.Single**(**num =**>** num == 20**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: 20**

Here we will get the output as expected as the specified condition returns a single element from the sequence.

##### ****Example5:****

In the following example, the specified condition returns more than one element and hence we will get an exception saying the sequence contains more than one matching element.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.Single**(**num =**>** num **>** 10**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

Now run the application and you will get the following exception.

![Sequence Contains more than one matching elements](data:image/png;base64,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)

##### ****Example6:****

In the below example, the specified Single method does not return any data and hence we will get sequence contains no matching element exception.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.Single**(**num =**>** num **<** 10**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

When you run the application you will get the following exception.

![Sequence Contains no matching element](data:image/png;base64,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)

**Note:** If you don’t want to throw an exception when the sequence is empty or if the specified condition does not return an element from a sequence then you need to use the Linq SingleOrDefault method.

#### ****SingleOrDefault Method in Linq:****

The Linq SingleOrDefault method is very much similar to the Linq Single method except that this method will not throw an exception when the sequence is empty or when no element in the sequence satisfied the given condition.

**Note:** The most important point that you need to keep in mind is, like the Single method, the SingleOrDefault method still throws an exception when the sequence contains more than one matching element for the given condition.

There are two overloaded versions available for this method as shown in the below image.

![Single and SingleOrDefault Methods in Linq](data:image/png;base64,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)

As you can see the first overloaded version of this method does not take any parameter. It simply returns the only element from the sequence. It the sequence is empty then it returns the default value without throwing an exception.

Using the second overloaded version of this method you can specify a condition. If the specified condition does not return any data then it will not throw an exception instead it returns the default value.

##### ****Example7:****

In the following example, the specified condition does not match any elements in the sequence. So, in this case, the SingleOrDefault method will return the “0” as “0” is the default value for the integer data type.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.SingleOrDefault**(**num =**>** num **<** 10**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

##### ****Example8:****

In the following example, the sequence is empty. But as we use the SingleOrDefault method we will not get any exception when we run the below example instead we will get the default value 0.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** **}**;

**int** number = numbers.SingleOrDefault**(**num =**>** num **<** 10**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

##### ****Example9:****

In the following example, we will get an exception. This is because now the sequence contains more than elements for the specified condition.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30 **}**;

**int** number = numbers.SingleOrDefault**(**num =**>** num **>** 10**)**;

Console.WriteLine**(**number**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

###### ****What is the difference between Single and SingleOrDefault methods in Linq?****

Both Single and SingleOrDefault methods in Linq are used to returns a single element from a sequence. But if the sequence is empty or if no element is satisfied with the given condition, then the Single method will throw an exception while the SingleOrDefault method will not throw an exception instead it returns a default value.

# DefaultIfEmpty Method in Linq

## ****DefaultIfEmpty Method in Linq****

In this article, I am going to discuss the **DefaultIfEmpty Method in Linq** with some examples. Please read our previous article before proceeding to this article, where we discussed the [**Single and SingleOrDefault method**](https://dotnettutorials.net/lesson/single-and-singleordefault-methods-in-linq/) with some examples.

#### ****Linq DefaultIfEmpty Method:****

If the sequence or data source on which the DefaultIfEmpty method is called is not empty, then the values of the original sequence or data source are going to be returned. On the other hand, if the sequence or data source is empty, then it returns a sequence with the default values based on the data type.

There are two overloaded versions available for this DefaultIfEmpty method in Linq which are shown in the below image.

![DefaultIfEmpty Method in Linq](data:image/png;base64,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)

The first overloaded version does not take any parameter and in this case, if the sequence is empty then it will return the default values based on the data type.

In the second overloaded version of the DefaultIfEmpty method, you can pass the default value and if the sequence is empty then this default value (what you pass to the method) is going to be returned by the method.

##### ****Example1:****

In the following example, the sequence is not empty. So, it is going to return a copy of the original values.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30**}**;

IEnumerable**<int>** result = numbers.DefaultIfEmpty**()**;

**foreach** **(int** num in result**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**

![C:\Users\Pranaya\Pictures\DefaultIfEmpty Method in Linq Output.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAABGCAMAAACJ3iZ1AAAAVFBMVEUAAAAAK2xsKwBeYGGJTAAATImlwMCprLBeX2HAwMDAiUzAwKVspcAAACtMicClbCsrAADApWwrbKUAAEyJwMDAwIlMAACJbGylwKVsbImJwKWlbEzIXap7AAAA9UlEQVRIx+2U3Q7CIAxGYcKEOUHH/H//93RtWbxiHzcajeOChOSE0tJTtd2ouvUz4OA7PljvfSyDun30nXBmOsQSmO7NnkHZw/FQDi2Ibo1Sadw1CLQTotsL4RDU10bXgDe+0+A3ns7yAADKPuCscx1NseDB06KI9DPmC7vH/SsY5g9ZdMap0Mk3A2ckNLUFcOYFAmcETGNEzggYJgg4w2CgZIEzjkdKxM44KkunsDNu5pAzbt+zM1LxBWfc2uGfBm2eZdAZWoNMPexMGk2dM9Q0Vc7QPdgZmwdzhTOcQ4UzEhs7k0HozKwLcoaHGQVdnVnBN4FPf14QerKSyw0AAAAASUVORK5CYII=)

##### ****Example2:****

In the below example, the sequence is empty. So, in this case, it is going to return “0” as the default value. This is because 0 is the default value for the integer data type.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{}**;

IEnumerable**<int>** result = numbers.DefaultIfEmpty**()**;

**foreach** **(int** num in result**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:** **0**

##### ****Example3:****

In the following example, the sequence is empty but here we have supplied a default value (i.e. 5) to the DefaultIfEmpty method. So, in this case, the default value that we supplied (5) is going to be returned.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{}**;

IEnumerable**<int>** result = numbers.DefaultIfEmpty**(**5**)**;

**foreach** **(int** num in result**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:** 5

Note: If we supplied a default value but the sequence is not empty then, in that case, the original values that are present in the sequence is going to be returned.

##### ****Example4:****

In the below example, we have supplied a default value i.e. 5 to the DefaultIfEmpty method but the sequence is not empty. So, in this case, the elements which are present in the sequence are going to be returned.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**10, 20, 30**}**;

IEnumerable**<int>** result = numbers.DefaultIfEmpty**(**5**)**;

**foreach** **(int** num in result**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadLine**()**;

**}**

**}**

**}**

**Output:**

![C:\Users\Pranaya\Pictures\DefaultIfEmpty Method in Linq Output.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAABGCAMAAACJ3iZ1AAAAVFBMVEUAAAAAK2xsKwBeYGGJTAAATImlwMCprLBeX2HAwMDAiUzAwKVspcAAACtMicClbCsrAADApWwrbKUAAEyJwMDAwIlMAACJbGylwKVsbImJwKWlbEzIXap7AAAA9UlEQVRIx+2U3Q7CIAxGYcKEOUHH/H//93RtWbxiHzcajeOChOSE0tJTtd2ouvUz4OA7PljvfSyDun30nXBmOsQSmO7NnkHZw/FQDi2Ibo1Sadw1CLQTotsL4RDU10bXgDe+0+A3ns7yAADKPuCscx1NseDB06KI9DPmC7vH/SsY5g9ZdMap0Mk3A2ckNLUFcOYFAmcETGNEzggYJgg4w2CgZIEzjkdKxM44KkunsDNu5pAzbt+zM1LxBWfc2uGfBm2eZdAZWoNMPexMGk2dM9Q0Vc7QPdgZmwdzhTOcQ4UzEhs7k0HozKwLcoaHGQVdnVnBN4FPf14QerKSyw0AAAAASUVORK5CYII=)

# SequenceEqual Operator in LINQ

## ****SequenceEqual Operator in LINQ****

In this article, I am going to discuss the **SequenceEqual Operator in LINQ** with some examples. Please read our previous article before proceeding to this article where we discussed the [**DefaultIfEmpty method**](https://dotnettutorials.net/lesson/defaultifempty-method-in-linq/) in LINQ.

The **SequenceEqual Operator in Linq** is used to check whether two sequences are equal or not. If two sequences are equal then it returns true else it returns false.

Two sequences are considered to be equal when both the sequences have the same number of elements as well as the same values should be present in the same order.

There are two overloaded versions available for this SequenceEqual method as shown in the following image.

![SequenceEqual Method in Linq](data:image/png;base64,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)

As you can see the second overloaded versions take an extra IEqualityComparer parameter.

##### ****Exampel1:****

In the following example, we created two sequences to store the cities. As you can see both the collections contains the same number of elements. Further, if you notice all the elements are present in the same order in both the collection. So here the sequences are equal and the SequenceEqual method is going to return true.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** cityList1 = new List**<**string**>** **{** "Delhi", "Mumbai", "Hyderabad" **}**;

List**<**string**>** cityList2 = new List**<**string**>** **{** "Delhi", "Mumbai", "Hyderabad" **}**;

**bool** IsEqual = cityList1.SequenceEqual**(**cityList2**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: True**

##### ****Example2:****

The default comparer to the SequencesEqual method uses is case sensitive. So, in the below example, it returns false as the values are in case-sensitive.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** cityList1 = new List**<**string**>** **{** "DELHI", "mumbai", "Hyderabad" **}**;

List**<**string**>** cityList2 = new List**<**string**>** **{** "delhi", "MUMBAI", "Hyderabad" **}**;

**bool** IsEqual = cityList1.SequenceEqual**(**cityList2**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: False**

##### ****Example3:****

If we want the comparison to be case-insensitive, then you need to use the other overloaded version of the SequenceEqual() method which takes IEqualityComparer as a parameter as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** cityList1 = new List**<**string**>** **{** "DELHI", "mumbai", "Hyderabad" **}**;

List**<**string**>** cityList2 = new List**<**string**>** **{** "delhi", "MUMBAI", "Hyderabad" **}**;

**bool** IsEqual = cityList1.SequenceEqual**(**cityList2, StringComparer.OrdinalIgnoreCase**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: True**

**Note:** If you go the definition of StringComparer class, then you will see that this class implements the IEqualityComparer interface.

##### ****Example4:****

In the following example, the SequenceEqual method returns false. This is because the data are not present in the same order in both the sequences.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** cityList1 = new List**<**string**>** **{** "Delhi", "Mumbai", "Hyderabad" **}**;

List**<**string**>** cityList2 = new List**<**string**>** **{** "Delhi", "Hyderabad", "Mumbai" **}**;

**bool** IsEqual = cityList1.SequenceEqual**(**cityList2, StringComparer.OrdinalIgnoreCase**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: False**

##### ****Example5:****

If you want to solve the problem of the previous example, then first you need to sort the data and then apply the SequenceEqual method as shown in the below example.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** cityList1 = new List**<**string**>** **{** "Delhi", "Mumbai", "Hyderabad" **}**;

List**<**string**>** cityList2 = new List**<**string**>** **{** "Delhi", "Hyderabad", "Mumbai" **}**;

**bool** IsEqual = cityList1.OrderBy**(**city =**>** city**)**

.SequenceEqual**(**cityList2.OrderBy**(**city =**>** city**)**, StringComparer.OrdinalIgnoreCase**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: True**

##### ****Working with Complex Type:****

We are going to work with the following Student class in this demo. So, create a class file with the name **Student.cs** and then copy and paste the following code in it.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents1**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety"**}**,

new Student**{**ID= 102,Name = "Priyanka"**}**

**}**;

**return** listStudents;

**}**

**public** **static** List**<**Student**>** GetStudents2**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety"**}**,

new Student**{**ID= 102,Name = "Priyanka"**}**

**}**;

**return** listStudents;

**}**

**}**

**}**

Here in the above class, we created two methods i.e. GetStudents1 and GetStudents2. Further, if you notice these two methods are going to return the same data.

**Please modify the Main method of the Program class as shown below**.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentList1 = Student.GetStudents1**()**;

List**<**Student**>** StudentList2 = Student.GetStudents2**()**;

**bool** IsEqual = StudentList1.SequenceEqual**(**StudentList2**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: False**

Both the sequence contains the same data but here we are getting the output as **False**. This is because when comparing the complex types, the default comparer which is used by the SequenceEqual method will only check if the object references are equal or not.

##### ****How to solve the above problem?****

There are many ways we can solve the above problem as follows.

1. We need to use the other overloaded version of the SequenceEqual method to which we can pass a custom class that implements the **IEqualityComparer** interface.
2. Project the properties into a new anonymous type, which overrides **Equals()** and **GetHashCode()** methods.
3. In the Student class override the**Equals()** and **GetHashCode()** methods.

##### ****Creating Custom StudentComparer class:****

Create a class file with the name **StudentComparer.cs** and then copy and paste the following code. As you can see this class implements the IEqualityComparer interface.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** StudentComparer : IEqualityComparer**<**Student**>**

**{**

**public** **bool** Equals**(**Student x, Student y**)**

**{**

**return** x.ID == y.ID && x.Name == y.Name;

**}**

**public** **int** GetHashCode**(**Student obj**)**

**{**

**return** obj.ID.GetHashCode**()** ^ obj.Name.GetHashCode**()**;

**}**

**}**

**}**

##### ****Modifying the Main method:****

Now in the Main method of the Program class, we need to create an instance of StudentComparer class and then we need to pass that instance to the SequenceEqual method as shown below.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentList1 = Student.GetStudents1**()**;

List**<**Student**>** StudentList2 = Student.GetStudents2**()**;

StudentComparer studentComparer = new StudentComparer**()**;

**bool** IsEqual = StudentList1.SequenceEqual**(**StudentList2, studentComparer**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

With the above changes, now run the application and it should return True.

##### ****Using Anonymous Type:****

In the below example, we are projecting the data into an anonymous type.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentList1 = Student.GetStudents1**()**;

List**<**Student**>** StudentList2 = Student.GetStudents2**()**;

var IsEqual = StudentList1

.Select**(**std =**>** new **{** std.ID, std.Name **})**

.SequenceEqual**(**StudentList2.Select**(**std =**>** new **{** std.ID, std.Name **}))**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: True**

##### ****Overriding the Equals and GetHashCode method in Student Class:****

Modify the Student class as shown below.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **static** List**<**Student**>** GetStudents1**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety"**}**,

new Student**{**ID= 102,Name = "Priyanka"**}**

**}**;

**return** listStudents;

**}**

**public** **static** List**<**Student**>** GetStudents2**()**

**{**

List**<**Student**>** listStudents = new List**<**Student**>()**

**{**

new Student**{**ID= 101,Name = "Preety"**}**,

new Student**{**ID= 102,Name = "Priyanka"**}**

**}**;

**return** listStudents;

**}**

**public** **override** **bool** Equals**(object** x**)**

**{**

**return** this.ID == **((**Student**)**x**)**.ID && this.Name == **((**Student**)**x**)**.Name;

**}**

**public** **override** **int** GetHashCode**()**

**{**

**return** this.ID.GetHashCode**()** ^ this.Name.GetHashCode**()**;

**}**

**}**

**}**

Now modify the Main method of the Program class as shown below.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**Student**>** StudentList1 = Student.GetStudents1**()**;

List**<**Student**>** StudentList2 = Student.GetStudents2**()**;

var IsEqual = StudentList1.SequenceEqual**(**StudentList2**)**;

Console.WriteLine**(**IsEqual**)**;

Console.ReadLine**()**;

**}**

**}**

**}**

**Output: True**

# Partitioning Operators in Linq

## ****Partitioning Operators in Linq****

In this article, I am going to give you a brief introduction to **Partitioning Operations in Linq**. Please read our previous article before proceeding to this article where we discussed the [**SequenceEqual Method in Linq**](https://dotnettutorials.net/lesson/sequenceequal-operator-in-linq/) with some examples. As part of this article, we are going to discuss the following three-pointers.
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##### ****What are Partitioning Operations in Linq?****

The Partitioning Operations in Linq are used to divide a sequence or you can say data source into two parts and then return one of them as output without changing the positions of the elements.

##### ****Why do we need Partitioning Operators?****

We need to use Partitioning operators when we want to perform the following operations.

1. When you want to select the top n number of records from a data source.
2. If you want to select records from a data source until a specified condition is true.
3. Select records from a data source except for the first n number of records.
4. Skip records from a data source until a specified condition is true and then select all records.
5. It can be used to implement pagination for a data source.

##### ****Partitioning Methods Provided by Linq:****

The following four methods are provided by LINQ to perform Partitioning Operations

1. [**Take**](https://dotnettutorials.net/lesson/take-operator-in-linq/)
2. [**Skip**](https://dotnettutorials.net/lesson/skip-method-linq/)
3. [**TakeWhile**](https://dotnettutorials.net/lesson/takewhile-method-linq/)
4. [**SkipWhile**](https://dotnettutorials.net/lesson/skipwhile-method-linq/)

# Take Operator in Linq

## ****Take Operator in Linq with Examples****

In this article, I am going to discuss the **Take Operator in Linq** with some examples. Please read our previous article before proceeding to this article where we gave a brief introduction to [**Partitioning Operators**](https://dotnettutorials.net/lesson/partitioning-operators-in-linq/)in Linq. As part of this article, we are going to discuss the following concepts related to the Take Operator in C#.

1. **What is Take Operator and its need in C#.NET?**
2. **Examples using Take Operator.**
3. **Take Operator in LINQ using Filter.**
4. **What happens when Applying the Where Operator after the Take Operator?**
5. **Take Method on the Data Source which is null?**

#### ****What is Take Operator and its need in C#.NET?****

The **Take Operator in Linq** is used to fetch the first **“n”** number of elements from the data source where **“n”** is an integer which is passed as a parameter to the Take method. There is only one version available for this Take method as shown below.
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As you can see in the above image, the take method takes one integer count parameter and this method going to return that number of contiguous elements from the data source. If the data source is null then it is going to throw an exception.

You can use the Take method with both the **Method and Query Syntax** but the most important point that you need to remember is it will not make any changes to the positions of the elements.

##### ****Take Method in Linq with Method Syntax:****

In the following example, we created one integer collection which contains 10 elements. Then we retrieve the first 4 elements from the collection using the Method syntax.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultMS = numbers.Take**(**4**)**.ToList**()**;

**foreach(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1 2 3 4**

##### ****Take Method in Linq with Query Syntax:****

Let us rewrite the previous example using query syntax. There is no such operator called Take is available to write the query syntax, So, here we need to use the mixed syntax as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultQS = **(from** num in numbers

**select** num**)**.Take**(**4**)**.ToList**()**;

**foreach(**var num in ResultQS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1 2 3 4**

##### ****Take Method with Filtering Operator in C#.NET:****

Our requirement is to take four elements from the collection but the condition is that the elements should be greater than 3. In such cases, first, we need to filter the data using Where operator and then we need to take the data using Take operator as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Using Method Syntax

**int[]** ResultMS = numbers.Where**(**num =**>** num **>** 3**)**.Take**(**4**)**.ToArray**()**;

//Using Mixed Syntax

List**<int>** ResultQS = **(from** num in numbers

**where** num **>** 3

**select** num**)**.Take**(**4**)**.ToList**()**;

**foreach(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 4 5 6 7**

##### ****Applying Filtering after the Take method in C#:****

If you apply the Filtering Operator after the Take method then you will not get the result as expected as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Using Method Syntax

**int[]** ResultMS = numbers.Take**(**4**)**.Where**(**num =**>** num **>** 2**)**.ToArray**()**;

//Using Mixed Syntax

List**<int>** ResultQS = **(from** num in numbers

**select** num**)**.Take**(**4**)**.Where**(**num =**>** num **>** 2**)**.ToList**()**;

**foreach(**var num in ResultQS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 3 4**

As you can see in the above output, we are getting only 2 elements. This is because of the wrong use of Where operator. In this case, first, the “**Take**” method is executed which will return four elements and then on this result set the “W**here**” method is applied which further filter the data based on the condition specified. So, it is always a good programming practice to use the Where operator first and then the Take operator.

##### ****What happens when the Data Source is null?****

When we are applying the Take operator on a data source which is null, then we will get an exception i.e. ArgumentNullException as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//data source is null

List**<int>** numbers = **null**;

**int[]** ResultMS = numbers.Where**(**num =**>** num **>** 3**)**.Take**(**4**)**.ToArray**()**;

**foreach(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When you run the application, you will get the following exception.
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# TakeWhile Method in Linq

## ****TakeWhile Method in Linq with Examples****

In this article, I am going to discuss the **TakeWhile Method in Linq** with some examples. Please read our previous article before proceeding to this article where we discussed the [**Take Method**](https://dotnettutorials.net/lesson/take-operator-in-linq/) with some examples. As part of this article, we are going to discuss the following pointers related to the TakeWhile Method in C#.

1. **What are the need and use of the TakeWhile Method in C#.NET?**
2. **Examples using both Method and Query Syntax.**
3. **Understanding TakeWhile Operator with Filtering Operator.**
4. **What is the difference between where and TakeWhile method in Linq?**
5. **Different Types of examples using the TakeWhile Operator in Linq.**

##### ****What are the need and use of the TakeWhile Method in C#.NET?****

The TakeWhile Method in Linq is used to fetch all the elements from a data source or sequence until a specified condition is true. Once the condition is failed, then the TakeWhile method will not check the rest of the elements presents in the data source even though the condition is true for the remaining elements.

The TakeWhile method will not make any changes to the positions of the elements. There are two overloaded versions available for this method as shown in the below image.
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The First version of the TakeWhile method returns elements from a sequence as long as the specified condition is true.

The second overloaded version of this method returns elements from a sequence as long as the given condition is true. The second parameter of the function represents the index of the source elements. The element’s index can be used in the logic of the predicate function. If this is not clear at the moment then don’t worry we will discuss this with an example.

##### ****Example using TakeWhile Method in Linq:****

In the following example, we created a data source that contains numbers from 1 to 10. Then we fetch the records from the data source using the TakeWhile method with the condition that the number is less than 6.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultMS = numbers.TakeWhile**(**num =**>** num **<** 6**)**.ToList**()**;

**foreach(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1 2 3 4 5**

##### ****TakeWhile Method along with the Where Filtering Method in C#.NET.****

Now you may have one question in your mind, that the same thing can be achieved using the Linq Where extension method as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{**1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultMS = numbers.Where**(**num =**>** num **<** 6**)**.ToList**()**;

**foreach(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1 2 3 4 5**

##### ****What is the difference between where and TakeWhile method in Linq?****

Before understanding the difference let us modify the program as shown below and look at the output. Here we move the values 4 and 5 to the end of the collection.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 6, 7, 8, 9, 10, 4, 5 **}**;

List**<int>** Result1 = numbers.TakeWhile**(**num =**>** num **<** 6**)**.ToList**()**;

Console.Write**(**"Result Of TakeWhile Method: "**)**;

**foreach** **(**var num in Result1**)**

**{**

Console.Write**(**$"{ num} "**)**;

**}**

Console.WriteLine**()**;

//Using Where Method

List**<int>** Result2 = numbers.Where**(**num =**>** num **<** 6**)**.ToList**()**;

Console.Write**(**"Result Of Where Method: "**)**;

**foreach** **(**var num in Result2**)**

**{**

Console.Write**(**$"{ num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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As you can see in the above output, the “**TakeWhile**” method fetches the values 1, 2, and 3 while the “**Where**” method fetches the values 1, 2, 3, 4, and 5.

So, the difference is that the TakeWhile method checks the conditions from the beginning of the data source. As long as the condition is true it fetches the data. So, in our example, for the first three elements, the condition is true so it fetches the first three elements. When it checks the fourth elements the condition becomes false. So from that point, it will not check the rest of the elements in the data source even though some of the elements (i.e. 4 and 5 present at the end of the collections) satisfying the condition.

On the other hand, the Where method checks each and every element present in the collection. The elements which satisfy the condition will be returned. It does not matter the position of the elements in the sequence.

##### ****Example:****

In the following example, we have a collection of names. Here, we need to return names’ starting from the beginning until a name is hit that does not have a length greater than 3 characters.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** names = new List**<**string**>()** **{** "Sara", "Rahul", "John", "Pam", "Priyanka" **}**;

List**<**string**>** namesResult = names.TakeWhile**(**name =**>** name.Length **>** 3**)**.ToList**()**;

**foreach** **(**var name in namesResult**)**

**{**

Console.Write**(**$"{ name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Sara Rahul John**

##### ****Example:****

Let us use the other overloaded version which takes an index as a parameter. Here, in the following example, we will check the length of the name should be greater than its index position.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** names = new List**<**string**>()** **{** "Sara", "Rahul", "John", "Pam", "Priyanka" **}**;

List**<**string**>** namesResult = names.TakeWhile**((**name, index**)** =**>** name.Length **>** index**)**.ToList**()**;

**foreach** **(**var name in namesResult**)**

**{**

Console.Write**(**$"{ name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Sara Rahul John**

In the sequence the fourth element i.e. Pam has length 3 and its index position is 3. So, here the condition is false and hence it will not check the next element. As a result, it only fetches the first three elements from the sequence.

# Skip Method in Linq

## ****Skip Method in Linq with Examples****

In this article, I am going to discuss the **Skip Method in Linq** with some examples. Please read our previous article before proceeding to this article where we discussed the [**TakeWhile Method**](https://dotnettutorials.net/lesson/takewhile-method-linq/) with some examples. As part of this article, we are going to discuss the following pointers related to the Linq Skip Method.

1. **What is the Skip Method and its need in C#.NET?**
2. **Examples of Skip Method using both Method and Query Syntax.**
3. **Using the Skip Method with the Where Filtering Method.**
4. **What happens When we Applied the Filtering Operator after the Skip Operator in C#.NET?**
5. **Example when the Data source is null.**

##### ****What the Skip Method is and its need in C#.NET?****

The Skip Method in Linq is used to skip or bypass the first “**n**” number of elements from a data source or sequence and then returns the remaining elements from the data source as output. Here “**n**” is an integer value passed to the Skip method as a parameter. There is only one version available for this Skip method as shown below.
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As you can see in the above image, the Skip method takes one integer count parameter and this method going to skip that number of elements from the beginning of the data source. If the data source is null then it is going to throw an exception.

##### ****Skip Method Using the Method syntax in LINQ:****

In the below example, the integer collection contains 10 elements. Here, we need to skip the first four elements and then need to retrieve the remaining elements.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultMS = numbers.Skip**(**4**)**.ToList**()**;

**foreach** **(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 5 6 7 8 9 10**

##### ****Skip Method Using the Query Syntax in LINQ:****

Let us rewrite the previous example using the query syntax. There is no such operator called Skip is available to write the query syntax. So, here we need to use the mixed syntax as shown below.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultQS = **(from** num in numbers

**select** num**)**.Skip**(**4**)**.ToList**()**;

**foreach** **(**var num in ResultQS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 5 6 7 8 9 10**

##### ****Understanding the LINQ Skip Method with the Where Filtering Method:****

Our requirement is to skip four elements from the collection but the condition is that the elements should be greater than 3. In such cases, first, we need to filter the data using the Where extension method and then we need to skip or bypass the data using the Skip method as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Using Method Syntax

**int[]** ResultMS = numbers.Where**(**num =**>** num **>** 3**)**.Skip**(**4**)**.ToArray**()**;

//Using Mixed Syntax

List**<int>** ResultQS = **(from** num in numbers

**where** num **>** 3

**select** num**)**.Skip**(**4**)**.ToList**()**;

**foreach** **(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 8 9 10**

##### ****Applying Filter Method after the Skip method in C#.NET:****

If you apply the Filtering Operator such as “**Where**” after the “**Skip**” method then you will not get the output as expected as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

//Using Method Syntax

**int[]** ResultMS = numbers.Skip**(**4**)**.Where**(**num =**>** num **<** 7**)**.ToArray**()**;

//Using Mixed Syntax

List**<int>** ResultQS = **(from** num in numbers

**select** num**)**.Skip**(**4**)**.Where**(**num =**>** num **<** 7**)**.ToList**()**;

**foreach** **(**var num in ResultQS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 5 6**

As you can see in the above output, we are getting only 2 elements. This is because of the wrong use of Where operator. In this case, first, the “**Skip**” method is executed which will skip the first four elements and return the remaining six elements and then on this result set the “**Where**” method is executed which will further filter the data based on the specified condition.

##### ****What happens when the Data Source is null?****

When we are applying the Skip Method on a data source which is null, then we will get an exception i.e. **ArgumentNullException** as shown in the below example.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//data source is null

List**<int>** numbers = **null**;

**int[]** ResultMS = numbers.Skip**(**4**)**.ToArray**()**;

**foreach** **(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When you run the application, you will get the following exception.
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# SkipWhile Method in Linq

## ****SkipWhile Method in Linq with Examples****

In this article, I am going to discuss the **SkipWhile Method in Linq** with some examples. Please read our previous article before proceeding to this article where we discussed the [**Linq Skip Method**](https://dotnettutorials.net/lesson/skip-method-linq/)with some examples. As part of this article, we are going to discuss the following pointers related to the Linq Skip Method.

1. **What the SkipWhile Method is and its need in C#.NET?**
2. **Examples of SkipWhille Method using both Method and Query Syntax.**
3. **Example using Index.**

#### ****What the SkipWhile Method is and its need in C#.NET?****

The SkipWhile Method in Linq is used to skip or bypass all the elements from a data source or sequence as long as the given the condition specified by the predicate is true and then returns the remaining element from the sequence as an output.

The most important point that you need to remember is, once the condition is failed then the SkipWhile method will not check the rest of the elements even though the condition is true for some of the remaining elements.

There are two overloaded versions available for this method as shown in the below image.

![SkipWhile Method in Linq](data:image/png;base64,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)

The First overloaded version of the SkipWhile method Bypasses the elements in a sequence as long as a specified condition is true and then returns the remaining elements as an output.

The second overloaded version of this method bypass or skips the elements from a sequence as long as the given condition is true and then returns the remaining elements. The second parameter of the function represents the index of the source elements. The element’s index can be used in the logic of the predicate function. If this is not clear at the moment then don’t worry we will discuss this with an example.

##### ****Example1:****

In the below example, we created a data source that contains numbers from 1 to 10. Then we are fetching the elements from the collection using the SkipWhile method with the condition that the number is less than 5.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 **}**;

List**<int>** ResultMS = numbers.SkipWhile**(**num =**>** num **<** 5**)**.ToList**()**;

**foreach** **(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 5 6 7 8 9 10**

##### ****Example2:****

Let us modify the position of the elements in the collection. Here we are moving the elements 2 and 3 to the end of the collection.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<int>** numbers = new List**<int>()** **{** 1, 4, 5, 6, 7, 8, 9, 10, 2, 3 **}**;

List**<int>** ResultMS = numbers.SkipWhile**(**num =**>** num **<** 5**)**.ToList**()**;

**foreach** **(**var num in ResultMS**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 5 6 7 8 9 10 2 3**

As you can see we are getting 2 and 3 in the output even they are smaller than 5. This is because the **SkipWhile** method checks the conditions from the beginning of the data source. As long as the condition is true it bypasses the data. So, in our example, for the first two elements, the condition is true so it skips the first two elements. When it checks the third elements the condition becomes false. So from that point, it will not check the rest of the elements in the data source even though some of the elements (i.e. 2 and 3 present at the end of the collections) satisfying the condition.

##### ****Example3:****

In the following example, we have a collection of names. Here, we need to skip the names’ starting from the beginning whose length is less than 4.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** names = new List**<**string**>()** **{** "Pam", "Rahul", "Kim", "Sara", "Priyanka" **}**;

List**<**string**>** namesResult = names.SkipWhile**(**name =**>** name.Length **<** 4**)**.ToList**()**;

**foreach** **(**var name in namesResult**)**

**{**

Console.Write**(**$"{ name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Rahul Kim Sara Priyanka**

##### ****Example4: Using Index****

Let us use the other overloaded version of the SkipWhile method which takes the index position of the element as a parameter. Here, in the following example, we will check the length of the name should be greater than its index position.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

List**<**string**>** names = new List**<**string**>()** **{** "Sara", "Rahul", "John", "Pam", "Priyanka" **}**;

List**<**string**>** namesResult = names.SkipWhile**((**name, index**)** =**>** name.Length **>** index**)**.ToList**()**;

**foreach** **(**var name in namesResult**)**

**{**

Console.Write**(**$"{ name} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: Pam Priyanka**

In the sequence the fourth element i.e. Pam has length 3 and its index position is 3. So, here the condition is false and hence it will not check the next element. As a result, it only fetches the last two elements from the sequence.

# Paging Using Skip and Take Method

## ****Paging Using Skip and Take Method****

In this article, I am going to discuss how to implement **Paging Using Skip and Take Method** of Linq. Before proceeding to this article, I strongly recommended you to read [**Skip Method in Linq**](https://dotnettutorials.net/lesson/skip-method-linq/)and [**Take Method in Linq**](https://dotnettutorials.net/lesson/take-operator-in-linq/)articles where we discussed the Skip and Take method in detail. As part of this article, we are going to discuss the following concepts.

1. **Why do we need a Paging in Real-time application?**
2. **What is paging?**
3. **Advantages and disadvantages of using Paging.**
4. **Example of implementing Paging using Skip and Take method in C#.NET**

##### ****Why we need Paging in Real-time application?****

Suppose we have a data source with lots of records and we need to display those records in a view. We can display all the records in a view at once. If we do so then we will get the following disadvantages.

1. Network issue (As huge data is traveled)
2. Memory Management (Due to heavy data showing in the view, it may cause memory issue and maybe the page becomes unresponsive)
3. Performance (we will get bad performance as it takes more time to travel in the network)

So, in order to solve the above problems, we need to go for Paging.

##### ****What is paging?****

Paging is nothing but a process in which we will divide a large data source into multiple pages. At one page we need to display a certain number of records. And next records can be visible with next – previous buttons or scroll or using any other techniques.

##### ****Advantages of using Paging****:

We will get the following advantages

1. Faster data transfer. This is because fewer data will be traveled in the network.
2. Improve memory management. This is because we are not showing all the data in a view.
3. Better performance.

**Drawback:**

In a client-server architecture, the number of requests between the client and server is increased. In such cases, you may get the data at once and store it locally and then implement the paging at the client-side.

##### ****How to implement paging?****

We can implement the paging using the Linq Skip and Take method. Here we need to understand two things one is PageNumber and the other one is the number of records per page.

Let say Page Number = PN and Number Of Records Per Page = NRP, then you need to use the following formula

**Result = DataSource.Skip((PN – 1) \* NRP).Take(NRP)**

##### ****Example:****

Here we are going to use the following Employee class. So, create a class file with the name Employee.cs and then copy and paste the following code.

**using** *System.Collections.Generic;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

Public **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Department **{** **get**; **set**; **}**

**public** **static** List**<**Employee**>** GetAllEmployees**()**

**{**

**return** new List**<**Employee**>()**

**{**

new Employee**()** **{**ID = 1, Name = "Pranaya", Department = "IT" **}**,

new Employee**()** **{**ID = 2, Name = "Priyanka", Department = "IT" **}**,

new Employee**()** **{**ID = 3, Name = "Preety", Department = "IT" **}**,

new Employee**()** **{**ID = 4, Name = "Sambit", Department = "IT" **}**,

new Employee**()** **{**ID = 5, Name = "Sudhanshu", Department = "HR" **}**,

new Employee**()** **{**ID = 6, Name = "santosh", Department = "HR" **}**,

new Employee**()** **{**ID = 7, Name = "Happy", Department = "HR" **}**,

new Employee**()** **{**ID = 8, Name = "Raja", Department = "IT" **}**,

new Employee**()** **{**ID = 9, Name = "Tarun", Department = "IT" **}**,

new Employee**()** **{**ID = 10, Name = "Bablu", Department = "IT" **}**,

new Employee**()** **{**ID = 11, Name = "Hina", Department = "HR" **}**,

new Employee**()** **{**ID = 12, Name = "Anurag", Department = "HR" **}**,

new Employee**()** **{**ID = 13, Name = "Dillip", Department = "HR" **}**,

new Employee**()** **{**ID = 14, Name = "Manoj", Department = "HR" **}**,

new Employee**()** **{**ID = 15, Name = "Lima", Department = "IT" **}**,

new Employee**()** **{**ID = 16, Name = "Sona", Department = "IT" **}**,

**}**;

**}**

**}**

**}**

##### ****Business Requirement:****

First, the program should prompt the user to enter the page number. The page number must be between 1 and 4. If the user does not enter a valid page number, then the program should prompt the user to enter a valid page number. Once the user entered a valid page number, then the program should display the data.

For example, the output of the program something that looks as shown below.
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**Note:** The condition in the do-while loop puts the program in an infinite loop. In order to end the program, simply close the console window.

The following console application implements paging using the Skip and Take method of Linq.

**using** *System;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int** RecordsPerPage = 4;

**int** PageNumber = 0;

**do**

**{**

Console.WriteLine**(**"Enter the Page Number between 1 and 4"**)**;

**if** **(int**.TryParse**(**Console.ReadLine**()**, out PageNumber**))**

**{**

**if(**PageNumber **>** 0 && PageNumber **<** 5**)**

**{**

var employees = Employee.GetAllEmployees**()**

.Skip**((**PageNumber - 1**)** \* RecordsPerPage**)**

.Take**(**RecordsPerPage**)**.ToList**()**;

Console.WriteLine**()**;

Console.WriteLine**(**"Page Number : " + PageNumber**)**;

**foreach** **(**var emp in employees**)**

**{**

Console.WriteLine**(**$"ID : {emp.ID}, Name : {emp.Name}, Department : {emp.Department}"**)**;

**}**

**}**

**else**

**{**

Console.WriteLine**(**"Please Enter a Valid Page Number"**)**;

**}**

**}**

**else**

**{**

Console.WriteLine**(**"Please Enter a Valid Page Number"**)**;

**}**

**}** **while** **(true)**;

**}**

**}**

**}**

# Linq Range Method in C#

## ****Linq Range Method in C# with Examples****

In this article, I am going to discuss the **Linq Range Method in C#** with some examples. The Linq Range Method belongs to the Generation Operator category. So let us first discuss what Generation Operator is and then we will see the Range method. Please read our previous article before proceeding to this article where we discussed [**How to Implement Paging using LINQ Skip and Take**](https://dotnettutorials.net/lesson/paging-using-skip-and-take-method/) method.

#### ****What is Generation Operator?****

As of now, we have discussed so many LINQ extension methods such as Select, Where, Any, etc. The Enumerable class also provides three non-extension methods are as follows.

1. **Range()**
2. **Repeat<T>()**
3. **Empty<T>()**

These methods allow us to create some specific type of array, sequence, or collection using a single expression instead of creating them manually and populating them using some kind of loops. That means these methods return a new sequence or collection that implements the **IEnumerable<T>** interface.

**Note:** In this article, I am going to discuss the LINQ Range Method and the rest two methods are going to discuss in our upcoming articles.

##### ****Linq Range Method in C#:****

This method is used to Generates a sequence of integral (integer) numbers within a specified range. The following is the signature of this method.
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This method has 2 integer parameters. The first parameter (i.e. **int start**) specifies the value of the first integer in the sequence. The second parameter (i.e. **int count**) specifies the number of sequential integers to be generated. The return type of this method is **IEnumerable<int>** which going to contain a range of sequential integer numbers.

**Note:** When the count value is less than 0 or when the start + count – 1 value larger than the MaxValue then it will through ArgumentOutOfRangeException.

##### ****Example1:****

The following example generates a sequence of integers from 1 to 10 using the Linq Range method.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** numberSequence = Enumerable.Range**(**1, 10**)**;

**foreach** **(int** i in numberSequence**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Once you run the application, it will print the values from 1 to 10 as expected.

##### ****Example2: Range method with Filter.****

The following print all the even numbers which are present between 10 and 30. Here, first we need to generate the sequence using range method and then we need to filter the data using the Where extension method.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** EvenNumbers = Enumerable.Range**(**10, 30**)**.Where**(**x =**>** x%2 == 0**)**;

**foreach** **(int** num in EvenNumbers**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

##### Range method with Filter

**Example3:**

The following example shows how to generate a sequence of integers from 1 to 5 and then return the square of each number.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** EvenNumbers = Enumerable.Range**(**1, 5**)**.Select**(**x =**>** x\*x**)**;

**foreach** **(int** num in EvenNumbers**)**

**{**

Console.Write**(**$"{num} "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output: 1 4 9 16 25**

##### ****Example4: Range with string****

In the following example first, we generate a sequence and then we pass the sequence to our CustomLogic method and then merge the sequence with the return value from the CustomLogic method and return the result as **IEnumerable<string>**.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<**string**>** rangewithString = Enumerable.Range**(**1, 5**)**.Select**(**x =**>** **(**x \* x**)** + " " + CustomLogic**(**x**))**.ToArray**()**;

**foreach** **(**var item in rangewithString**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**private** **static** string CustomLogic**(int** x**)**

**{**

string result = string.Empty;

**switch** **(**x**)**

**{**

**case** 1:

result = "1st";

**break**;

**case** 2:

result = "2nd";

**break**;

**case** 3:

result = "3rd";

**break**;

**case** 4:

result = "4th";

**break**;

**case** 5:

result = "5th";

**break**;

**}**

**return** result;

**}**

**}**

**}**

**Output:**
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**Note:** This method is implemented by using the deferred execution. The immediate return value is an object that stores all the information that is required to perform the action. The query represented by this method is not executed until the object is enumerated either by calling its GetEnumerator method directly or by using a for each loop.

# Linq Repeat Method in C#

## ****Linq Repeat Method in C# with Examples****

In this article, I am going to discuss the **LINQ Repeat Method in C#** with an example. The Repeat method belongs to the Generation Operator category. Please read our previous article before proceeding to this article where we discussed the [**LINQ Range Method**](https://dotnettutorials.net/lesson/linq-range-method/) with some examples.

##### ****Linq Repeat Method in C#:****

The LINQ Repeat Method is used to generate a sequence or collection that with a specified number of elements and each element contains the same value. The following is the signature of this method.
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The Repeat method has 2 integer parameters. The first parameter (i.e. **TResult element**) specifies the value to be repeated. The second parameter (i.e. **int count**) specifies the number of times to repeat the value. The return type of this method is **IEnumerable<int>** which is going to contain the repeated values. Here **TResult** specifies the data type of the value that is going to be repeated in the result sequence.

**Note:** When the count value is less than 0 then it will through **ArgumentOutOfRangeException**.

##### ****Example:****

The following example shows how to use the Repeat method to generate a sequence of a repeated value.

**using** *System.Linq;*

**using** *System;*

**using** *System.Collections.Generic;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<**string**>** repeatStrings = Enumerable.Repeat**(**"Welcome to DOT NET Tutorials", 10**)**;

**foreach** **(**String str in repeatStrings**)**

**{**

Console.WriteLine**(**str**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Repeat Method in C# with Example](data:image/png;base64,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)

**Note:** The LINQ Repeat method is implemented using the deferred execution. So, the immediate return value is an object which stores all the required information to perform an action. The query represented by this method is not executed until the object is enumerated either by calling its GetEnumerator method directly or by using a for each loop.

# Linq Empty Method in C#

## ****Linq Empty Method in C# with Examples****

In this article, I am going to discuss the **LINQ Empty Method in C#** with some examples. Please read our previous article before proceeding to this article where we discussed the [**LINQ Repeat Method**](https://dotnettutorials.net/lesson/linq-repeat-method/) with an example.

##### ****Linq Empty Method in C#:****

The **Empty Method** belongs to the Generation Operator category. It is a static method included in the static Enumerable class. The **LINQ Empty Method** is used to return an empty collection (i.e. IEnumerable<T>) of a specified type. The following is the signature of this method.

![Linq Empty Method in C# with Examples](data:image/png;base64,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)

Here **TResult** specifies the type parameter of the returned generic IEnumerable<TResult>. This method returns an empty IEnumerable<TResult> whose type argument is TResult.

**Note:** The main advantage of using the Empty method is “Even if you use an empty array or empty collection, then those are objects. As objects, they are going to be stored in the memory. Once they stored in memory, then it is the responsibility of Garbage Collector to take care of them”.

##### ****Example:****

In the following example, we have created two empty collections using the LINQ Empty Method. The first Empty method returns an empty collection of string while the second Empty method returns an empty collection of students.

**using** *System.Linq;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

var emptyCollection1 = Enumerable.Empty**<**string**>()**;

var emptyCollection2 = Enumerable.Empty**<**Student**>()**;

Console.WriteLine**(**"Count: {0} ", emptyCollection1.Count**())**;

Console.WriteLine**(**"Type: {0} ", emptyCollection1.GetType**()**.Name**)**;

Console.WriteLine**(**"Count: {0} ", emptyCollection2.Count**())**;

Console.WriteLine**(**"Type: {0} ", emptyCollection2.GetType**()**.Name**)**;

Console.ReadKey**()**;

**}**

**}**

**public** **class** Student

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**}**

**}**

**Output:**

![Linq Empty Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKAAAABcCAMAAADeQU59AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACuUExURQAAAAAAK2ylwGwrAMCJTIlMAKXAwMDAwP///wArbCtspaVsK0yJwABMiaXApUwAAMDAiYnAwAAATMDApSsAAHBwcNXV1cClbN3d3dXKg3BsT29vb9LS0t3RiNra2t3QiGyJbCcsNiIwRyMxSqWJTMXd3SV9ml2nx6Oqu56ktFlcYxkZGbp5LAAAVZXS0nm62pva2kwATInAiYlsbGxsiYaQnisATIGLmU5SV93Rh17YDf8AAAOHSURBVGje7Zlpm9ogEMejS0wlSd1Yt3a3933f9/f/Yp0ZjhAlmkDYB7fwwicajp8MDPNnsufPnt6KuWQAmEVdogd8eHmVAP8DwNm8KO6cHa64XOR9r+qiKMqQgOtmu8lmTzaOgHWRw9syIGC13Ryv2As4mzP4HNSHI+C60f+eg7GYHpPBQwk/wdj4Asr5iiqVe+Tr5tgScS1/L6/aueEAsG6YCQi84g8YtbqANaAtF9/7l6j3DOIaorJucjGgAYiWq9ghE0P95e2zZSjAxwZgTWaCoQxA+XAQ8AfNYThAvQPdAJcLXJl1qDUIgMKOmqE+XxEXfgwBFHV4qF0MgDA28oAfrGiTlLRbaH8YgLh5rJtE+sFAFiZAGFyeJJU8E/BoKXkHEBjsbkacJKH4BGDMJQHeeMAUsCbAGwrIC9Yb+FKASWfBEPcOgDIYHS0ruGpjOed4b28Qmg2QObszaLQaXCo8HHk+dKBrBzSEwrUB8jYelFJEBALMZjUd3bRypd7+amhdqUZGP5VaRWMB37x9pwHFpIA+gwWMH4yCQ4Wyu6y4ltJqoBrpOEU8IgxqJQ3+KiL3sYCPHtxvW6F2RGEiQlgKCkuppXr2Y9kFzFVXClBKGhkBl76A2ALnTHQPUTwGikptWoPpwhR8dVtPAapwcqIZxA6rMjMBj3SBMfggwEJ5PS9AGOLrt5WWGVKcHPSFwwBn89x1F3cBwaS6YxJ7vHX2uxcKLzJZR2/oQ4BsGkDpaegYEmhkG2bXSvqsknJFAwrPY1wAiMrUjxtgazJyWkctO7aImSYgP0ApvwMBknl8ACvleicHFCaWB9W4aGbHxPGVD9n7uAE/fop8Bj/HbuIvCXAKE8ecJ8FNEnWeBN1M1HkScNRx50kAMO48CQDGnScxAaPMk5CJY86TAGDceRIU7lHnSX7+/hN3nuTe3Yu4z+IEmAATYAI8WcCKHYuAB10xvHp9ESJP0g+oKw+8pAHALEyeZCJAYeIQeZIAgJ55EiOyqNV1Za1Ezr62cQD0zJMY96n4pjKa27SNi4n98iSmFjQfqJ99beMC6Jcn0YDie8Uy3dwWmbsA+uVJbIB5R9x7A/rlSbSSocXW6uspAf3yJErJ4FoWPanmNm3j5ge98iRKydBDzlnb3KZtRgG2JguTJ7E6ARfAUHmSiQAD5knco5kUsCbABHjqgC8TYFqDCfC0Af8BRgFhINshNT0AAAAASUVORK5CYII=)

##### ****Why do we need the LINQ Empty Method?****

Let us understand the need for Empty Method with an example.

Consider one scenario, where our application calls a method which returns an **IEnumerable<int>**. There might be a situation where the method returns null. In the following example, the **GetData()** method is returning null. So, when we run the following program, it will throw NULL reference exception.

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** integerSequence = GetData**()**;

**foreach** **(**var num in integerSequence**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadKey**()**;

**}**

**private** **static** IEnumerable**<int>** GetData**()**

**{**

**return** **null**;

**}**

**}**

**}**

The above problem can be fixed in two ways.

##### ****Solution1:****

We need to check for **NULL** before looping through the items in the collection as shown in the below example.

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** integerSequence = GetData**()**;

**if(**integerSequence != **null)**

**{**

**foreach** **(**var num in integerSequence**)**

**{**

Console.WriteLine**(**num**)**;

**}**

**}**

Console.ReadKey**()**;

**}**

**private** **static** IEnumerable**<int>** GetData**()**

**{**

**return** **null**;

**}**

**}**

**}**

##### ****Solution2:****

We can solve the problem by using the LINQ Empty Method as shown in the below example. Here, we are using the **NULL-COALESCING** operator which checks if the **GetData()** method returns **NULL**, then initialized the **integerSequence** variable with an empty **IEnumerable<int>**.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

IEnumerable**<int>** integerSequence = GetData**()** ?? Enumerable.Empty**<int>()**; ;

**foreach** **(**var num in integerSequence**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadKey**()**;

**}**

**private** **static** IEnumerable**<int>** GetData**()**

**{**

**return** **null**;

**}**

**}**

**}**

# Linq Append Method in C#

## ****Linq Append Method in C# with Example****

In this article, I am going to discuss the **LINQ Append Method in C#** with an example. Please read our previous article before proceeding to this article where we discussed the [**LINQ Empty Method**](https://dotnettutorials.net/lesson/linq-empty-method/) with some examples.

##### ****Linq Append Method in C#:****

The LINQ Append Method is used to append a value to the end of the sequence. This Append method does not modify the elements of the sequence. Instead, it creates a copy of the sequence with the new element. Following is the signature of the Append method.
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**Type Parameters**

1. **TSource:** The data type of the elements contained in the sequence.

**Parameters:**

1. **IEnumerable<TSource> source:** A sequence of values.
2. **TSource element:** The value to append at the end of the sequence.

**Returns:**

1. **IEnumerable<TSource>:** A new sequence that ends with the element.

**Exceptions:** When the source is null, it will throw ArgumentNullException.

**Note:** This method is support from Framework 4.7.1 or later.

##### ****Example:****

The following example shows how to use the Append Method to append a value to the end of the sequence. The following example is self-explained. So, please go through the comment lines.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

// Creating a list of integer

List**<int>** intSequence = new List**<int>** **{** 10, 20, 30, 40 **}**;

// Trying to append 5 at the end of the intSequence

intSequence.Append**(**5**)**;

//It doesn't work because the original list has not been changed

Console.WriteLine**(**string.Join**(**", ", intSequence**))**;

// It works now because we are using a changed copy of the original sequence

Console.WriteLine**(**string.Join**(**", ", intSequence.Append**(**5**)))**;

// Creating a new sequence explicitly

List**<int>** newintSequence = intSequence.Append**(**5**)**.ToList**()**;

// Printing the new sequence in the console

Console.WriteLine**(**string.Join**(**", ", newintSequence**))**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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# Linq Prepend Method in C#

## ****Linq Prepend Method in C# With an Example****

In this article, I am going to discuss the **LINQ Prepend Method in C#** with an example. Please read our previous article before proceeding to this article where we discussed the [**LINQ Append Method**](https://dotnettutorials.net/lesson/linq-append-method/)with an example.

##### ****Linq Prepend Method in C#:****

The Linq Prepend Method is used to add one value to the beginning of a sequence. This Prepend method like the Append method does not modify the elements of the sequence. Instead, it creates a copy of the sequence with the new element. The signature of this is given below.
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##### ****Type Parameters****

1. **TSource:** The data type of the elements contained in the sequence.

**Parameters:**

1. **IEnumerable<TSource> source:** A sequence of values.
2. **TSource element:** The value to prepend at the beginning of the sequence.

**Returns:**

1. **IEnumerable<TSource>:** A new sequence that begins with the element.

**Exceptions:** When the source is null, it will throw ArgumentNullException.

**Note:** This method is support from Framework 4.7.1 or later.

##### ****Example:****

The following example shows how to prepend a value to the beginning of the sequence using the Prepend method. The following example code is self-explained. So, please go through the comment lines.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *LinqDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

// Creating a list of numbers

List**<int>** numberSequence = new List**<int>** **{** 10, 20, 30, 40 **}**;

// Trying to prepend 50

numberSequence.Prepend**(**50**)**;

// It will not work because the original sequence has not been changed

Console.WriteLine**(**string.Join**(**", ", numberSequence**))**;

// It works now because we are using a changed copy of the original list

Console.WriteLine**(**string.Join**(**", ", numberSequence.Prepend**(**50**)))**;

// If you prefer, you can create a new list explicitly

List**<int>** newnumberSequence = numberSequence.Prepend**(**50**)**.ToList**()**;

// And then write to the console output

Console.WriteLine**(**string.Join**(**", ", newnumberSequence**))**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq Prepend Method Output](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAABKCAMAAAAli45pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABUUExURQAAAGwrAMDApcCJTIlMAKXAwAArbP///8DAwABMiWylwAAAK8DAiUyJwEwAAKVsKytspSsAAMClbAAATInAwIlsbKXApWxsiYnApaVsTEwAK0xMidXDvLoAAAHSSURBVGje7ZfpboMwEIRDMQRzFFro/f7vWXsXkqjBu1BZyFVnfhAFj9Zj8MF3Ov9BnRAaoYXQEAQloaHK6ddWVdWvWzrXZGSPb3nIlDq+sX3UPLrK4qPOuZxxf1YrdTk3Sx4avk8tepqaQit1VL1nDYXma/f8dAp1l6uecTKKZ2i/XGitzgZxibIwvld+wwGX5vHtomeceutCa3U2h7auRFm8FCb4FHvV45+d6HEGH1qrsyd0+ZqV4UCuI9FjeSFKHn93Di32tSP0G43fhPaPXvXQ2hI81BGHluvsmNO0rAPzbKANSvbw6xc8dJPntFJna2i+Dusr2vJWLnrm0ILH7/Ze7adWZ2voee80l7lwn1n0LM2q57pP/3528PD5VJiPPTcZ6Ni6ORFIRvBQHb4T9lxC33iiaZz0NxfLE/FrxBzmiaSy0Jd1LA8EQdChssthJ3JbYhxpl5NW4LbkOHIJLXDbmBxHLqFlbkuMI+3y/SZyW4Ic6blE5rYEObKp3ehEbkuRI2W2S5MjxylX+C9Bjux+cNs92yXGkYMb1vW0C/Nf8hx5JCNG48gjGTESRx7JiOBICILAiGBEMCIYEYwIRgQjghHBiGBEMCIEQRAE/VN9AwvRVSBOIBtBAAAAAElFTkSuQmCC)

# Linq Zip Method in C#

## ****Linq Zip in C# with Example****

In this article, I am going to discuss the **LINQ Zip in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**LINQ Prepend Method**](https://dotnettutorials.net/lesson/linq-prepend-method/) with an example. At the end of this article, you will understand what is Linq Zip method and the need and use of C# Linq Zip Method with examples.

##### ****Linq Zip Method:****

The Linq Zip Method in C# is used to apply a specified function to the corresponding elements of two sequences and producing a sequence of the results. The signature of this method is given below.

![Linq Zip Method in C# with Examples](data:image/png;base64,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)

##### ****Type Parameters:****

1. **TFirst:** The type of the elements of the first input sequence.
2. **TSecond:** The type of the elements of the second input sequence.
3. **TResult:** The type of the elements of the result sequence.

##### ****Parameters:****

1. **IEnumerable<TFirst> first:** The first sequence to merge.
2. **IEnumerable<TSecond> second:** The second sequence to merge.
3. **Func<TFirst,TSecond,TResult> resultSelector:** A function that specifies how to merge the elements from the two sequences.

**Returns:** This method is going to return an **IEnumerable<T>** that contains merged elements of two input sequences.

**Exceptions:** This method is going to throw **ArgumentNullException** when either the first or the second input sequence is null.

**Note:** The Zip method merges each element of the first sequence with an element in the second sequence that has the same index position. If both the sequences do not have the same number of elements, then the Zip method merges sequences until it reaches the end of the sequence which contains fewer elements. For example, if one sequence has five elements and the other sequence has four elements, then the result sequence will have only four elements.

##### ****Example:****

The following example shows how to merge two sequences using the Linq Zip method.

**using** *System;*

**using** *System.Linq;*

**namespace** *ThreadingDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

**int[]** numbersSequence = **{** 10, 20, 30, 40, 50 **}**;

string**[]** wordsSequence = **{** "Ten", "Twenty", "Thirty", "Fourty" **}**;

var resultSequence = numbersSequence.Zip**(**wordsSequence, **(**first, second**)** =**>** first + " - " + second**)**;

**foreach** **(**var item in resultSequence**)**

**{**

Console.WriteLine**(**item**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![ZIP Method Output in Linq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAABcCAMAAABwW5q5AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAC9UExURQAAAIlMAGylwAAAKwArbABMiWwrAMDAwP///8CJTOPj493d3dXV1XBwcKXAwMDAiUwAAEyJwMDApStspaXApaVsK8ClbInAwAAATCsAABkZGc0YH9MZIMYXHmojJaqzwa+4x9rb3M3NztTV1m1tbaStulxgZZhVAIlsbGxsiUwATInAiSsATInApWwrTMLDxL29vra3uGNkZKVsTKWlpUwAK4mlbCsAK0yJpcClpWylpWxMbKWlbKXAiUxMiTVXURQAAANQSURBVGje7ZrpcpswEIAhBqskvlQVQ9z7vpL0vo/3f6zu6oJkGGuliNKpxQ9sJ0afjkX7sePs4eNHT25Md2TIzyY8En9a/pu3795PyX9w/+kzeBGskh9Lxli99wLB1FFH5BerD0eVwufwwdV0cWsedfzt+Xwm+erMt6d/l2/JxSrPsra5OafxcbEqvLaGRXF1msIvgVysXmAvCPxyvYHOVnAt9KJtwgLi+GSx7POh7YLGh2FjOK43syMcO69i8F/KGejxYXCMXVkQxW8beR8gX0ZNBH6xgimVq0AYf9vkpoux+OosaPGvvnxd/p3bd+91jan7P6fd/4LlkfhcriROO95SLry9/+RWWEUZ/2SHXv/ET/zEP1g+N9teLP9zb+J9Pu6duPXH8z8/vski8fwvjO/lfzrhYLa+KoJ6jdYbIZva1xnLR4Hz8j89TdCNARHUSPXBMaE7eebA9vI/GDi8gTEPiaBpA9FWlPbxOQa0l//BqAVD+JAImjbwFafHxRes9vU/OH/98fOsyYdE0PDxT7x2xl+pHv+8/K89v/j85fuFeXYa5sPgX73euPga7+d/s6OPdSa+/doMiSCGow5r5hKznVxjtQP6+B+XsYKTNSCCxQojAmfTtZo6/sc6nKs5Lt8VzOPmP85csz91/h19/RP/P/U/u+32yneB/NLmOA//u8yvr+s/Qj1+0/2vz4/gX5hFvfwvMh+v8PI/4Ouyn9Y/eLM9azB/hfgfjtrL/yBrbk912c+WbxCOaY/sf8Y/VPXFr/7Xlf165SP1X7L/HZ883+n5r/38r5/tDd+aHtn/LB+76uV/JD7B/3r8gPqfg0/zP7t2fv63h0/2P/X8ybSs+fhfxxemfNhbaar/jZ5/HKs5Nj/5X+In/r/PL9Vu5fY/+RXm8k1f/4E0K1Mfwf9c5ZQgvlj/hmZJ/jcGHzwJmyX5X8cXpuxnElGw/8GQsVmS/1m+sGU/yw/0P2NJJP8rdflZaR1c0ucH+N9iKRtQfIL/mfGXZm57/BD/WyxlS2r9Cf7nxSfV/7h+pFt/ovifgShEqcuedg6D/a+7/3Pa/c9l/NW69MuqcP/rmiX4XwfherPEGKnFJX7yv+R/yT8Ix9S/fzh0for/xD9g/h92BFlWc8x/eQAAAABJRU5ErkJggg==)

The first sequence contains 5 elements whereas the second sequence contains 4 elements. So, for the fifth element of the first sequence, there is no corresponding fifth element in the second sequence. As a result, the Zip method merges the four elements and that’s what we have seen in the output.

##### ****Note:****

The Zip method is implemented by using the deferred execution. So, the immediate return value of this method is going to be an object which stores all the required information which is required to perform the action. The query represented by this method is not executed until the object is enumerated either by calling its GetEnumerator method directly or by using for each loop.

# Deferred Execution vs Immediate Execution in LINQ

## ****Deferred Execution vs Immediate Execution in LINQ****

In this article, I am going to discuss the difference between **Deferred Execution vs Immediate Execution in LINQ** with some examples. Please read our previous article where we discussed the [**LINQ Zip Method**](https://dotnettutorials.net/lesson/linq-zip-method/) with an example. The LINQ queries are executed in two different ways as follows.

1. **Deferred execution**
2. **Immediate execution**

Based on the above two types of execution, the LINQ operators are divided into 2 categories. They are as follows:

1. **Deferred or Lazy Operators:**These query operators are used for deferred execution. For example – select, SelectMany, where, Take, Skip, etc. are belongs to Deferred or Lazy Operators category.
2. **Immediate or Greedy Operators:**These query operators are used for immediate execution. For Example – count, average, min, max, First, Last, ToArray, ToList, etc. are belongs to the Immediate or Greedy Operators category.

##### ****LINQ Deferred Execution:****

In this case, the LINQ Query is not executed at the point of its declaration. That means, when we write a LINQ query, it doesn’t execute by itself. It executes only when we access the query results. So, here the execution of the query is deferred until the query variable is iterated over using for each loop.

Let us understand this with an example. The below example is self-explained. So, please go through the comment lines.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Employee**>** listEmployees = new List**<**Employee**>**

**{**

new Employee **{** ID= 1001, Name = "Priyanka", Salary = 80000 **}**,

new Employee **{** ID= 1002, Name = "Anurag", Salary = 90000 **}**,

new Employee **{** ID= 1003, Name = "Preety", Salary = 80000 **}**

**}**;

// In the below statement the LINQ Query is only defined and not executed

// If the query is executed here, then the result should not display Santosh

IEnumerable**<**Employee**>** result = **from** emp in listEmployees

**where** emp.Salary == 80000

**select** emp;

// Adding a new employee with Salary = 80000 to the collection listEmployees

listEmployees.Add**(**new Employee **{** ID = 1004, Name = "Santosh", Salary = 80000 **})**;

// The LINQ query is actually executed when we iterate thru using a for each loop

// This is proved because Santosh is also included in the result

**foreach** **(**Employee emp in result**)**

**{**

Console.WriteLine**(**$" {emp.ID} {emp.Name} {emp.Salary}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ Deferred Execution in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMYAAABICAMAAACa/3rHAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABjUExURQAAAKXAwGylwAAAKwBMiYlMAAArbMDAwP///8CJTGwrAMDApStspUyJwMDAiUwAAKVsK8ClbCsAAAAATInAwKXApWxsiYlsbKVsTInApSsATEwATInAiaWJTExMiStMiSsrbEV921AAAAO5SURBVGje7ZnpdtwgDIWZCdh1Aoln6b6+/1NWCBCYxR5SM0170I9EA9joYgH+DHv3Xxjr1q1ba5PjtNXidL5jHHwcx3nhxCE+HKEmjlratq+TIeGGWJ32nomnbMPh03EyjQX8mAOHqryMSZdOteNUliGfX9jlOuV6T50Vu3x+xOBMiEydzuRQ1VIGk0+Pe8mwN3x+SXtPnY1eTLvhIEDU9emRHKqKWnKo4qcv1xFGCR+414bXSlP0cJylSRgtYzjoBjLOSYwO/qS9Z+PZlqGDGw4fD4KckgydCFxr0I4rvFxnGxWfzS+YSJMpljpM7GN2DX1Kn856BNLes/HcJGN4r6WTU5BB+cqgmW+jFVyuri81QTmO9KRl/Armk4pXDT0Yae/ZeG6R8QFlC3JyMvRKpSs4PojgcrzAlCqznNmcnjCV7G1UvNLpMVGwDKW9Z+O5ZW64UXFOKalYVob+pzCxdJVayDj9NAumq4puCMVp79l4tmXYvHcrg1ldKmRA0ddvL8wsn7GMsxxFUOXXSZwoMDnS3rPxbMuwy7MInDoZl+tohgM6VGMkA0qErwpuiPuGXhiS3nPxlA3TddSPjNu8J8dXlWVI38buJ8MB9lwZy4BpJagqmm1T2Omac5+Xq7u8OrU2Xru5v0VT4/+golu3bt3+Eovz5R5eYPEMFovW5F3F4iwm1ttYvCxjL/KuYnH7widqWbwoY0/yrmLxKKYMixOMO8e8KwLSBXTegLyrWDwalwyLc8oT57jIPZ23IO8aFufJFI9Z/OE4uzyxjn8ASzrfmbyrWJwtZ1vK4sBKJoXIYcGlIsSrfcm7isWjrEixiUY7GHYXA9F5C/KuYvFNGVQS4C4NpaXzJuRdxeJ2EqxCrIgcO9E9nTcg72oWX+R27pOCdBs7OYjcWB/vMG+QvDuddzrv1q1btzYWfZa/O4uju9jGcaueXwV9jaF8lcUtH/i9AI9TxR/L2B3K11lcPv8IZSxPUV8vowmUl1kcwuZLGVOYFeHhNyF4cPjNTQHc3x6QN4XyMotDR0t8k+4FIz38pqdBCePxCTQ0Ow7fZvGUQs2xF41pePjtvyQI9/XESg7atITyEotjeSQDA5hZ5vDbyeD0XQdaBqfSqtFx+CaLY0CJDHO6nR5+pzKYFZLKaALlJRY3XBgBoEn+zOG3k2H+hayeymgC5essHooYvtuEyBx+0zKmcIrPPuDc09gdyldYPJGBNViVHn57BFd298U1eM7OjX8Uyrt169atW7du3bp163aL/Qa5SWTfG8Ev5wAAAABJRU5ErkJggg==)

##### ****Advantages of Deferred Execution:****

We will get the following advantages

1. It avoids unnecessary query execution which improves the performance of the application.
2. The Query creation and the Query execution are decoupled which provide us the flexibility to create the query in several steps.
3. A Linq deferred execution query is always re-evaluated when we re-enumerate. As a result, we always get the updated data.

##### ****Immediate Execution****

In the case of Immediate Execution, the LINQ query is executed at the point of its declaration. So, it forces the query to execute and gets the result immediately. Let us see an example for a better understanding. The following example is self-explained. So, please go through the comment lines.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Employee**>** listEmployees = new List**<**Employee**>**

**{**

new Employee **{** ID= 1001, Name = "Priyanka", Salary = 80000 **}**,

new Employee **{** ID= 1002, Name = "Anurag", Salary = 90000 **}**,

new Employee **{** ID= 1003, Name = "Preety", Salary = 80000 **}**

**}**;

// In the following statement, the LINQ Query is executed immediately as we are

// Using the ToList() method which is a greedy operator which forces the query

// to be executed immediately

IEnumerable**<**Employee**>** result = **(from** emp in listEmployees

**where** emp.Salary == 80000

**select** emp**)**.ToList**()**;

// Adding a new employee with Salary = 80000 to the collection listEmployees

// will not have any effect on the result as the query is already executed

listEmployees.Add**(**new Employee **{** ID = 1004, Name = "Santosh", Salary = 80000 **})**;

// The above LINQ query is executed at the time of its creation.

// This is proved because Santosh is not included in the result

**foreach** **(**Employee emp in result**)**

**{**

Console.WriteLine**(**$" {emp.ID} {emp.Name} {emp.Salary}"**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![LINQ Immediate Execution in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMYAAAAvCAMAAACPDkUlAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABdUExURQAAAKXAwGylwAAAKwBMiYlMAAArbP///8DAwMCJTGwrAMDApStspcClbEyJwCsAAMDAiUwAAKVsKwAATInAwKXApWxsiYlsbKVsTInApSsATEwATInAiStMiSsrbB83zAgAAAK6SURBVGje7Vhrl6IwDC3asq1TcQR2Zt///2dO0jd9iN0D7qyn+aCxKSQ3JClX8uUphDwJjCZNmuwrkou1HefLA+OgnPNxocQhHg9giaOWZu/fwZBwQ2VOvWfiKUvffTsIvZnBjzFQnMnDELgqavNUhiFfr2SaRc57qtyQ6ftJBadDJMP54hRnWsIg8uW0FQxzw9dr6j1VVrzofX3HANT8cnKKM0U7KZjo+cfMIUvqgXts6lqpl46HUeqCQRh9hxtkXJMqOvhIvWfjWYeBwfXde8ecUoKBhUARAyp2cZpHExUd9S9oJKGXJYapfIx2oy/p8wUzkHrPxnMXjP4rQndKAYarVwLb/B5EMM3W1yBgXWVaIIw/QT8N8dTAZKTes/HcA+NNwWZOycHASYUGqh5EcLm6QK8OepyZmhaqlMxthnjSYU4GGEOp92w89/SGzYpVSkVFsjDwa1CFhaZhAeP8Ww9Ma4puCMup92w86zBM3dvJoKdLBQxY+vnrSvT4jGFcJGeByc9J1SjQHKn3bDzrMMx4ZoFSB2OauU4HOBx4BANWmDcFN1TnBg6GxHsunrKocuX4yKipe6d4UxmG9HvMedJ3cObKGAa0FXOmqNtE6PSW8piXq4e8Ou0ttPZw/4wy8GdA0aRJkyb/iIvT5Rle4OIZWsz2Zt5VXJzEjPU+Ll6GsRXzruLi5oWP1XLxIowtmXcVF49iynBxR8atot8VgdIF7HwH5l3FxaO8ZLg4dXViFRu5Z+d7MO8aLk6TFo+5+PEw2joxin8AS3a+MfOu4uJk2W0pFweupEvIKSS4lIX0alvmXcXFo6pIaZPLdpB2G4Nj53sw7youvgrDrQR016XSsPNdmHcVFzdNcJPEskgxje7Z+Q7Mu5qLL2o795eCtAe7UxTlVvb4hPmEzLux88bOmzRp0uQ/lA8UEkpqxAStTgAAAABJRU5ErkJggg==)

##### ****Example:****

In the following Immediate Execution example, we are using the greedy operator which returns a single value.

**using** *System;*

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**namespace** *LINQDemo*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Employee**>** listEmployees = new List**<**Employee**>**

**{**

new Employee **{** ID= 1001, Name = "Priyanka", Salary = 80000 **}**,

new Employee **{** ID= 1002, Name = "Anurag", Salary = 90000 **}**,

new Employee **{** ID= 1003, Name = "Preety", Salary = 80000 **}**

**}**;

// In the following statement, the LINQ Query is executed immediately as we are

// Using the Count() method which is a greedy operator which forces the query

// to be executed immediately

var result = **(from** emp in listEmployees

**where** emp.Salary == 80000

**select** emp**)**.Count**()**;

// Adding a new employee with Salary = 80000 to the collection listEmployees

// will not have any effect on the result as the query is already executed

listEmployees.Add**(**new Employee **{** ID = 1004, Name = "Santosh", Salary = 80000 **})**;

// The LINQ query is executed at the time of its creation.

// This is proved because Santosh is not included in the count

Console.WriteLine**(**$" Employees with Salary 80000 : {result}"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Deferred Execution vs Immediate Execution in LINQ](data:image/png;base64,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)

# ToList and ToArray Methods

## ****ToList and ToArray Methods in C# with Examples****

In this article, I am going to discuss the **Linq ToList and ToArray Methods** **in C#** with some examples. Please read our previous article where we discussed the difference between [**Deferred Execution vs Immediate Execution in LINQ**](https://dotnettutorials.net/lesson/deferred-execution-vs-immediate-execution-in-linq/) with some examples. The ToList and ToArray methods belong to the conversion operator category.

##### ****ToList Method in LINQ:****

The **ToList** Method is used to create a **System.Collections.Generic.List<T>** collection from a **System.Collections.Generic.IEnumerable<T>**. This method causes the query to be executed immediately.

The signature of the **ToList** method is given below.

![ToList and ToArray Methods in Linq with Examples](data:image/png;base64,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)**Parameters:**  
**source:** The data type of source is **System.Collections.Generic.IEnumerable<T>**.

**Type parameters:**

**TSource:** The type of the elements contained in the source sequence.

**Returns:** It returns **System.Collections.Generic.List<T>** which contains elements from the source sequence.

**Exceptions:** This method throws **System.ArgumentNullException** when the source sequence is null.

##### ****Example: Convert int array to List<int> using the ToList method****

In the following example, first, we create an integer array and then we convert that array into a list by using the ToList method.

**using** *System.Collections.Generic;*

**using** *System.Linq;*

**using** *System;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

//Creating Integer Array

**int[]** numbersArray = **{** 10, 22, 30, 40, 50, 60 **}**;

//Converting Integer Array to List using ToList method

List**<int>** numbersList = numbersArray.ToList**()**;

**foreach** **(**var num in numbersList**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****ToArray Method in Linq:****

The ToArray Method is used to copies the elements of **System.Collections.Generic.List<T>** to a new array. This method causes the query to be executed immediately. The signature of this method is given below.

![Linq ToArray Method](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAN0AAAA3CAMAAAC/xb/MAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAC9UExURf///wA6kDqQ2///ttv//5Db/7b//+0cJAAAAAAA/9uQOmYAALZm/wAAOrZmAGa2////25A6AJA6//+2ZgAAZjoAAABmtv/bkABm/7bb///b/wA6/zoA/9uQ/2YA/2Y6ADpm/9u2kJBm/zo6/zqQ/5DbtmY6Oma227aQ/9vb2wA6OrZmOv+2/7aQOv/bttvbkJC2/zpmtmaQ/9u2/9vb/2aQtmY6/2ZmOrbbkDo6ZgA6Zjo6OjpmkLa225BmOiCEhCoAAALUSURBVGje7ZprV9pAEIYjJnSTSoIEAqEiUK1Wa7X3e/v/f5azM7ubK2A26Kk5Mx+yIZks++Sdy+LRcdjY2Nj2ay+6aUzXBbouZhvTMR3TMR3TMR3TMV1H6I58v6/PR/J8lLuQWSiMDbxADj061jqUHp5OxLjfiCEWB+7wWETPgU56Rk3gDl/KiYO6d9KSrt7a0IEIArRoJJ2cgxifgk69UVpjoKSIRfHrjUMlML9XBd1i8DpwnrBmuno6oPBe+/6rVJ07zvzEnxEdXF+5pch8ewLOkTXdeinE9VdXBeb4x4Q8QzF4sxRjT4/oJ3565lGccqq8A3wnwJqL0I10ZF6FjqxfoFOXV5Z07yhG8ROsLsnUoMt6jE0sh6QuDnp+onwoXeosQBC3TAd6wvE8Twd+5+78FP0s6ODGQTp8T7dhjZGSQdKNU+dKjwQdZHrRDIpUfkoeTBdR8HllOnn9VFJndCTgYpXaaRfmQwrBVLCFQkdo7km4l6hcwxkNTl0eb847GBYSppx3hZTDA8JaVxU9IhctW4VmqJ4MTYsYrv9NhJQooPgELh3GJdV20PW30B09Dh34gTJZo9Axp8fpku4llGQUiuZ7GtFt0s57VO0C0wd7FTpwHPz5eycjE+v/nUxRS+0iTUFEN/6uvLs5+2BFB6syeYet3FTQEh1NEKN2soX/Rhq7vAOkz0gEAs6wIs50La2pmeAxIvJWNXNKwijiKl3i3h4THTxNJ3Y10/Q7iEkyojur6XcjcijEp1W/C7QPnlQj0+QdNcMoP3+jfudJEqzx82/QqL/s3qt8cq33KhewV7k0QUpLlV28WFVuoar8SkNafqx3o5W9Si4+t1aVvdgmupamoXB34+T2mcFT01V+I7S3TGZ4bVJM/RthPYmcZ06X1RT6EGlG5/Di0ukC3Uc3+wZsHz3+uwrTMR3TMR3TMV3H6fi/cZjuP6RjY2Nj26fdA8O6cV0ovOdnAAAAAElFTkSuQmCC)

Here T is the type of the array and this method converts a list into an array and returns that array containing copies of the elements of the **System.Collections.Generic.List<T>**.

##### ****Example: Convert List<int> to integer array.****

In the following example, first, we create a list of integers and then convert that list into an integer array by using the ToArray method.

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

//Create a List

List**<int>** numbersList = new List**<int>()**

**{**

10, 22, 30, 40, 50, 60

**}**;

//Converting List to Array

**int[]** numbersArray = numbersList.ToArray**()**;

**foreach** **(**var num in numbersArray**)**

**{**

Console.WriteLine**(**num**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# ToDictionary Method

## ****ToDictionary Method in C#****

In this article, I am going to discuss the **Linq ToDictionary Method** in C# with some examples. Please read our previous article before proceeding to this article where we discussed the [**ToList and ToArray methods**](https://dotnettutorials.net/lesson/tolist-and-toarray-methods-linq/) with some examples. Like **ToList** and **ToArray**, the **ToDictionary** method also belongs to the conversion operator category.

##### ****ToDictionary Method in C#:****

The ToDictionary method in C# is used to creates a **System.Collections.Generic.Dictionary<TKey,TValue>** from an **System.Collections.Generic.IEnumerable<T>** according to a specified key selector. This method causes the query to be executed immediately.

There are four overloaded versions available for this method. Let us start the discussion with the following overloaded version.

##### ToDictionary Method in C#

##### ****Parameters:****

This method takes two parameters. They are as follows:

1. **source**: It is the **Collections.Generic.IEnumerable<T>** collection from which we need to create a **System.Collections.Generic.Dictionary<TKey,TValue>** collection.
2. **keySelector**: It is a function that is basically used to extract a key from each element.

##### ****Type parameters:****

1. **TSource**: The type of the elements of the source sequence.
2. **TKey**: The type of the key returned by keySelector.

**Returns:** It returns a **System.Collections.Generic.Dictionary<TKey,TValue>** collection that contains keys and values.

**Exceptions:** This method throws the following two exceptions.

1. It throws **ArgumentNullException** when the source or **keySelector** is **null** or the **keySelector** function produces a **key** that is **null**.
2. Throws **ArgumentException** when the **keySelector** produces duplicate keys for two elements.

##### ****Example: Converting List to a Dictionary.****

Here, in the following example, the product ID is the key and the product is its value.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *ConversionOperators*

**{**

**public** **class** Product

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **double** Price **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Product**>** listProducts = new List**<**Product**>**

**{**

new Product **{** ID= 1001, Name = "Mobile", Price = 800 **}**,

new Product **{** ID= 1002, Name = "Laptop", Price = 900 **}**,

new Product **{** ID= 1003, Name = "Desktop", Price = 800 **}**

**}**;

Dictionary**<int**, Product**>** productsDictionary = listProducts.ToDictionary**(**x =**>** x.ID**)**;

**foreach** **(**KeyValuePair**<int**, Product**>** kvp in productsDictionary**)**

**{**

Console.WriteLine**(**kvp.Key + " Name : " + kvp.Value.Name + ", Price: " + kvp.Value.Price**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

When you run the above application, it will give the output as expected as shown below.
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##### ****Another Overloaded version:****

The following **ToDictionary** method Creates a **System.Collections.Generic.Dictionary<TKey,TValue>** collection from an **System.Collections.Generic.IEnumerable<T>** according to the specified **key selector** and **element selector**.

##### Linq ToDictionary Method in C#

##### ****Parameters:****

1. **source:** It is the source System.Collections.Generic.IEnumerable<T> collection from where we need to create a System.Collections.Generic.Dictionary<TKey,TValue>.
2. **keySelector:** A function to extract a key from each element.
3. **elementSelector**: A transform function to produce a result element value from each element.

##### ****Type Parameters:****

1. **TSource**: The type of the elements of source.
2. **TKey**: The type of the key returned by keySelector.
3. **TElement**: The type of the value returned by the element selector.

**Returns:** It returns a **System.Collections.Generic.Dictionary<TKey,TValue>** that contains values of type **TElement** selected from the input sequence.

**Exceptions:** It throws **System.ArgumentNullException** when the **source** or **key selector** is null or the **key selector** function produces a key that is null. It also throws **System.ArgumentException** when the **key selector** produces duplicate keys for two elements.

##### ****Example:****

In the following example, we are converting **List<Product>** to a **Dictionary**. Here, the product ID is the key and the product name is its value.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**namespace** *ConversionOperators*

**{**

**public** **class** Product

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **double** Price **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Product**>** listProducts = new List**<**Product**>**

**{**

new Product **{** ID= 1001, Name = "Mobile", Price = 800 **}**,

new Product **{** ID= 1002, Name = "Laptop", Price = 900 **}**,

new Product **{** ID= 1003, Name = "Desktop", Price = 800 **}**

**}**;

Dictionary**<int**, string**>** productsDictionary = listProducts.ToDictionary**(**x =**>** x.ID, x =**>** x.Name**)**;

**foreach** **(**KeyValuePair**<int**, string**>** kvp in productsDictionary**)**

**{**

Console.WriteLine**(**"Key : " + kvp.Key + " Value : " + kvp.Value**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Linq ToDictionary Method in C# Output](data:image/png;base64,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)

##### ****Example:****

In the following example, it throws a **System.ArgumentException** as there are two products with the same ID (i.e. products with id 1001) and we are using ID as the key for the dictionary.

**namespace** *ConversionOperators*

**{**

**public** **class** Product

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **double** Price **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Product**>** listProducts = new List**<**Product**>**

**{**

new Product **{** ID= 1001, Name = "Mobile", Price = 800 **}**,

new Product **{** ID= 1001, Name = "Laptop", Price = 900 **}**,

new Product **{** ID= 1003, Name = "Desktop", Price = 800 **}**

**}**;

Dictionary**<int**, string**>** productsDictionary = listProducts.ToDictionary**(**x =**>** x.ID, x =**>** x.Name**)**;

**foreach** **(**KeyValuePair**<int**, string**>** kvp in productsDictionary**)**

**{**

Console.WriteLine**(**"Key : " + kvp.Key + " Value : " + kvp.Value**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****Example:****

In the following example, it will throw **System.ArgumentNullException** as the source (i.e listProducts) is null.

**namespace** *ConversionOperators*

**{**

**public** **class** Product

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** **double** Price **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

List**<**Product**>** listProducts = **null**;

Dictionary**<int**, string**>** productsDictionary = listProducts.ToDictionary**(**x =**>** x.ID, x =**>** x.Name**)**;

**foreach** **(**KeyValuePair**<int**, string**>** kvp in productsDictionary**)**

**{**

Console.WriteLine**(**"Key : " + kvp.Key + " Value : " + kvp.Value**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# Cast Operator

## ****Cast Operator in C# with Examples:****

In this article, I am going to discuss the Cast Operator in C# with some examples. Please read our previous article before proceeding to this article where we discussed the [**ToDictionary Method in C#**](https://dotnettutorials.net/lesson/todictionary-method/) with some examples. Like **ToList, ToArray**, **ToDictionary**, the **Cast Operator** also belongs to the conversion operators category.

##### ****Cast Operator in C#:****

The **Cast Operator in C#** is used to casts all the elements of a collection (**System.Collections.IEnumerable**) to a specified type and then return a new **System.Collections.Generic.IEnumerable<T>** collection which contains all the elements of the source sequence cast to the specified type. This method uses deferred execution.

The signature of this method is given below.

##### Cast Operator in C#

##### ****Parameters:****

1. **source:** The **System.Collections.IEnumerable** that contains the elements to be cast to type **TResult**.

##### ****Type parameters:****

1. **TResult:** The type to cast the elements of source.

**Exceptions:** It will throw **System.ArgumentNullException** when the source is null.  It also throws **System.InvalidCastException** when an element in the source sequence cannot be cast to the specified type TResult.

##### ****Example:****

In the following example, the source sequence contains 3 elements and all these three elements are of type integer. So, all these elements are cast to integers.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Collections;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

ArrayList list = new ArrayList

**{**

10,

20,

30

**}**;

IEnumerable**<int>** result = list.Cast**<int>()**;

**foreach** **(int** i in result**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** 10 20 30

##### ****Example2:****

In the following example, the line “**list.Add(“40”);**” will throw an exception. This is because it is a string value and we are trying to convert it into an int. So, it will throw **System.InvalidCastException**.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Collections;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

ArrayList list = new ArrayList

**{**

10,

20,

30,

**}**;

//The following statement throws System.InvalidCastException

list.Add**(**"40"**)**;

IEnumerable**<int>** result = list.Cast**<int>()**;

**foreach** **(int** i in result**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

##### ****Example3:****

In the following example, the source sequence is null. So, when we run the application, it will throw **System.ArgumentNullException**.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Collections;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

ArrayList list = **null**;

//Throws System.ArgumentNullException

IEnumerable**<int>** result = list.Cast**<int>()**;

**foreach** **(int** i in result**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

# Difference between Cast and OfType Operators

## ****Difference between Cast and OfType Operators in C#****

In this article, I am going to discuss the **difference between Cast and OfType Operators** in C# with an example. This is one of the frequently asked interview questions. For a better understanding of this question, I strongly recommended you to read the following two articles before proceeding to this article.

1. [**Cast Operator in C#**](https://dotnettutorials.net/lesson/cast-operator/)
2. [**OfType Operator in C#**](https://dotnettutorials.net/lesson/oftype-operator-in-linq/)

##### ****Difference between Cast and OfType operators:****

The Cast operator in C# will try to cast all the elements present in the source sequence into a specified type. If any of the elements in the source sequence cannot be cast to the specified type then it will throw **InvalidCastException**.

On the other hand, the OfType operator in C# returns only the elements of the specified type and the rest of the elements in the source sequence will be ignored as well as excluded from the result.

##### ****Cast Operator Example:****

In the following example, the Cast operator throws **InvalidCastException** as it is unable the Cast the value **“50”** (it is in the form of a string) to an integer.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Collections;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

ArrayList list = new ArrayList

**{**

10,

20,

30,

"50"

**}**;

IEnumerable**<int>** result = list.Cast**<int>()**;

**foreach** **(int** i in result**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

Now run the above application, it should give you the following exception.
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##### ****OfType Operator Example:****

Let us rewrite the same example using the **OfType** operator as shown below.

**using** *System.Linq;*

**using** *System.Collections.Generic;*

**using** *System;*

**using** *System.Collections;*

**namespace** *ConversionOperators*

**{**

**class** Program

**{**

**public** **static** **void** Main**()**

**{**

ArrayList list = new ArrayList

**{**

10,

20,

30,

"50"

**}**;

IEnumerable**<int>** result = list.OfType**<int>()**;

**foreach** **(int** i in result**)**

**{**

Console.WriteLine**(**i**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:** 10 20 30

Now, when you run the application, you will not get any exception. The value “50” is ignored as well as excluded from the result.

##### ****When to use Cast over OfType and vice versa?****

We need to use the Cast Operator

1. When we want to cast all the elements in the collection
2. When we know for sure the collection contains only elements of the specified type

We need to use the OfType operator

1. When we want to filter the elements and return only the specified type of elements.