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Data Source: [Data\_Info](https://catalog.data.gov/dataset/crash-reporting-drivers-data)

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.3 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.4 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

## Brief Exploration of the Data

crashes <- read.csv("Crash\_Reporting\_Drivers\_Data.csv")  
  
dim(crashes) #172105 rows and 43 columns

## [1] 172105 43

crashes <-na.omit(crashes)  
dim(crashes) #172071 rows and 43 columns

## [1] 172071 43

#date <- crashes %>%  
 #mutate(DATE\_TIME = as.Date(Crash.Date.Time, format = "%m/%d/%Y %H:%M:%S"))  
  
# Find the oldest date  
#oldest\_date <- min(date$DATE\_TIME)  
  
# Find the newest date  
#newest\_date <- max(date$DATE\_TIME)  
  
# Print the results  
#print(paste("Oldest date:", oldest\_date)) , 2015-01-01  
#print(paste("Newest date:", newest\_date)) , 2024-01-03

## Data Cleaning

* Removing classes that were Unknown, Other … to increase validity.
* Reduced variable’s, Substance.Abuse & Injury.Severity, classes using case\_when()
* Selected only 12 out of the 42 variable to simplify problem

library(lubridate)  
set.seed(42)  
is\_unwanted <- function(x) {  
 x %in% c("UNKNOWN", "Unknown", "OTHER", "(Other)")  
}  
#print(colnames(crashes))  
crashes <- crashes %>%  
 filter(!if\_any(everything(), is\_unwanted)) %>%  
 mutate(  
 DATE\_TIME = as.POSIXct(Crash.Date.Time, format = "%m/%d/%Y %H:%M:%S"),  
 Substance.Abuse = case\_when(  
 Driver.Substance.Abuse %in% c("ALCOHOL PRESENT", "ILLEGAL DRUG PRESENT", "MEDICATION PRESENT", "COMBINED SUBSTANCE PRESENT") ~ "Yes",  
 Driver.Substance.Abuse %in% c("ALCOHOL CONTRIBUTED", "ILLEGAL DRUG CONTRIBUTED", "MEDICATION CONTRIBUTED", "COMBINATION CONTRIBUTED") ~ "Yes",  
 TRUE ~ "No"  
 ),  
 Injury.Severity = case\_when(  
 Injury.Severity %in% c("NO APPARENT INJURY") ~ "NO INJURY",  
 Injury.Severity %in% c("SUSPECTED SERIOUS INJURY", "FATAL INJURY", "POSSIBLE INJURY", "SUSPECTED MINOR INJURY") ~ "INJURY"  
 ),  
 across(c(Injury.Severity, Vehicle.Body.Type, Driver.At.Fault, Substance.Abuse, Traffic.Control, Weather, Equipment.Problems, Collision.Type), as.factor)  
 )%>%  
 mutate(  
 DATE = as.Date(DATE\_TIME),  
 TIME = hms::as\_hms(format(DATE\_TIME, "%H:%M:%S"))  
 )%>%  
 select(Injury.Severity, Speed.Limit, Vehicle.Body.Type, Driver.At.Fault, Substance.Abuse, Traffic.Control, Weather, Equipment.Problems, Collision.Type, TIME, Latitude, Longitude)  
  
dim(crashes) #104174 rows & 12 columns

## [1] 104174 12

head(crashes)

## Injury.Severity Speed.Limit Vehicle.Body.Type Driver.At.Fault  
## 1 NO INJURY 35 PICKUP TRUCK Yes  
## 2 NO INJURY 40 PASSENGER CAR Yes  
## 3 NO INJURY 35 (SPORT) UTILITY VEHICLE Yes  
## 4 NO INJURY 30 TRANSIT BUS No  
## 5 NO INJURY 25 (SPORT) UTILITY VEHICLE Yes  
## 6 NO INJURY 35 VAN No  
## Substance.Abuse Traffic.Control Weather Equipment.Problems  
## 1 No TRAFFIC SIGNAL CLEAR NO MISUSE  
## 2 No NO CONTROLS CLEAR NO MISUSE  
## 3 No TRAFFIC SIGNAL CLOUDY NO MISUSE  
## 4 No NO CONTROLS CLEAR NO MISUSE  
## 5 No NO CONTROLS CLEAR NO MISUSE  
## 6 No TRAFFIC SIGNAL CLEAR NO MISUSE  
## Collision.Type TIME Latitude Longitude  
## 1 STRAIGHT MOVEMENT ANGLE 03:10:00 39.10954 -77.07581  
## 2 STRAIGHT MOVEMENT ANGLE 12:10:00 39.19015 -77.26677  
## 3 HEAD ON LEFT TURN 06:10:00 39.17256 -77.20375  
## 4 SAME DIR REAR END 07:40:00 38.99450 -77.02733  
## 5 SAME DIR REAR END 08:28:00 39.00811 -77.02016  
## 6 SAME DIR REAR END 05:00:00 39.08380 -76.95131

## Need to Undersample Injury Status

* Under sampled majority class (no injury)

library(caret)

## Warning: package 'caret' was built under R version 4.3.3

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

set.seed(42)  
  
for (col in names(crashes)) {  
 # Check if the column is a factor  
 if (is.factor(crashes[[col]])) {  
 # Check if "N/A" is a level in the factor  
 if ("N/A" %in% levels(crashes[[col]])) {  
 # Remove the "N/A" level from the factor  
 crashes[[col]] <- droplevels(crashes[[col]], exclude = "N/A")  
 }  
 }  
}  
  
# Remove rows with any NA values  
crashes <- na.omit(crashes)  
  
# Calculate the number of samples in the minority class  
minority\_count <- sum(crashes$Injury.Severity == "INJURY")  
  
# Sample randomly from the majority class to match the number of samples in the minority class  
crashes <- rbind(  
 crashes[crashes$Injury.Severity == "INJURY", ],  
 crashes[sample(which(crashes$Injury.Severity == "NO INJURY"), minority\_count), ]  
)  
  
dim(crashes) #29094 rows & 12 columns

## [1] 29094 12

head(crashes)

## Injury.Severity Speed.Limit Vehicle.Body.Type Driver.At.Fault  
## 12 INJURY 40 MOTORCYCLE Yes  
## 15 INJURY 25 PASSENGER CAR Yes  
## 16 INJURY 35 PASSENGER CAR Yes  
## 17 INJURY 35 PASSENGER CAR No  
## 22 INJURY 35 PASSENGER CAR No  
## 23 INJURY 35 PASSENGER CAR No  
## Substance.Abuse Traffic.Control Weather Equipment.Problems  
## 12 No NO CONTROLS CLEAR NO MISUSE  
## 15 No FLASHING TRAFFIC SIGNAL CLEAR NO MISUSE  
## 16 No NO CONTROLS CLEAR NO MISUSE  
## 17 No TRAFFIC SIGNAL CLEAR NO MISUSE  
## 22 No NO CONTROLS CLEAR NO MISUSE  
## 23 No TRAFFIC SIGNAL CLOUDY NO MISUSE  
## Collision.Type TIME Latitude Longitude  
## 12 STRAIGHT MOVEMENT ANGLE 04:45:00 39.24856 -77.23393  
## 15 STRAIGHT MOVEMENT ANGLE 12:57:00 39.04309 -77.05200  
## 16 SAME DIR REAR END 09:25:00 39.11174 -76.92952  
## 17 ANGLE MEETS LEFT TURN 11:53:00 38.96675 -77.10589  
## 22 SAME DIR REAR END 09:25:00 39.11174 -76.92952  
## 23 STRAIGHT MOVEMENT ANGLE 06:25:00 39.19813 -77.24508

summary(crashes)

## Injury.Severity Speed.Limit Vehicle.Body.Type  
## INJURY :14547 Min. : 0.00 PASSENGER CAR :21435   
## NO INJURY:14547 1st Qu.:30.00 (SPORT) UTILITY VEHICLE: 3170   
## Median :35.00 PICKUP TRUCK : 944   
## Mean :35.14 VAN : 884   
## 3rd Qu.:40.00 TRANSIT BUS : 439   
## Max. :70.00 SCHOOL BUS : 321   
## (Other) : 1901   
## Driver.At.Fault Substance.Abuse Traffic.Control   
## No :17307 No :28457 TRAFFIC SIGNAL :13215   
## Yes:11787 Yes: 637 NO CONTROLS :12133   
## STOP SIGN : 2847   
## FLASHING TRAFFIC SIGNAL: 525   
## YIELD SIGN : 285   
## PERSON : 50   
## (Other) : 39   
## Weather Equipment.Problems  
## CLEAR :21095 NO MISUSE :29016   
## RAINING : 4068 AIR BAG FAILED : 61   
## CLOUDY : 3455 BELT(S) MISUSED : 7   
## SNOW : 232 BELTS/ANCHORS BROKE: 5   
## FOGGY : 138 FACING WRONG WAY : 2   
## WINTRY MIX: 46 STRAP/TETHER LOOSE : 2   
## (Other) : 60 (Other) : 1   
## Collision.Type TIME Latitude   
## SAME DIR REAR END :10747 Length:29094 Min. :38.78   
## STRAIGHT MOVEMENT ANGLE : 7305 Class1:hms 1st Qu.:39.03   
## HEAD ON LEFT TURN : 3321 Class2:difftime Median :39.08   
## SINGLE VEHICLE : 2173 Mode :numeric Mean :39.09   
## SAME DIRECTION SIDESWIPE: 2019 3rd Qu.:39.15   
## HEAD ON : 807 Max. :39.72   
## (Other) : 2722   
## Longitude   
## Min. :-79.49   
## 1st Qu.:-77.20   
## Median :-77.11   
## Mean :-77.12   
## 3rd Qu.:-77.05   
## Max. :-75.98   
##

## Train and Test Split

set.seed(42)  
  
trainIndex <- sample(1:nrow(crashes), size = 0.8 \* nrow(crashes))  
  
trainData <- crashes[trainIndex, ]  
testData <- crashes[-trainIndex, ]  
  
dim(trainData) #23275 rows and 12 columns

## [1] 23275 12

dim(testData) #5819 rows and 12 columns

## [1] 5819 12

# Exploratory Data Analysis

str(trainData) #Checking variable types

## 'data.frame': 23275 obs. of 12 variables:  
## $ Injury.Severity : Factor w/ 2 levels "INJURY","NO INJURY": 2 2 2 2 1 1 2 1 1 1 ...  
## $ Speed.Limit : int 30 30 15 45 30 30 35 45 40 55 ...  
## $ Vehicle.Body.Type : Factor w/ 28 levels "(SPORT) UTILITY VEHICLE",..: 18 18 9 18 18 15 28 18 18 18 ...  
## $ Driver.At.Fault : Factor w/ 2 levels "No","Yes": 2 1 2 1 1 1 1 1 2 1 ...  
## $ Substance.Abuse : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Traffic.Control : Factor w/ 9 levels "FLASHING TRAFFIC SIGNAL",..: 2 6 2 2 2 2 6 2 6 7 ...  
## $ Weather : Factor w/ 10 levels "BLOWING SAND, SOIL, DIRT",..: 3 3 3 3 4 3 3 3 3 3 ...  
## $ Equipment.Problems: Factor w/ 8 levels "AIR BAG FAILED",..: 5 5 5 5 5 5 5 5 5 5 ...  
## $ Collision.Type : Factor w/ 16 levels "ANGLE MEETS LEFT HEAD ON",..: 9 16 15 9 9 16 16 9 5 16 ...  
## $ TIME : 'hms' num 09:09:00 02:58:00 08:10:00 10:40:00 ...  
## ..- attr(\*, "units")= chr "secs"  
## $ Latitude : num 39 39.2 39.2 39.1 39.1 ...  
## $ Longitude : num -77 -77.2 -77.2 -77.1 -77.2 ...  
## - attr(\*, "na.action")= 'omit' Named int [1:33595] 7 8 18 24 31 33 35 36 37 40 ...  
## ..- attr(\*, "names")= chr [1:33595] "7" "8" "18" "24" ...

summary(trainData)

## Injury.Severity Speed.Limit Vehicle.Body.Type  
## INJURY :11609 Min. : 0.00 PASSENGER CAR :17108   
## NO INJURY:11666 1st Qu.:30.00 (SPORT) UTILITY VEHICLE: 2524   
## Median :35.00 PICKUP TRUCK : 762   
## Mean :35.15 VAN : 734   
## 3rd Qu.:40.00 TRANSIT BUS : 353   
## Max. :65.00 SCHOOL BUS : 257   
## (Other) : 1537   
## Driver.At.Fault Substance.Abuse Traffic.Control   
## No :13877 No :22765 TRAFFIC SIGNAL :10563   
## Yes: 9398 Yes: 510 NO CONTROLS : 9730   
## STOP SIGN : 2257   
## FLASHING TRAFFIC SIGNAL: 418   
## YIELD SIGN : 233   
## PERSON : 44   
## (Other) : 30   
## Weather Equipment.Problems  
## CLEAR :16893 NO MISUSE :23213   
## RAINING : 3200 AIR BAG FAILED : 45   
## CLOUDY : 2803 BELT(S) MISUSED : 7   
## SNOW : 187 BELTS/ANCHORS BROKE: 5   
## FOGGY : 108 FACING WRONG WAY : 2   
## WINTRY MIX: 37 STRAP/TETHER LOOSE : 2   
## (Other) : 47 (Other) : 1   
## Collision.Type TIME Latitude   
## SAME DIR REAR END :8629 Length:23275 Min. :38.78   
## STRAIGHT MOVEMENT ANGLE :5801 Class1:hms 1st Qu.:39.03   
## HEAD ON LEFT TURN :2674 Class2:difftime Median :39.08   
## SINGLE VEHICLE :1748 Mode :numeric Mean :39.09   
## SAME DIRECTION SIDESWIPE:1618 3rd Qu.:39.15   
## HEAD ON : 645 Max. :39.72   
## (Other) :2160   
## Longitude   
## Min. :-79.49   
## 1st Qu.:-77.20   
## Median :-77.11   
## Mean :-77.12   
## 3rd Qu.:-77.05   
## Max. :-75.98   
##

### Numerical Variables

# Histogram for Speed Limit  
ggplot(trainData, aes(x = Speed.Limit)) +  
 geom\_histogram(binwidth = 5, fill = "forestgreen", color = "black") +  
 labs(title = "Distribution of Speed Limit", x = "Speed Limit", y = "Count")

![](data:image/png;base64,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)

# Summary statistics for Speed Limit  
summary(trainData$Speed.Limit)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.00 30.00 35.00 35.15 40.00 65.00

### Categorical Variables

# Bar plot for Injury Severity: Classes are now sampled  
ggplot(trainData, aes(x = Injury.Severity)) +  
 geom\_bar(fill = "forestgreen", color = "black") +  
 labs(title = "Distribution of Injury Severity", x = "Injury Severity", y = "Count")
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## Speed vs Injury Severity

# Box plot for Speed Limit by Injury Severity  
ggplot(trainData, aes(x = Injury.Severity, y = Speed.Limit, color = Injury.Severity)) +  
 geom\_boxplot() +  
 labs(title = "Speed Limit by Injury Severity", x = "Injury Severity", y = "Speed Limit",  
 x = NULL,  
 y = "Count")+  
 theme(axis.text.x = element\_blank())
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## Plot and Color code by Categorical Response Variable

More classes: Vehicle Type, Traffic Control, Weather, Equipment Problems, Collison Type

Simple (Yes or No Response): Driver.At.Fault, Substance.Abuse

ggplot(trainData, aes(Speed.Limit, Collision.Type, color = Injury.Severity))+  
 geom\_point()+  
 labs(title = latex2exp::TeX("Speed.Limit $X\_1$, Collision.Type $X\_2$ & Response Y with 2 Cat."))+   
 xlab(latex2exp::TeX("$X\_1$")) +  
 ylab(latex2exp::TeX("$X\_2$"))
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## Geospatial Analysis

ggplot(crashes, aes(x = Longitude, y = Latitude)) +  
 geom\_point(aes(color = Injury.Severity), alpha = 0.5) +  
 labs(title = "Geographical Distribution of Crashes by Injury Severity", x = "Longitude", y = "Latitude")+  
 facet\_wrap(~ Injury.Severity)+  
 theme(strip.text = element\_blank())
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# Fatal injury and serious injury seems to be congested into one area not spread out so proactive measures should be a focus on this area

## Time Series Analysis -go back

crashes\_by\_date <- trainData %>%  
 group\_by(TIME) %>%  
 summarise(Total\_Crashes = n())%>%  
 arrange(TIME)  
  
# Time series plot  
ggplot(crashes\_by\_date, aes(x = TIME, y = Total\_Crashes)) +  
 geom\_line() +  
 labs(title = "Time Series of Crashes by Time of Day", x = "Time of Day", y = "Total Crashes") # more people are driving during the day so naturally you will see more crashes
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#Substance Abuse  
crashes\_by\_time <- trainData %>%  
 group\_by(TIME, Substance.Abuse) %>%  
 summarise(Total\_Crashes = n())

## `summarise()` has grouped output by 'TIME'. You can override using the  
## `.groups` argument.

# Time series plot  
ggplot(crashes\_by\_time, aes(x = TIME, y = Total\_Crashes, color = Substance.Abuse)) +  
 geom\_line() +  
 labs(title = "Time Series of Crashes by Time of Day", x = "Time of Day", y = "Total Crashes")
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#Driver at Fault  
  
crashes\_by\_time <- trainData %>%  
 group\_by(TIME, Driver.At.Fault) %>%  
 summarise(Total\_Crashes = n())

## `summarise()` has grouped output by 'TIME'. You can override using the  
## `.groups` argument.

# Time series plot  
ggplot(crashes\_by\_time, aes(x = TIME, y = Total\_Crashes, color = Driver.At.Fault)) +  
 geom\_line() +  
 labs(title = "Time Series of Crashes by Time of Day", x = "Time of Day", y = "Total Crashes")
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## Contingency Table & Chisquared Test

## Convert to dummy variables to be further assessed

From the correlation matrix, there seems to be no collinearity between variables.

library(caret)  
  
# Convert qualitative variables to dummy variables  
set.seed(42)  
dummy\_model <- dummyVars(~ . - 1 - Speed.Limit - TIME - Latitude -Longitude, data = trainData, fullRank = TRUE)  
  
trainData\_dummy <- predict(dummy\_model, newdata = trainData)  
  
tdummy\_model <- dummyVars(~ . - 1 - Speed.Limit - TIME - Latitude -Longitude, data = trainData, fullRank = TRUE)  
  
testData\_dummy <- predict(dummy\_model, newdata = testData)  
  
# Include original variables back into training dataset  
trainData\_final <- cbind(trainData[, c("Speed.Limit")], trainData\_dummy)  
  
# Include original variables back into testing dataset  
testData\_final <- cbind(testData[, c("Speed.Limit")], testData\_dummy)  
  
# Calculate correlations  
cor\_matrix <- cor(trainData\_final)

## Warning in cor(trainData\_final): the standard deviation is zero

#print(cor\_matrix)

## Logistic Regression

#injury.glm <- glm(Injury.Severity~., data =crashes, family= binomial)  
#AIC<- step(injury.glm, direction = "both") #AIC  
  
#BIC <- step(injury.glm, direction="both", k=log(length(injury.glm$fitted.values))) #BIC  
  
  
#May be the best for a complex model  
AIC\_formula <- (Injury.Severity ~ Speed.Limit + Vehicle.Body.Type + Driver.At.Fault +   
 Substance.Abuse + Traffic.Control + Collision.Type + Latitude) #7  
  
# Simpler Formula  
BIC\_formula <- (Injury.Severity ~ Speed.Limit + Vehicle.Body.Type + Driver.At.Fault +   
 Collision.Type + Latitude) #5

Compare Logistic Regression to new formula *There is statistical significance of adding more variables to the improve the model*

red <- glm(BIC\_formula, family = binomial, data = trainData)  
full <- glm(AIC\_formula, family= binomial, data= trainData)  
  
aout <- anova(red, full, test= "Chisq")  
aout

## Analysis of Deviance Table  
##   
## Model 1: Injury.Severity ~ Speed.Limit + Vehicle.Body.Type + Driver.At.Fault +   
## Collision.Type + Latitude  
## Model 2: Injury.Severity ~ Speed.Limit + Vehicle.Body.Type + Driver.At.Fault +   
## Substance.Abuse + Traffic.Control + Collision.Type + Latitude  
## Resid. Df Resid. Dev Df Deviance Pr(>Chi)   
## 1 23229 29748   
## 2 23220 29725 9 22.968 0.006268 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# Correcting the family parameter and removing duplicate exclusions  
injury.glm <- glm(AIC\_formula, family = binomial, data = trainData)  
  
# Display the summary of the fitted model  
glm\_results <- summary(injury.glm)  
  
  
p\_values = glm\_results$coefficients[, "Pr(>|z|)"]   
  
  
cbind(p\_values)

## p\_values  
## (Intercept) 1.601787e-15  
## Speed.Limit 1.323334e-29  
## Vehicle.Body.TypeALL TERRAIN VEHICLE (ATV) 8.820046e-01  
## Vehicle.Body.TypeAMBULANCE/EMERGENCY 1.537902e-02  
## Vehicle.Body.TypeAMBULANCE/NON EMERGENCY 2.272190e-02  
## Vehicle.Body.TypeAUTOCYCLE 9.309829e-01  
## Vehicle.Body.TypeCARGO VAN/LIGHT TRUCK 2 AXLES (OVER 10,000LBS (4,536 KG)) 2.864154e-07  
## Vehicle.Body.TypeCROSS COUNTRY BUS 9.565989e-01  
## Vehicle.Body.TypeFARM VEHICLE 9.358631e-01  
## Vehicle.Body.TypeFIRE VEHICLE/EMERGENCY 4.477869e-04  
## Vehicle.Body.TypeFIRE VEHICLE/NON EMERGENCY 2.268627e-02  
## Vehicle.Body.TypeLIMOUSINE 9.562289e-01  
## Vehicle.Body.TypeLOW SPEED VEHICLE 7.292997e-01  
## Vehicle.Body.TypeMEDIUM/HEAVY TRUCKS 3 AXLES (OVER 10,000LBS (4,536KG)) 2.924763e-05  
## Vehicle.Body.TypeMOPED 1.170455e-02  
## Vehicle.Body.TypeMOTORCYCLE 2.708015e-17  
## Vehicle.Body.TypeOTHER BUS 1.624254e-02  
## Vehicle.Body.TypeOTHER LIGHT TRUCKS (10,000LBS (4,536KG) OR LESS) 5.318914e-08  
## Vehicle.Body.TypePASSENGER CAR 3.611654e-01  
## Vehicle.Body.TypePICKUP TRUCK 7.677777e-11  
## Vehicle.Body.TypePOLICE VEHICLE/EMERGENCY 2.521390e-03  
## Vehicle.Body.TypePOLICE VEHICLE/NON EMERGENCY 5.083143e-08  
## Vehicle.Body.TypeRECREATIONAL VEHICLE 5.961438e-01  
## Vehicle.Body.TypeSCHOOL BUS 9.053211e-20  
## Vehicle.Body.TypeSNOWMOBILE 1.028502e-01  
## Vehicle.Body.TypeSTATION WAGON 1.093586e-01  
## Vehicle.Body.TypeTRANSIT BUS 5.494371e-19  
## Vehicle.Body.TypeTRUCK TRACTOR 3.414244e-05  
## Vehicle.Body.TypeVAN 1.409033e-02  
## Driver.At.FaultYes 1.135817e-123  
## Substance.AbuseYes 1.916535e-01  
## Traffic.ControlNO CONTROLS 4.515547e-02  
## Traffic.ControlPERSON 3.972892e-02  
## Traffic.ControlRAILWAY CROSSING DEVICE 9.514337e-01  
## Traffic.ControlSCHOOL ZONE SIGN DEVICE 9.359397e-01  
## Traffic.ControlSTOP SIGN 4.069068e-02  
## Traffic.ControlTRAFFIC SIGNAL 2.150561e-01  
## Traffic.ControlWARNING SIGN 6.754618e-01  
## Traffic.ControlYIELD SIGN 5.884878e-01  
## Collision.TypeANGLE MEETS LEFT TURN 4.440335e-01  
## Collision.TypeANGLE MEETS RIGHT TURN 6.991627e-02  
## Collision.TypeHEAD ON 2.595158e-01  
## Collision.TypeHEAD ON LEFT TURN 9.008507e-01  
## Collision.TypeOPPOSITE DIR BOTH LEFT TURN 1.419216e-02  
## Collision.TypeOPPOSITE DIRECTION SIDESWIPE 3.687341e-02  
## Collision.TypeSAME DIR BOTH LEFT TURN 5.531521e-06  
## Collision.TypeSAME DIR REAR END 4.513076e-03  
## Collision.TypeSAME DIR REND LEFT TURN 6.215482e-02  
## Collision.TypeSAME DIR REND RIGHT TURN 1.164195e-01  
## Collision.TypeSAME DIRECTION LEFT TURN 2.338951e-07  
## Collision.TypeSAME DIRECTION RIGHT TURN 2.033208e-06  
## Collision.TypeSAME DIRECTION SIDESWIPE 2.355625e-12  
## Collision.TypeSINGLE VEHICLE 7.333285e-01  
## Collision.TypeSTRAIGHT MOVEMENT ANGLE 5.729355e-01  
## Latitude 1.418173e-15

# Fit and Tune Each Model

## Logistic Regression

### Cross Validation

set.seed(42)  
# Define your training control  
train\_control <- trainControl(method = "cv", number = 5, savePredictions = "final")  
  
# Logistic Regression  
# Define the model  
model\_logit <- train(AIC\_formula, data = crashes, method = "glm", trControl = train\_control, family = binomial)  
  
# Access the cross-validated predictions  
predictions <- model\_logit$pred  
  
# Create a confusion matrix  
conf\_matrix <- confusionMatrix(predictions$pred, predictions$obs)  
  
# Print the confusion matrix  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction INJURY NO INJURY  
## INJURY 10045 6410  
## NO INJURY 4502 8137  
##   
## Accuracy : 0.6249   
## 95% CI : (0.6193, 0.6305)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.2499   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.6905   
## Specificity : 0.5594   
## Pos Pred Value : 0.6105   
## Neg Pred Value : 0.6438   
## Prevalence : 0.5000   
## Detection Rate : 0.3453   
## Detection Prevalence : 0.5656   
## Balanced Accuracy : 0.6249   
##   
## 'Positive' Class : INJURY   
##

#Accuracy: 0.6249  
#Sensitivity: 0.6905  
#Specificity: 0.5594

### ROC Curve Threshold

set.seed(42)  
injury.glm <- glm(AIC\_formula, family = binomial, data=trainData)  
  
#summary(injury.glm)  
  
  
roc.analysis <-function (object, newdata = NULL, newplot=TRUE)  
{  
if (is.null(newdata)) {  
pi.tp <- object$fitted[object$y == 1]  
pi.tn <- object$fitted[object$y == 0]  
}  
else {  
pi.tp <- predict(object, newdata, type = "response")[newdata$y == 1]  
pi.tn <- predict(object, newdata, type = "response")[newdata$y == 0]  
}  
pi.all <- sort(c(pi.tp, pi.tn))  
sens <- rep(1, length(pi.all)+1)  
specc <- rep(1, length(pi.all)+1)  
for (i in 1:length(pi.all)) {  
sens[i+1] <- mean(pi.tp >= pi.all[i], na.rm = T)  
specc[i+1] <- mean(pi.tn >= pi.all[i], na.rm = T)  
}  
npoints <- length(sens)  
area <- sum(0.5 \* (sens[-1] + sens[-npoints]) \* (specc[-npoints] -  
specc[-1]))  
lift <- (sens - specc)[-1]  
cutoff <- pi.all[lift == max(lift)][1]  
sensopt <- sens[-1][lift == max(lift)][1]  
specopt <- 1 - specc[-1][lift == max(lift)][1]  
par(pty="s")  
if (newplot){  
plot(specc, sens, col = "blue", xlim = c(0, 1), ylim = c(0, 1), type = "s",  
xlab = "FPR = 1-specificity", ylab = "TPR = sensitivity", main="ROC")  
abline(0, 1)  
}  
else lines(specc, sens, type="s", lty=2, col=2)  
list(pihat=as.vector(pi.all), sens=as.vector(sens[-1]),  
spec=as.vector(1-specc[-1]), area = area, cutoff = cutoff,  
sensopt = sensopt, specopt = specopt)  
}  
  
  
train.ROC <- roc.analysis(injury.glm)  
testData$Direction <- 1\*(testData$Injury.Severity == 1)  
test.ROC <- roc.analysis(injury.glm, newdata=testData, newplot=F)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAmVBMVEUAAAAAADoAAGYAAP8AOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZpA6ZrY6kJA6kNtmAABmADpmOgBmOjpmkJBmtttmtv+QOgCQOjqQZgCQtpCQttuQ27aQ2/+2ZgC2kDq229u22/+2/7a2///bkDrbkJDbtmbbtpDb2//b////tmb/25D/27b//7b//9v///8oxbghAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAP8ElEQVR4nO2dDXurthmGycmauNvp1tnd1pN1Xby1Ze1iz/b//3FDfBmEhCTzoZdHz31dPQkOxo+5KyEwep3dCDRZ7ABkWSgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsFJTPD1LSt5+uanavnXz8XSNz9+1H/+9Q9q8aeICecmUcGF4vdi8fKXeumrX27dxX3clHOSrODstbf08tFb/BI76GykJ1ipvJ136mdeNOTvi8XfdmWjLRa/+vF2+99b5RuDRAXfjsXPYqHsqGvfxeKnsqe+/v3b/0bMOC+JCi6NXg6qny45Fm47i0CkJzhrB1KF5X39eF605c4iEMkKfv2gYEAawWowdet10U/v7KIBKI/B13+1p0WWQdafcC51pCi4PCFSjbU+Tbr+ytMkFJpR9LG8ltEZcqm2ywsd26dzmqSU3i9Vln1yu/ht5Jgzkqhg1YRVJ3397a+Fz8/f9z9s+HfEhHOTmOD0oGBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGJKLiZjltNqyfLEE9w3pQ8OSHWPhFDNMHXt33za24pmJCBsdau7e/EKK96UyVu2jIJJ0snjTU+SE2wTwteK8saZJHeTsxjcN2ErcdgJMFZrLcTcSdeDtWhyVqyCEhwdktQsBPJ2cLI2n/ivLRQJGcLIuv8G+e145KDj6Kz3o84Ly6I2CeOs/JckD1Xv1OwjuRsXhR2O++CgnUkZ3PzXOrtvAkK1pGczUVlt/ceKFhHcrZxGr29t5CY4OYyhwJsFN3q7b+DxATfrm+uD4K3KfiuV3sDqQkuDDu+ImGLgjt69fzJCb6dHIXVNyf4uat3ED89wS4kZzPRtWtIT8E6krMNeXb4peABkrPpaHpN2SlYR3K2Hs+6XmN0CtaRnK3DwK4lOQXrSM52Z6jXEpyCdSRnazA0X1tuCtaRnK3CpNcam4J1JGdTGPXaU1OwjuRsNr0joSlYR3I209hKMZKZgnXkZhue+NaMRaZgHbHZLHYdiSlYR2g2W+t1BaZgHZnZrHpdeSlYR2I2e/N1xqVgHXnZRvS601KwjrhsI3o9wlKwjrBsY83XJ2tygo9Z9lpW2rHdmSVL8Jher6ipCVaFG47Zq7pDem9eQ5TgyX5TE1zW6Dg9vd82UaNjtHv2DJqY4LLKTlVfR3yVnXG9vjkTE7ydFuzQ6x0zMcH3Y3CnoFIfGYIdev1TpiZ4G6NoV/MNCJmcYCcCsrn0hmSkYJ3o2ZzNNygikuDLIXPMHOwitMqOW29YQiTBqlBh9mCVYClVdtx6A3celuDbFMc1MQV7NN/QfHCCK8UT6rlHFOyhNzgemuBTeQJ0fbPWGnWW9I8neAm/WIJViZXKrO06pEdJ/2iCF/ELJfhyKK9BjiG3ILjP4feRbFCCv6v8Wpuv4JL+PnofioYo2HaGe5PbghfzCyT4eD+T3dvXElnS36t7fjAYjuB7Cx5fSV5Jfy+9j+ZCEjwPq2db1C8FD1g5m1/3/HgqGMGXw76tNDrpewnX3SN+eieEghE8G2tm82y+UzJRsM6K2Tz1ToqEJPhyCPg42Mpqe8S3+U5LhCS4PBV2Xq10sdYe8dU7MRCU4Fv1aVLIfR1DVtojK/mFE3zzKeo+yip7xLt7nhwHTfAmWrC/3ulpkASXn+Vv4Bjsr3eGMEiCNzKKXtUvlOB5WDrbun4peMCy2QIOv/MkgRG8iWvRIXpnCgIjeDYWzBaid64cSII97snyYLk9EsMvpOCRe7I8WGyPRPELJNjvniw3C+2RoMPvjCFwBHvek3Usmvd5N3JBZJlsQXrnzIAk2IfS79fvvTuk+yySLZrf1ASX1bGO5QWvNe+LjucXR7DfebBqt/XN7yvObIjoF0ewJ6r15uu24LDh1dyvn5rgy+HTL51iWQbmzhamd/aXhxKsjrD5yKSFklPVjVs/eJo5W2S/WIKPLx/n3Ws9iHqUebPF9gslWI2g1Be4y7lUGXj4XWK/oAlW57l+lyrXKKMUpneR3YIkuOibL4eXj4du7FikjFL89gsmuDgRfnq/vk27cWe+bBL8YgmehbmyCTj+LrhZka9aslYZpUC9i+0SKMFOeeuVUZLiF0vw0Tl8XqsIixi/UIKtX6TSXWWVMkpy/IIJtlVxb1mlBYcOrxaVgCTY5wRpjTJKgXqXdYAkuLxO6WL5MkqS2i+WYBk3vsvyCyV4HiZmE+aXggdMyybNL5jgopN++TjuJ21jUjZxfrEEn57ec/Vp0n7KRqZkk+cXSrA6yVVnt9Gmrgj0CyVYXehQgmPd0SHRL5TgpgUfx++6c/BwNpF+oQTXx+Dc43LHCI9mk+kXS3B1qWNinZ0Hswn1CyZ4Dh7LFuqXgqPxUDaxfrEEe81scPFINrl+sQTHmtkg2C+U4FgzGyT7hRPsP7PBRnA20X6hBE+Z2XAnNJtsv1iCY8xsEO4XS7A/5531aldYNul+UxPc3tVjv7EnUHBggNXfeWKCm5sp52rBUi9QxnzFeK9aooZhswmW7zc9wcVY++l9JsEb8JuiYDUBbRbBW/CLJVhp8/m0/7z73SyCvdcM3PCcQL2qr2A1z3S6YBkTvGW+bGzBY/hm24bfhAVPrLKzEb8JC+4TXGVnI34peIBftqgFRuW/9OYFb8YvlmAfZqmysx2/yQmep8rOdvymJnieGh2RvkDlIRITPEuVnS35TU3wLC14S34xBf9nrNLd5Co763/B5BSABOf10Pj6NnZX5fQqO5vyCyRYfcuGOgk+LfzVdmt/AfBEYASXN1MWY6h84dmFG/OLI7iszHF9+2z/OhVPxrNtzS+SYDV6Ok7rnhUOwTNtZzXQBE+9Eu3I5t+AhfiFEzy1g3YJnmUra0LBOmPZvBuwGL8UPGBU8AzbWBkgwc5JKX6MZPNtwIL84giejTHBk7ewPhSsY8/m2YBlvTkgwXnROU8qgVZhzbZJv0CC8/EpR97YBU97eiRgBFef9No+5A3Als2vAUvziyO4Ok2aVmCnxCp4ypPjQcE6UwTL80vBAyzZfHpogX4peIBN8MPPjEtygtuTqbDJZx4NWKRfJMFelyrVyVRVKS1QsDOATL84gv2oTqaubyNf3WHM5m7AQv2mJri58f348hEm2LVhqX5xBHt8t+ytc+P78TVEsLMBi/WbmuC2Yy4O2SGCHVuV6zc5we3UBuvt8YZsrgYs2G96gp2YBAc/Qw5Aghe7o8PRgEX7RRIc2IL9B1lb9puw4D5jVXZGBQv3S8EDBtlGe2jpfil4gJ5t235xBPsSXGVn236TExxcZWesAW/Ab2qCw2t0bNxvaoKDq+yMNOBN+E1NcHAL3rrf1AQHV9mxCt6I3+QEB1bZsfbQW/GbnmAnfcE+K4mGgnW62WwNWHJ+DQrW6Ql2ryIdCtZxC5acfgAF63SymXtoyeGHULBOV7Dj71uAgnUcgiVHN0HBOuOCJSc3QsE692yGQ7Dk4GYoWKcjeORvm4GCdUYES45tg4J17IIlp7ZCwTptNv0QLDm0HQrWuQu2PL4tKFjHIlhy5DEoWMcsWHLiUShYp8nWOwRLDjwOBeu0gg2PbRAK1jEIlhzXRXKCvWc2PA8e2SSpCfaf2fCsP7BNEhMccF/0s7a8URITHDCz4bm/uFUSExzcgrfuNzXBATMbnrsL2yU1wf4zG55vCH7TE+ykI1hyTF8oWOcuWHJKb9IV7Cqj9Cwh5HTSFdxnWEZJXsaHoGCdrPdj81CwTtb5F4DkBPt92ADjNznBfh824PhNTbDfpUogv6kJ9vqwAclvaoJ9WjCU39QE+3zYAMZqu7a3E6O8aonzw4YGv4xzrhVjYwuxhV6QgidAwVI2thAULGVjC0HBUja2EBQsZWMLQcFSNrYQFCxlYwtBwVI2thBbEEwmQMHgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDI1jwKcue3o0LtrXK2U5757YKjuZbOXurnXdZ9upcKy9e8otpLbWF37d39FvzL41cwadih5yandJbsK11fSt+yU1S9KefzPfq9l+yWOVycG0sVwsWw5dDO2XDmn9xxAquZj4cX4cL1rXOO7WjDfUC9KdfDkbBhpd0bez69moOdisbbfNsa/7lESu4Z8uqzvAHQ0PR18pffjAJ7r/k15b21ltrRPAp27eTrqz5l0eu4HIHn7p72zBJzfCHo3OtYtF4DO6tdvr088F4QO9vbKyL7r2iOf/yiBVcNcS6OfYWrGtVjxik9NdS/aVRcG+1XPWvVQMdfcmx0VNr1Jp/edAEn2xjrPtaajKjh+AnS6Prb0z1F+fd3vIeKNjOY120eabicFvuLro6YFYHz5GNjR5c2UWP8NAgKzefBffWyuvJnMPjZm+1yoZhqNVfa7RpcpA1wgOnSfcpx6NrKYwtuLdaVYHA0OgMZ2a2ptk+ztMkA+EXOqzHwuHTzVey+pcwilU6ZQgsa/kdg3mhw0RejU+rkWxuG6x21qo7X9N6vW3drJcqe6udbNc9e2sdbWvdasGO/EsjWDCZAwoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBARB8bOeD1r+93r8+fm95TqfAkZNynmGeZX++f+Nx9djJVj5JEgiC24lk1W+Xw8tHPcvMo8CRH5fD3vAYBa+CLljN06wFm2ps3HoFjjwxyaTglRgIPu++NGbNtTg6BY6qgnZFQz9//Y9d3aXnWeeXVyVSrfPp51Jo77GXH8qpoTEmdvuCKHjYgkuJvcqIreByjn7RlRerfKm6dFV+pZzTrX4p+mbVUpv/9MdOZSkeyS0ZULCqP1ibtdV06M69r3+rpunnLx/V4bZ4uDnudgWbHrOWTBMBguC2qMqxHTo3o2hb27oLbsZbdbWNp/eq0kKx2FTY6cnUHlN1N3Lnd9THBEGw3kXf6r75vLMeHDvH4PL/haYdKsHNWVfTMk2ttRVcbOi4X+JdzQWy4HvVLPMxuB1M3Y5P73fBzVpeLfjy3T+/k9xDYwtW4szP0QoflYPifbWF9uzH5xhcvNBn0T00uGB1zcP4nH6BI/XPedeUFS2LGKr/NdQvxYYGo+j2sf3NWntNDNiCrbu/04JPVd993v1tVw/KVNdd/r09570L7jxWjOmK15M9hoYQPA+GqpR+z/uj6B6aghseFZzv580xNxRc85jg8072EIuC4aFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsH5PyZDLIKe2BzPAAAAAElFTkSuQmCC)

train.ROC[(4:7)]

## $area  
## [1] 0.6726821  
##   
## $cutoff  
## 42838   
## 0.5018894   
##   
## $sensopt  
## [1] 0.5603463  
##   
## $specopt  
## [1] 0.6935137

set.seed(42)  
test\_prob <- predict(injury.glm, newdata=testData, type="response")  
test\_pred <- ifelse(test\_prob > 0.5018894, "No Injury", "Injury")  
  
# Create the confusion matrix  
confusion\_matrix <- prop.table(table(Actual = testData$Injury.Severity, Predicted= test\_pred))  
print(confusion\_matrix)

## Predicted  
## Actual Injury No Injury  
## INJURY 0.3457639 0.1591339  
## NO INJURY 0.2134387 0.2816635

#Classification  
log.class <- sum(diag(confusion\_matrix)) / sum(confusion\_matrix)  
print(paste("Classification Rate:", log.class)) #0.626

## [1] "Classification Rate: 0.627427393022856"

log.error <- 1-log.class  
print(paste("Error rate:", log.error)) #0.378

## [1] "Error rate: 0.372572606977144"

#Plot results

# Combine the actual and predicted data  
plot\_data <- data.frame(Actual = testData$Injury.Severity,   
 Predicted = test\_pred,   
 Probability = test\_prob)  
  
# Plot  
ggplot(plot\_data, aes(x = Probability, y = Actual)) +  
 geom\_jitter(aes(color = Predicted), width = 0.02, height = 0.1, alpha = 0.2) +  
 geom\_vline(xintercept = 0.5018894, linetype = "dashed", color = "red") +  
 labs(title = "Logistic Regression Results", x = "Predicted Probability", y = "Actual Outcome") +  
 theme\_minimal()
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#### Cross Validation

Accuracy: 0.5504 Sensitivity: 0.6944 Specificity: 0.4064

set.seed(42)  
# Define your training control  
train\_control <- trainControl(method = "cv", number = 5, savePredictions = "final")  
  
# Train the QDA model  
qda\_model <- train(Injury.Severity ~ Latitude + TIME + Speed.Limit, data = crashes, method = "qda", trControl = train\_control)  
  
# Access the cross-validated predictions  
predictions <- qda\_model$pred  
  
# Create a confusion matrix  
conf\_matrix <- confusionMatrix(predictions$pred, predictions$obs)  
  
# Print the confusion matrix  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction INJURY NO INJURY  
## INJURY 10101 8635  
## NO INJURY 4446 5912  
##   
## Accuracy : 0.5504   
## 95% CI : (0.5447, 0.5561)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.1008   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.6944   
## Specificity : 0.4064   
## Pos Pred Value : 0.5391   
## Neg Pred Value : 0.5708   
## Prevalence : 0.5000   
## Detection Rate : 0.3472   
## Detection Prevalence : 0.6440   
## Balanced Accuracy : 0.5504   
##   
## 'Positive' Class : INJURY   
##

#Train-Test-Split

Accuracy: 0.548891562124076 Sensitivity: 0.3354528 Specificity: 0.2134387

# Load the MASS package for QDA  
library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(caret)  
set.seed(42)  
  
# Train the QDA model  
qda\_model <- qda(Injury.Severity ~ Latitude + TIME + Speed.Limit, data = trainData)  
  
# Predictions on new data  
pred.test <- predict(qda\_model, newdata = testData)$class  
  
# Create the confusion matrix  
confusion\_matrix <- prop.table(table(Actual = testData$Injury.Severity, Predicted = pred.test))  
print(confusion\_matrix)

## Predicted  
## Actual INJURY NO INJURY  
## INJURY 0.3354528 0.1694449  
## NO INJURY 0.2816635 0.2134387

# Calculate the classification rate  
qda.class <- mean(pred.test == testData$Injury.Severity)  
print(paste("Classification Rate:", qda.class))

## [1] "Classification Rate: 0.548891562124076"

# Calculate the error rate  
qda.error <- 1 - qda.class  
print(paste("Error rate:", qda.error))

## [1] "Error rate: 0.451108437875924"

## Random Forest

### Cross Validation

Sensitivity: 0.7637 Specificity: 0.4688 Accuracy: 0.6162

set.seed(42)  
# Define your training control  
train\_control <- trainControl(method = "cv", number = 5, savePredictions= "final")  
  
#Model  
model\_rf <- train(AIC\_formula, data = crashes, trControl = train\_control, method = "rf")  
  
  
# Access the cross-validated predictions  
predictions <- model\_rf$pred  
  
# Create a confusion matrix  
conf\_matrix <- confusionMatrix(predictions$pred, predictions$obs)  
  
# Print the confusion matrix  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction INJURY NO INJURY  
## INJURY 11110 7728  
## NO INJURY 3437 6819  
##   
## Accuracy : 0.6162   
## 95% CI : (0.6106, 0.6218)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.2325   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7637   
## Specificity : 0.4688   
## Pos Pred Value : 0.5898   
## Neg Pred Value : 0.6649   
## Prevalence : 0.5000   
## Detection Rate : 0.3819   
## Detection Prevalence : 0.6475   
## Balanced Accuracy : 0.6162   
##   
## 'Positive' Class : INJURY   
##

### Train Test Split

Accuracy = 0.6343 Sensitivity = 0.7444 Specificity = 0.5220

# Load necessary libraries  
library(randomForest)  
library(caret)  
library(ggplot2)  
  
# Set seed for reproducibility  
set.seed(42)  
  
# Assuming AIC\_formula, trainData, and testData are already defined  
# Train the random forest model  
model\_rf <- randomForest(AIC\_formula, data = trainData, mtry = 2)  
  
# Predict on test data  
pred\_rf <- predict(model\_rf, newdata = testData)  
  
# Calculate confusion matrix  
rf\_conf\_matrix <- confusionMatrix(pred\_rf, testData$Injury.Severity)  
print(rf\_conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction INJURY NO INJURY  
## INJURY 2187 1377  
## NO INJURY 751 1504  
##   
## Accuracy : 0.6343   
## 95% CI : (0.6218, 0.6467)  
## No Information Rate : 0.5049   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.267   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7444   
## Specificity : 0.5220   
## Pos Pred Value : 0.6136   
## Neg Pred Value : 0.6670   
## Prevalence : 0.5049   
## Detection Rate : 0.3758   
## Detection Prevalence : 0.6125   
## Balanced Accuracy : 0.6332   
##   
## 'Positive' Class : INJURY   
##

# Show variable importance  
importance\_rf <- importance(model\_rf)  
print(importance\_rf)

## MeanDecreaseGini  
## Speed.Limit 382.32136  
## Vehicle.Body.Type 644.60069  
## Driver.At.Fault 280.63934  
## Substance.Abuse 35.24251  
## Traffic.Control 223.57823  
## Collision.Type 738.74994  
## Latitude 1194.09299

# Convert importance to a data frame for plotting  
importance\_df <- data.frame(Variable = rownames(importance\_rf), Importance = importance\_rf[, 1])  
  
# Plot variable importance  
ggplot(importance\_df, aes(x = reorder(Variable, Importance), y = Importance, fill = Variable)) +  
 geom\_bar(stat = "identity") +  
 coord\_flip() +  
 xlab("Variables") +  
 ylab("Importance") +  
 ggtitle("Variable Importance in Random Forest Model") +  
 theme(legend.position = "none")
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## Support Vector Machine

* SVM takes a lot of computational power train/test split would not be useful Svm model:

The final values used for the model were sigma = (0.04408933) and C = 1.

### Cross Validation

Accuracy: 0.6257 Sensitivity: 0.7433 Specificity: 0.5080

set.seed(42)  
# Define your training control  
train\_control <- trainControl(method = "cv", number = 5, savePredictions = "final")  
  
# Train the SVM model  
svm\_model <- train(AIC\_formula, data = crashes, method = "svmRadial", trControl = train\_control)  
  
# Access the cross-validated predictions  
predictions <- svm\_model$pred  
  
# Create a confusion matrix  
conf\_matrix <- confusionMatrix(predictions$pred, predictions$obs)  
  
# Print the confusion matrix  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction INJURY NO INJURY  
## INJURY 10813 7157  
## NO INJURY 3734 7390  
##   
## Accuracy : 0.6257   
## 95% CI : (0.6201, 0.6312)  
## No Information Rate : 0.5   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.2513   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7433   
## Specificity : 0.5080   
## Pos Pred Value : 0.6017   
## Neg Pred Value : 0.6643   
## Prevalence : 0.5000   
## Detection Rate : 0.3717   
## Detection Prevalence : 0.6177   
## Balanced Accuracy : 0.6257   
##   
## 'Positive' Class : INJURY   
##