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**Неформальная постановка задачи**

Реализовать класс неориентированный граф на основе упорядоченного по возрастанию списка смежности, имеющий следующие методы:

1. Конструктор
2. Деструктор
3. Добавление вершины
4. Добавление ребра
5. Удаление вершины
6. Удаление ребра
7. Печать
8. Обход в ширину
9. Поиск максимальных независимых множеств

**Структура класса и используемых структур:**

**struct** V {

int name;

V \*next;

adj \*E = nullptr;

};

**struct** adj {

V \*name;

adj \*next;

};

**class** Graf {

V \*H;

bool **isInV**(V \*Head, int name);

bool **isInAdj**(adj \*Head, int name);

V \***searchV**(V \*Head, int name);

**public**:

**Graf**();

**~Graf**();

int **addV**(int name);

int **addE**(int v1, int v2);

int **delE**(int v1, int v2);

int **delV**(int v1);

void **print**();

int **visit**(int p);

void **maxIndependent**();

}

**Спецификация публичных методов класса**

**Graf() –** конструктор – инициализирует структуру графа – односвязный упорядоченный по возрастанию список.

**~Graf()**– деструктор – освобождает память, занятую элементами списка вершин и элементами списка ребер.

**int addV(int name) –** метод добавления вершины – в случае наличия вершины *name* в списке вершин возвращает 1, иначе ищет место вставки в список (*i-1.name < name < i+1.name*), добавляет вершину *name* в список и возвращает 0.

**int addE(int v1, int v2)** – метод добавление ребра – если нет хотя бы одной из вершин *v1* или *v2* в списке вершин графа, возвращает 1, если вершины *v1* и *v2* есть в списке вершин и в списках ребер *v1* и *v2* уже существует ребро *(v1,v2)* и *(v2,v1)* соответственно, возвращает 2, иначе ищет место вставки в список (*v1i-1.name.name < name < v1i+1.name.name*), добавляет ребро *name* в список ребер *v1*, аналогично для вершины *v2* и возвращает 0.

**int delE(int v1, int v2) –** метод удаления ребра – если нет хотя бы одной из вершин *v1* или *v2* в списке вершин графа, возвращает 1, если вершины *v1* и *v2* есть в списке вершин и в списках ребер *v1* и *v2* нет ребра *(v1,v2)* и *(v2,v1)* соответственно, возвращает 2, иначе ищет ребро *(v1,v2)* в списке ребер вершины *v1* и удаляет его (освобождая при этом память), аналогично для вершины *v2* и возвращает 0.

**int delV(int v1) –** метод удаления вершины – если вершины *v1* нет в списке вершин графа, возвращает 1, иначе для каждой вершины графа вызывает операцию удаления ребра **delE(“текучая вершина”, v1)**, ищет вершину *v1* в списке вершин графа, удаляет ее (освобождая при этом память) и возвращает 0.

**void print()** – метод печати – выводит граф в консоль.

**int visit(int p) –** метод обхода графа в ширину – возвращает 0 и печатает в консоль обход графа в ширину, начиная с вершины **p**, если вершина **p** существует в графе, иначе возвращает 1.

**void maxIndependent()** – метод поиска максимальных независимых множеств графа – выводит в консоль все максимальные независимые множества.

**Тесты**

\*Сквозные тестовые ситуации.

|  |  |  |
| --- | --- | --- |
| Тестовая ситуация | Вход | Выход |
| 1. Добавление вершины в пустой список вершин | Graf graf1;  graf1.addV(2) == 1;  graf1.print(); | 2 : |
| 2. Добавление вершины в конец списка вершин | graf1.addV(4) == 1;  graf1.print(); | 2 :  4 : |
| 3. Добавление вершины в начало списка вершин | graf1.addV(1) == 1;  graf1.print(); | 1 :  2 :  4 : |
| 4. Добавление вершины в середину списка вершин | graf1.addV(3) == 1;  graf1.print(); | 1 :  2 :  3 :  4 : |
| 5. Добавление повторяющейся вершины | if (graf1.addV(2) == 1) {  cout << "Duplicate nodes" << endl;  }; | Duplicate nodes |
| 6. Добавление ребра в пустой список ребер | graf1.addE(1, 2);  graf1.print(); | 1 : 2  2 : 1  3 :  4 : |
| 7. Добавление ребра в конец списка ребер | graf1.addE(1, 4);  graf1.print(); | 1 : 2 4  2 : 1  3 :  4 : 1 |
| 8. Добавление ребра в начало списка ребер | graf1.addE(1, 1);  graf1.print(); | 1 : 1 2 4  2 : 1  3 :  4 : 1 |
| 9. Добавление ребра в середину списка ребер | graf1.addE(1, 3);  graf1.print(); | 1 : 1 2 3 4  2 : 1  3 : 1  4 : 1 |
| 10. Добавление ребра с несуществующей вершиной v2 | if (graf1.addE(1, 5) == 1) {  cout << "Haven't nodes v1 or v2" << endl;  }; | Haven't nodes v1 or v2 |
| 11. Добавление ребра с несуществующей вершиной v1 | if (graf1.addE(5, 1) == 1) {  cout << "Haven't nodes v1 or v2" << endl;  }; | Haven't nodes v1 or v2 |
| 12. Добавление ребра с несуществующими вершинами v1 и v2 | if (graf1.addE(5, 5) == 1) {  cout << "Haven't nodes v1 or v2" << endl;  }; | Haven't nodes v1 or v2 |
| 13. Добавление повторяющегося ребра | if (graf1.addE(1, 2) == 2) {  cout << "The edge (v1,v2) is already in the graph" << endl;  } | The edge (v1,v2) is already in the graph |
| 14. Удаление ребра из начала списка и не из начала | graf1.delE(1, 4);  graf1.print(); | 1 : 1 2 3  2 : 1  3 : 1  4 : |
| 15. Удаление ребра с несуществующей вершиной v2 | if (graf1.delE(1, 5) == 1) {  cout << "Haven't nodes v1 or v2" << endl;  } | Haven't nodes v1 or v2 |
| 16. Удаление ребра с несуществующей вершиной v1 | if (graf1.delE(5, 1) == 1) {  cout << "Haven't nodes v1 or v2" << endl;  } | Haven't nodes v1 or v2" |
| 17. Удаление несуществующего ребра | if (graf1.delE(1, 4) == 2) {  cout << "No edges (v1,v2) in the graph" << endl;  } | No edges (v1,v2) in the graph |
| 18. Удаление существующей вершины | graf1.delV(3);  graf1.print(); | 1 : 1 2  2 : 1  4 : |
| 19. Удаление не существующей вершины | if (graf1.delV(3) == 1) {  cout << "Haven't node v1" << endl;  } | Haven't node v1 |
| 20. Печать | graf1.print(); | 1 : 1 2  2 : 1  4 : |
| 21. Обход графа в ширину | Graf g1;  for (int i = 1; i < 9; i++)  g1.addV(i);  g1.addE(1, 2);  g1.addE(1, 3);  g1.addE(1, 4);  g1.addE(2, 8);  g1.addE(3, 7);  g1.addE(4, 7);  g1.addE(4, 5);  g1.addE(2, 5);  g1.addE(8, 6);  g1.addE(6, 7);  g1.addE(6, 5);  g1.visit(6); | 6 5 7 8 2 4 3 1 |
| 22. Обход графа в ширину начиная с несуществующей вершины | сout << g1.visit(20); | 1 |
| 23. Обход графа с несколькими компонентами связности в ширину | Graf g2;  for (int i = 1; i < 9; i++)  g2.addV(i);  for (int i = 1; i < 9; i++)  g2.addE(i, i + 2);  g2.visit(1); | 1 3 5 7 |
| 24. Поиск максимальных независимых множеств | g2.maxIndependent(); | 1 2 5 6  1 2 5 8  1 2 6 7  1 2 7 8  1 4 5 8  1 4 7 8  2 3 6 7  2 3 7 8  3 4 7 8 |