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#include <stdlib.h>

#define MaxVex 100

int visited[MaxVex]; // 全局数组，用于记录图中节点访问状态

typedef struct EdgeNode { // 邻接表节点

int adjvex; // 该邻接点在顶点数组中的下标

struct EdgeNode \*next; // 指向下一个邻接点

}EdgeNode;

typedef struct VertexNode { // 顶点节点（图结点）

char data; // 顶点信息

EdgeNode \*firstedge; // 邻接表头指针(指向第一条依附于该顶点的弧的指针)

}VertexNode,AdjList[MaxVex]; // 顶点数组(结构体数组)

typedef struct Graph{ // 图

AdjList adjList; // 存顶点的数组

int numVertexes,numEdges; // 图中当前的结点数以及边数

}Graph,\*GraphAdjList;

void CreateALGraph(GraphAdjList &G) // 建立无向图的邻接表结构

{
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if(G==NULL)

G = (GraphAdjList)malloc(sizeof(Graph));

printf("输入图的结点数以及边数: ");

scanf("%d%d",&G->numVertexes,&G->numEdges);

fflush(stdin);

printf("===========================\n");

printf("输入各个顶点的数据:\n");

for (int i=0; i<G->numVertexes; ++i){

printf("顶点%d: ",i);

scanf("%c", &(G->adjList[i].data)); // 将顶点数据放入数据域

G->adjList[i].firstedge = NULL; // 边表头指针初始为NULL

fflush(stdin);

}

printf("===========================\n");

int j;

for (int k=0; k<G->numEdges; ++k){ // 输入边的信息并与顶点建立联系

printf("输入(vi,vj)上的顶点序号: ");

scanf("%d %d",&i,&j);

EdgeNode \*ptrEdgeNode = (EdgeNode\*)malloc(sizeof(EdgeNode));

next

j

NULL

next

j

data

ptrEdgeNode->adjvex = j; // 边节点数据域存顶点下标

ptrEdgeNode->next = G->adjList[i].firstedge; // 表头后面插入边节点

G->adjList[i].firstedge = ptrEdgeNode;

firstEdge

ptrEdgeNode = (EdgeNode\*)malloc(sizeof(EdgeNode));

ptrEdgeNode->adjvex = i; // 无向图再进行一次相反操作

ptrEdgeNode->next = G->adjList[j].firstedge;

G->adjList[j].firstedge = ptrEdgeNode;

}

}

1 图和数据结构

|  |  |  |
| --- | --- | --- |
| 图（前面的数字代表顶点序列，  后面的字母表示顶点对应的数据）  0A  / \  1C 2E  / / \  3B 4D 5F  \ /  6G | 图用邻接表表示：    A-->2-->1  C-->3-->0  E-->5-->4-->0  B-->1  D-->6-->2  F-->6-->2  G-->5-->4 |  |

2堆栈定义及相关操作(深度优先遍历会用到此栈)

栈，后进先出，栈顶弹出一个节点，并在栈顶压入该节点的邻接点（有去重）

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | 4D |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | 6G | 6G | 6G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | 5F | 5F | 5F | 5F | 5F |  |  |  |  |  |  |  |  | F | G |  |  |  |  |  |  |  |  |  |  |  |
|  | 2E | 2E | 2E | 2E | 2E | 2E | 2E |  | 1C | 3B |  |  |  | E | D | D | D |  |  |  |  | C | B |  | D | G |  |
| 0A | 0A | 0A | 0A | 0A | 0A | 0A | 0A | 0A | 0A | 0A | 0A |  | A | C | C | C | C | C | B |  | A | E | E | E | F | F | F |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 0A | 2E | 5F | 6G | 4D |  |  |  |  | 1C | 3B |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

前进就压入节点，回溯就弹出节点。称为深度优先搜索。

int Stack[MaxVex]; // 自定义栈

int Stackcount=-1; // 堆栈指针

int StackEmpty(){ // 判断栈空

return Stackcount==-1;

}

int StackFull(){ // 判断栈满

return Stackcount==MaxVex-1;

}

void Push(int e){ // 入栈

if(!StackFull())

Stack[++Stackcount]=e;

else

printf("Full");

}

void Pop(){ // 出栈

if(!StackEmpty())

Stackcount--;

else

printf("Empty");

}

3 深度优先遍历(堆栈实现)

void DFSTraverseStack(GraphAdjList &G){ //深度优先遍历(堆栈实现)

for (int i=0; i<G->numVertexes; ++i)

visited[i]=0; // 初始化访问状态

i=0; // 从i号顶点开始遍历

visited[i] = 1;

printf("%c ", G->adjList[i].data);

Push(i); // 将起始节点进栈，以便将来正确返回

while(!StackEmpty())

{

EdgeNode \*p=G->adjList[Stack[Stackcount]].firstedge; // 指向栈顶元素的邻接表头

while(p)

{

if(!visited[p->adjvex]) // 若当前邻接顶点没有被访问过，则进行访问并入栈

{

printf("%c ",G->adjList[p->adjvex].data);

visited[p->adjvex]=1;

Push(p->adjvex); // 访问顶点进栈

break; // 邻接表是横向的，不横向探索，因为有入栈，可以在循环中访问下一个元素

}

else // 若当前邻接顶点已经被访问过，则沿边找到下一个顶点

p=p->next;

}

if(p==NULL) // 若某一方向被访问完，则回溯寻找未被访问的顶点

![](data:image/png;base64,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) Pop();

}

}

4 递归深度优先遍历(递归实现)

void DFSRecursion(GraphAdjList &G, int i) // DFSTraverseRecursion()的子函数

{

visited[i] = 1; // 改变访问状态

printf("%c ",G->adjList[i].data); // 输出顶点

EdgeNode \*p=G->adjList[i].firstedge;

while(p){

if(!visited[p->adjvex]) // 若节点尚未访问

DFSRecursion (G,p->adjvex); // 递归深度遍历

p=p->next; // 边节点指针后移

}

}

void DFSTraverseRecursion(GraphAdjList &G)

{

for (int i=0; i<G->numVertexes;++i)

visited[i] = 0; // 初始化访问数组visited的元素值为0

for (i=0; i<G->numVertexes;++i)

if(!visited[i]) // 节点尚未访问

DFSRecursion (G,i); // 调用遍历函数

}

5 队列定义及相关操作(广度优先遍历会用到此循环队列)

队列，后进后出，头部弹出一个节点，并在尾部加入该节点的邻接点（有去重）

|  |  |  |
| --- | --- | --- |
| 0A  / \  1C 2E  / / \  3B 4D 5F  \ /  6G | front-------rear  A  ----------------  E C  ----------------  C F D  ----------------  F D B  ----------------  D B  ----------------  B G  ----------------  G  ---------------- | int Queue[MaxVex]; // 实现顺序队列  int front=0,rear=0; // 队头和队尾指针  int QueueEmpty(){  return front == rear;  }  int QueueFull(){  return rear == MaxVex-1;  }  void EnQueue(int e){ // 队尾插入元素  if(!QueueFull())  Queue[rear++] = e;  }  void DeQueue(int \*e){ // 队头删除元素  if(!QueueEmpty())  \*e = Queue[front++];//访问区间[front,rear]  } |

6广度优先搜索(使用队列)

void BFSTraverse(GraphAdjList &G) // 图的广度优先遍历

{

for (int i=0; i<G->numVertexes; ++i)

visited[i] = 0; // 初始化访问状态

i=0; // 从i号顶点开始遍历

visited[i] = 1;

printf("%c ", G->adjList[i].data);

EnQueue(i);

while (!QueueEmpty())

{

DeQueue(&i);

EdgeNode \*p = G->adjList[i].firstedge; // 指向队头元素的邻接表头

while (p)

{

if (!visited[p->adjvex]) // 若当前邻接顶点没有被访问过，则进行访问并入队

{

visited[p->adjvex] = 1;

printf("%c ", G->adjList[p->adjvex].data);

EnQueue(p->adjvex);

}

p = p->next; // 访问下一个相连的顶点

}

}

}

void ShowVlist(GraphAdjList &G) // 邻接表输出

{

int i;

EdgeNode\* curp;

printf("===========================\n邻接表输出:\n");

for(i=0;i<G->numVertexes;i++)

{

printf("\%c",G->adjList[i].data);

curp=G->adjList[i].firstedge; // 边节点指针指向第一个边节点

while(curp!=NULL)

{

printf("-->%d",curp->adjvex);

curp=curp->next; // 依次往后遍历

}

printf("\n");

}

}

int main()

{

GraphAdjList G = NULL;

CreateALGraph(G); // 创建邻接表

ShowVlist(G); // 输出邻接表

printf("\n图的深度优先遍历(堆栈实现)为:\t");

DFSTraverseStack(G);

printf("\n图的深度优先遍历(递归实现)为:\t");

DFSTraverseRecursion(G);

printf("\n图的广度优先遍历为:\t\t");

BFSTraverse(G);

printf("\n\n");

system("pause");

return 0;

}

图的深度优先遍历(堆栈实现)为: A E F G D C B

图的深度优先遍历(递归实现)为: A E F G D C B

图的广度优先遍历为: A E C F D B G

深度、广度优先搜索

无论是深度还是广度搜索，都是通过对一个线性表进行处理，只不过是先处理头部还是尾部的问题罢了。

处理头部优先的时候，也就是先加入的先探索，就是广度优先了，因为，头部的都是兄弟节点；

而尾部的则是深度优先，因为放入尾部的都是刚刚生产出来的节点，

后加入的先探索——也就是所谓一条路走到底。 同理可以联想到启发式搜索。

启发式搜索就是先以你自定义的优先级处理，然后再以广度为优先级处理。

所以，归根结底，所谓的搜索，就是一种定义了优先级的枚举。