# 1. 什么是C+11

C++11标准为C++编程语言的第三个官方标准，正式名叫ISO/IEC 14882:2011 - Information technology -- Programming languages -- C++。在正式标准发布前，原名C++0x。它将取代C++标准第二版ISO/IEC 14882:2003 - Programming languages -- C++成为C++语言新标准。

C++11是对目前C++语言的扩展和修正， C++11不仅包含核心语言的新机能，而且扩展了C++的标准程序库（STL） ，并入了大部分的C++ Technical Report 1（TR1） 程序库(数学的特殊函数除外)。

C++11包括大量的新特性：包括lambda表达式，类型推导关键字auto、 decltype，和模板的大量改进。

# 2. 类型推导

## 2.1 auto

auto的自动类型推导，用于从初始化表达式中推断出变量的数据类型。从这个意义上讲，auto并非一种“类型”声明，而是一个类型声明时的“占位符”，编译器在编译时期会将auto替换为变量实际的类型。

通过auto的自动类型推导，可以大大简化我们的编程工作：

#include <iostream>

#include <vector>

#include <string>

using namespace std;

double foo() {}

void func(vector<string> & tmp)

{

for (auto i = tmp.begin(); i < tmp.end(); i++)

{

// 一些代码

}

}

int main()

{

auto x = 1; // x的类型为int

auto y = foo(); // y的类型为double

struct m { int i; }str;

auto str1 = str; // str1的类型是struct m

auto z; // err, 无法推导，无法通过编译

z = x;

return 0;

}

注意点：

void fun(auto x =1) {} // 1: auto函数参数，有些编译器无法通过编译

struct str

{

auto var = 10; // 2: auto非静态成员变量，无法通过编译

};

int main()

{

char x[3];

auto y = x;

auto z[3] = x; // 3: auto数组，无法通过编译

// 4: auto模板参数（实例化时），无法通过编译

vector<auto> x = {1};

return 0;

}

## 2.2 decltype

decltype实际上有点像auto的反函数， auto可以让你声明一个变量，而decltype则可以从一个变量或表达式中得到其类型，如下：

#include <typeinfo>

#include <iostream>

#include <vector>

using namespace std;

int main()

{

int i;

decltype(i) j = 0;

cout << typeid(j).name() << endl; // 打印出"i", g++表示integer

float a;

double b;

decltype(a + b) c;

cout << typeid(c).name() << endl; // 打印出"d", g++表示double

vector<int> vec;

typedef decltype(vec.begin()) vectype; // decltype(vec.begin()) 改名为 vectype

vectype k;

//decltype(vec.begin()) k;

for (k = vec.begin(); k < vec.end(); k++)

{

// 做一些事情

}

enum {Ok, Error, Warning}flag; // 匿名的枚举变量

decltype(flag) tmp = Ok;

return 0;

}

## 2.3 追踪返回类型

返回类型后置：在函数名和参数列表后面指定返回类型。

int func(int, int);

auto func2(int, int) -> int;

template<typename T1, typename T2>

auto sum(const T1 & t1, const T2 & t2) -> decltype(t1 + t2)

{

return t1 + t2;

}

template <typename T1, typename T2>

auto mul(const T1 & t1, const T2 & t2) -> decltype(t1 \* t2)

{

return t1 \* t2;

}

int main()

{

auto a = 3;

auto b = 4L;

auto pi = 3.14;

auto c = mul( sum(a, b), pi );

cout << c << endl; // 21.98

return 0;

}

# 3. 易用性的改进

## 3.1 初始化

### 3.1.1 类内成员初始化

class Mem

{

public:

Mem(int i): m(i){} //初始化列表给m初始化

int m;

};

class Group

{

public:

Group(){}

private:

int data = 1; // 使用"="初始化非静态普通成员，也可以 int data{1};

Mem mem{2}; // 对象成员，创建对象时，可以使用{}来调用构造函数

string name{"mike"};

};

### 3.1.2 列表初始化

C++11引入了一个新的初始化方式，称为初始化列表(List Initialize)，具体的初始化方式如下：

int a[]{1, 3, 5};

int i = {1};

int j{3};

初始化列表可以用于初始化结构体类型，例如：

struct Person

{

std::string name;

int age;

};

int main()

{

Person p = {"Frank", 25};

std::cout << p.name << " : " << p.age << std::endl;

}

其他一些不方便初始化的地方使用，比如std<vector>的初始化，如果不使用这种方式，只能用构造函数来初始化，难以达到效果：

std::vector<int> ivec1(3, 5);

std::vector<int> ivec2 = {5, 5, 5};

std::vector<int> ivec3 = {1,2,3,4,5}; //不使用列表初始化用构造函数难以实现

### 3.1.3 防止类型收窄

类型收窄指的是导致数据内容发生变化或者精度丢失的隐式类型转换。使用列表初始化可以防止类型收窄。

int main(void)

{

const int x = 1024;

const int y = 10;

char a = x; // 收窄，但可以通过编译

char\* b = new char(1024); // 收窄，但可以通过编译

char c = { x }; // err, 收窄，无法通过编译

char d = { y }; // 可以通过编译

unsigned char e{ -1 }; // err,收窄，无法通过编译

float f{ 7 }; // 可以通过编译

int g{ 2.0f }; // err,收窄，无法通过编译

float \* h = new float{ 1e48 }; // err,收窄，无法通过编译

float i = 1.2l; // 可以通过编译

return 0;

}

vs错误提示：
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## 3.2 基于范围的for循环

在C++中for循环可以使用基于范围的for循环，示例代码如下：

int main()

{

int a[5] = { 1, 2, 3, 4, 5 };

for (int & e: a)

{

e \*= 2;

}

for (int & e: a)

{

cout << e << ", ";

}

cout << endl;

return 0;

}

使用基于范围的for循环，其for循环迭代的范围必须是可确定的：

int func(int a[])//形参中数组是指针变量，无法确定元素个数

{

for(auto e: a) // err, 编译失败

{

cout << e;

}

}

int main()

{

int a[] = {1, 2, 3, 4, 5};

func(a);

return 0;

}

## 3.3 静态断言

C/C++提供了调试工具assert，这是一个宏，用于在**运行阶段**对断言进行检查，如果条件为真，执行程序，否则调用abort()。

int main()

{

bool flag = false;

//如果条件为真，程序正常执行，如果为假，终止程序，提示错误

assert(flag == true); //#include <cassert>或#include <assert.h>

cout << "Hello World!" << endl;

return 0;

}

C++ 11新增了关键字static\_assert，可用于在**编译阶段**对断言进行测试。

静态断言的好处：

* 更早的报告错误，我们知道构建是早于运行的，更早的错误报告意味着开发成本的降低
* 减少运行时开销，静态断言是编译期检测的，减少了运行时开销

语法如下：

static\_assert(常量表达式，提示字符串)

注意：只能是常量表达式，不能是变量

int main()

{

//该static\_assert用来确保编译仅在32位的平台上进行，不支持64位的平台

static\_assert( sizeof(void \*)== 4, "64-bit code generation is not supported.");

cout << "Hello World!" << endl;

return 0;

}

## 3.3 noexcept修饰符(vs2013不支持)

void func3() throw(int, char) //只能够抛出 int 和char类型的异常

{//C++11已经弃用这个声明

throw 0;

}

void BlockThrow() throw() //代表此函数不能抛出异常，如果抛出，就会异常

{

throw 1;

}

//代表此函数不能抛出异常，如果抛出，就会异常

//C++11 使用noexcept替代throw()

void BlockThrowPro() noexcept

{

throw 2;

}

## 3.4 nullptr

nullptr是为了解决原来C++中NULL的二义性问题而引进的一种新的类型，因为NULL实际上代表的是0。

void func(int a)

{

cout << \_\_LINE\_\_ << " a = " << a <<endl;

}

void func(int \*p)

{

cout << \_\_LINE\_\_ << " p = " << p <<endl;

}

int main()

{

int \*p1 = nullptr;

int \*p2 = NULL;

if(p1 == p2)

{

cout << "equal\n";

}

//int a = nullptr; //err, 编译失败，nullptr不能转型为int

func(0); //调用func(int)， 就算写NULL，也是调用这个

func(nullptr);

return 0;

}

## 3.5 强类型枚举

C++ 11引入了一种新的枚举类型，即“枚举类”，又称“强类型枚举”。声明请类型枚举非常简单，只需要在enum后加上使用class或struct。如：

enum Old{Yes, No}; // old style

enum class New{Yes, No}; // new style

enum struct New2{Yes, No}; // new style

“传统”的C++枚举类型有一些缺点：它会在一个代码区间中抛出枚举类型成员（如果在相同的代码域中的两个枚举类型具有相同名字的枚举成员，这会导致命名冲突），它们会被隐式转换为整型，并且不可以指定枚举的底层数据类型。

int main()

{

enum Status{Ok, Error};

//enum Status2{Ok, Error};//err, 导致命名冲突, Status已经有成员叫Ok, Error

return 0;

}

在C++11中，强类型枚举解决了这些问题：

int main()

{

enum class Status {Ok, Error};

enum struct Status2{Ok, Error};

//Status flag2 = Ok; // err，必须使用强类型名称

Status flag3 = Status::Ok;

enum class C : char { C1 = 1, C2 = 2};//指定枚举的底层数据类型

enum class D : unsigned int { D1 = 1, D2 = 2, Dbig = 0xFFFFFFF0U };

cout << sizeof(C::C1) << endl; // 1

cout << sizeof(D::D1) << endl; // 4

cout << sizeof(D::Dbig) << endl; // 4

return 0;

}

## 3.6 常量表达式(vs2013 不支持)

常量表达式主要是允许一些计算发生在编译时，即发生在代码编译而不是运行的时候。

这是很大的优化：假如有些事情可以在编译时做，它将只做一次，而不是每次程序运行时都计算。

使用constexpr，你可以创建一个编译时的函数：

constexpr int GetConst()

{

return 3;

}

int main()

{

int arr[ GetConst() ] = {0};

enum { e1 = GetConst(), e2 };

constexpr int num = GetConst();

return 0;

}

constexpr函数的限制：

* 函数中只能有一个return语句（有极少特例）
* 函数必须返回值（不能是void函数）
* 在使用前必须已有定义
* return返回语句表达式中不能使用非常量表达式的函数、全局数据，且必须是一个常量表达式

//err,函数中只能有一个return语句

constexpr int data()

{

constexpr int i = 1;

return i;

}

constexpr int data2()

{

//一个constexpr函数，只允许包含一行可执行代码

//但允许包含typedef、 using 指令、静态断言等。

static\_assert(1, "fail");

return 100;

}

int a = 3;

constexpr int data3()

{

return a;//err, return返回语句表达式中不能使用非常量表达式的函数、全局数据

}

int main()

{

constexpr int func(); //函数声明，定义放在main函数后面

constexpr int c = func(); //err, 无法通过编译, 在使用前必须已有定义

return 0;

}

constexpr int func()

{

return 1;

}

常量表达式的构造函数有以下限制：

* 函数体必须为空
* 初始化列表只能由常量表达式来赋值

struct Date

{

constexpr Date(int y, int m, int d): year(y), month(m), day(d) {}

constexpr int GetYear() { return year; }

constexpr int GetMonth() { return month; }

constexpr int GetDay() { return day; }

private:

int year;

int month;

int day;

};

int main()

{

constexpr Date PRCfound {1949, 10, 1};

constexpr int foundmonth = PRCfound.GetMonth();

cout << foundmonth << endl; // 10

return 0;

}

## 3.7 用户定义字面量(vs2013 不支持)

用户自定义字面值，或者叫“自定义后缀”更直观些，主要作用是简化代码的读写。

long double operator"" \_mm(long double x) { return x / 1000; }

long double operator"" \_m(long double x) { return x; }

long double operator"" \_km(long double x) { return x \* 1000; }

int main()

{

cout << 1.0\_mm << endl; //0.001

cout << 1.0\_m << endl; //1

cout << 1.0\_km << endl; //1000

return 0;

}

根据 C++ 11 标准，只有下面参数列表才是合法的：

char const \*

unsigned long long

long double

char const \*, size\_t

wchar\_t const \*, size\_t

char16\_t const \*, size\_t

char32\_t const \*, size\_t

最后四个对于字符串相当有用，因为第二个参数会自动推断为字符串的长度。例如：

size\_t operator"" \_len(char const \* str, size\_t size)

{

return size;

}

int main()

{

cout << "mike"\_len <<endl; //结果为4

return 0;

}

对于参数char const \*，应该被称为原始字面量 raw literal 操作符。例如：

char const \* operator"" \_r(char const\* str)

{

return str;

}

int main()

{

cout << 250\_r <<endl; //结果为250

return 0;

}

## 3.8 原生字符串字面值

原生字符串字面值(raw string literal)使用户书写的字符串“所见即所得”。C++11中原生字符串的声明相当简单，只需在字符串前加入前缀，即字母R，并在引号中使用括号左右标识，就可以声明该字符串字面量为原生字符串了。

int main()

{

cout << R"(hello,\n

world)" << endl;

return 0;

}

运行结果：

![2017-08-21_174957](data:image/png;base64,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)

# 4. 类的改进

## 4.1 继承构造(vs2013 不支持)

C++ 11允许派生类继承基类的构造函数（默认构造函数、复制构造函数、移动构造函数除外）。

class A

{

public:

A(int i) { cout << "i = " << i << endl; }

A(double d, int i) {}

A(float f, int i, const char\* c) {}

// ...

};

class B : public A

{

public:

using A::A; // 继承构造函数

// ...

virtual void *ExtraInterface*(){}

};

注意：

* 继承的构造函数只能初始化基类中的成员变量，不能初始化派生类的成员变量
* 如果基类的构造函数被声明为私有，或者派生类是从基类中虚继承，那么不能继承构造函数
* 一旦使用继承构造函数，编译器不会再为派生类生成默认构造函数

## 4.2 委托构造

和继承构造函数类似，委托构造函数也是C++11中对C++的构造函数的一项改进，其目的也是为了减少程序员书写构造函数的时间。

如果一个类包含多个构造函数，C++ 11允许在一个构造函数中的定义中使用另一个构造函数，但这必须通过初始化列表进行操作，如下：

class Info

{

public:

Info() : Info(1) { } // 委托构造函数

Info(int i) : Info(i, 'a') { } // 既是目标构造函数，也是委托构造函数

Info(char e): Info(1, e) { }

private:

Info(int i, char e): type(i), name(e) { /\* 其它初始化 \*/ } // 目标构造函数

int type;

char name;

// ...

};

## 4.3 继承控制：final和override

C++11之前，一直没有继承控制关键字，禁用一个类的进一步衍生比较麻烦。

C++ 11添加了两个继承控制关键字：final和override。

* final阻止类的进一步派生和虚函数的进一步重写
* override确保在派生类中声明的函数跟基类的虚函数有相同的签名

class B1 final {}; // 此类不能被继承

//class D1: public B1 {}; // error!

class B

{

public:

// virtual void func() override // error! 指定了重写但实际并没重写,没有基类

// {

// cout << \_\_func\_\_ << std::endl;

// }

virtual void *f*() const

{

cout << \_\_func\_\_ << std::endl;

}

virtual void *fun*()

{

cout << \_\_func\_\_ << std::endl;

}

};

class D : public B

{

public:

virtual void *f*(int) // ok! 隐藏,由于没有重写同名函数B::f,在D中变为不可见

{

cout << "hiding: " <<\_\_func\_\_ << std::endl;

}

// virtual void f() override // error! 指定了重写但实际并没重写,类型声明不完全相同

// {

// cout << \_\_func\_\_ << std::endl;

// }

virtual void *fun*() override final // ok! 指定了重写实际上也重写了，同时，指定为最终，后代类中不能再重写此虚函数

{

cout << \_\_func\_\_ << std::endl;

}

};

class D2 : public D

{

public:

virtual void *f*() const // ok! 重写B::f(),同时,由于没有重写D::f(int),在D2中变不可见

{

cout << \_\_func\_\_ << std::endl;

}

// virtual void fun() // error! 基类的此虚函数被指定为最终,不能被重写,虽然没有显示指定"override"

// {

// cout << \_\_func\_\_ << std::endl;

// }

// virtual void fun() override // error! 基类的此虚函数被指定为最终，不能被重写

// {

// cout << \_\_func\_\_ << std::endl;

// }

};

## 4.4 类默认函数的控制："=default" 和 "=delete"函数

### 4.4.1 "=default"函数

C++ 的类有四类特殊成员函数，它们分别是：默认构造函数、析构函数、拷贝构造函数以及拷贝赋值运算符。这些类的特殊成员函数负责创建、初始化、销毁，或者拷贝类的对象。如果程序员没有显式地为一个类定义某个特殊成员函数，而又需要用到该特殊成员函数时，则编译器会隐式的为这个类生成一个默认的特殊成员函数。

但是，如果程序员为类显式的自定义了非默认构造函数，编译器将不再会为它隐式地生成默认无参构造函数。

class X

{

public:

X(){} // 手动定义默认构造函数

X(int i)

{

a = i;

}

private:

int a;

};

X obj; //必须手动定义默认构造函数X(){} 才能编译通过

原本期望编译器自动生成的默认构造函数却需要程序员手动编写，即程序员的工作量加大了。此外，手动编写的默认构造函数的代码执行效率比编译器自动生成的默认构造函数低。

类的其它几类特殊成员函数也和默认构造函数一样，当存在用户自定义的特殊成员函数时，编译器将不会隐式的自动生成默认特殊成员函数，而需要程序员手动编写，加大了程序员的工作量。类似的，手动编写的特殊成员函数的代码执行效率比编译器自动生成的特殊成员函数低。

C++11 标准引入了一个新特性："=default"函数。程序员只需在函数声明后加上“=default;”，就可将该函数声明为 "=default"函数，编译器将为显式声明的 "=default"函数自动生成函数体。

class X

{

public:

X()= default; //该函数比用户自己定义的默认构造函数获得更高的代码效率

X(int i)

{

a = i;

}

private:

int a;

};

X obj;

"=default"函数特性仅适用于类的特殊成员函数，且该特殊成员函数没有默认参数。例如：

class X

{

public:

int f() = default; // err , 函数 f() 非类 X 的特殊成员函数

X(int, int) = default; // err , 构造函数 X(int, int) 非 X 的特殊成员函数

X(int = 1) = default; // err , 默认构造函数 X(int=1) 含有默认参数

};

"=default"函数既可以在类体里（inline）定义，也可以在类体外（out-of-line）定义。例如：

class X

{

public:

X() = default; //Inline defaulted 默认构造函数

X(const X&);

X& operator = (const X&);

~X() = default; //Inline defaulted 析构函数

};

X::X(const X&) = default; //Out-of-line defaulted 拷贝构造函数

X& X::operator= (const X&) = default; //Out-of-line defaulted 拷贝赋值操作符

### 4.4.2 "=delete"函数

为了能够让程序员显式的禁用某个函数，C++11 标准引入了一个新特性："=delete"函数。程序员只需在函数声明后上“=delete;”，就可将该函数禁用。

class X

{

public:

X();

X(const X&) = delete; // 声明拷贝构造函数为 deleted 函数

X& operator = (const X &) = delete; // 声明拷贝赋值操作符为 deleted 函数

};

int main()

{

X obj1;

X obj2=obj1; // 错误，拷贝构造函数被禁用

X obj3;

obj3=obj1; // 错误，拷贝赋值操作符被禁用

return 0;

}

"=delete"函数特性还可用于禁用类的某些转换构造函数，从而避免不期望的类型转换：

class X

{

public:

X(double)

{

}

X(int) = delete;

};

int main()

{

X obj1(1.2);

X obj2(2); // 错误，参数为整数 int 类型的转换构造函数被禁用

return 0;

}

"=delete"函数特性还可以用来禁用某些用户自定义的类的 new 操作符，从而避免在自由存储区创建类的对象：

class X

{

public:

void \*operator new(size\_t) = delete;

void \*operator new[](size\_t) = delete;

};

int main()

{

X \*pa = new X; // 错误，new 操作符被禁用

X \*pb = new X[10]; // 错误，new[] 操作符被禁用

return 0;

}

# 5. 模板的改进

## 5.1 右尖括号>改进

在C++98/03的泛型编程中，模板实例化有一个很繁琐的地方，就是连续两个右尖括号(>>)会被编译解释成右移操作符，而不是模板参数表的形式，需要一个空格进行分割，以避免发生编译时的错误。

template <int i> class X{};

template <class T> class Y{};

int main()

{

Y<X<1> > x1; // ok, 编译成功

Y<X<2>> x2; // err, 编译失败

return 0;

};

在实例化模板时会出现连续两个右尖括号，同样static\_cast、dynamic\_cast、reinterpret\_cast、const\_cast表达式转换时也会遇到相同的情况。C++98标准是让程序员在>>之间填上一个空格，在C++11中，这种限制被取消了。在C++11标准中，要求编译器对模板的右尖括号做单独处理，使编译器能够正确判断出">>"是一个右移操作符还是模板参数表的结束标记。

## 5.2 模板的别名

#include <iostream>

#include <type\_traits> //std::is\_same

using namespace std;

using uint = unsigned int;

typedef unsigned int UINT;

using sint = int;

int main()

{

//std::is\_same 判断类型是否一致

//这个结构体作用很简单，就是两个一样的类型会返回true

cout << is\_same<uint, UINT>::value << endl; // 1

return 0;

}

## 5.3 函数模板的默认模板参数

C++11之前，类模板是支持默认的模板参数，却不支持函数模板的默认模板参数：

//1、普通函数带默认参数，c++98 编译通过，c++11 编译通过

void DefParm(int m = 3) {}

//2、类模板是支持默认的模板参数，c++98 编译通过，c++11 编译通过

template <typename T = int>

class DefClass {};

//3、函数模板的默认模板参数， c++98 - 编译失败，c++11 - 编译通过

template <typename T = int> void DefTempParm() {}

类模板的默认模板参数必须从右往左定义，数模板的默认模板参数则没这个限定：

template<class T1, class T2 = int> class DefClass1;

template<class T1 = int, class T2> class DefClass2; // 无法通过编译

template<class T, int i = 0> class DefClass3;

template<int i = 0, class T> class DefClass4; // 无法通过编译

template<class T1 = int, class T2> void DefFunc1(T1 a, T2 b);

template<int i = 0, class T> void DefFunc2(T a);

# 6. 可变参数的模板

在C++11之前，类模板和函数模板只能含有固定数量的模板参数。C++11增强了模板功能，允许模板定义中包含0到任意个模板参数，这就是可变参数模板。

可变参数模板和普通模板的语义是一样的，只是写法上稍有区别，声明可变参数模板时需要在typename或class后面带上省略号“...”：

template<class ... T> void func(T ... args)//T叫模板参数包，args叫函数参数包

{//可变参数模板函数

}

func(); // OK：args不含有任何实参

func(1); // OK：args含有一个实参：int

func(2, 1.0); // OK：args含有两个实参int和double

省略号“...”的作用有两个：

1. 声明一个参数包，这个参数包中可以包含0到任意个模板参数
2. 在模板定义的右边，可以将参数包展开成一个一个独立的参数

## 6.1 可变参数模板函数

### 6.1.1 可变参数模板函数的定义

一个可变参数模板函数的定义如下：

template<class ... T> void func(T ... args)

{//可变参数模板函数

//sizeof...（sizeof后面有3个小点）计算变参个数

cout << "num = " << sizeof...(args) << endl;

}

int main()

{

func(); // num = 0

func(1); // num = 1

func(2, 1.0); // num = 2

return 0;

}

### 6.1.2 参数包的展开

6.1.2.1 递归方式展开

通过递归函数展开参数包，需要提供一个参数包展开的函数和一个递归终止函数。

//递归终止函数

void debug()

{

cout << "empty\n";

}

//展开函数

template <class T, class ... Args>

void debug(T first, Args ... last)

{

cout << "parameter " << first << endl;

debug(last...);

}

int main()

{

debug(1, 2, 3, 4);

/\*

运行结果：

parameter 1

parameter 2

parameter 3

parameter 4

empty

\*/

return 0;

}

递归调用过程如下：

debug(1, 2, 3, 4);

debug(2, 3, 4);

debug(3, 4);

debug(4);

debug();

6.1.2.2 非递归方式展开

template <class T>

void print(T arg)

{

cout << arg << endl;

}

template <class ... Args>

void expand(Args ... args)

{

int a[] = { (print(args), 0)... };

}

int main()

{

expand(1, 2, 3, 4);

return 0;

}

expand函数的逗号表达式：(print(args), 0)， 也是按照这个执行顺序，先执行print(args)，再得到逗号表达式的结果0。

同时，通过初始化列表来初始化一个变长数组，{ (print(args), 0)... }将会展开成( (print(args1), 0), (print(args2), 0), (print(args3), 0), etc...), 最终会创建一个元素只都为0的数组int a[sizeof...(args)]。

## 6.2 可变参数模板类

### 6.2.1 继承方式展开参数包

可变参数模板类的展开一般需要定义2 ~ 3个类，包含类声明和特化的模板类：

template<typename... A> class BMW{}; // 变长模板的声明

template<typename Head, typename... Tail> // 递归的偏特化定义

class BMW<Head, Tail...> : public BMW<Tail...>

{//当实例化对象时，则会引起基类的递归构造

public:

BMW()

{

printf("type: %s\n", typeid(Head).name());

}

Head head;

};

template<> class BMW<>{}; // 边界条件

int main()

{

BMW<int, char, float> car;

/\*

运行结果：

type: f

type: c

type: i

\*/

return 0;

}

### 6.2.2 模板递归和特化方式展开参数包

template <long... nums> struct Multiply;// 变长模板的声明

template <long first, long... last>

struct Multiply<first, last...> // 变长模板类

{

static const long val = first \* Multiply<last...>::val;

};

template<>

struct Multiply<> // 边界条件

{

static const long val = 1;

};

int main()

{

cout << Multiply<2, 3, 4, 5>::val << endl; // 120

return 0;

}

# 7. 右值引用

## 7.1 左值引用、右值引用

### 7.1.1 左值、右值

在C语言中，我们常常会提起左值（lvalue）、右值（rvalue）这样的称呼。一个最为典型的判别方法就是，在赋值表达式中，出现在等号左边的就是“左值”，而在等号右边的，则称为“右值”。如：

int b = 1;

int c = 2;

int a = a + b;

在这个赋值表达式中，a就是一个左值，而b + c则是一个右值。

不过C++中还有一个被广泛认同的说法，那就是可以取地址的、有名字的就是左值，反之，不能取地址的、没有名字的就是右值。那么这个加法赋值表达式中，&a是允许的操作，但&(b + c)这样的操作则不会通过编译。因此a是一个左值，(b + c)是一个右值。

相对于左值，右值表示字面常量、表达式、函数的非引用返回值等。

### 7.1.2 左值引用、右值引用

左值引用是对一个左值进行引用的类型，右值引用则是对一个右值进行引用的类型。

左值引用和右值引用都是属于引用类型。无论是声明一个左值引用还是右值引用，都必须立即进行初始化。而其原因可以理解为是引用类型本身自己并不拥有所绑定对象的内存，只是该对象的一个别名。

左值引用是具名变量值的别名，而右值引用则是不具名（匿名）变量的别名。

左值引用：

int &a = 2; // 左值引用绑定到右值，编译失败, err

int b = 2; // 非常量左值

const int &c = b; // 常量左值引用绑定到非常量左值，编译通过, ok

const int d = 2; // 常量左值

const int &e = c; // 常量左值引用绑定到常量左值，编译通过, ok

const int &b = 2; // 常量左值引用绑定到右值，编程通过, ok

“const 类型 &”为 “万能”的引用类型，它可以接受非常量左值、常量左值、右值对其进行初始化；

右值引用，使用&&表示：

int && r1 = 22;

int x = 5;

int y = 8;

int && r2 = x + y;

T && a = ReturnRvalue();

通常情况下，右值引用是不能够绑定到任何的左值的。

int c;

int && d = c; //err

测试示例：

void process\_value(int & i) //参数为左值引用

{

cout << "LValue processed: " << i << endl;

}

void process\_value(int && i) //参数为右值引用

{

cout << "RValue processed: " << i << endl;

}

int main()

{

int a = 0;

process\_value(a); //LValue processed: 0

process\_value(1); //RValue processed: 1

return 0;

}

## 7.2 移动语义

### 7.2.1 为什么需要移动语义

右值引用是用来支持转移语义的。转移语义可以将资源 ( 堆，系统对象等 ) 从一个对象转移到另一个对象，这样能够减少不必要的临时对象的创建、拷贝以及销毁，能够大幅度提高 C++ 应用程序的性能。临时对象的维护 ( 创建和销毁 ) 对性能有严重影响。

转移语义是和拷贝语义相对的，可以类比文件的剪切与拷贝，当我们将文件从一个目录拷贝到另一个目录时，速度比剪切慢很多。

通过转移语义，临时对象中的资源能够转移其它的对象里。

### 7.2.2 移动语义定义

在现有的 C++ 机制中，我们可以定义拷贝构造函数和赋值函数。要实现转移语义，需要定义转移构造函数，还可以定义转移赋值操作符。对于右值的拷贝和赋值会调用转移构造函数和转移赋值操作符。

如果转移构造函数和转移拷贝操作符没有定义，那么就遵循现有的机制，拷贝构造函数和赋值操作符会被调用。

普通的函数和操作符也可以利用右值引用操作符实现转移语义。

### 7.2.3 转移构造函数

class MyString

{

public:

MyString(const char \*tmp = "abc")

{//普通构造函数

len = strlen(tmp); //长度

str = new char[len+1]; //堆区申请空间

strcpy(str, tmp); //拷贝内容

cout << "普通构造函数 str = " << str << endl;

}

MyString(const MyString &tmp)

{//拷贝构造函数

len = tmp.len;

str = new char[len + 1];

strcpy(str, tmp.str);

cout << "拷贝构造函数 tmp.str = " << tmp.str << endl;

}

//移动构造函数

//参数是非const的右值引用

MyString(MyString && t)

{

str = t.str; //拷贝地址，没有重新申请内存

len = t.len;

//原来指针置空

t.str = NULL;

cout << "移动构造函数" << endl;

}

MyString &operator= (const MyString &tmp)

{//赋值运算符重载函数

if(&tmp == this)

{

return \*this;

}

//先释放原来的内存

len = 0;

delete []str;

//重新申请内容

len = tmp.len;

str = new char[len + 1];

strcpy(str, tmp.str);

cout << "赋值运算符重载函数 tmp.str = " << tmp.str << endl;

return \*this;

}

~MyString()

{//析构函数

cout << "析构函数: ";

if(str != NULL)

{

cout << "已操作delete, str = " << str;

delete []str;

str = NULL;

len = 0;

}

cout << endl;

}

private:

char \*str = NULL;

int len = 0;

};

MyString func() //返回普通对象，不是引用

{

MyString obj("mike");

return obj;

}

int main()

{

MyString &&tmp = func(); //右值引用接收

return 0;

}

和拷贝构造函数类似，有几点需要注意：

* 参数（右值）的符号必须是右值引用符号，即“&&”。
* 参数（右值）不可以是常量，因为我们需要修改右值。
* 参数（右值）的资源链接和标记必须修改，否则，右值的析构函数就会释放资源，转移到新对象的资源也就无效了。

有了右值引用和转移语义，我们在设计和实现类时，对于需要动态申请大量资源的类，应该设计转移构造函数和转移赋值函数，以提高应用程序的效率。

### 7.2.4 转移赋值函数

class MyString

{

public:

MyString(const char \*tmp = "abc")

{//普通构造函数

len = strlen(tmp); //长度

str = new char[len+1]; //堆区申请空间

strcpy(str, tmp); //拷贝内容

cout << "普通构造函数 str = " << str << endl;

}

MyString(const MyString &tmp)

{//拷贝构造函数

len = tmp.len;

str = new char[len + 1];

strcpy(str, tmp.str);

cout << "拷贝构造函数 tmp.str = " << tmp.str << endl;

}

//移动构造函数

//参数是非const的右值引用

MyString(MyString && t)

{

str = t.str; //拷贝地址，没有重新申请内存

len = t.len;

//原来指针置空

t.str = NULL;

cout << "移动构造函数" << endl;

}

MyString &operator= (const MyString &tmp)

{//赋值运算符重载函数

if(&tmp == this)

{

return \*this;

}

//先释放原来的内存

len = 0;

delete []str;

//重新申请内容

len = tmp.len;

str = new char[len + 1];

strcpy(str, tmp.str);

cout << "赋值运算符重载函数 tmp.str = " << tmp.str << endl;

return \*this;

}

//移动赋值函数

//参数为非const的右值引用

MyString &operator=(MyString &&tmp)

{

if(&tmp == this)

{

return \*this;

}

//先释放原来的内存

len = 0;

delete []str;

//无需重新申请堆区空间

len = tmp.len;

str = tmp.str; //地址赋值

tmp.str = NULL;

cout << "移动赋值函数\n";

return \*this;

}

~MyString()

{//析构函数

cout << "析构函数: ";

if(str != NULL)

{

cout << "已操作delete, str = " << str;

delete []str;

str = NULL;

len = 0;

}

cout << endl;

}

private:

char \*str = NULL;

int len = 0;

};

MyString func() //返回普通对象，不是引用

{

MyString obj("mike");

return obj;

}

int main()

{

MyString tmp("abc"); //实例化一个对象

tmp = func();

return 0;

}

## 7.3 标准库函数 std::move

既然编译器只对右值引用才能调用转移构造函数和转移赋值函数，而所有命名对象都只能是左值引用，如果已知一个命名对象不再被使用而想对它调用转移构造函数和转移赋值函数，也就是把一个左值引用当做右值引用来使用，怎么做呢？标准库提供了函数 std::move，这个函数以非常简单的方式将左值引用转换为右值引用。

int a;

int &&r1 = a; // 编译失败

int &&r2 = std::move(a); // 编译通过

## 7.4 完美转发 std::forward

完美转发适用于这样的场景：需要将一组参数原封不动的传递给另一个函数。

“原封不动”不仅仅是参数的值不变，在 C++ 中，除了参数值之外，还有一下两组属性：左值／右值和 const/non-const。完美转发就是在参数传递过程中，所有这些属性和参数值都不能改变，同时，而不产生额外的开销，就好像转发者不存在一样。在泛型函数中，这样的需求非常普遍。

下面举例说明：

#include <iostream>

using namespace std;

template <typename T> void process\_value(T & val)

{

cout << "T &" << endl;

}

template <typename T> void process\_value(const T & val)

{

cout << "const T &" << endl;

}

//函数 forward\_value 是一个泛型函数，它将一个参数传递给另一个函数 process\_value

template <typename T> void forward\_value(const T& val)

{

process\_value(val);

}

template <typename T> void forward\_value(T& val)

{

process\_value(val);

}

int main()

{

int a = 0;

const int &b = 1;

//函数 forward\_value 为每一个参数必须重载两种类型，T& 和 const T&

forward\_value(a); // T&

forward\_value(b); // const T &

forward\_value(2); // const T&

return 0;

}

对于一个参数就要重载两次，也就是函数重载的次数和参数的个数是一个正比的关系。这个函数的定义次数对于程序员来说，是非常低效的。

那C++11是如何解决完美转发的问题的呢？实际上，C++11是通过引入一条所谓“引用折叠”（reference collapsing）的新语言规则，并结合新的模板推导规则来完成完美转发。

typedef const int T;

typedef T & TR;

TR &v = 1; //在C++11中，一旦出现了这样的表达式，就会发生引用折叠，即将复杂的未知表达式折叠为已知的简单表达式

C++11中的引用折叠规则：

| **TR的类型定义** | **声明v的类型** | **v的实际类型** |
| --- | --- | --- |
| T & | TR | T & |
| T & | TR & | T & |
| T & | TR && | T & |
| T && | TR | T && |
| T && | TR & | T & |
| T && | TR && | T && |

**一旦定义中出现了左值引用，引用折叠总是优先将其折叠为左值引用**

C++11中，std::forward可以保存参数的左值或右值特性：

#include <iostream>

using namespace std;

template <typename T> void process\_value(T & val)

{

cout << "T &" << endl;

}

template <typename T> void process\_value(T && val)

{

cout << "T &&" << endl;

}

template <typename T> void process\_value(const T & val)

{

cout << "const T &" << endl;

}

template <typename T> void process\_value(const T && val)

{

cout << "const T &&" << endl;

}

//函数 forward\_value 是一个泛型函数，它将一个参数传递给另一个函数 process\_value

template <typename T> void forward\_value(T && val) //参数为右值引用

{

process\_value( std::forward<T>(val) );//C++11中，std::forward可以保存参数的左值或右值特性

}

int main()

{

int a = 0;

const int &b = 1;

forward\_value(a); // T &

forward\_value(b); // const T &

forward\_value(2); // T &&

forward\_value( std::move(b) ); // const T &&

return 0;

}

# 8. 智能指针

C++11中有unique\_ptr、shared\_ptr与weak\_ptr等智能指针(smart pointer)，定义在<memory>中。可以对动态资源进行管理，保证任何情况下，已构造的对象最终会销毁，即它的析构函数最终会被调用。

## 8.1 unique\_ptr

unique\_ptr持有对对象的独有权，同一时刻只能有一个unique\_ptr指向给定对象（通过禁止拷贝语义、只有移动语义来实现）。

unique\_ptr指针本身的生命周期：从unique\_ptr指针创建时开始，直到离开作用域。

离开作用域时，若其指向对象，则将其所指对象销毁(默认使用delete操作符，用户可指定其他操作)。

#include <iostream>

#include <memory>

using namespace std;

int main()

{

unique\_ptr<int> up1(new int(11)); // 无法复制的unique\_ptr

//unique\_ptr<int> up2 = up1; // err, 不能通过编译

cout << \*up1 << endl; // 11

unique\_ptr<int> up3 = move(up1); // 现在p3是数据的唯一的unique\_ptr

cout << \*up3 << endl; // 11

//cout << \*up1 << endl; // err, 运行时错误

up3.reset(); // 显式释放内存

up1.reset(); // 不会导致运行时错误

//cout << \*up3 << endl; // err, 运行时错误

unique\_ptr<int> up4(new int(22)); // 无法复制的unique\_ptr

up4.reset(new int(44)); //"绑定"动态对象

cout << \*up4 << endl;

up4 = nullptr;//显式销毁所指对象，同时智能指针变为空指针。与up4.reset()等价

unique\_ptr<int> up5(new int(55));

int \*p = up5.release(); //只是释放控制权，不会释放内存

cout << \*p << endl;

//cout << \*up5 << endl; // err, 运行时错误

delete p; //释放堆区资源

return 0;

}

## 8.2 shared\_ptr

shared\_ptr允许多个该智能指针共享第“拥有”同一堆分配对象的内存，这通过引用计数（reference counting）实现，会记录有多少个shared\_ptr共同指向一个对象，一旦最后一个这样的指针被销毁，也就是一旦某个对象的引用计数变为0，这个对象会被自动删除。

int main()

{

shared\_ptr<int> sp1(new int(22));

shared\_ptr<int> sp2 = sp1;

cout << "count: " << sp2.use\_count() << endl; //打印引用计数

cout << \*sp1 << endl; // 22

cout << \*sp2 << endl; // 22

sp1.reset(); //显式让引用计数减1

cout << "count: " << sp2.use\_count() << endl; //打印引用计数

cout << \*sp2 << endl; // 22

return 0;

}

## 8.3 weak\_ptr

weak\_ptr是为配合shared\_ptr而引入的一种智能指针来协助shared\_ptr工作，它可以从一个shared\_ptr或另一个weak\_ptr对象构造，它的构造和析构不会引起引用计数的增加或减少。没有重载 \* 和 -> 但可以使用lock获得一个可用的shared\_ptr对象

weak\_ptr的使用更为复杂一点，它可以指向shared\_ptr指针指向的对象内存，却并不拥有该内存，而使用weak\_ptr成员lock，则可返回其指向内存的一个share\_ptr对象，且在所指对象内存已经无效时，返回指针空值nullptr。

void check(weak\_ptr<int> &wp)

{

shared\_ptr<int> sp = wp.lock(); // 转换为shared\_ptr<int>

if (sp != nullptr)

{

cout << "still " << \*sp << endl;

}

else

{

cout << "pointer is invalid" << endl;

}

}

int main()

{

shared\_ptr<int> sp1(new int(22));

shared\_ptr<int> sp2 = sp1;

weak\_ptr<int> wp = sp1; // 指向shared\_ptr<int>所指对象

cout << "count: " << wp.use\_count() << endl; //打印计数器

cout << \*sp1 << endl; // 22

cout << \*sp2 << endl; // 22

check(wp); // still 22

sp1.reset();

cout << "count: " << wp.use\_count() << endl;

cout << \*sp2 << endl; // 22

check(wp); // still 22

sp2.reset();

cout << "count: " << wp.use\_count() << endl;

check(wp); // pointer is invalid

return 0;

}

# 9. 闭包的实现

## 9.1 什么是闭包

闭包有很多种定义，一种说法是，闭包是带有上下文的函数。说白了，就是有状态的函数。更直接一些，不就是个类吗？换了个名字而已。

一个函数，带上了一个状态，就变成了闭包了。那什么叫 “带上状态” 呢？ 意思是这个闭包有属于自己的变量，这些个变量的值是创建闭包的时候设置的，并在调用闭包的时候，可以访问这些变量。

函数是代码，状态是一组变量，将代码和一组变量捆绑 (bind) ，就形成了闭包。

闭包的状态捆绑，必须发生在运行时。

## 9.2 闭包的实现

### 9.2.1 仿函数：重载 operator()

class MyFunctor

{

public:

MyFunctor(int tmp) : round(tmp) {}

int operator()(int tmp) { return tmp + round; }

private:

int round;

};

int main()

{

int round = 2;

MyFunctor f(round);//调用构造函数

cout << "result = " << f(1) << endl; //operator()(int tmp)

return 0;

}

### 9.2.2 std::bind绑定器

9.2.2.1 std::function

在C++中，可调用实体主要包括：函数、函数指针、函数引用、可以隐式转换为函数指定的对象，或者实现了opetator()的对象。

C++11中，新增加了一个std::function类模板，它是对C++中现有的可调用实体的一种类型安全的包裹。通过指定它的模板参数，它可以用统一的方式处理函数、函数对象、函数指针，并允许保存和延迟执行它们。

#include <iostream>

#include <functional> //std::cout

using namespace std;

void func(void)

{//普通全局函数

cout << \_\_func\_\_ << endl;

}

class Foo

{

public:

static int foo\_func(int a)

{//类中静态函数

cout << \_\_func\_\_ << "(" << a << ") ->: ";

return a;

}

};

class Bar

{

public:

int operator()(int a)

{//仿函数

cout << \_\_func\_\_ << "(" << a << ") ->: ";

return a;

}

};

int main()

{

//绑定一个普通函数

function< void(void) > f1 = func;

f1();

//绑定类中的静态函数

function< int(int) > f2 = Foo::foo\_func;

cout << f2(111) << endl;

//绑定一个仿函数

Bar obj;

f2 = obj;

cout << f2(222) << endl;

/\*

运行结果：

func

foo\_func(111) ->: 111

operator()(222) ->: 222

\*/

return 0;

}

std::function对象最大的用处就是在实现函数回调，使用者需要注意，它不能被用来检查相等或者不相等，但是可以与NULL或者nullptr进行比较。

9.2.2.2 std::bind

std::bind是这样一种机制，它可以预先把指定可调用实体的某些参数绑定到已有的变量，产生一个新的可调用实体，这种机制在回调函数的使用过程中也颇为有用。

C++98中，有两个函数bind1st和bind2nd，它们分别可以用来绑定functor的第一个和第二个参数，它们都是只可以绑定一个参数，各种限制，使得bind1st和bind2nd的可用性大大降低。

在C++11中，提供了std::bind，它绑定的参数的个数不受限制，绑定的具体哪些参数也不受限制，由用户指定，这个bind才是真正意义上的绑定。

std::bind的基本语法：

#include <iostream>

#include <functional> //std::bind

using namespace std;

void func(int x, int y)

{

cout << x << " " << y << endl;

}

int main()

{

bind(func, 1, 2)(); //输出：1 2

bind(func, std::placeholders::\_1, 2)(1);//输出：1 2

using namespace std::placeholders; // adds visibility of \_1, \_2, \_3,...

bind(func, 2, \_1)(1); //输出：2 1

bind(func, 2, \_2)(1, 2); //输出：2 2

bind(func, \_1, \_2)(1, 2); //输出：1 2

bind(func,\_2, \_1)(1, 2); //输出：2 1

//err, 调用时没有第二个参数

//bind(func, 2, \_2)(1);

return 0;

}

std::placeholders::\_1是一个占位符，代表这个位置将在函数调用时，被传入的第一个参数所替代。

9.2.2.3 std::bind和std::function配合使用

#include <iostream>

#include <functional> //std::cout

using namespace std;

using namespace std::placeholders; // adds visibility of \_1, \_2, \_3,...

class Test

{

public:

int i = 0;

void func(int x, int y)

{

cout << x << " " << y << endl;

}

};

int main()

{

Test obj; //创建对象

function<void(int, int)> f1 = bind(&Test::func, &obj, \_1, \_2);

f1(1, 2); //输出：1 2

function< int &()> f2 = bind(&Test::i, &obj);

f2() = 123;

cout << obj.i << endl;//结果为 123

return 0;

}

通过std::bind和std::function配合使用，所有的可调用对象均有了统一的操作方法。

### 9.2.3 lambda表达式

9.2.3.1 lambda基础使用

lambda 表达式(lambda expression)是一个匿名函数，lambda表达式基于数学中的 λ 演算得名。

C++11中的lambda表达式用于定义并创建匿名的函数对象，以简化编程工作。

lambda表达式的基本构成：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARYAAAC+CAIAAAB/F7cvAAAAAXNSR0IArs4c6QAAIjRJREFUeF7tXQl4FFW2rl7TWTsri0AAUQFHWdzYRBYd5bG44CiiUcAFfSqDyxt8A+8bQAee8mYUFBzUGQVFEXVEhcEVxHV0xiVuICIIgQAmJOnO1nv3+29Vp9J2kupKVXenq+vcr758lep7zz3nv+evu9StU4ampmaOEiFACChFwKi0IJUjBAgBhgBRiPyAEFCFAFFIFXxUmBAgCpEPEAKqECAKqYKPChMCRCHyAUJAFQJEIVXwUWFCgChEPkAIqEKAKKQKPipMCBCFyAcIAVUIGLS1wcdz6Jv6j583Nh8zZVi5UDDg9RuKB+aOuspSXNpZGBrLt7l37zCHmiAHZf0Bo/Wk87KHTTZl2TsrSn5+3/GKpq+2BSr+LeiPgj5zcd7oqzL6nC5fSHJyuvZ8BIgsgVpWXSjobWi0njw2e+hkBVAnR2GJWlptaWlrc6+h8bJFMxSC89VuvCsrJ1R8xgiD0cj53ZyvifN7/E31Nd9+6ysZUTD9Xpnez8jzybqcE3rmnzQg5HMbICcAaW5X1RHH3v2Gs27KP/+WuLd6oNlZ9+p9Ge6f7KeeYc3O4pV34/A3OhoO7GsKlNh/86cU8U7cp5xvPJhXZLEPOIlB7Wvm/C5A7ak97tj7g/eE8wunLZAJddxh7KxA2OJ4Zam9V2H+oNO4gJfZgiPghS1VX31tGnI1bOmszKj82qAQgKjbdHfplCtNtmwu6AsF/ZyvkXmhpx5Ny7kcvupDh3cdLbxpY8zbee2WFRmuvcVnjedvroFQwMN5Gzm3g3kJwG2udfy4r9E+srhslUpkI4uzzvP1+3ucPcKaX4I7OqsU1Xnrw/p7GgyOQxW7juVd90xM/eOoVbui6j/eGPx+S7dRE00ZmQwfAWrgDJR8LkDtPnqgqjaraO7zqc8i2OL+bEPfqVe3tjVgR1vDc3xuwZZjVRklt76oxhYNzIXQ/zS+9vv+V9xoyi3hLFmcNcdgzeEsOLI5cyZnNHPmDEueve/gwtonZuJmL+FkwDQrVFk8chKEsMOSbYAcnGTkciYrO8y2gt5FJd5Pjm+YHy9nhUrgT69xv7YW9xb1N1hzOWseM8Fkgf6hTHvpKfnNz80G2eJVrwI5qN335bM9z7+UQc1DZADCAtSmDKaqxWYrKupdUl/96BXSUCuoPb5FMHiDLX0vvT7c1rCFGQKj0NY2wZbMAntpz6aqlVPUVK0BCtVtXtzzgt8wtoS9HCcZaFqn2+RwBTmDUbhuspj7DrTXPHtHR3CAisGfdhYMOw88EQkD9zWYs8LCeTaGzDZbTkZ21Q6M99QgK5Z1vv0I+h9TdoFogsMV2vnF/vfKDzNNoL/BxDeqtXtvGzrbuFSqTIjz7wt6T72uFWrQxpLFWAQ9LTbOCD0tOExWS89Cp3P7Y8pqSUIp0Lvp3VW9p80JNzTzkAhbYAVvS8iSCVu6FbkwNlGsVapTCPeSvO55pqw81tsYYbnlwJGay277c/8LFxSO/V35niP8dRP/kxmNm3H8E1ClXTicbz/c7axRLD+8lhe1dOVz/SfON55+U+GExeu3fMYZDGEv4QyFvQsa31mpGFaxIJQx1uyyFvWK0NNSeOacibNXTLxx1YnTVx04Vs/rb4JW0N9uPIquUn29CiSg3qLhPD4tUAMiR6MbUJvOvJshJrCdHUbcZQy7NqVsR9Twz40Fg0+LtGXnv3YbB840nnYDbDGdu3xn+RHRlpyCbDW2pDqFmr7YXPCrMyMdwuFsxL/9TihiFy2ZUb5SUlro6ODuaHYdMVkzwn7AF3M0+RfPu3zHugX9umVdv+Kd8n3Hw9LAJY6DN6sfVmH9rWj4yBYlw2jvePbe4PcbHrxnxsEjNevf/D78KybuHAfq+va8o4AA6ou4v3srp88A5lgRadWTr0HJdoUXlpib4tRRq1c+SoJv3wfMljZp1qXn/mHuhTj69cyL/DE7J+j64SNlaqQ6hQzuOjajDYXYEjB/DBvcd/Ojvxs/4lfMYExwQwEuGGDnyMaxUYahbm9bLEAGW34OkxD0sSK8qIf+Z/bs6RPGnzXwkvPPCBeBKByojuOy8rMUwyoq4D+625KDevkaWdWs3vHnDEYVzkYvsg0dwN8LWL1sjRvJWFWurC1VljJ5q3kwgXYY6vJd+5eu2Qy34zWE8gwWMaEj8u7/RGWlCSpus7jDjtFii1DRrEtHL/7PKYtnj+jXPZdvFL5dcLssyfUe+laZMqlOISvn4Nj6lZv9xYGGRBtjdVJMDKMAW5XmsUAyW81tsQg211uys9lSmFBcEMWfOOpqV238cOiA4mH9C/CrgQlnvgIXQSllsIqlzOYQrzlfF6pmlXowgDQOvhbeed2Fgy4dcyLPHz6DQKFg17yKb83KYPgI4PD43Ll07eLbLuvXq4SpBROAMPsVhvD3LEAN1qVewu3Skp3J29JyAF4+YfxsGj7/zoe28Xc0uA1vFJ+ClZ8pMyXVKRRCP+N3h/xYzscJ1p3xOIX9DeEECRcBhN9jYN1RGIsOgWDPBBpDbHGWf9DBVjaby7/5fviM+zGQ27HyCgaoH48O3MqgbL8U6A1tmf5hzVH13IvG7vjrfAwnnn7r+6XrPmZOiXtEi1/Gs/bOyGJQextD7GkBg3rdS2+X7zk8/6rRYaiBGG4BDGow/BfdUWcqSWJevyvEWjnsNsNOLADm29fedMnYUx5+8XM2foYtgL0ltXvnlaNuqlPIG8xhC/keZ8jjCOEv2pj9bWi1DSh48YCITZCkk6+Zf44kivI4y7/bO+HGh/sVW8GffFuI+TEk40ETn9yNHiOWMdSlgNvNeRpYpd4GQX9HTXWPEwLjTiuaP40N1t8rr+S8zQZvq18GjVnq6lRYOuRpYuYDYW89VF3/953Ohmas2dz7+FuQaJqwirmj8ESlJfmtfAeVYgnP1ryO2rDb8LbgsNuC44b2HD+kx28vYxtBDhw6xmxhsIeTL7u/MjtSnUKcvZT1GGCRq4ZzHQ81Hy//etfE6x9cv/VzGHzXmvfuXPOBAb/yEyGkgC/QLhaZA8c0V1aEn6K6akKuOhzgD7wEpaYvemXi3a9+9f0hg8sh3mKbHc2Zp4xRBqtYCvuPvI5qXvmw/l+Wf3XixfdPnPuXE69ej2zzp/THfI95Z0sKdhumslJlxd1cCfMqXlWA8+C8CdsfKcOB0SYEbn9gEqO6yylCjVuMuedgZXUlupTbbWC28G4jtPWqdVvvXPHi0sffuf5PO+25WbMm9GG2tIxcYEtGn9OUaWVatGiRspLJKRUM+Ju+2Z5dgE0JbA5jwF3d1exodKFfHndq4aBeOSeVWM7o0TqEcxx12iYtNtu7t1Wv6cB3eTYnW7kO+tCDG/yuNz/dx6aVLWnSQHOP1v+46tqMvMm/V2mmuahPw7uP5fToJuqfn2XukW/Nz7GOPCn3yd+eObJ/RiRvG+uaAqeWdckeBX9jrcW522zLEHDuYTf365bZryTD2eR1NLgWX3Gyobmadfgt6fihuuzJcjdVqYSxs8U9VZWZgcN4zCHYgrZ2u71vfXZoz4GqoScWrr1x4OAif6QtR3+syrv8T0Y8++p80sAGn6qV/1E6tHf4uQqWXIUlOAy3QAM2xkOjhofm6IIO1fbsPu+ldnHALNP9yu3dTx/Eng8KS7dsHcLHRia+JoMbe4VahyjO6gb38AV5o2d2HtLoElVPzCntF+SsWfzDnxb9cUfwolIHG0tEzOL2/xjsufBD9ZUqkICHPHhO33/UYDxfbsVHgBr44J7NZkHhhNt2tTXO26AU6NxREdhSu3pKn7Pl2lKVfUHJjGXKFEj1XghWYVNt7Y6nc/MM4W2CWA/w1MP52M07wumR8/D+xoLZ6zra74Suqbmq2nDsM6s1xA/rm9m4DvvTXA4D5kgtizaQA/847u1X9Jv7lGEaVco2eMLPf7/fXmTj1zD4g1Va26J/69T80K4jeVeu6arNprgHG3J7eL94wZZl4mkj4NMCdcQqKG5VhytNxXP+quy2HRdUpYVAsYAh07drmw0PDmPZcrQuv+jqhxTbogUK2bv7Qra69zfa7QYD7tyeRjb5RotG3LzRqMcqXDllT1t7niIBLmZEtd9+zh39wmb2tYhq4snT6sfgz5FjlpJbNynGNEoByDH3H1P95t9yM31GfzPoiqqj9EcR8Md64X05wycnwcM6qsLa4+Rmf07jpy/lZoda8WlZ5RdKAeqDe5yFc57qKqrLxAeD4WZvprf8lSywKew2POwRbc1sOWgouGqVGls0MJATIBM2axdmVuMpWBSItYfr6i0D8y9dLHMK4di+NvTZE3i4jic/kaIAaHVFrffE6YnYzC+8rJHn24P9B1H6Y/5TVZOZf/kDYLhM/0hoNmwOdL21vNDuws6XKHycP9cD6uIb/qZma3NClY/Gtnxbw8sLuvXKaGsL2tpTPLLompUqbdEMhQRo2Pb1794yN+4zudlDvYCtJFgy3HbaRTnDOnfzxlgZ26j8e3dY6sI7o0Pdh2MpL//8m9XckGI6B7b8Nf37BWP1l6L+ofyTLQMviMukK2btncoAqLHVCFslhEe9/rwBIfuA7LOvTBGey7eFbTkt3xZli5+19VyZ91zpujRGIfnAUU5CIDkIpPxzoeTAQLUQAkoRIAopRY7KEQI8AkQhcgRCQBUCWqWQxWLJyLDy7/WoSpBgZcmiSkrnC5vNJuiPv50vmuwSPD7WZNeagPrQ1sAcnhNf2ZqkkNForKx03HffNotFbdMC0D/+cdvhww7IjC+y0tLglLNmrU9917RYzFu3foMDJ8nEJxF1AW34DDwnvm2dVL+JIy4HDtTs3PlDPHohA+RAWhx1kynq2Wc/lZmza7OVlx/C0bU6xKv2RLS1VikUL0xJDiGgEgGikEoAqbjeESAK6d0DyH6VCBCFVAJIxfWOAFFI7x5A9qtEgCikEkAqrncEiEJ69wCyXyUCRCGVAFJxvSNAFNK7B5D9KhEgCqkEkIrrHQGikN49gOxXiQBRSCWAVFzvCBCF9O4BZL9KBDQQO8Fmy2i7O33nzj1LlmzduTP6m3DBYNDtDgfFbhcaiOJfNGp902j8+D8vWTJ1/PiBYn6v1+v3hz9eECUExaGPStCF4gbDzaFQHD4U5/P5fb7wlwuiFMP7SOrfp1iyZAvELlkyTY3VoVDI7Xb/8usqHcpD40jkxPspit+8aNvW8o3qyIRUpxBc9tixhv795UYtrqt7KCPDINkA5mef/fecOSyedbvpmmtGrF8/y+OJ+P5KRD603rJlry9dulU+9AnNKa0tbhZ4KykV3qp49927Ro/u39GNqS3zJXJmZtomTHjwvfd+SCiwbYU/9dSsa645GzesqJ9SnUJQF35gMsl9uzNmL8S/uthOtybigpsNbuoSvVBUJ5bkhmxbHXpdWN2uGuiFwPnILrertIWGHo8nTr2QOe5vnsqBpSMTNEAhOeZRHkKgqxCg5YSuQp7qTRMEiEJp0pBkRlchQBTqKuSp3jRBgCiUJg1JZnQVAkShrkKe6k0TBIhCadKQKWvGA49UpaxucVFMG4va77//Pqw977zzOrLZ4XB8/fXX+fn2IUOGyscFpfLz84X8kefyJcQ35ze7XacPxmfZWlPFYW9Fpc+eZ4y6Ht969SnNWR+w58l93igBkTZ6oVtuuOaDDz6QMMPpdCLDggUL5HvD119/tXx56+c1t27dsmHDM/KLy8+58eU6cENO/kXLjkVlA38++ldT2+typCU5j+Z6m4Vt0G4XsYXLjkojqY1eaNKki954482YPiEzm9Dn3Hzz3E2bXoiUuWDB78rKymL2Y+gZcPf6Zrf73BHZ4EZpL6twMxOu48DtDUdpbxasGBcfeKT69MG20wbb8Fe87SEDJJT2sgjZhHRx2U/PPFqK65E5heuvbejftneCAjExET37nnndxMy4iH+Fv5EXhXPpi1FUETML1yPL4t+2FyOLR5VtW3tM6yIzzJhx5YoV/9e3b9+YpQTwkS0SZ2EIgL/2XJPYKPj39nuOLFvUA5k7QlsbvVAkKOgrQBXxUNZ1bNiwoazs2iisFy5ctGxZ7M8+b9zsuPbWisfW1+Dv2nW14s0M14WGwV+cC8LRjRyq9OIKOhO0XPjiYS/K4srF1x748NPWz9AjG6Rte6cev4qZ2zrEP96uv/2/K1nxsp8ksgkeDDcVDuleot2cHRUXZUbpFsWftowSSdJWJZl6StDjscceR/Mh4f4ozSKABvRWPFIltJeQ0NUD9m3vNKBRRFS/3e12NrDMODqSqT0KwfXRI4lHWybEvAkhwwcfvD9tWvTWY3FeFFPCzbOKcPTpZVnzQC8wRCI/bl1jRmTPnJ4PFxHvbThBr4Iryxb2iGwb3BQhcPminpMvyAOROhIL9grFoYNENgmt2nZBkZnbMiEmIKmQAc33+OOPDxkyZNKkSdL6AH/YiHaJyrb6/l64jsYSqTVzegFGCgK904dCWFoQbjZCElYaOpswd2q3SEfXozIL4zE1k1FMkG67p3LFI+yLsW0TRn3ovjoyCg2M/gcHuBTTcPQkwtHu8ExZ8ZilEp0B81hxGBJZF4YkOFasWKFMAWUNqr1eCIPdsRFJzti3LaClpX3b7e7tdrsy9DtVil9gcN8zr0QYZIvJWR/ecI2eDSPyjmSis0IvJBy4TUpXLTHokrMA0FHxTtkb98yYr4rDEFE45kI4x/xWYuU27ppAoCYpBIzEpIxCGMVhCS4K0IMHDyqTJshBj7/xZQcmKlELaCADrmPOI057QBVhQQLD8UgdKiq96JogAVMsDCciqYWy4gAdP2HUjivIieUKCbcQBmziIeQUe6TICVK7Odu9KEiIlCOIjcwsqtSWpZHZ4jtixFxI2ahemldoqbXraoB2R8uqOl2RA2q4aQH0yPlP2yvtggs0wRb8hLEWpjroUsSuAFjjGc6Yc7KFn8TiuI5ZKa6LF3EFv06+IBdEmvLrPCEnRPXpZcXsaOZl+ZErdYIjRl6EDsgGcoJOyoYf0n4j8Wu7q3mKpXVhQaEdRZzFdoy6jjvXWn7AHNUoouaaoRA0lljXxuAYD4UwlcSypsxWwUAOz4XE/KtXrz7vvLExV7RlCk/jbFHTqjS2VKZp2qCQTGMoGyGQfAS0NxdKPkZUIyEggUCqUAghDeL7EVlqdUIgOQikBIXAH4SmQKQexcGNkgMW1UIItEUgRShkxDelZ89e31FHtGXLlpEjR2LNgJqQEEg1BFKCQjFBWbNm9RtvvEHLZTGBogzJR0AbFAIu8jewJR9EqlHPCGiGQnpuJLI9lRHQAIXw0HPqVFUBnVO5AUg3rSOgAQphzwHeTdA60KR/uiKgAQphR6nMdxDStZHIrlRGQAMUSmX4SDdCQBsUwus9eDQU84Veak5CIPkIaINCeA8RMa5oOJd8/6AaYyKgDQrhodCiRYvUvA8XEwjKQAgoQ0AbFFJmG5UiBJKAAFEoCSBTFemMgF4oFDPMgNDICEUgHZktnX2BbFOEgF4oVNrbIifGgBhOURGYXVMIUVOURQLrGnXTrlZdUAgh1xBVJzJqIWJNoF9CuJzIuKG4iFA7yIn8MaNgI14Z1tnnzp2LoCXSq+34FS4uJulXNvArNjQJboYAxXLW8UEh6YDjgjSIRU5RsujJuCiEj6KkDAFdUAjx1hbM6xYZ3BDnz292LF/UA1F1QBsBOwTiQUAcxHZD/phfUjh4sEKI+jd27HkILyyBvhAyX0xYnZfIjBc6sJsJREKUSTwNk96fLvQ/ENhyIvU+FdYzwXlUHcVhhM6DCcq8h0oBAV1QqN2WRjRdDO0QNxThqZS5wm233Q4XxxY+6QdW8F2syIspZqwzhOaaO/dmEOn222+XVkzof0ChiorwiUR+MXQeH0+8TMwJE2JWpAwfnZTSL4WS1sCR0WsRxhbDM+mq4dP8h5KGxNQQuwfBTPAB3Qh/Eh1oP0oCujW+v/qAXl6Mia38DEShaKziviIXGb0WofBiRrrDEE7oJWQuEoBvffuWymlydEQzZsxAuLyozPRGvRz0OspDFPoFMggvumg5W06QE29aDe4dlYU340B/gi+1IFKknOUEUDRm/yNUBwpVHPgxchQnTI1GjRqVCFt0IjMlQjEi6sgnnxxYsmTr9u13eDxSQaJ10ioJMhOEvOqqGVFBYXERgWDxWZEEVZr2YqkXSvsmDhuIRW182A9LIFEGY+Kl+GsiesFO0k6ikF7cAKM4LDm0/TAZ7KfQLmqcgCikBj0tlcXaOi3EJaLBiEKJQJVk6ggBopCOGptMTQQCRKFEoEoydYQAUUhHjU2mJgIBolAiUCWZOkKAKKSjxiZTE4EAUSgRqJJMHSFAFNJRY5OpiUCAKJQIVEmmjhAgCumoscnURCBAFEoEqiRTRwgQhXTU2GRqIhAgCiUCVZKpIwSIQjpqbDI1EQgQhRKBKsnUEQJEIR01NpmaCAQ6TSHXno/EI9DsTIRO8ZWJ8BpiEA+ZMXFkKhAZ+CbyHNWJcUNliqJs2kVALoV8xyuOb/yvmjVTDd+tt+592rprLY7Gxy6qemIOGJXK9jscToTCgYYIPhozcC6CvCHUm3hIR4dCtCqBnIgSiuBsIgiIdRgzWFwqI0a6dQoBWRF8aresMFaXdzvnXGOGjQt4OF8T52ngAm7O5+ZcjqqvvvL0mVIyg7mpspToCD5waEQh3Lp1S1TwGmXaRlDlGZwjABUia9MXxFSCqd3isSn087p59kJjwdAxnMHEhQJcwBfyN3PeRs7tCHOpqdrzc2W1dWRx2SplQCSaQugrTh100vMvvIzwn9IaoqdCsGwxD0KuSXxaD2IREwfxe9tGllKGA5XSIgIxBnKN5dsYf4aP48yZnNnG/loyDZYcdm6xcUYzf9Fmy8vOc77v2L42NSHAyGrqxdPXrAl/MUFCSYThHRuRELJdIrMQ+GbNmjVTp05LTcNJqyQgEINC7k/Wsf7HlCEe5XurLrvjL6Yz7zaNvm/iHS9yRhNntIBL9pLc0GdPpOACAx+7/X2EGkT8GuHTBpIUGoqeSkwxo0MhptSaRx6KiiyFWjBNSkLjURWpgIAUheo/3lgwaDDragxGdnBc+a79E67+n1ff+WzWxSP/MPfCcWf0YzaARfyvhSXmhn9uTAWrInXAhw+EMNaYrsR9oQzx4IcMOzNqsIcI1xSlOtXcIHH6SFHIe/Dz7F59uVCICwU5Dge3dNVzzobmJ/937pP3li2+Ydzi2Xws5mD44yK2nAz/3h2J01WZZHQRoovH9ysgmAtFfWhE0BBrgKCrMm2plOYQkKKQ2eDl1w+8XNCPVQQu6Nv56S5Y+Or2L0zDbi+8YNmda94L8wd5+GRy7tMcBIoVxlqC0+loGxIe40AKeqgYVc0VlJwLgT9+V8jvYgvZ7PCiC4KFfUuyfjuTLW09/OLnr3z4I1vdZt0US8Ygy6CTtGnTCzG/dKITKPRspjSFgpynnvM1hjxOtoqNg08P3TX5odvOnX/5UJx/9WO1Ac+IWigkQmm1WrOyMmUeNluGntuAbNc0AlIU8vs59uQHz388zpDHEXLXXDL2FFi7asN2R13de18cwHlvu4HztvY8voLTBTjMZlO/fgsNhptlHhMmPKhpHEl53SIg9WgVK3L22tczinvwK9dWYFT+w+GJd70qDOeQhg4o/nLJIM7vFv51N3rq+s7JP/8WnFtYMsuHdefOPfR9IflwUc7UQUCqF8oeNrlm7wHO18z5+U09vqZh/Qu+ePTSx285/Q8zT8PfSP7ApOqKmuyhkwXbfD5fc7NL5uF2exKHSEebQdXXiCVyYUdp1BI2bTNVj62GJEhRyJRlNw65unH/91xTDed2Cke/XN8NFw5YckmPG0dli/2P0AUZz5xrKZb10c9kAoQNoMITVXh2zCeendpmihVtbO3Bpgd8oDtyDzhtM01m+3Z5XbH3yB3fML84WJ5pzw7rGvCzNW4cEQn8OdbUp/u8l5TZk9A9cuglwBzsTsD+N6gn87OkcgyBWGwIwnMn8Ad7wOlZkBzQ0i9P7JcdsHn0uHFY7b5DnKeRHZj5/JI/tYfrfg6cWnzD31ITHTxXrag4CN3YTrlYm9lAMxBDTDF3M0hvoktNQEir+CIQm0Koj23BnrL2wM/dwBZ0OIIGOMG/B49kByY+0O2mpzDqi69mcZQG5oAVcPeYe946tc00jhqSKO0iIItCMC9z4BiM08zX/cM56I7KzKk4cGK84rlud7yeMyy8hJCyKLS7GbRdbbGroFPbTNsVQttMU9YTEqGYXAoJdWO1IG/0zMJpC3DgJKNP+ClQIjSLo0yM5Ur7nRRzFNfZGvFWhLD7Dn9xLhanbaadRVLT+TtHIS2aioU4TPcxQos5iuusdeivRApFvsxH20w7i6Sm86c/hfBKHNadV6xYkbR2om2mSYM6FSpKfwphrRn7QePeBaVC45EOqYBA+lMoFVAmHdIYAaJQGjcumZYMBIhCyUCZ6khjBIhCady4ZFoyECAKJQNlqiONESAKpXHjkmnJQIAolAyUqY40RoAolMaNS6YlAwGiUDJQpjrSGAGiUBo3LpmWDASIQslAmepIYwSIQmncuGRaMhAgCiUDZaojjREgCqVx45JpyUCAKJQMlKmONEaAKPSLxnXWByoOh79SkcatTqbFEQGi0C/A/Ga3e+NmRxzxJVFpj4AuKLRw2dFvdrsuLvvptnsqxRb9x9v1whX0PMJF5Fm07NjGlx24vvHlOvGieA45YvF2ZeIiMkcWl3AgRE5F2LpJky4SYkQKCZHrZsy4Mu3dLp0M1AWFvkXf8rLjmUdL75lXIjQeRmvPb2ZXbplduHDZMeHi6YMzly3qMXN6/msb+s+cXiBcdNYHKyp9wjnkiG3fViZ+Qi15uSaIXbuuNqaXbHj6KUS2e/75TatXrxEzI9gdPj4ZsyxlSB0EdEEhwL18UU97nqm0N/s+BfP1zczX166v2fZOw0f/alLWHlEyeRLapvw6DxXZ82IDi4+0IsAdgjrk57dGscQ/8f2apTLTqJR8BGK3tHxZ2soJdx9zTjaO1ff30pbmpG1KIaBTCk2+IBedz7kjsoUjsknEqZF4Ubjy4acKO6vOtjd9LbyziHVtfp1SCNMesGjcxfsw9Y9cJEDX9NGnzbh47a0VQsOAYLiCfxWP9zrVwODPqFH8d9QpaQSB2B9HSYIhCf04ShL0j2MViL26YMECfMoljjJJVEIR0GkvlFBM1QjHckIyA6+qUZXKCggQhVLOEyjwaso1iaRCRCFttRdpm3IIEIVSrklIIW0hoAEK4QN1tM6rLa/SlbYaoBC+foVPauuqVchYDSGgAQrhcz2RW2A0BC6pqgcENEAhPTQD2ahdBLRBIWxexscetYsyaZ7GCGiDQmVlZXhmn8bNQKZpFwFtUAiLcps2bdIuyqR5GiOgDQpVVBwUvq1NiRBINQS0QaFUQ430IQREBFKCQqFQcNiwPitXXhkKhdq2DaILlJZSF0ROm6IIpMTLDsAG7zsYjQa/PxwJJEXRIrUIgTYIpEQvBK2CwSDxh/xTiwikCoW0iB3pTAiwARShQAgQAmoQIAqpQY/KEgLUC5EPEALqEKBeSB1+VFr3CBCFdO8CBIA6BIhC6vCj0rpHgCikexcgANQhQBRShx+V1j0CRCHduwABoA4BopA6/Ki07hEgCuneBQgAdQgQhdThR6V1j8D/A3BA16snJf6jAAAAAElFTkSuQmCC)

**① 函数对象参数**

[]，标识一个**lambda的开始**，这部分必须存在，**不能省略**。函数对象参数是传递给编译器自动生成的函数对象类的构造函数的。函数对象参数只能使用那些到定义lambda为止时lambda所在作用范围内可见的局部变量（包括lambda所在类的this）。函数对象参数有以下形式：

* + 空。没有使用任何函数对象参数。
  + =。函数体内可以使用lambda所在作用范围内所有可见的局部变量（包括lambda所在类的this），并且是**值传递方式**（相当于编译器自动为我们按值传递了所有局部变量）。
  + &。函数体内可以使用lambda所在作用范围内所有可见的局部变量（包括lambda所在类的this），并且是**引用传递方式**（相当于编译器自动为我们按引用传递了所有局部变量）。
  + this。函数体内可以使用lambda所在类中的成员变量。
  + a。将a按值进行传递。按值进行传递时，函数体内不能修改传递进来的a的拷贝，因为默认情况下函数是const的。要修改传递进来的a的拷贝，可以添加mutable修饰符。
  + &a。将a按引用进行传递。
  + a, &b。将a按值进行传递，b按引用进行传递。
  + =，&a, &b。除a和b按引用进行传递外，其他参数都按值进行传递。
  + &, a, b。除a和b按值进行传递外，其他参数都按引用进行传递。

**② 操作符重载函数参数**

标识重载的()操作符的参数，没有参数时，这部分可以省略。参数可以通过按值（如：(a,b)）和按引用（如：(&a,&b)）两种方式进行传递。

**③ 可修改标示符**

mutable声明，这部分可以省略。按值传递函数对象参数时，加上mutable修饰符后，可以修改按值传递进来的拷贝（注意是能修改拷贝，而不是值本身）。

**④ 错误抛出标示符**

exception声明，这部分也可以省略。exception声明用于指定函数抛出的异常，如抛出整数类型的异常，可以使用throw(int)

**⑤ 函数返回值**

->返回值类型，标识函数返回值的类型，当返回值为void，或者函数体中只有一处return的地方（此时编译器可以自动推断出返回值类型）时，这部分可以省略。

**⑥ 是函数体**

{}，标识函数的实现，这部分不能省略，但函数体可以为空。

class Test

{

public:

int i = 0;

void func(int x, int y)

{

auto x1 = []{ return i; }; //err, 没有捕获外部变量

auto x2 = [=]{ return i+x+y; }; //ok, 值传递方式捕获所有外部变量

auto x3 = [=]{ return i+x+y; }; //ok, 引用传递方式捕获所有外部变量

auto x4 = [this]{ return i; }; //ok, 捕获this指针

auto x5 = [this]{ return i+x+y; }; //err, 没有捕获x, y

auto x6 = [this, x, y]{ return i+x+y; };//ok, 捕获this指针, x, y

auto x9 = [this]{ return i++; }; //ok, 捕获this指针, 并修改成员的值

}

};

int main()

{

int a = 0, b = 1;

auto f1 = []{ return a; }; //err, 没有捕获外部变量

auto f2 = [=]{ return a; }; //ok, 值传递方式捕获所有外部变量

auto f3 = [=]{ return a++; }; //err, a是以赋值方式捕获的，无法修改

auto f4 = [=]() mutable { return a++; }; //ok, 加上mutable修饰符后，可以修改按值传递进来的拷贝

auto f5 = [&]{ return a++; }; //ok, 引用传递方式捕获所有外部变量, 并对a执行自加运算

auto f6 = [a]{ return a+b; }; //err, 没有捕获变量b

auto f9 = [a,&b]{ return a+(b++); }; //ok, 捕获a, &b

auto f8 = [=,&b]{ return a+(b++); }; //ok, 捕获所有外部变量，&b

return 0;

}

值传递和引用传递区别：

int main()

{

int j = 12;

auto by\_val\_lambda = [=] { return j + 1;};

auto by\_ref\_lambda = [&] { return j + 1;};

cout << "by\_val\_lambda: " << by\_val\_lambda() << endl;

cout << "by\_ref\_lambda: " << by\_ref\_lambda() << endl;

j++;

cout << "by\_val\_lambda: " << by\_val\_lambda() << endl;

cout << "by\_ref\_lambda: " << by\_ref\_lambda() << endl;

/\*

运行结果：

by\_val\_lambda: 13

by\_ref\_lambda: 13

by\_val\_lambda: 13

by\_ref\_lambda: 14

\*/

return 0;

}

第3次调用结果还是13，原因是由于by\_val\_lambda中，j被视为了一个常量，一旦初始化后不会再改变。

9.2.3.2 lambda与仿函数

class MyFunctor

{

public:

MyFunctor(int tmp) : round(tmp) {}

int operator()(int tmp) { return tmp + round; }

private:

int round;

};

int main()

{

//仿函数

int round = 2;

MyFunctor f1(round);//调用构造函数

cout << "result1 = " << f1(1) << endl; //operator()(int tmp)

//lambda表达式

auto f2 = [=](int tmp) -> int { return tmp + round; } ;

cout << "result2 = " << f2(1) << endl;

return 0;

}

通过上面的例子，我们看到，仿函数以round初始化类，而lambda函数也捕获了round变量，其它的，如果在参数传递上，两者保持一致。

除去在语法层面上的不同，lambda和仿函数有着相同的内涵——都可以捕获一些变量作为初始化状态，并接受参数进行运行。

而事实上，仿函数是编译器实现lambda的一种方式，通过编译器都是把lambda表达式转化为一个仿函数对象。因此，在C++11中，lambda可以视为仿函数的一种等价形式。

9.2.3.3 lambda类型

lambda表达式的类型在C++11中被称为“闭包类型”，每一个lambda表达式则会产生一个临时对象(右值)。因此，严格地将，lambda函数并非函数指针。

不过C++11标准却允许lambda表达式向函数指针的转换，但提前是lambda函数没有捕获任何变量，且函数指针所示的函数原型，必须跟lambda函数函数有着相同的调用方式。

int main()

{

//使用std::function和std::bind来存储和操作lambda表达式

function<int(int)> f1 = [](int a) { return a; };

function<int()> f2 = bind([](int a){ return a; }, 123);

cout << "f1 = " << f1(123) << endl;

cout << "f2 = " << f2() << endl;

auto f3 = [](int x, int y)->int{ return x + y; }; //lambda表达式，没有捕获任何外部变量

typedef int (\*PF1)(int x, int y); //函数指针类型

typedef int (\*PF2)(int x);

PF1 p1; //函数指针变量

p1 = f3; //ok, lambda表达式向函数指针的转换

cout << "p1 = " << p1(3, 4) << endl;

PF2 p2;

p2 = f3; //err, 编译失败，参数必须一致

decltype(f3) p3 = f3; // 需通过decltype获得lambda的类型

decltype(f3) p4 = p1; // err 编译失败，函数指针无法转换为lambda

return 0;

}

9.2.3.4 lambda优势

#include <vector>

#include <algorithm> //std::for\_each

#include <iostream>

using namespace std;

vector<int> nums;

vector<int> largeNums;

class LNums

{

public:

LNums(int u): ubound(u){} //构造函数

void operator () (int i) const

{//仿函数

if (i > ubound)

{

largeNums.push\_back(i);

}

}

private:

int ubound;

};

int main()

{

//初始化数据

for(auto i = 0; i < 10; ++i)

{

nums.push\_back(i);

}

int ubound = 5;

//1、传统的for循环

for (auto itr = nums.begin(); itr != nums.end(); ++itr)

{

if (\*itr > ubound)

{

largeNums.push\_back(\*itr);

}

}

//2、使用仿函数

for\_each(nums.begin(), nums.end(), LNums(ubound));

//3、使用lambda函数和算法for\_each

for\_each(nums.begin(), nums.end(), [=](int i)

{

if (i > ubound)

{

largeNums.push\_back(i);

}

}

);

//4、遍历元素

for\_each(largeNums.begin(), largeNums.end(), [=](int i)

{

cout << i << ", ";

}

);

cout << endl;

return 0;

}

lambda表达式的价值在于，就地封装短小的功能闭包，可以及其方便地表达出我们希望执行的具体操作，并让上下文结合更加紧密。

# 10. 线程

在C++11之前，C/C++一直是一种顺序的编程语言。顺序是指所有指令都是串行执行的，即在相同的时刻，有且仅有单个CPU的程序计数器执行代码的代码段，并运行代码段中的指令。而C/C++代码也总是对应地拥有一份操作系统赋予进程的包括堆、栈、可执行的（代码）及不可执行的（数据）在内的各种内存区域。

而在C++11中，一个相当大的变化就是引入了多线程的支持。这使得C/C++语言在进行线程编程时，不比依赖第三方库。

## 10.1 线程的使用

### 10.1.1 线程的创建

用std::thread创建线程非常简单，只需要提供线程函数或函数对象即可，并且可以同时指定线程函数的参数。

#include <thread>

#include <iostream>

using namespace std;

void func1()

{

while(1)

{

cout << \_\_func\_\_ << endl;

}

}

void func2()

{

while(1)

{

cout << \_\_func\_\_ << endl;

}

}

int main()

{

thread t1(func1); //子线程1

thread t2(func2); //子线程2

while(1)//主线程

{

cout << \_\_func\_\_ << endl;

}

return 0;

}

线程还可以接收任意个数的参数：

void func(int a, char ch, const char \*str)

{

std::cout << "a = " << a << "\n";

std::cout << "ch = " << ch << "\n";

std::cout << "str = " << str << "\n";

}

int main()

{

std::thread t(func, 1, 'a', "mike"); //子线程, 需要头文件#include <thread>

while(1); //特地写一个死循环，让程序不结束

return 0;

}

### 10.1.2 回收线程资源

std::thread::join等待线程结束（此函数会阻塞），并回收线程资源，如果线程函数有返回值，返回值将被忽略。

#include <iostream> // std::cout

#include <thread> // std::thread, std::this\_thread::sleep\_for

#include <chrono> // std::chrono::seconds

using namespace std;

void pause\_thread(int n)

{

//指定当前线程休眠一定的时间

this\_thread::sleep\_for(chrono::seconds(n));

cout << "pause of " << n << " seconds ended\n";

}

int main()

{

cout << "Spawning 3 threads...\n";

thread t1(pause\_thread, 1);

thread t2(pause\_thread, 2);

thread t3(pause\_thread, 3);

cout << "Done spawning threads. Now waiting for them to join:\n";

t1.join();//等待线程结束（此函数会阻塞）

t2.join();

t3.join();

cout << "All threads joined!\n";

return 0;

}

如果不希望线程被阻塞执行，可以调用线程的std::thread::detach，将线程和线程对象分离，让线程作为后台线程去执行。但需要注意的是，detach之后就无法在和线程发生联系了，比如detach之后就不能再通过join来等待执行完，线程何时执行完我们也无法控制。

void pause\_thread(int n)

{

this\_thread::sleep\_for (chrono::seconds(n));

cout << "pause of " << n << " seconds ended\n";

}

int main()

{

cout << "Spawning and detaching 3 threads...\n";

thread(pause\_thread,1).detach();

thread(pause\_thread,2).detach();

thread(pause\_thread,3).detach();

cout << "Done spawning threads.\n";

cout << "(the main thread will now pause for 5 seconds)\n";

// give the detached threads time to finish (but not guaranteed!):

pause\_thread(5);

return 0;

}

### 10.1.3 获取线程ID和CPU核心数

void func()

{

this\_thread::sleep\_for (chrono::seconds(1));//休眠1秒

//获取当前线程id

cout << "func id = " << this\_thread::get\_id() << endl;

}

int main()

{

thread t(func);

cout << "t.get\_id() = " << t.get\_id() << endl; //获取线程t的id

cout << "main id = "<<this\_thread::get\_id() << endl; //主线程id

cout << "cup num = " << thread::hardware\_concurrency() << endl;//获取cpu核心数，失败返回0

t.join(); //线程阻塞

/\*

运行结果：

t.get\_id() = 2

main id = 1

cup num = 4

func id = 2

\*/

return 0;

}

## 10.2 互斥量

### 10.2.1 为什么需要互斥量

在多任务操作系统中，同时运行的多个任务可能都需要使用同一种资源。这个过程有点类似于，公司部门里，我在使用着打印机打印东西的同时（还没有打印完），别人刚好也在此刻使用打印机打印东西，如果不做任何处理的话，打印出来的东西肯定是错乱的。

// 打印机

void printer(const char \*str)

{

while(\*str != '\0')

{

cout << \*str;

str++;

this\_thread::sleep\_for (chrono::seconds(1));

}

cout << endl;

}

// 线程一

void func1()

{

const char \*str = "hello";

printer(str);

}

// 线程二

void func2()

{

const char \*str = "world";

printer(str);

}

int main(void)

{

thread t1(func1);

thread t2(func2);

t1.join();

t2.join();

return 0;

}

运行结果如下：

![2017-08-19_193418](data:image/png;base64,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)

### 10.2.2 独占互斥量std::mutex

互斥量的基本接口很相似，一般用法是通过lock()方法来阻塞线程，直到获得互斥量的所有权为止。在线程获得互斥量并完成任务之后，就必须使用unlock()来解除对互斥量的占用，lock()和unlock()必须成对出现。try\_lock()尝试锁定互斥量，如果成功则返回true, 如果失败则返回false，它是非阻塞的。

mutex g\_lock; //全局互斥锁对象，#include <mutex>

// 打印机

void printer(const char \*str)

{

g\_lock.lock(); //上锁

while(\*str != '\0')

{

cout << \*str;

str++;

this\_thread::sleep\_for (chrono::seconds(1));

}

cout << endl;

g\_lock.unlock(); //解锁

}

// 线程一

void func1()

{

const char \*str = "hello";

printer(str);

}

// 线程二

void func2()

{

const char \*str = "world";

printer(str);

}

int main(void)

{

thread t1(func1);

thread t2(func2);

t1.join();

t2.join();

return 0;

}

使用std::lock\_guard可以简化lock/unlock的写法，同时也更安全，因为lock\_guard在构造时会自动锁定互斥量，而在退出作用域后进行析构时就会自动解锁，从而避免忘了unlock操作。

mutex g\_lock; //全局互斥锁对象，#include <mutex>

// 打印机

void printer(const char \*str)

{

lock\_guard<std::mutex> locker(g\_lock);

while(\*str != '\0')

{

cout << \*str;

str++;

this\_thread::sleep\_for (chrono::seconds(1));

}

cout << endl;

}

### 10.2.3 原子操作

所谓的原子操作，取的就是“原子是最小的、不可分割的最小个体”的意义，它表示在多个线程访问同一个全局资源的时候，能够确保所有其他的线程都不在同一时间内访问相同的资源。也就是他确保了在同一时刻只有唯一的线程对这个资源进行访问。这有点类似互斥对象对共享资源的访问的保护，但是原子操作更加接近底层，因而效率更高。

//全局的结果数据

long total = 0;

//点击函数

void func()

{

for(int i = 0; i < 1000000; ++i)

{

// 对全局数据进行无锁访问

total += 1;

}

}

int main()

{

clock\_t start = clock(); // 计时开始

//线程

thread t1(func);

thread t2(func);

t1.join();

t2.join();

clock\_t end = clock(); // 计时结束

cout << "total = " << total << endl;

cout << "time = " << end-start << " ms\n";

return 0;

}

运行结果如下：
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由于线程间对数据的竞争而导致每次运行的结果都不一样。因此，为了防止数据竞争问题，我们需要对total进行原子操作。

通过互斥锁进行原子操作：

//全局的结果数据

long total = 0;

mutex g\_lock;

//点击函数

void func()

{

for(int i = 0; i < 1000000; ++i)

{

g\_lock.lock(); //加锁

total += 1;

g\_lock.unlock(); //解锁

}

}

int main()

{

clock\_t start = clock(); // 计时开始

//线程

thread t1(func);

thread t2(func);

t1.join();

t2.join();

clock\_t end = clock(); // 计时结束

cout << "total = " << total << endl;

cout << "time = " << end-start << " ms\n";

return 0;

}

每次运行的结果都一样，只是耗时长点。
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在新标准C++11，引入了原子操作的概念。如果我们在多个线程中对这些类型的共享资源进行操作，编译器将保证这些操作都是原子性的，也就是说，确保任意时刻只有一个线程对这个资源进行访问，编译器将保证多个线程访问这个共享资源的正确性。从而避免了锁的使用，提高了效率。

//原子数据类型

atomic<long> total = {0}; //需要头文件 #include <atomic>

//点击函数

void func()

{

for(int i = 0; i < 1000000; ++i)

{

total += 1;

}

}

int main()

{

clock\_t start = clock(); // 计时开始

//线程

thread t1(func);

thread t2(func);

t1.join();

t2.join();

clock\_t end = clock(); // 计时结束

cout << "total = " << total << endl;

cout << "time = " << end-start << " ms\n";

return 0;

}

运行结果如下，耗时也很短：

![2017-08-19_210219](data:image/png;base64,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)

原子操作的实现跟普通数据类型类似，但是它能够在保证结果正确的前提下，提供比mutex等锁机制更好的性能。