**14. Write the python program to implement Apha & Beta pruning algorithm for gaming**

**Program**: import math

# Initialize the board

board = [[" " for \_ in range(3)] for \_ in range(3)]

def print\_board():

print("\n")

for row in board:

print(" | ".join(row))

print("-" \* 9)

def is\_winner(player):

# Check rows, columns, diagonals

for i in range(3):

if all(board[i][j] == player for j in range(3)) or \

all(board[j][i] == player for j in range(3)):

return True

if all(board[i][i] == player for i in range(3)) or \

all(board[i][2 - i] == player for i in range(3)):

return True

return False

def is\_draw():

return all(cell != " " for row in board for cell in row)

def alphabeta(depth, alpha, beta, is\_maximizing):

if is\_winner("O"):

return 1

if is\_winner("X"):

return -1

if is\_draw():

return 0

if is\_maximizing:

max\_eval = -math.inf

for i in range(3):

for j in range(3):

if board[i][j] == " ":

board[i][j] = "O"

eval = alphabeta(depth + 1, alpha, beta, False)

board[i][j] = " "

max\_eval = max(max\_eval, eval)

alpha = max(alpha, eval)

if beta <= alpha:

break

return max\_eval

else:

min\_eval = math.inf

for i in range(3):

for j in range(3):

if board[i][j] == " ":

board[i][j] = "X"

eval = alphabeta(depth + 1, alpha, beta, True)

board[i][j] = " "

min\_eval = min(min\_eval, eval)

beta = min(beta, eval)

if beta <= alpha:

break

return min\_eval

def best\_move():

best\_score = -math.inf

move = (-1, -1)

for i in range(3):

for j in range(3):

if board[i][j] == " ":

board[i][j] = "O"

score = alphabeta(0, -math.inf, math.inf, False)

board[i][j] = " "

if score > best\_score:

best\_score = score

move = (i, j)

return move

def play\_game():

print("Welcome to Tic Tac Toe with Alpha-Beta Pruning!")

print("You are X, AI is O.")

print\_board()

while True:

# Human move

while True:

try:

row = int(input("Enter row (0-2): "))

col = int(input("Enter col (0-2): "))

if board[row][col] == " ":

board[row][col] = "X"

break

else:

print("Cell already taken!")

except:

print("Invalid input. Try again.")

print\_board()

if is\_winner("X"):

print("🎉 You win!")

break

if is\_draw():

print("It's a draw!")

break

# AI move

print("AI is making a move...")

i, j = best\_move()

board[i][j] = "O"

print\_board()

if is\_winner("O"):

print("🤖 AI wins!")

break

if is\_draw():

print("It's a draw!")

break

# Start the game

play\_game()

**output:**

![](data:image/png;base64,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)