Semesterarbeit Teil 3a: Newton-Verfahren

# Aufgabenstellung

Implementieren Sie das Newton-Verfahren zur Bestimmung von Nullstellen von Funktionen.

(Dabei soll die Funktion als Sympy-Objekt eingegeben werden, so dass Sie mit Sympy die Ableitung davon bestimmen können.)

# Implementation

## Struktur

Für diese Arbeit verwende ich folgende Scripts:

* «test.py»: Dieses Script dient zur Überprüfung der Implementationen.
* «tools.py»: Dieses Script enthält die Funktion mit dem Newton-Verfahren.

## Test-Script

Im Test-Script habe ich die Aufgabe 1 aus [Mk] Seite 291 Newtonverfahren und Taylorentwicklung gelöst:

Die Nullstelle fuer `-x + 3\*cos(x)=0` bei `x0=1` liegt bei `1.17012095000756`.

Dafür importiere ich die `sympy`-Library und das Tools-Script mit der Newton-Verfahren-Funktion:

import sympy

import tools

Dann erstelle ich ein sympy-Symbol `x`, welches dann später in den sympy-Objekten den X-Wert darstellt:

x = sympy.Symbol('x')

Nun kann ich das sympy-Objekt erstellen für `3cos(x) – x = 0`:

demoFunction = 3 \* sympy.cos(x) - x

demoDerivation = sympy.diff(demoFunction)

Mit Hilfe der Funktion `sympy.diff` kann ich dann die abgeleitete Funktion berechnen. Diese brauche ich für das Newton-Verfahren.

demoX0 = 1

Ich speichere noch den x0-Wert in eine Variable und führe dann die Funktion mit dem Newton-Verfahren auf:

demoZero = tools.newtons\_method(demoX0, demoFunction, demoDerivation, 5)

Zum Schluss gebe ich noch die Nullstelle, also `demoZero` zurück:

print('Die Nullstelle fuer `' + str(demoFunction) + '=0` bei `x0=' + str(demoX0)

+ '` liegt bei `' + str(demoZero) + '`.')

## Tools-Script

In diesem Script geschehen die mathematisch interessanten Teile des Skriptes. Als erstes importiere ich die sympy-Library und erstelle wieder den symbolischen X-Wert, damit ich diesen für meine Berechnungen verwenden kann:

import sympy

x = sympy.Symbol('x')

Dann definiere ich die Funktion mit 5 Parameter:

def newtons\_method(x0, function, derivation, decimals, calls=1000):

* `x0`: definiert den x0-Wert
* `function`: definiert die Funktion
* `derivation`: definiert die Ableitung der Funktion
* `decimals`: definiert die Anzahl Dezimalstellen, welche übereinstimmen müssen, also die Genauigkeit
* `calls`: definiert die maximale Anzahl an Aufrufen, welches das Script noch durchlaufen darf, da das Script sich immer wieder selbst aufruft und es möglich wäre, dass keine Nullstelle existiert. In diesem Fall würde die Funktion `None` zurückgeben. Der Standardwert für `calls` liegt bei 1000 Durchführungen.

Gemäss Newton-Verfahren gilt: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAA+CAIAAADBHZwwAAAAAXNSR0IArs4c6QAACtNJREFUeF7tnGWM1UoUx98u7u4uwd3hBQnuTuAD7h4kQRI0uPOBL3iwoCG4k+Du7u4OwfX9eJM0pfe2nfZ2pezcD5vdu2dOZ+Y/x8807NevX/+oTwzbgfAYtl613N87oFCPiedAoa5Qj4k7EBPXrGQ9klD/+PHjrl275s+fv3fv3u/fv2tPff369YwZM27fvu1uHnfv3p0wYcKLFy8cDVeoO9oul8TPnj3r2bPnz58/U6ZM2bFjx0OHDglGt27dGjRoUP369XPkyOGOdbZs2Zo3bz58+PD79+874EDkpj4RugPfvn0bN25c586dX7169fbt26NHj/KTJz59+rRdu3aIfuhPP3jwYKdOnZB4SVZK1h1IiDvSGzdubNq0qWLFismTJ0+aNGmZMmX4iZKfPXt2+vTpy5Ur546tflSpUqVSp069evVqyeyLQj30PbfhcOLEiffv3+fOnTssLEwj5Shs3bq1cuXKcePGDX0GMIHVmjVrJPW8Qj30PQ/OAWnesGHD9OnTV65c+eHDh3Xr1s2aNevBgweC+siRI+Hh4RwF/eAzZ86MHz++QoUK/fv3//TpEyagT58+JUqUOH/+vO0sYfX582fMhy3lbwJJS6DI3O3AvXv3atas2aNHD4DXOADPwIEDceKePHliYPvly5fBgweXL1/+8OHDI0aMwOqvXbv25cuXtk+HFQyHDh369etXW2Il61Ky4ZoIeb1z5w6CqNfkyDGngW8C1TvfFCtWjFHgB4qVKlVq0qQJnr/tBAS3hw8fwtyWWKFuu0UhEVy4cAFVX6RIkdixY2uMkMUfP36Y8c2XL1+iRInAu3jx4k6fjQNhwVnjplB3urEO6InZrl27li5dusyZM+uHxYoVK3HixGaMcPVxyN+9e8dwBw/7nxTOep/RbLhC3enGOqDHluOr582bN23atPphCRIkyJQpE3LJx8AOxYAhJ7JnIMDLP4wUEFKeNWtWmNuOUqjbbpF7gufPnz969ChnzpwE6HouceLEKVCgALnYQFx37tyJbujVq9elS5dwCCAgWYvnP3r06Nq1a5PT5Re8+lWrVhmmBTfOSqFCheLFi2c7Y4W67Ra5JwCtx48fY6f1Rl2wIzkTP358fDrxJwAvWbJk9+7dRHR169YVfgAO/NKlS1EYGAgyr7j3+/bta9q0KenbQONNpI6ekMz5KNTdg2o78vLlywguYh1ImT179saNG+/YsUO43Ohziigk17p27ZoiRQp8/tKlS6PqsQ4FCxaE5uzZsyDdsmVLfiLTBkcPvA8cOFCnTh1DAsB0hraxnSJwtwMU2fr169etWze0dFAO8nl4CmsE/XPmzMF4L1y4sH379gaeaAi+hKHkVJWs20qsSwJqIch69erVzdx1XLxhw4bNnTv3+vXr1s+4ePEi4k4sR3oHoUdPkIND4YtRFO6WL19O2c3gM1rwVKi7BNVsGEobl4rcO/KHfq5WrZpFKIVCnjhxIpghzWYM0d7Hjh1DpWfJkoXf37x5c/XqVYAXXhsDGU5KB59RfiVhklUaeY4xnBILTba1bNmyZMpat25NVS0abohCPRqCEuFTMmp4dAgl+iFDhhAUTp06FU2A1WnVqlW9evW0elGET8r5A3w6becL9WZEcFnHePTu3ZuWD8o+mzdvxiXhdyq4FnnE0KeDbqS7iPqBBauGDRtSizRLP0XJtENfeORzCI46Io6XMW/ePByTmTNnuu7qYj2wwuOYMmVKmzZtrHMIpCdxVvWdhIHbQZIrf/78gUkPQenhtCMfiUh9olmEt2XLFtxCejqJESWjwKBkeLPbtm0j54DhCIWP5NhQpi0ibFZt8Zk0aZLkTKIzmak3B1oE/m3btqWJU/IYErRAST7BQC9UN8qDLhFJVq7JXExbexZqhgjbuuaRJk2aPHnyBJ1erly5XE87QgfevHnTyD/okST3S/hRuHBhEoQoXsljixxgdAN1A/4gvYK2si7IrEUNWUQizebjbtqSq/ubyILIOssj7ZcxY0YSQNQDFixYgDUV6V9+p2DQt29fMsZ79uyhy5NeH+0cTZ48GTL8f0NeQlLWQ7TrrqcdoXIWPZn/EbmR7VuxYsXGjRtxhqtUqULZAI+atP6iRYvYUzJNwE+pnyZ+GrlTpUpl7Xk5XTABAsmNfy0/qJ9AVy5qp+10mdGB/g/UT548OXbs2FOnTnXo0IE6ICE73jvnoFatWog+Bo9mTTo7sfdc5kiWLBkWDn2APRMfRB+3nyyj+FO74RHR63Qx7YieUnTnL2+u2FzOAV3ciPuoUaMI5Q3tmCHadfmZOKK0nbYjbo6I8TPokkASsIZsmjYWK0niiz2kgqJniEtETR3zqieWfyK1mWnTpiG0tmGXg+oL5QREH+ARegJrKsd078r05kXtwY+qaZvdbWM3mBIFFXKd4KSPIDgftMSTvTdLSFjvJPWY7t2743LhjVmXV2RR59hiPgm76dLFi6bwR5BDlwjtedZTgRK7QOmXliBHjWCenBXX0w7x6Xg8QEinFDtG2Y2yGP3OgidyfPr0aX6h8TlJkiTiS0DimgRbxHU4d5ALPgkTJiTMWbZsGafKagnyCsSWcvv27eh/W/Viy+cvIEAkiG7wggN3gysNzZo1A3Ja6rSV0kCN+4wx8mTt+OO423TSmXGTlXWZs09+ho4+mc5cGW6+pgl6t02siE467HqLFi20IiyKYf369bS3yvY/2W1N0aJFeQrBlxmhl6jbTebv/7/13TaxfiDHJapRo4YmHkg/HhLmUlP4kNFfS5sNWoEWGhIeOM6YDGJpvrTdR4Jqwmysu9k9GIW67R46IMAkUxVEjgGJcBcvndKl/goEKhd/jUKUvtuC9lYuS2TIkEGvJkn9dunShRCalAlngmZZuijJg8lktWnoAHi8BLN3WCjUHYAqSRr0bpsYS8jDXXNDW5VoauaWUyB/RJbTQEjMwEaNGuEN0DJrOw0OH8VolDxaJCixQt12Dx0TBL3bJriAB7odQdQztUhxYgvId2Hywdupb0/8onVUGtagUHcMqvUAs7ttFqMselUIwQGeCgUQOp0op8QsrlaoO91MG3qzu20Ww9DhqHfct0AaEt5E3ph2yZdQCA54D1gEkugGpaLxV6h7jLrZ3TZr1KkvM9Cg6vH2SeWOGTMG8I4fP85/cfpoZVu8eDH3nnjzBWk4PPwBAwaQN9PzJ+VHZpAqiVmHvELdY9Qt7raZPQlQAY/LDAI8fpLL279/P41MRAS4b9j1c+fOcQGK9ChaoWTJkryZQrj93HIKTIqTAyXYo1khqIfIIxTqHqNucbfN7Eki3sPlxg2Ehpwadc6RI0fi6pNvobpNnyqyjug3aNAAYkIynHPeZUVX45UrV0j6kojVM4cAi85w07V5kgJUTMQO2N5tM9soEreoa1Lo+tfXBCUWL64hXc/hEHlc1ICekhidd89Zdy4pWfdS1m3vtpk9jPwMV1yx7iTgrHtVSAaQ56latSqvtECmSeZwCxqFLzhz7LgECSt9j1PgQxXqHqDu6G6bhZ7nVVVcZuNNZRbAY7CBlno3fGh5EiUcojv+JP/KoUGxc2XFuhqibjx5gLov7rbp16lQ9wB137FQGt53kHkwYYW6B5voOxYKdd9B5sGEFeoebKLvWCjUfQeZBxNWqHuwib5joVD3HWQeTFih7sEm+o6FQt13kHkwYYW6B5voOxb/AdLxEIUmS8pAAAAAAElFTkSuQmCC), deshalb berechnen wir x1 basierend auf x0:

x1 = x0 - (function.evalf(subs={x: x0}) / derivation.evalf(subs={x: x0}))

Da wir sympy-Objekte haben, können wir dafür ganz einfach die `evalf`-Funktion verwenden und den X-Wert einsetzen.

Als nächstes vergleichen wir x0 mit x1. Je näher dieser Delta-Wert an 0 kommt, desto näher sind wir unserer Nullstelle:

diff\_delta\_x = abs(x0 - x1)

diff\_max\_decimals = 1 / (10 \*\* decimals) # => 0.00001

Normalerweise wird jedoch dieser Wert nicht nie absolut 0 sein, deshalb haben wir die `decimals`-Variable. Deshalb überprüfen wir, wie viele Dezimalstellen bei x0 und x1 identisch sind (anhand des Delta-Wertes). Wenn die Anzahl identischer Dezimalstellen mindestens dem Wert des Parameters `decimals` entspricht geben wir x1 zurück:

if diff\_delta\_x < diff\_max\_decimals: # 0.00000999… < 0.00001 => also 5 identische Stellen

return x1

Ansonsten rufen wir die Funktion rekursiv, erneut auf (falls die `calls`-Begrenzung noch nicht ausgelaufen ist):

if calls > 0:

return newtons\_method(x1, function, derivation, decimals, calls - 1)

else:

return None