# jQuery笔记

学习参考网站：<http://www.runoob.com/jquery/jquery-tutorial.html>。

<http://www.w3school.com.cn/jquery/>

jQuery API手册：<http://www.runoob.com/manual/jquery/>

## jQuery简介

|  |
| --- |
| jQuery 是一个 JavaScript 库。  jQuery 极大地简化了 JavaScript 编程。  jQuery 很容易学习。 |

jQuery是一个快速、简洁的JavaScript框架（或JavaScript函数库）。jQuery设计的宗旨是“write Less，Do More”，即倡导写更少的代码，做更多的事情。

|  |
| --- |
| jQuery库包含以下功能：   * HTML 元素选取 * HTML 元素操作 * CSS 操作 * HTML 事件函数 * JavaScript 特效和动画 * HTML DOM 遍历和修改 * AJAX * Utilities |

jQuery的核心特性可以总结为：具有独特的链式语法和短小清晰的多功能接口；具有高效灵活的css选择器，并且可对CSS选择器进行扩展；拥有便捷的插件扩展机制和丰富的插件。jQuery兼容各种主流浏览器，如IE 6.0+、FF 1.5+、Safari 2.0+、Opera 9.0+等。

jQuery 团体知道JS在不同浏览器中存在着大量的兼容性问题，目前jQuery**兼容于所有主流浏览器**, 包括Internet Explorer 6。

## jQuery安装

### 方式一

jQuery 库是一个 JavaScript 文件，可以使用 HTML 的 <script> 标签引用下载好的jQuery文件：

|  |
| --- |
| <script src="jquery-1.10.2.min.js"></script> |

可以从 [jquery.com](http://jquery.com/download/) 下载 jQuery 库：

* Production version - 用于实际的网站中，已被精简和压缩。
* Development version - 用于测试和开发（未压缩，是可读的代码）

### 方式二

如果不希望下载并存放 jQuery，那么也可以通过 CDN（内容分发网络） 引用它。

百度、又拍云、新浪、谷歌和微软的服务器都存有 jQuery 。

如果你的站点用户是国内的，建议使用百度、又拍云、新浪等国内CDN地址，如果你站点用户是国外的可以使用谷歌和微软。

* 菜鸟教程CDN：

|  |
| --- |
| <script src="http://cdn.static.runoob.com/libs/jquery/1.10.2/jquery.min.js"> </script> |

* 百度 CDN：

|  |
| --- |
| <script src="https://apps.bdimg.com/libs/jquery/2.1.4/jquery.min.js"> </script> |

* Google CDN:

|  |
| --- |
| <script src="http://ajax.googleapis.com/ajax/libs/jquery/1.10.2/jquery.min.js"> </script> |

说明：

|  |
| --- |
| **使用方式二，有一个很大的优势（上线推荐使用，本地调试或者断网状态推荐使用方式一）**：  许多用户在访问其他站点时，已经从百度、新浪、谷歌或微软加载过 jQuery。所以结果是，当用户访问您的站点时，会从缓存中加载 jQuery，这样可以减少加载时间。同时，大多数 CDN 都可以确保当用户向其请求文件时，会从离用户最近的服务器上返回响应，这样也可以提高加载速度。 |

## jQuery 语法

jQuery 语法是通过选取 HTML 元素，并对选取的元素执行某些操作。

**基础语法： $(selector).action()**

* 美元符号定义 jQuery
* 选择符（selector）"查询"和"查找" HTML 元素
* jQuery 的 action() 执行对元素的操作

案例：

|  |
| --- |
| $(this).hide()-------隐藏当前元素  $("p").hide()-------隐藏所有 <p> 元素  $("p.test").hide()-------隐藏所有 class="test" 的 <p> 元素  $("#test").hide()-------隐藏所有 id="test" 的元素 |

### 文档就绪事件

|  |
| --- |
| **$(document).ready(function(){**  **// 开始写 jQuery 代码...**  **});** |

简洁写法（与以上写法效果相同）：

|  |
| --- |
| **$(function(){**  **// 开始写 jQuery 代码...**  **});** |

以上两种方式可以选择你喜欢的方式实现文档就绪后执行 jQuery 方法。

### 3.2. DOM对象与jQuery对象转换

jQuery对象就是通过jQuery包装DOM对象后产生的对象。

DOM对象就是使用JavaScript中的DOM API操作获得的元素对象。

jQuery对象转换成DOM对象方式一：

|  |
| --- |
| var $div = $("div");  var div = $div[0];  alert(div.innerHTML); |

jQuery对象转换成DOM对象方式二：

|  |
| --- |
| var $div = $("div");  var div = $div.get(0);  alert(div.innerHTML); |

DOM对象转换成jQuery对象方法：

|  |
| --- |
| var div = document.getElementById("id");  var $div = $(div); |

## jQuery 选择器

jQuery 选择器允许您对 HTML 元素组或单个元素进行操作。

jQuery 选择器基于元素的 id、类、类型、属性、属性值等"查找"（或选择）HTML 元素。 它基于已经存在的 CSS 选择器，除此之外，它还有一些自定义的选择器。

jQuery 中**所有选择器**都以**美元符号开头**：**$()**。

### 元素选择器

jQuery 元素选择器**基于元素名选取**元素。

如：在页面中选取所有 <p> 元素：$("p")。

案例：用户点击按钮后，所有 <p> 元素都隐藏

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $("p").hide();  }); });** |

### id 选择器

jQuery #id 选择器通过 HTML 元素的 id 属性选取指定的元素。

页面中元素的 **id 应该是唯一**的，所以您要在页面中选取唯一的元素需要通过 #id 选择器。

通过 id 选取元素语法如下：**$("#test")**

案例：当用户点击按钮后，有 id="test" 属性的元素将被隐藏

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $("#test").hide();  }); });** |

### 类选择器(class选择器)

jQuery 类选择器可以通过指定的 class 查找元素。

语法如下：**$(".test")**

案例：用户点击按钮后所有带有 class="test" 属性的元素都隐藏

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $(".test").hide();  }); });** |

### 常用选择器

|  |  |  |
| --- | --- | --- |
| **语法** | **描述** | **实例** |
| **$("\*")** | **选取所有元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_all2) |
| **$(this)** | **选取当前 HTML 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_this) |
| **$("p.intro")** | **选取 class 为 intro 的 <p> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_pclass) |
| **$("p:first")** | **选取第一个 <p> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_pfirst) |
| **$("ul li:first")** | **选取第一个 <ul> 元素的第一个 <li> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_ullifirst) |
| **$("ul li:first-child")** | **选取每个 <ul> 元素的第一个 <li> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_ullifirstchild) |
| **$("[href]")** | **选取带有 href 属性的元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_hrefattr) |
| **$("a[target='\_blank']")** | **选取所有 target 属性值等于 "\_blank" 的 <a> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_hrefattrblank) |
| **$("a[target!='\_blank']")** | **选取所有 target 属性值不等于 "\_blank" 的 <a> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_hrefattrnotblank) |
| **$(":button")** | **选取所有 type="button" 的 <input> 元素 和 <button> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_button2) |
| **$("tr:even")** | **选取偶数位置的 <tr> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_even) |
| **$("tr:odd")** | **选取奇数位置的 <tr> 元素** | [**在线实例**](http://www.runoob.com/try/try.php?filename=tryjquery_sel_odd) |

## jQuery事件

**页面对不同访问者的响应叫做事件**。

事件处理程序指的是当 HTML 中发生某些事件时所调用的方法。

在事件中经常使用术语"触发"（或"激发"）例如： "当您按下按键时触发 keypress 事件"。

常见 DOM 事件：

|  |  |  |  |
| --- | --- | --- | --- |
| **鼠标事件** | **键盘事件** | **表单事件** | **文档/窗口事件** |
| **click** | **keypress** | **submit** | **load** |
| **dblclick** | **keydown** | **change** | **resize** |
| **mouseenter** | **keyup** | **focus** | **scroll** |
| **mouseleave** |  | **blur** | **unload** |

### jQuery事件语法

在 jQuery 中，大多数 DOM 事件都有一个等效的 jQuery 方法。

页面中指定一个点击事件： **$("p").click()**;

下一步是定义什么时间触发事件。您可以通过一个事件函数实现：

|  |
| --- |
| **$("p").click(function () {  // 动作触发后执行的代码!!  });** |

### 常用的jQuery事件方法

* $(document).ready()：允许我们在文档完全加载完后执行函数
* click()：当按钮点击事件被触发时会调用一个函数
* dblclick()：当双击元素时，会发生 dblclick 事件
* mouseenter()：当鼠标指针穿过元素时，会发生 mouseenter 事件
* mouseleave()：当鼠标指针离开元素时，会发生 mouseleave 事件
* mousedown()：当鼠标指针移动到元素上方，并按下鼠标按键时，会发生 mousedown 事件
* hover()：用于模拟光标悬停事件
* focus()：当元素获得焦点时，发生 focus 事件
* blur()：元素失去焦点时，发生 blur 事件

### $(document).ready()与window.onload

详情可以参考：<http://yunlian0621.iteye.com/admin/blogs/2360461>

|  |
| --- |
| **1.执行时间**  window.onload必须等到页面内包括图片的所有元素加载完毕后才能执行。  $(document).ready()是DOM结构绘制完毕后就执行，不必等到加载完毕。  **2.编写个数不同**  window.onload不能同时编写多个，如果有多个window.onload方法，只会执行最后一个。  $(document).ready()可以同时编写多个，并且都可以得到执行。  **3.简化写法**  window.onload没有简化写法  $(document).ready(function(){})可以简写成$(function(){}); |

$(document).ready(function(){})不一定要等所有的js和图片加载完毕，就可以执行一些方法。不过有些时候，必须要等所有的元素都加载完毕，才可以执行一些方法的时候：比如说，部分图片或者什么其他方面还没有加载好，这个时候，点击某些按钮，会导致出现意外的情况，这个时候，我们可以采用$(window).load(function(){...})，**$(window).load(function(){...})是在页面所有元素(包括html标签以及引用到的所有图片、Flash等媒体)加载完毕后执行的**。

Load() 方法会在元素的 onload 事件中**绑定一个处理函数**。

**如果处理函数绑定给 window 对象**，则会在所有内容 ( ***包括窗口、框架、对象和图像等*** ) 加载完毕后触发；

**如果处理函数绑定在元素上**，则会在元素的内容加载完毕后触发

## jQuery效果

### 隐藏、显示

#### 6.1.1 show()、hide()

|  |
| --- |
| **$(document).ready(function () {  $(".showAll").hide();//默认隐藏  //点击显示全部  $(".needAll").click(function () {  $(".showLess").hide();//隐藏  $(".showAll").show();//显示  });  //点击收起  $(".needLess").click(function () {  $(".showAll").hide();//隐藏  $(".showLess").show();//显示  }); });** |
| **<p class="showLess">**  这些代码也是jQuery语法的最初雏形。当时John的想法很简单：他发现这种语法相对现有的JavaScript库更为简洁。但他没想到的是，这篇文章一经发布就引起了业界的关注。于是John开始认真思考着这件事情（编写语法更为简洁的JavaScript程序库），直到2006年1月14日，John正式宣布以jQuery的名称发布自己的程序库。随之而来的是jQuery的快速发展。  2006年1月John Resig等入创建了jQuery......  **<a href="javascript:void(0)" class="needAll">显示全部</a>** **</p> <p class="showAll">**  这些代码也是jQuery语法的最初雏形。当时John的想法很简单：他发现这种语法相对现有的JavaScript库更为简洁。但他没想到的是，这篇文章一经发布就引起了业界的关注。于是John开始认真思考着这件事情（编写语法更为简洁的JavaScript程序库），直到2006年1月14日，John正式宣布以jQuery的名称发布自己的程序库。随之而来的是jQuery的快速发展。  2006年1月John Resig等入创建了jQuery；8月，jQuery的第一个稳定版本，并且已经支持CSS选择符、事件处理和AJAX交互。  2007年7月，jQuery 1.1.3版发布，这次小版本的变化包含了对jQuery选择符引擎执行速度的显著提升。从这个版本开始，jQuery的性能达到了Prototype、Mootools以及Dojo等同类JavaScript库的水平。同年9月，jQuery 1.2版发布，它去掉了对XPath选择符的支持，原因是相对于CSS语法它已经变得多余了。这一版能够对效果进行更为灵活的定制，而且借助新增的命名空间事件，也使插件开发变得更容易。同时，jQuery UI项目也开始启动，这个新的套件是作为曾经流行但已过时的Interface插件的替代项目而发布的。jQuery UI中包含大量预定义好的部件（widget），以及一组用于构建高级元素（例如可拖放、拖拽、排序）的工具。  **<a href="javascript:void(0)" class="needLess">收起</a> </p>** |

#### 6.1.1.2 toggle()

通过 jQuery，可以使用 toggle() 方法来自动切换 hide() 和 show() 方法的效果。

如果元素已隐藏，则 toggle () 会向元素添加显示效果。

如果元素已显示，则 toggle () 会向元素添加隐藏效果。

案例：

|  |
| --- |
| **$(document).ready(function () {  $(".second").toggle();//页面加载时，默认隐藏该部分信息  $(".showSecond").click(function () {  $(".first").toggle();  $(".second").toggle();  });  $(".showFirst").click(function () {  $(".first").toggle();  $(".second").toggle();  }); });** |
| **<p class="first">这是部分信息。。。。。。  <a href="javascript:void (0)" class="showSecond">显示全部</a> </p> <p class="second">这是部分信息。。。。。。这是部分信息。。。。。。这是部分信息。。。。。。这是部分信息。。。。。。  <a href="javascript:void (0)" class="showFirst">收起</a> </p>** |

#### 6.1.1.3 bind()

从上面的代码中，可以看出，红色加粗部分的代码是完全一样的，因此我们可以通过bind方法来将点击事件与点击事件触发的函数绑定到指定的元素。

**bind() 方法为被选元素添加一个或多个事件处理程序，并规定事件发生时运行的函数。**

**语法：$(selector).bind(event,data,function)**

* event：事件，必填参数。
* data：传递到函数的额外数据，可选参数。
* function：当事件发生时运行的函数，必填参数。

**语法：$(selector).bind({event:function, event:function, ...})**

|  |
| --- |
| **$(document).ready(function () {  $("button").bind({  click: function () {  $("p").slideToggle();  },  mouseover: function () {  $("body").css("background-color", "red");  },  mouseout: function () {  $("body").css("background-color", "#FFFFFF");  }  }); });** |

因此上一小节中的js代码可以用以下方式实现：

|  |
| --- |
| **$(document).ready(function () {  $(".second").toggle();//页面加载时，默认隐藏该部分信息  $(".showFirst,.showSecond").bind("click", function () {  $(".first").toggle();  $(".second").toggle();  }) });** |

因此，当某些元素触发了相同的事件，并且需要执行相同的事情时，则可以采用bind方法实现，这样不仅减少了代码的复用，也方便项目的后期维护。

### 淡入、淡出

#### 6.2.1 fadeIn()、fadeOut()

fadeIn() 用于淡入已隐藏的元素。

fadeOut() 方法用于淡出可见元素

**语法：**

**$(selector).fadeIn(speed,callback);**

**$(selector).fadeOut(speed,callback);**

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或***毫秒***。

可选的 callback 参数是 fading 完成后所执行的函数名称。

案例：

|  |
| --- |
| **$(document).ready(function () {  $(".fadeInDemo").click(function () {  $("#div1").fadeIn();  $("#div2").fadeIn("slow");//效果不明显  $("#div3").fadeIn(9000);//效果明显  });  $(".fadeOutDemo").click(function () {  $("#div1").fadeOut();  $("#div2").fadeOut("slow");//效果不明显  $("#div3").fadeOut(5000);//效果明显  }); });** |
| **<p>以下实例演示了淡入淡出使用了不同参数的效果。</p> <button class="fadeInDemo">点击淡入 div 元素。</button> <button class="fadeOutDemo">点击淡出 div 元素。</button> <br><br> <div id="div1" style="width:80px;height:80px;display:none;background-color:red;"></div> <br> <div id="div2" style="width:80px;height:80px;display:none;background-color:green;"></div> <br> <div id="div3" style="width:80px;height:80px;display:none;background-color:blue;"></div>** |

#### 6.2.2 fadeToggle()

fadeToggle() 方法可以在 fadeIn() 与 fadeOut() 方法之间进行切换。

如果元素已淡出，则 fadeToggle() 会向元素添加淡入效果。

如果元素已淡入，则 fadeToggle() 会向元素添加淡出效果。

**语法：$(selector).fadeToggle(speed,callback)**

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

可选的 callback 参数是 fading 完成后所执行的函数名称。

案例：

|  |
| --- |
| **$(".autoFade").click(function () {  $("#div1").fadeToggle();  $("#div2").fadeToggle("slow");//效果不明显  $("#div3").fadeToggle(5000);//效果明显 });** |

#### 6.2.3 fadeTo()

fadeTo() 方法允许渐变为给定的不透明度（值介于 0 与 1 之间）。

**语法：$(selector).fadeTo(speed,opacity,callback);**

必需的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

fadeTo() 方法中必需的 opacity 参数将淡入淡出效果设置为给定的不透明度（值介于 0 与 1 之间）。

可选的 callback 参数是该函数完成后所执行的函数名称。

案例：

|  |
| --- |
| **$(".fadeToDemo").click(function(){  $("#div1").fadeTo("fast",0.15);  $("#div2").fadeTo("slow",0.4);  $("#div3").fadeTo(5000,0.05);//值越小，越透明，颜色越淡 });** |

### 动画

我们可以采用jQuery的animate()方法创建自定义动画。

默认情况下，所有 HTML 元素的位置都是静态的，并且无法移动。如需对位置进行操作，**记得首先把元素的 CSS的position 属性设置为relative、fixed 或 absolute**。

**语法规则：$(selector).animate({params},speed,callback);**

必需的 params 参数定义形成动画的 CSS 属性。

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

可选的 callback 参数是动画完成后所执行的函数名称。

案例1：将div元素左移250像素

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $("div").animate({left:'250px'});  }); });** |
| **<div style="background:#98bf21;height:100px;width:100px;position:absolute;"> </div>** |

案例2：将div变大变透明（操作多个css属性）

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $("div").animate({  left:'250px',  opacity:'0.5',  height:'150px',  width:'150px'  });  }); });** |

案例3：使用相对值将div变大

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  $("div").animate({  left:'250px',  height:'+=150px',  width:'+=150px'  });  }); });** |

案例4：使用队列功能动态改变大小

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  var div=$("div");  div.animate({height:'300px',opacity:'0.4'},"slow");  div.animate({width:'300px',opacity:'0.8'},"slow");  div.animate({height:'100px',opacity:'0.4'},"slow");  div.animate({width:'100px',opacity:'0.8'},"slow");  }); });** |

案例5：移动div元素，并设置字体样式

|  |
| --- |
| **$(document).ready(function(){  $("button").click(function(){  var div=$("div");  div.animate({left:'100px'},"slow");  div.animate({fontSize:'3em'},"slow");  }); });** |

## HTML（操作DOM）

DOM = Document Object Model（文档对象模型）。

jQuery 中非常重要的部分，就是操作 DOM 的能力。

jQuery 提供一系列与 DOM 相关的方法，这使访问和操作元素和属性变得很容易。

### 获取值

三个简单实用的用于 DOM 操作的 jQuery 方法：

* **text()** - 设置或返回所选元素的文本内容---对应javascript的innerText。
* **html()** - 设置或返回所选元素的内容（包括 HTML 标记）---对应javascript的innerHTML。
* **val()** - 设置或返回表单字段的值---对应javascript的value。
* **attr()**- 获取属性值---对应javascript的getAttribute(“”)。

### 设置值

* **text(“value”)** - 设置或返回所选元素的文本内容---对应javascript的innerText。
* **html(“value”)** - 设置或返回所选元素的内容（包括 HTML 标记）---对应javascript的innerHTML。
* **val(“value”)** - 设置或返回表单字段的值---对应javascript的value。
* **attr(“name”,”value”)**- 获取属性值---对应javascript的setAttribute(“name”,”value”)。

### 添加元素

通过jQuery，可以很容易的添加新元素。jQuery中，用于添加新元素的方法如下：

* append() - 在被选元素的结尾插入内容
* prepend() - 在被选元素的开头插入内容
* after() - 在被选元素之后插入内容
* before() - 在被选元素之前插入内容

|  |
| --- |
| **$(document).ready(function(){  //添加到元素开头  $(".addFirst").click(function () {  $(".navi").prepend("<li>插入到第一个</li>")  });  //添加到元素结尾  $(".addEnd").click(function () {  $(".navi").append("<li>插入到最后一个</li>")  });  //添加到某元素之后  $(".addAfter").click(function () {  $(".navi\_li").after("<li>插入某个元素之后</li>")  });  //添加到某元素之前  $(".addBefore").click(function () {  $(".navi\_li").before("<li>插入某个元素之前</li>")  }); });** |
| <**ul class="navi"**>  <**li**>第一条</**li**>  <**li class="navi\_li"**>第二条</**li**>  <**li**>第三条</**li**> </**ul**> <**button class="addFirst"**>添加到元素开头</**button**> <**button class="addEnd"**>添加到元素结尾</**button**> <**button class="addAfter"**>添加到某元素之后</**button**> <**button class="addBefore"**>添加到某元素之前</**button**> |

### 删除元素

如需删除元素和内容，一般可使用以下两个 jQuery 方法：

* remove() - **删除被选元素**（及其子元素）
* empty() - 从被选元素中**删除子元素**

|  |
| --- |
| **$(document).ready(function(){  //删除子元素  $(".deletePart").click(function () {  $(".vegi").empty();//vegi保留，但是它的li元素没有了  });  //删除某元素  $(".deleteAll").click(function () {  $(".navi").remove();//navi元素没有了  }); });** |
| <**button class="deletePart"**>删除蔬菜的子元素</**button**> <**button class="deleteAll"**>删除某元素</**button**> <**ul class="navi"**>  <**li**>第1条</**li**>  <**li**>蔬菜：  <**ul class="vegi"**>  <**li**>大白菜</**li**>  <**li**>小青菜</**li**>  </**ul**>  </**li**>  <**li**>水果：  <**ul class="fruit"**>  <**li**>苹果</**li**>  <**li**>葡萄</**li**>  </**ul**>  </**li**> </**ul**> <**ul class="navi\_bott"**>  <**li**>第111条</**li**>  <**li**>第222条</**li**> </**ul**> |

### 设置class（设置css类）

jQuery 拥有若干进行 CSS 操作的方法。常用的方法如下：

* addClass() - 向被选元素添加一个或多个类
* removeClass() - 从被选元素删除一个或多个类
* toggleClass() - 对被选元素进行添加/删除类的切换操作
* css() - 设置或返回样式属性

|  |
| --- |
| **<!DOCTYPE html> <html lang="en"> <head>  <meta charset="UTF-8">  <title>设置class</title>  <script src="jquery/jquery-1.11.2.js"></script>  <script>  $(document).ready(function(){  //方式一： // $(".saveBtn").mouseover(function () { // //当光标悬停时 // $(".saveBtn").addClass("dark"); // $(".saveBtn").removeClass("light"); // }); // $(".saveBtn").mouseout(function () { // //当光标离开(移出)后 // $(".saveBtn").addClass("light"); // $(".saveBtn").removeClass("dark"); // });  //方式二：  $(".saveBtn").bind("mouseover mouseout",function () {  $(".saveBtn").toggleClass("dark");  $(".saveBtn").toggleClass("light");  })  });  </script>  <style>  .saveBtn{  width: 150px;/\*按钮的宽度\*/  height: 60px;/\*按钮的高度\*/  background-color: beige;/\*按钮的背景颜色\*/  font-size: 30px;/\*字体大小\*/  font-family: kaiti;/\*字体：楷体\*/  font-weight: bold;/\*字体加粗\*/  color: crimson;/\*字体颜色\*/  border-radius: 10px;/\*边框的圆角\*/  box-shadow: 3px 5px 8px burlywood;/\*阴影效果\*/  }  .dark{  background-color: antiquewhite;  font-size: 38px;  }  .light{  background-color: beige;  }  </style> </head>  <body> <button class="saveBtn light">保存</button> </body> </html>** |

### 设置css

css() 方法设置或返回被选元素的一个或多个样式属性。

* 返回指定的 CSS 属性的值：**css("propertyname");**
* 设置指定的 CSS 属性：**css("propertyname","value");**
* 设置多个 CSS 属性：

**css({"propertyname":"value","propertyname":"value",...});**

|  |
| --- |
| $(**".saveBtn"**).css(**"background-color"**);  $(**".saveBtn"**).css(**"background-color"**,**"red"**); |

## jQuery遍历

jQuery 遍历，意为"移动"，用于根据其相对于其他元素的关系来"查找"（或选取）HTML 元素。以某项选择开始，并沿着这个选择移动，直到抵达您期望的元素为止。

下图展示了一个家族树。通过 jQuery 遍历，您能够从被选（当前的）元素开始，轻松地在家族树中向上移动（祖先），向下移动（子孙），水平移动（同胞）。这种移动被称为对 DOM 进行遍历。

![jQuery Dimensions](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV4AAAClCAYAAAAUCZV0AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAGFRJREFUeNrsnQl4VOW5x7/JLEnIJDErICAgmzcBCwHCopSl9gq3iBiW61aoRajXiopwgSql2nu9giJwqRQFFEprbWNBEVwqsigNS8wF2ZElgGGTkJ1ss973zbwDh+kEQggnzMz/9zz/J2cmZ86Z+b7z/c/7vef7zjG43W4FQKCxb9++Lps3bx5AizaDwRAyv9vpdBqHDRv2UcuWLU/iKAhcTCgCEIisWLHinm+//bbohRdeOFZWVmYMhd8cHh5evXXr1j7Z2dnpMF4YLwC6k5yc7MjIyPiqZ8+euaH0ux0Ohyk/Pz8JR0BgE4YiAAEa/amkJPgPgPECAACA8QIAAIwXAABgvCgCAACA8QIAQFCD4WQgpDh+/LjavHmzslgs1/rRDqQy0llSuAQtlfX9Hi6XSw0ePFjFxcWhUmC8AAQ3R48eVYsXL1ZWq/VaP7qMtIk0g/RbUkfSA/X9Hna7XfXs2RPGC+MFIAQOeJOpxnT9GG8UqTXpIAekmvfN7JPSVrwz5FaSYuuwO46M25MOk2y+xhsWhkxfqIKaB6EOG+hE0i7SVI3psjMvJO2QSLezJrXQgpQqyytIGZrt8ayOTNKdpGrSItJ20iNixADAeEHI0or0KmkfaTzpddKzmv+/RRpC+m/SO2Ki3vaSRhokyxwFP6f53CjSD0l58vohiZA5PbGbNIWE/AKMF4CQIkJMdY+kAdgYu0pkWizr3KE8+dsxpL9KVMvpAu8VOb6ln/eWaG+KEd8prx+T9Yvk9Skx706k/yQNk229gKoIXZDjBaEI53O9udsqMVIt7UilypPvvRqbZb0HJSruIObrD05VOCTlEIlqQMQLQKjARvsoqRvpHOkjUjZprBiykvejSc3quM23ScNJM0lfkfZq/pdImiwRNkfHm5RnRMQMVAWMF4BQ45DyXFTji2bvk14hLZD/sXGeJr1M6ism2UtdGpnge+d1TkfwRbqHSYs171tk2+OUJ5/cRXlyvWdQ/Eg1ABAy8MSF6upqZTabvW8ViCly3reNmCqnBMbLe2tIX5JWkbz3/j3qY77nxbT7kNb57JIvvO2XNMRFeDgZnv4C4wUgJOjevbt64403lNH4Tw+tKFGeIWVeNkk6gnOxheryPPByP5ue7ec9jpB3+vsebLotWrRAhcB4AQh+YmJiVEpKSl1XrxAB0KAgxwsAADBeAACA8QIAAIDxAgAAjBcAAACMFwQzTqezZjwuAIEIhpOBgKS8vNw9ZcqU8ffff/+pqqoq3QIIg8HgJsMPDwsLc5nNZrvb7TbotW/e3759+1IHDx78GY6AwMaA2TMgELHZbBEFBQVNOeolM9Rtv1ar9cJ77733UPPmzc/cfffd/yDTj9Br32zyRqPRyfs2mUwOHAWIeAHQFYvFUkUGdKIx9p2YmHi+WbNmZ5s2bfo9agLUB+R4AQAAxgsAADBeAAAAMF4AAIDxAgAAgPECAACMFwAAAIwXAAD0BxMoQEBy+PDhjjt37kwzGo12PfcbGRlZmZ2dnX706NF2hYWF8TabzaLn/p1Op7F///5fYvJGYIMpwyAgmTp16rNHjhwpmDFjxrGysjKjXvvlabsWi8XmcrnCyAQ5cNGtAUVERFRnZWX1bd269YkRI0asxFGAiBcAXWnWrJlz9OjRWWlpabmh9LurqqrC8/Pzk3AEBDbI8YKAhKJOFR8fj4IAMF4AAAAwXgAAgPECAACMFwAAgK5gVAMIacrKypQeQyp5HyaTSUVFRaHQAYwXhC42m01NmzZNFRYW1phiPTGTXie9QTpU20r8iKLU1FT14osvouABjBeELhyFVlVVqcrKSn/G632Q29XCYZ68cT8pU4zX4O8zbLx4KjLwghwvCGn4QZlhYWG+6ktaQuokr9uSumv+H0e6i2Tipw3Le275+yPSYlKqn+2iwAGMFwAN4aQHSF+RPpTI9bT8bzxpkWbd7qTVpESS770iOOptKttZQxokUTEAMF4AhDjS42KUs+VvGmkcqbSWdIP7CimI7yT1cBfpGOlt0jrSKFITFDeA8QKg1NOkJaQLpH6kGaSTDbDdg7LtoaTmypMDHobiBjBeAJRaIBGvlZRFepnU8irt5EoRr5cU5RnpsFZ5UhYc8X6E4gYwXgCUKpJ0wN2kyfJ3F+kdUrSsc4rUghQjr7sqz4ggf+bbWnlyu5tJt5F+Tvox6W+kChQ3UArDyUCIoxlOxhfJVot6K88FNU4RlJE+I71E2imvm5FcPpvyDj/rIBEuG/gB7X4wnAzAeAG6e2FhKj09vWb2mtF42cCDbSIvR0gDSBmko6SNpGSJljnqHS7rMOtJX/juy263qzZt2qDQAYwXhDZms1k988wzdV19j0hp0g9edmqW8UgXcPWTPooAAABgvAAAAOMFAAAA4wUAABgvAAAAGC8AAMB4AWgoHA6HqqjARDAQmGAcLwhIqqurnVOnTn1i6NChp6uqqnQLIAwGg7uysjLSaDQ6LRaLze12G/Tat9lsth84cOBf6DevxREQ2Bj0eN4UADcg4jUXFxcn8TRcvpm5Xlit1gvvvvvuI7feeuvpfv36bSbTj9Br32zyJpPJkZSUlM83YMdRgIgXAH0PXJPJnpiYeLox9h0XF1dE+z4fHx9fiJoA9QE5XgAAgPECAACMFwAAAIwXAABgvAAAAGC8AAAA4wUAAADjBQAA/cEEihtIdnZ2+sGDB+/gqZ4ojeAgMjKycsuWLX0TEhIKzp4928xms1lQKoEFzwDkKd/33XffmiZNmjTKDT9gvDeQjz/++Cd9+/bdGhsbW6LnnH5wYxvt2LFjV7hcrjC73W7mezegVAILNtv3339/ZGpq6r7OnTvvhfEGYXTUp0+fLTExMaUoDQBuHnbs2NHN4XA0mv8hxwsAADBeAACA8QIAAIDxAgAAjBcAAACMFwAAYLwAAABgvAAAAOMFAICgJ6ifMrxr1647X3nllbHdunXLdzqdup5keC743r17O7dv3/6Invdq4CmspaWlMfSbd44ePToThzi4GSkpKYmfOHHiVGofJdQ+dPUhbo+HDh3qyA8t5QeW8vRvvfbN08x5v0E9Zfj48eO3VVRUbJo2bdqaysrKSL33z4/iJsM36XlQseHn5eW1Wr169f1o3uAmNt6kAwcOnPodEREREUnmp+v+uZ3wfTf0NF1vYDRv3rxJQW28YWFhhqeeeqqal/m+CY3xHRrjzmT8W3HzFnAzQwGRYdy4cfbY2Fh+WRlKv518yYUcLwAA6G2+KAIAAIDxAgAAjBcAAACMFwAAYLwAAADqBh79cw3k5+err7/+msfnXm3VZBIPIyuS1/y8tVqHd/E4X6PRqPr166fCw8NR0ADUg/379/PY/au1TyOpGalQeYaxeZ+FWGv7dDqdKiEhQaWnp8N4G4Pc3Fw1a9YsFRUVdbVV3yJ9S5pOmka6izSstpV58DgbblpaGowXgHqyfv16lZmZqaxW65VWiyNtJD1B2kD6iPQV6bXaPlBVVVXTNmG8jQRHpdHR0fyUUt9/ccrmVtIpOXNyzXtX2kI6LctmUkvSCfZbX+M1GPAgYgDqC7chbp9+AiNuizxT44y01Vhpi0ymtEcl71ulHV8ySYqg/bT56wI53uv0YtJ9csZcUEt3JYFk0ZT3n/jkTBosnwcA3BhuIU0k7SI9XEtKIUnz3u2kbNJSUpcb+cVgvPXDKl2VnaRFEtVOrmVdNtgxsszTl8eSvpHK/Zr0uCY6BgBcP7eRXiXtJY0jzSMt9lnHa7bcjvvKMrfnR0jxkoZYS7pHXcoDw3gbCS4vztvuJv2U9DophTSVdKyWz/BFNpvm9RHSJPncQjHe/XJmBgDUn6ak5aStpDYS5HQn/Z5UVstnuG06NK83kTJIPUk5ynO9ZjtpEIy3cY23B6kt6ShpM6m0ntsqlRQFG3Zr0p0oXgCui2jS3cqTq/0/MU5nPbd1XNp3sbT5VjDexoPPjCPlLGqQMyF3STjPa67jNni9EcpzZZUrtorUlTQexQvAdcG9yY6kR0lDSIdJy0jdrmEbnGaYLL3QJaTVynPh/A8N+UUxquEa4PG2NpuNr3LukFQD55J+Kd2bT+Q9X4yacublD8W435b1T/KoBh7REMw3pQfghkdFDge3T5fZbP5Q2llv0nMS4EwSIzX48UDvRe5OpM8lyp1L+jOpgtu83d6wd3eF8V4DPKSkY8eOKiIiwvvWd8ozTneO8lwF9U6U4PSBdwhZnqac+S9fjOMcVIF3I2y8FoulLhMzAAC1kJycXNM+IyMvPvNgG2k0KZUUoem1HlCXcr4c2X4vy+XKc7FtndLkfdl4W7ZsCeNtLFJTU9XChQv9/StfUg5eJmiWX9Es86iGtShJABqekSNH1sgP+zTLPGNtgOZ1hmb5pOiGgxwvAADoDIwXAABgvAAAAOMFAAAA4wUAABgvAACAOhLsw8ncWVlZMQMHDgy/cOGC3jeiMURERFRWV1eHu91u3e73aDQanUVFRXEulwsnVXDTYrFY3Dk5OZFlZWUmp9MZrefkIW6P4eHh1bRfI0vv3+5wOIJ7xH67du1yV61a9ej8+fNvJyPS9Wa3JpPJSQdW99TU1P10kNn0PLDoJGPt0aNHDpo3uFlJSko6azabYxcsWDCZ/uo6a5Pao33Pnj2dExMTzycnJ5/T03ztdruZ92nANNUbx6xZs6Y/+eSTv4+JiSlFaQBw87Bs2bLHunXrtrNr167fNMb+0R0FAAAYLwAAwHgBAADAeAEAAMYLAAAAxgsAADBeAAAAMF4AAIDxAgBA0NOoM9eWLl36eG5u7u1RUVHlwVawfM+EgwcP3tG2bdtjJpPJEVRn67Aw17lz55KHDx++un///pvQjMC1UlxcnDBhwoTnU1JSCiwWi64+xO2RfSc2NrYkLi6uSM/7mvCU4ejo6LJGvVfD+fPnEydNmjQvPj6+MBhv6sIGFYy/y2w227Oysu46duxYW1gIqA+lpaWJJ0+ezF2+fPnC8PBwMz/wVe+2yTfL0fMGVjWRrsHgnjNnzpRGNV7+EtyIOTpkBeMBFqy/i+rNAfsA9aWiosIwZswYJz+5mwNBaiehk2Yg30OOFwAA9O4NowgAAADGCwAAMF4AAAAwXgAAgPECAACoGyYUAQAgGNizZ486cuQID3W80mo8bu020vekirpu2+l0quTkZNWnTx8YLwAAeNm0aZPKzMxUVqv1SqvFkdaTJpC+qOu2KysrVe/evRvOeHft2vWD1atX3xMXF2fTcxYHT5zYsWNH98WLF0+IjIys1HsGCRVkk/T09OyBAwduCNQD7fDhwx1WrFgxks7EF/QsP55yeeLEidYFBQUJ5eXlUfwIez1/d0VFRRNqBNsGDBiwCXYDvISHh6vo6GgVFRXl+68Y0UnlSa/yrI3a2sutss5Jn2NekU81XBvKysrqtXHjxtMrV678oqysrIlehcRGkZGRsYobrd6my7PJ8vLyWm3ZsqVvIBvv7t27U9avX5+3du3az6nuIvWsOz5x8rRLrj+eiaNn3bHpb9++vReMF1yFRNI40pOk/yXN5cOXZCcNI00ktSa9TVogn+lOWkr6gDSfdPCGBC90IBumT5/+fXx8fD4pZGqEzEJt27bNFci/getu5syZZ6jezoVS3bHx5+Tk9ICvgFpoT3qGNJKUR/oNKdN7+HCHmzRUDPaAmPI50l9Ia0kPkSaTNpO2kuaQvmpQ45VuP6oqQEHdAXCR5mKi/Ul/J40Q49T2yAyiX5I+kfc6k4aL8fK6G0TtSD8nvUs6Q3qO9I+G+KIYTgYACBY43ZaiPDnco6QjPqarNFGv9uZV34jJ+sJ53v0kviHUHaSEhvqiMF4AQLCQK9HrKFJf0j7Se6TeftZ1+qQmTmhec973dTHuX5H+R3kuuq2G8QIAgH8+I91L+jGpmrSO9AtNqoF9b4CY6VhSBukd+f+/SgScRvoPUlfSEtKFhvyCGMcLAAgK7HZ7zXjbsLAwbQrhZ6SXJQ3B2EjZYsyjJS0xVV3K935HGkLapt12VVWVqq6uhvECAICWYcOGqV69eik/N1U/rFkuVp4RDezOzSWSLdH83+/wMX5CRmxsLIwXAAC0tGrVqkZ1hIeSnmqs71on492wYYP69NNP/c3c4PwHX+lbr3kvTt47rS7NheZwnuN0nuHUjHRWXT5Pmj/Dg51LlWc8nfdKJK/PORm+qtiCxA/FPK/53FDpGuzWfinuEowfP161b98+5A/G8vJyNXfu3Joy0XTBmGjSPcozPCZf3vPOY6+UOmLMcpxUKU9OzC1168UikQN/9ox8VklEESn1zPXL4UKe1CXDz2vjPNpaOTY8/UCbTXXq1Ek99thjcBIQtNTJeM+cOaNycnK0c6B5nNyzpEGklzTGy7mUn0rjMknuhMfGrZCGxw20JemQ8lx55CuJT5N+LeE+z/Xj8XO/kC4AX1EcII2+hzR6ztl8LPu7S3kGRvNrnpXCY/Zq8jwPPvggapcrwuHgGW41BixdsCTSeNLjpALSv8mqPUlvkuLFTL9WnrGNnAv7LamQlConUa4vnumTTPpUtskRhE2OC86X3a48V5S5rnuJaX9EelSOjwipM75ivJD0Bz4GOJfmc4IAIDSNl+cpR0REhJM4wpws0QoPreA7RuyX1dggn5coNEsarZcOEgFNlBwLT8f7L9IYUo6YMG+njTRkNu9F0rD7SGPmaX/zxQQ+lYb+KzH256RR8zbmut3uT6jx2lG9nhl6PIfd5XJ1oDLh8vfO5nlByqxcVl0gUe4gqYfhcnzwCbMbaaby3FiET3yzlefKcZ4Y5w6JbH8jZvqJfLaLRMejZZt/FTPmY+eA/P9h0lNykuYT9JsWi+U71BwIZuoaWrSQ7nymNBqOZp7QmK6SLqZLuq+dSH8TU/TOFFlO2kjaSXqD1E/e3yIGy0Y8RbqnzWWbvPy5mHCubLO5RMZedinPkJB2Ei1/KNuMR/Ve5NcSebKBDpYI9D2N6So5IXaU+iuRnoxD0j08GH2O1AGPbyxTnrGRlVL+PB/+NYmarZLG4GOBT37TxZjXkI7LseOlVKJsHnv5oETf3AtCngHAeKUhrpQGyA33333Mj9muPNPwBknqgRvpjyQ9YPDZV4E0aLeY6iJpzGysJ6/wvZzSmH1no9wiDZfH7fFVyVWyPeBhm5z0moqpdfGzztNycuWT4mHp+nvLXFsf1WLYHNG2l3rvIb2cdbJubbOF7OrygeteesnJk4+ptXJyBiC0Uw3Kk299XrqYY6VbyBERz2H+nfJcVOEu6TKJYJpIOuAZMWHfm9H8UHlmlbBhPiRdzT/J/567wvfyvYvZ7fJZTlUUimn8Bab7T6wTcdpmkvQMOAqdJykDLm++wDZC1h8p5ch1bPPZFpttkpgj52vPyclYScQ6/kqZD80yX7TLkPRTe0lP8Os9qK7gx2KxuLZu3WodNWpUE5fLZXW73SHz2+12u/lah5Nx5LtAzPUn0oVlU50hjZVNcKl0Qe+Qxqsk0hkrjbizmO290r09KwadLJEP6++aE4Pb50QRoXk9XaK3CZKScOKQviJbRe3EgGdLlFsgxsdmyndhGiJpgGIp0zakWerSxdAvZN2+kp6YLZHwz6SuOeo1+kS/Bqk77119OO3B+eE/y4nzDKondEhOTj4bFxcXvmTJkif5Rk+hYrxsui1atDhV33G8bKAfSLfQO9SBje8HEjU1kehzto9pD5QGyPfC/FLe54srPBriEeW52PMricaYNbItL5xPnK+Jwp4Xc3DgUL4mjspJknscFVKei8QAJ4kJDpFeRISYcKKcNP9IelW285a8/4Bsk+uRh45VSQT9umzDm7JYqC7NCOLrA2nq8sHrIESwWq2l8+fPfxmphivAszZ4WBLL18BJRbKcJ9GQtzvpG+nwFe3X/Gx+hzRyf2T6vN6pLs//nff3If6eodR1uRreuvMzTKtYs/xHUZhPasgsdfy4ujRG9+KmJR3xkp/dct3M1B5GynOBTpu+8vtd+flWAIS88fLEiYSEBH+P1PCHP8cr9NNobxg8FhT3qZWznsGg+CbpPnPYr3ie9XldKfWny5mMJ3rw41sACHnjHTp0qBoyZEh998EN9l690wEw3otdOjVv3rzr2QT3Oj6Q9IEuYAIFgPEqzwQK1nVQiaJuvIiXJ1BcT6ZCIYcOQMMGFygCAACA8QIAAIwXAAAAjBcAAALXeHm86/Hjx1ESAQjX3bFjx1AQAAQYprZt2+YuXbr03qKiojSHw2EMhR9tMBjcxcXFt6SkpOwP5N/RvHnz08uWLXuopKSkWyjVHR2rcV26dME9HUDA8v8CDAAnKBGUX1dVFQAAAABJRU5ErkJggg==)

图示解析：

* <div> 元素是 <ul> 的父元素，同时是其中所有内容的祖先。
* <ul> 元素是 <li> 元素的父元素，同时是 <div> 的子元素
* 左边的 <li> 元素是 <span> 的父元素，<ul> 的子元素，同时是 <div> 的后代。
* <span> 元素是 <li> 的子元素，同时是 <ul> 和 <div> 的后代。
* 两个 <li> 元素是同胞（拥有相同的父元素）。
* 右边的 <li> 元素是 <b> 的父元素，<ul> 的子元素，同时是 <div> 的后代。
* <b> 元素是右边的 <li> 的子元素，同时是 <ul> 和 <div> 的后代。

jQuery 提供了多种遍历 DOM 的方法。遍历方法中最大的种类是树遍历（tree-traversal）。

### 祖先

祖先是父、祖父或曾祖父等等，通过 jQuery，您能够向上遍历 DOM 树，以查找元素的祖先。常用的方法：

**parent()：**parent() 方法返回被选元素的直接父元素

**parents()：**返回被选元素的所有祖先元素，一路向上直到文档的根元素 (<html>)

**parentsUntil()：**返回介于两个给定元素之间的所有祖先元素

|  |
| --- |
| $("span").parent();  $("span").parents();  $("span").parents("ul");//找出span的祖先元素为ul的祖先元素 |

### 后代

后代是子、孙、曾孙等等。通过 jQuery，您能够向下遍历 DOM 树，以查找元素的后代。常用于向下遍历 DOM 树的 jQuery 方法：

* children()：
* find()

|  |
| --- |
| $("div").children();//返回每个 <div> 元素的所有**直接子元素**  $("div").children("p.1");//返回类名为 "1" 的所有 <p> 元素，并且它们是 <div> 的直接子元素  $("div").find("span");//返回属于 <div> **后代**的所有 <span> 元素  $("div").find("\*");//返回 <div> 的**所有后代** |

### 同胞

同胞拥有相同的父元素，通过 jQuery，您能够在 DOM 树中遍历元素的同胞元素。有许多有用的方法让我们在 DOM 树进行水平遍历：

* siblings()：返回被选元素的所有同胞元素
* next()：返回被选元素的下一个同胞元素
* nextAll()：返回被选元素的所有跟随的同胞元素
* nextUntil()：返回介于两个给定参数之间的所有跟随的同胞元素
* prev()
* prevAll()
* prevUntil()

|  |
| --- |
| $("h2").siblings();//返回 <h2> 的所有同胞元素  $("h2").siblings("p");//返回属于 <h2> 的同胞元素的所有 <p> 元素  $("h2").next();//返回 <h2> 的下一个同胞元素  $("h2").nextAll();//返回 <h2> 的所有跟随的同胞元素  $("h2").nextUntil("h6");//返回介于 <h2> 与 <h6> 元素之间的所有同胞元素 |

**prev(), prevAll() 以及 prevUntil() 方法的工作方式与上面的方法类似**，只不过方向相反而已：它们返回的是前面的同胞元素（在 DOM 树中沿着同胞元素向后遍历，而不是向前）。

### 过滤

三个最基本的过滤方法是：first(), last() 和 eq()，它们允许您基于其在一组元素中的位置来选择一个特定的元素。

其他过滤方法（详情可以参考API），比如 filter() 和 not() 允许您选取匹配或不匹配某项指定标准的元素。

|  |
| --- |
| $("div p").first();//选取首个 <div> 元素内部的第一个 <p> 元素 |

## AJAX

jQuery 提供多个与 AJAX 有关的方法。

通过 jQuery AJAX 方法，您能够使用 HTTP Get 和 HTTP Post 从远程服务器上请求文本、HTML、XML 或 JSON - 同时您能够把这些外部数据直接载入网页的被选元素中。

**提示：**如果没有 jQuery，AJAX 编程还是有些难度的。

编写常规的 AJAX 代码并不容易，因为不同的浏览器对 AJAX 的实现并不相同。这意味着您必须编写额外的代码对浏览器进行测试。不过，jQuery 团队为我们解决了这个难题，我们只需要一行简单的代码，就可以实现 AJAX 功能。

### 9.1 GET 和 POST

以下是W3C上的说法：

在客户机和服务器之间进行请求-响应时，两种最常被用到的方法是：GET 和 POST。

GET - 从指定的资源请求数据。

POST - 向指定的资源提交要被处理的数据

#### 9.1.1 GET方法

**请注意，查询字符串（名称/值对）是在 GET 请求的 URL 中发送的：**

/test/demo\_form.asp?name1=value1&name2=value2

有关 GET 请求的其他一些注释：

* GET 请求可被缓存（在url后面添加时间戳避免缓存）
* GET 请求保留在浏览器历史记录中
* GET 请求可被收藏为书签
* GET 请求不应在处理敏感数据时使用
* GET 请求有长度限制
* GET 请求只应当用于取回数据

#### 9.1.2 POST方法

请注意，查询字符串（名称/值对）是在 POST 请求的 HTTP 消息主体中发送的：

POST /test/demo\_form.asp HTTP/1.1

Host: w3schools.com

name1=value1&name2=value2

有关 POST 请求的其他一些注释：

* POST 请求不会被缓存
* POST 请求不会保留在浏览器历史记录中
* POST 不能被收藏为书签
* POST 请求对数据长度没有要求

#### 9.1.3比较 GET 与 POST

下面的表格比较了两种 HTTP 方法：GET 和 POST。

|  |  |  |
| --- | --- | --- |
|  | **GET** | **POST** |
| 后退按钮/刷新 | 无害 | 数据会被重新提交（浏览器应该告知用户数据会被重新提交）。 |
| 书签 | 可收藏为书签 | 不可收藏为书签 |
| 缓存 | 能被缓存 | 不能缓存 |
| 编码类型 | application/x-www-form-urlencoded | application/x-www-form-urlencoded 或 multipart/form-data。  为二进制数据使用多重编码。 |
| 历史 | 参数保留在浏览器历史中。 | 参数不会保存在浏览器历史中。 |
| 对数据长度的限制 | 是的。当发送数据时，GET 方法向 URL 添加数据；URL 的长度是受限制的（URL 的最大长度是 2048 个字符）。 | 无限制。 |
| 对数据类型的限制 | 只允许 ASCII 字符。 | 没有限制。也允许二进制数据。 |
| 安全性 | 与 POST 相比，GET 的安全性较差，因为所发送的数据是 URL 的一部分。  在发送密码或其他敏感信息时绝不要使用 GET ！ | POST 比 GET 更安全，因为参数不会被保存在浏览器历史或  web 服务器日志中。 |
| 可见性 | 数据在 URL 中对所有人都是可见的。 | 数据不会显示在 URL 中。 |

### 9.2 jQuery $.get()方法

**语法：$.get(URL,callback);**

|  |
| --- |
| $("button").click(function(){  $.get("admin/user.do?id=5&flag=delete",function(data,status){  alert("Data: " + data + "\nStatus: " + status);  });  }); |

$.get() 的第一个参数是我们希望请求的 URL：

（" admin/user.do?id=5&flag=delete "）。

第二个参数是回调函数：第一个回调参数存有被请求页面的数据内容，第二个回调参数存有请求的状态。

### 9.3 jQuery $.post()方法

**语法：$.post(URL,data,callback);**

|  |
| --- |
| $("button").click(function(){  $.post("admin/user.do",  {  id:5,  flag:"delete"  },  function(data,status){  alert("Data: " + data + "\nStatus: " + status);  });  }); |

## 表单验证框架

* 引入jQuery Validate 插件：[jQuery Validate 官网](http://jqueryvalidation.org/)

表单验证需要引入：

jquery.validate.js（或者jquery.validate.min.js）文件

详情可参考网站：<http://yunlian0621.iteye.com/blog/2362027>

自定义校验需要引入：

additional-methods.js（或者additional-methods.min.js）文件

自定义校验：<http://yunlian0621.iteye.com/blog/2364695>