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# Insumo-Producto Ambientalmente Extendido  
# Facilitado por Renato Vargas  
# Modulo 03 - Matriz de Insumo Producto y   
# Cuentas Ambientales de Costa Rica  
# Publicadas por el Banco Central de Costa Rica  
# Año 2017  
  
# Preámbulo  
library(openxlsx)

## Warning: package 'openxlsx' was built under R version 4.0.5

library(reshape2)  
library(Matrix.utils)

## Warning: package 'Matrix.utils' was built under R version 4.0.5

## Loading required package: Matrix

rm( list = ls() )  
  
  
# Directorio de trabajo (ruta a los datos con "/" en vez de "\")  
wd <- c("D:/github/insumo-producto-ambiental/datos")  
setwd(wd)  
getwd()

## [1] "D:/github/insumo-producto-ambiental/datos"

# Consumo intermedio  
Z\_cruda <- as.matrix(read.xlsx("MIP-AE-AE-017-CR.xlsx",   
 sheet = "MIP 2017",   
 rows= c(12:264),   
 cols = c(4:256),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = FALSE)  
 ) # <-- Fin del paréntesis  
  
nombres <- read.xlsx("MIP-AE-AE-017-CR.xlsx",   
 sheet = "MIP 2017",   
 rows= c(12:264),   
 cols = 1,   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = FALSE  
) # <-- Fin del paréntesis  
  
  
# Agregamos nuestra matriz para tener un valor por actividad  
  
# Nombramos nuestra matriz Z  
colnames(Z\_cruda) <- as.vector(nombres$X1)  
rownames(Z\_cruda) <- as.vector(nombres$X1)  
  
Z <- aggregate.Matrix(Z\_cruda, as.factor(nombres$X1),fun = "sum")  
Z <- t(aggregate.Matrix(t(Z), as.factor(nombres$X1),fun = "sum"))  
Z <- as.matrix(Z)  
  
dim(Z)

## [1] 136 136

# Demanda Final  
DF\_cruda <- as.matrix(read.xlsx("MIP-AE-AE-017-CR.xlsx",   
 sheet = "MIP 2017",   
 rows= c(12:264),   
 cols = c(258:262),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = FALSE)  
 ) # <-- Fin del paréntesis  
  
  
# Lo mismo para la demanda final  
codsDF <- as.matrix(  
 t(  
 read.xlsx(  
 "MIP-AE-AE-017-CR.xlsx",  
 sheet = "MIP 2017",   
 rows= c(9:10),   
 cols = c(258:262),   
 skipEmptyRows = FALSE,  
 colNames = FALSE,   
 rowNames = FALSE  
 ))  
)# <-- Fin del paréntesis  
  
# Y nuestra matriz de demanda final DF  
colnames(DF\_cruda) <- as.vector(codsDF[,1])  
rownames(DF\_cruda) <- as.vector(rownames(Z\_cruda))  
  
# Y agregamos las filas que se repiten  
DF <- aggregate.Matrix(DF\_cruda, as.factor(rownames(DF\_cruda)),fun = "sum")  
DF <- as.matrix(DF)  
  
dim(DF)

## [1] 136 5

# =============================================================================  
# Cuenta de energía  
  
# Importamos los datos crudos  
E\_cruda <- as.matrix(read.xlsx("COUF-2017.xlsx",   
 sheet = "COUF-E 2017",   
 rows= c(127:146),   
 cols = c(3:169),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = TRUE # Sí hay nombres de fila  
 )  
) # <-- Fin del paréntesis  
  
# Extraemos los nombres de columna  
nombres\_e <- t(read.xlsx("COUF-2017.xlsx",   
 sheet = "COUF-E 2017",   
 rows= c(16),   
 cols = c(4:169),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = FALSE)  
 ) # <-- Fin del paréntesis  
  
# Y nombramos las columnas de nuestra matriz de usos energéticos  
colnames(E\_cruda) <- c(nombres\_e[,1])  
  
# Las dimensiones de E\_cruda son mayores a las de Z  
# porque hay agregaciones por grupos de sectores y  
# hay sectores desagregados a mayor detalle.  
  
dim(E\_cruda)

## [1] 20 166

# Identificamos las posiciones que son sumas de sectores  
# Nótese que dejamos dos sumas dentro que no tienen detalle  
# correspondientes a AE082 (Electricidad) y AE144 (hogares como empl.)  
  
posGruposEnergia <- c(1,31,35,78,82,94,97,106,110,113,  
 119,122,133,143,147,150,153,158)  
  
# Extraemos solo los sectores (nótese el "-" antes de posGruposEnergia)  
E\_cruda <- E\_cruda[ , -posGruposEnergia]  
  
# Utilizando la función substr() extraemos los primeros 5 digitos de  
# la nomenclatura para poder agregar por actividades que comparten  
# esos mismos.  
colnames(E\_cruda) <- substr(colnames(E\_cruda), start = 1, stop = 5)  
  
# Y agregamos utilizando el mismo procedimiento que anteriormente.  
E <- as.matrix(t(aggregate.Matrix(t(E\_cruda), colnames(E\_cruda),fun = "sum")))  
E <- as.matrix(E)  
# Y chequeamos que nuestras dimensiones sean iguales a las columnas  
# de Z  
dim(E)

## [1] 20 136

# Para ser congruentes con Z, renombramos las columnas con los nombres  
# completos de Z  
colnames(E) <- colnames(Z)  
  
# Hacemos limpieza  
rm(Z\_cruda,DF\_cruda,E\_cruda, nombres\_e)  
  
# =============================================================================  
## Cuenta de energía 2018 (Preliminar No-Citar)  
  
# Importamos los datos crudos  
E\_cruda <- as.matrix(read.xlsx("COUF-2018.xlsx",   
 sheet = "COUF-E 2018",   
 rows= c(126:145),   
 cols = c(3:170),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = TRUE # Sí hay nombres de fila  
 )  
) # <-- Fin del paréntesis  
  
# Extraemos los nombres de columna  
nombres\_e <- t(read.xlsx("COUF-2018.xlsx",   
 sheet = "COUF-E 2018",   
 rows= c(15),   
 cols = c(4:170),   
 skipEmptyRows = FALSE,   
 colNames = FALSE,   
 rowNames = FALSE)  
) # <-- Fin del paréntesis  
  
# Y nombramos las columnas de nuestra matriz de usos energéticos  
colnames(E\_cruda) <- c(nombres\_e[,1])  
  
# Las dimensiones de E\_cruda son mayores a las de Z  
# porque hay agregaciones por grupos de sectores y  
# hay sectores desagregados a mayor detalle.  
  
dim(E\_cruda)

## [1] 20 167

# Identificamos las posiciones que son sumas de sectores  
# Nótese que dejamos dos sumas dentro que no tienen detalle  
# correspondientes a AE082 (Electricidad) y AE144 (hogares como empl.)  
  
# Notar que respecto de 2017 lo siguiente cambia a partir de 106 (107)  
  
posGruposEnergia <-c(1,31,35,78,82,94,97,107,111,114,  
 120,123,134,144,148,151,154,159)  
  
# Extraemos solo los sectores (nótese el "-" antes de posGruposEnergia)  
E\_cruda <- E\_cruda[ , -posGruposEnergia]  
  
# Utilizando la función substr() extraemos los primeros 5 digitos de  
# la nomenclatura para poder agregar por actividades que comparten  
# esos mismos.  
colnames(E\_cruda) <- substr(colnames(E\_cruda), start = 1, stop = 5)  
  
# Y agregamos utilizando el mismo procedimiento que anteriormente.  
E18 <- as.matrix(t(aggregate.Matrix(t(E\_cruda), colnames(E\_cruda),fun = "sum")))  
E18 <- as.matrix(E18)  
# Y chequeamos que nuestras dimensiones sean iguales a las columnas  
# de Z  
dim(E18)

## [1] 20 136

# Para ser congruentes con Z, renombramos las columnas con los nombres  
# completos de Z  
colnames(E18) <- colnames(Z)  
  
# Hacemos limpieza  
rm(E\_cruda)  
  
moltenE18 <- as.matrix(melt(E18))  
  
# Exportamos a Excel  
write.xlsx( as.data.frame(moltenE18) ,   
 "CuentaEnergiaBD\_2018.xlsx",  
 sheetName= "datos",  
 startRow = 5,  
 startCol = 1,  
 asTable = FALSE,   
 colNames = TRUE,   
 rowNames = TRUE,   
 overwrite = TRUE  
)  
  
# =============================================================================  
# Modelo de insumo producto  
  
# Producción  
x <- as.vector(rowSums(Z) + rowSums(DF))  
  
# Demanda final  
f <- as.vector(rowSums(DF))  
  
# x sombrero  
xhat <- diag(x)  
xhat\_inv <- solve(xhat)  
  
# Matriz de coeficientes técnicos  
A <- Z %\*% solve( xhat )  
  
# Matriz identidad  
I <- diag( dim(A)[1])  
  
# Matriz de Leontief  
L <- solve(I - A )  
  
# Coeficientes de uso de cada energético por unidad de producto  
EC <- E %\*% solve(xhat)  
colnames(EC) <- colnames(Z)  
  
# Nueva demanda final  
f1 <- f  
f1[80] <- f1[80] \*1.20  
  
# Cálculo de nuevas demandas de energía por energético  
EC %\*% L %\*% f1

## [,1]  
## Petróleo 0.000000  
## Carbón Mineral 217.854446  
## Leña 6155.246485  
## Bagazo 9361.769370  
## Cascarilla de café 400.455355  
## Otros residuos vegetales 3336.413576  
## Biogás 4.442436  
## Coque 3855.035343  
## Carbón Vegetal 0.000000  
## Gas licuado de petróleo 5048.034741  
## Gasolina regular 5510.603805  
## Gasolina super 4471.370715  
## Av gas 52.332118  
## Kerosene 232.172537  
## Jet fuel 1112.688822  
## Diésel 38229.913051  
## Gasóleo 426.222919  
## IFO 380 0.000000  
## Fuel oil 5059.333812  
## Energía Eléctrica 22498.552276

# Diferencias  
deltaE <- cbind( rowSums(E),   
 (EC %\*% L %\*% f1),   
 (EC %\*% L %\*% f1)- rowSums(E),   
 ((EC %\*% L %\*% f1)- rowSums(E))\*100/ rowSums(E)   
 ) # <-- fin del paréntesis  
colnames(deltaE) <- c("Original", "Política", "Diferencia", "Porcentual")  
  
# Y si queremos el detalle  
E1 <- EC %\*% diag(as.vector(L %\*% f1))  
colnames(E1) <- colnames(E)  
  
# =============================================================================  
# Bioeconomía  
  
# Clasificación cruzada bioeconomía AECR  
clasifs\_bioeconomia <- read.xlsx("clasificacion\_cruzada\_bioeconomia.xlsx",   
 sheet = "datos",   
 rows= c(1:137),   
 cols = c(1:6),   
 skipEmptyRows = FALSE,   
 colNames =TRUE,   
 rowNames = FALSE  
) # <-- Fin del paréntesis  
  
  
  
  
  
# =============================================================================  
# Excel  
  
write.xlsx(as.data.frame(colnames(Z)),  
 "nombres\_Z.xlsx",  
 sheetName = "datos",  
 startRow = 5,  
 startCol = 1,  
 asTable = FALSE,  
 colNames = TRUE,  
 rowNames = TRUE,  
 overwrite = TRUE)  
  
# Cambios en datos ambientales  
write.xlsx( as.data.frame(deltaE) ,   
 "datos\_ambientales.xlsx",  
 sheetName= "datos",  
 startRow = 5,  
 startCol = 1,  
 asTable = FALSE,   
 colNames = TRUE,   
 rowNames = TRUE,   
 overwrite = TRUE  
 )  
  
# Gráfico  
heatmap(E1, Colv = NA, Rowv = NA)

![](data:image/png;base64,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)

# # =============================================================================  
# # Bloopers  
#   
# # Inicialmente creímos que la matriz Z tenía un componente importado  
# # y un componente nacional. Ese no es el caso, solo está dividida por  
# # el tipo de control "nacional" o "extranjero" de la producción nacional.  
# # Gracias a Johnny Aguilar por la aclaración.  
#   
# # Dejo la solución para extraer filas y columnas con índices, solamente  
# # porque es una buena ilustración de algo que se utiliza continuamente  
# # en el trabajo con este tipo de datos.  
#   
# # Obtenemos nuestros códigos de actividad y nombres  
# cods <- as.data.frame(  
# read.xlsx(  
# "MIP-AE-AE-017-CR.xlsx",  
# sheet = "clasificaciones",   
# rows= c(5:141),   
# cols = c(1:5),   
# skipEmptyRows = FALSE,   
# colNames = TRUE,   
# rowNames = FALSE  
# )  
# )# <-- Fin del paréntesis  
#   
# # componente doméstico  
# local <- c(2,4,6,8,10,12,14,16,18,20,22,24,26,28,30,   
# 32,34,36,38,40,42,44,46,48,50,52,54,56,58,60,   
# 62,64,66,68,70,71,73,75,77,78,80,81,83,85,87,88,   
# 90,92,94,95,97,98,99,100,101,103,105,107,108,110,   
# 112,114,115,117,119,120,121,123,125,127,129,131,   
# 133,135,137,139,141,143,145,147,149,151,153,155,   
# 157,159,161,162,164,166,167,169,171,173,174,176,   
# 178,180,182,184,186,188,190,192,194,196,197,199,   
# 200,202,204,206,208,210,212,214,216,218,219,221,   
# 223,225,227,229,231,233,235,237,239,241,243,245,   
# 247,249,251,253)  
#   
# # Si el BCR hubiera dejado (aunque en ceros) el componente importado  
# # de los sectores que solamente tienen componente local, los indices  
# # serían más fáciles de construir con:  
# # seq( from=2, to= 254, by=2 ) para lo doméstico   
#   
# # Aquí utilizamos el método del índice en R para obtener nuestros elementos  
#   
# # Compras entre actividades económicas domésticas (consumo intermedio)  
# Z <- Z\_cruda[ local , local ]  
#   
# # Compras de producto importado de las actividades domésticas (importaciones)  
# M <- Z\_cruda[-local,local]  
#   
# # Compras de Actividades económicas no-domésticas a las actividades locales  
# # (exportaciones)  
# X <- Z\_cruda[local,-local]  
#   
# # Compras de Actividades no-domésticas a no-domésticas?  
# XX <- Z\_cruda[-local,-local]