**ASSIGNMENT-3**

**Object Oriented Programming(EC605A)**

**Name: RESHMI GANGULY**

**ROLL NO:ECE2017/106**

1. What is the advantage of using Variable length argument list?

Ans)Using variable length arguments in methods gives the following advantages:

* the program code is simplified, since there is no need to declare many implementations of overloaded methods that take a different number of arguments;
* any number of any arguments of a given type can be passed to the method;
* an arbitrary number of arguments of any type can be passed to the method. In this case, the method should take variable length arguments of type Object. Such passing does not require any additional changes in the program;
* you do not need to first form an array of values to pass it to the method. The argument values are passed to the method, separated by commas.

1. Mention few advantages of ArrayList over Array.

|  |  |
| --- | --- |
| **ArrayList** | **Arrays** |
| a) ArrayList is dynamically grows list if internal array out of space, then its size increases by double | a) Arrays is fixed size list and it cannot be modified  oncecreated. |
| b) Previous to Java version 5 storing primitives type was not allowed only object storage was allowed in ArrayList. After introducing Auto-boxing with Java 5 which allows us to store primitive type which get converted to Objects. | b) On the other hand Arrays can store both Objects and  primitive types. |
| c) ArrayList generics are allowed so that one that one can find what kind of object ArrayList going to store. | c)Use of generics is not allowed in Arrays because  Arrays initialize with its type of object it’s going to  store. |
| d)To get the length you will have to call size method. | d)To get the length you will have to call length. |
| e) There is an overhead related to managing the size of the internal array and more if you try to access its element using casting object. | e) This overhead not there in Arrays because initially  youdefine it. |
| f)ArrayList is dynamically allocated elements. | f) Whereas Arrays is statically allocated elements. |

**The ArrayList has following advantages over array:**

A)We can define ArrayList as **re-sizable array**. Size of the ArrayList is not fixed. ArrayList can grow and shrink dynamically.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | classArrayListDemo  {      publicstaticvoidmain(String[] args)      {          ArrayList<String> list = newArrayList<String>();            list.add("ONE");            list.add("TWO");            list.add("THREE");            System.out.println(list.size());     //Output : 3            //Inserting some more elements          list.add("FOUR");            list.add("FIVE");            System.out.println(list.size());    //Output : 5            //Removing an element          list.remove("TWO");            System.out.println(list.size());    //Output : 4      }  } |

B) Elements can be inserted at or deleted from a particular position.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | classArrayListDemo  {      publicstaticvoidmain(String[] args)      {          ArrayList<String> list = newArrayList<String>();            list.add("ZERO");            list.add("TWO");            list.add("FOUR");            System.out.println(list);     //Output : [ZERO, TWO, FOUR]            list.add(2, "THREE");       //Inserting an element at index 2            list.add(1, "ONE");     //Inserting an element at index 1            System.out.println(list);    //Output : [ZERO, ONE, TWO, THREE, FOUR]            list.remove(3);       //Removing an element from index 3            System.out.println(list);    //Output : [ZERO, ONE, TWO, FOUR]      }  } |

C) ArrayList class has many methods to manipulate the stored objects.

ArrayList class has methods to perform solo modifications ( add(), remove()… ), bulk modifications ( addAll(), removeAll(), retainAll()… ), searching( indexOf(), lasIndexOf() ) and iterations( iterator() ).

1. What are AUTOBOXING and UNBOXING?

# Ans)

*Autoboxing* is the automatic conversion that the Java compiler makes between the primitive types and their corresponding object wrapper classes. For example, converting an int to an Integer, a double to a Double, and so on. If the conversion goes the other way, this is called *unboxing*.

Here is the simplest example of autoboxing:

Character ch = 'a';

Consider the following code:

List<Integer> li = new ArrayList<>();

for (int i = 1; i< 50; i += 2)

li.add(i);

Although you add the int values as primitive types, rather than Integer objects, to li, the code compiles. Because li is a list of Integer objects, not a list of int values, you may wonder why the Java compiler does not issue a compile-time error. The compiler does not generate an error because it creates an Integer object from i and adds the object to li. Thus, the compiler converts the previous code to the following at runtime:

List<Integer> li = new ArrayList<>();

for (int i = 1; i< 50; i += 2)

li.add(Integer.valueOf(i));

Converting a primitive value (an int, for example) into an object of the corresponding wrapper class (Integer) is called autoboxing. The Java compiler applies autoboxing when a primitive value is:

* Passed as a parameter to a method that expects an object of the corresponding wrapper class.
* Assigned to a variable of the corresponding wrapper class.

Consider the following method:

public static int sumEven(List<Integer> li) {

int sum = 0;

for (Integer i: li)

if (i % 2 == 0)

sum += i;

return sum;

}

Because the remainder (%) and unary plus (+=) operators do not apply to Integer objects, you may wonder why the Java compiler compiles the method without issuing any errors. The compiler does not generate an error because it invokes the intValue method to convert an Integer to an int at runtime:

public static int sumEven(List<Integer> li) {

int sum = 0;

for (Integer i : li)

if (i.intValue() % 2 == 0)

sum += i.intValue();

return sum;

}

Converting an object of a wrapper type (Integer) to its corresponding primitive (int) value is called unboxing. The Java compiler applies unboxing when an object of a wrapper class is:

* Passed as a parameter to a method that expects a value of the corresponding primitive type.
* Assigned to a variable of the corresponding primitive type.

The [Unboxing](https://docs.oracle.com/javase/tutorial/java/data/examples/Unboxing.java) example shows how this works:

import java.util.ArrayList;

import java.util.List;

public class Unboxing {

public static void main(String[] args) {

Integer i = new Integer(-8);

// 1. Unboxing through method invocation

int absVal = absoluteValue(i);

System.out.println("absolute value of " + i + " = " + absVal);

List<Double>ld = new ArrayList<>();

ld.add(3.1416); // Π is autoboxed through method invocation.

// 2. Unboxing through assignment

double pi = ld.get(0);

System.out.println("pi = " + pi);

}

public static int absoluteValue(int i) {

return (i< 0) ? -i : i;

}

}

The program prints the following:

absolute value of -8 = 8

pi = 3.1416

Autoboxing and unboxing lets developers write cleaner code, making it easier to read. The following table lists the primitive types and their corresponding wrapper classes, which are used by the Java compiler for autoboxing and unboxing:

|  |  |
| --- | --- |
| **Primitive type** | **Wrapper class** |
| boolean | Boolean |
| byte | Byte |
| char | Character |
| float | Float |
| int | Integer |
| long | Long |
| short | Short |
| double | Double |

1. What is Dynamic Binding? Explain with examples.

### Ans) **Dynamic Binding or Late Binding:**

When compiler is not able to resolve the call/binding at compile time, such binding is known as Dynamic or late Binding. [Method Overriding](https://beginnersbook.com/2014/01/method-overriding-in-java-with-example/) is a perfect example of dynamic binding as in overriding both parent and child classes have same method and in this case the **type of the object** determines which method is to be executed. The type of object is determined at the run time so this is known as dynamic binding.

**Dynamic binding example**

This is the same example that we have seen above. The only difference here is that in this example, overriding is actually happening since these methods are **not** static, private and final. In case of overriding the call to the overriden method is determined at runtime by the type of object thus late binding happens. Lets see an example to understand this:

classHuman{

//Overridden Method

publicvoidwalk()

{

System.out.println("Human walks");

}

}

classDemoextendsHuman{

//Overriding Method

publicvoidwalk(){

System.out.println("Boy walks");

}

publicstaticvoidmain( Stringargs[]) {

/\* Reference is of Human type and object is

\* Boy type

\*/

Humanobj = newDemo();

/\* Reference is of HUman type and object is

\* of Human type.

\*/

Human obj2 = newHuman();

obj.walk();

obj2.walk();

}

}

**Output:**

Boy walks

Human walks

1. What is the difference between overriding a superclass method and overloading a superclass method?

Ans)Overriding and Overloading are two very important concepts in Java. They are confusing for Java novice programmers. This post illustrates their differences by using two simple examples.

1. Definitions:

*Overloading* occurs when two or more methods in one class have the same method name but different parameters.

*Overriding* means having two methods with the same method name and parameters (i.e., *method signature*). One of the methods is in the parent class and the other is in the child class. Overriding allows a child class to provide a specific implementation of a method that is already provided its parent class.

2. Overriding vs. Overloading:

Here are some important facts about Overriding and Overloading:

1). The real object type in the run-time, not the reference variable's type, determines which overridden method is used at *runtime*. In contrast, reference type determines which overloaded method will be used at *compile time*.  
2). Polymorphism applies to overriding, not to overloading.  
3). Overriding is a run-time concept while overloading is a compile-time concept.

3. An Example of Overriding:

Here is an example of overriding. After reading the code, guess the output.

|  |
| --- |
| **class**Dog{  **publicvoid**bark(){  System.out.println("woof ");  }  }  **class** Hound **extends**Dog{  **publicvoid**sniff(){  System.out.println("sniff ");  }    **publicvoid**bark(){  System.out.println("bowl");  }  }    **publicclass**OverridingTest{  **publicstaticvoid**main(String[]args){  Dog dog=**new**Hound();  dog.bark();  }  } |

**Output**:

bowl

In the example above, the dog variable is declared to be a Dog. During compile time, the compiler checks if the Dog class has the bark() method. As long as the Dog class has the bark() method, the code compilers. At run-time, a Hound is created and assigned to dog. The JVM knows that dog is referring to the object of Hound, so it calls the bark() method of Hound. This is called Dynamic Polymorphism.

4. An Example of Overloading:

|  |
| --- |
| **class**Dog{  **publicvoid**bark(){  System.out.println("woof ");  }    *//overloading method*  **publicvoid**bark(**int**num){  **for**(**int**i=0;i<num;i++)  System.out.println("woof ");  }  } |

In this overloading example, the two bark method can be invoked by using different parameters. Compiler know they are different because they have different method signature (method name and method parameter list).

1. What is “Is-a” relationship? How is it different from “Has-a” relationship?

Introduction:

In Java, we can reuse our code using an Is-A relationship or using a Has-A relationship. An Is-A relationship is also known as inheritance and a Has-A relationship is also known as composition in Java.

Is-A Relationship in Java:

In Java, an Is-A relationship depends on inheritance. Further inheritance is of two types, class inheritance and interface inheritance. It is used for code reusability in Java. For example, a Potato is a vegetable, a Bus is a vehicle, a Bulb is an electronic device and so on. One of the properties of inheritance is that inheritance is unidirectional in nature. Like we can say that a house is a building. But not all buildings are houses. We can easily determine an Is-A relationship in Java. When there is an extends or implement keyword in the class declaration in Java, then the specific class is said to be following the Is-A relationship.

Has-A Relationship in Java:

In Java, a Has-A relationship is also known as composition. It is also used for code reusability in Java. In Java, a Has-A relationship simply means that an instance of one class has a reference to an instance of another class or an other instance of the same class. For example, a car has an engine, a dog has a tail and so on. In Java, there is no suchkeyword that implements a Has-A relationship. ![IS-A and HAS-A relationship](data:image/jpeg;base64,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)

**Example:**

1. **package** relationsdemo;
2. **public** **class** Bike
3. {
4. **private** String color;
5. **private** **int** maxSpeed;
6. **public** **void** bikeInfo()
7. {
8. System.out.println("Bike Color= "+color + " Max Speed= " + maxSpeed);
9. }
10. **public** **void** setColor(String color)
11. {
12. **this**.color = color;
13. }
14. **public** **void** setMaxSpeed(**int** maxSpeed)
15. {
16. **this**.maxSpeed = maxSpeed;
17. }
18. }

In the code above the Bike class has a few instance variables and methods.

1. **package** relationsdemo;
2. **public** **class** Pulsar **extends** Bike
3. {
4. **public** **void** PulsarStartDemo()
5. {
6. Engine PulsarEngine = **new** Engine();
7. PulsarEngine.stop();
8. }
9. }

Pulsar is a type of bike that extends the Bike class that shows that Pulsar is a Bike. Pulsar also uses an Engine's method, stop, using composition. So it shows that a Pulsar has an Engine.

1. **package** relationsdemo;
2. **public** **class** Engine
3. {
4. **public** **void** start()
5. {
6. System.out.println("Started:");
7. }
8. **public** **void** stop()
9. {
10. System.out.println("Stopped:");
11. }
12. }

The Engine class has the two methods start( ) and stop( ) that are used by the Pulsar class.

1. **package** relationsdemo;
2. **public** **class** Demo
3. {
4. **public** **static** **void** main(String[] args)
5. {
6. Pulsar myPulsar = **new** Pulsar();
7. myPulsar.setColor("BLACK");
8. myPulsar.setMaxSpeed(136);
9. myPulsar.bikeInfo();
10. myPulsar.PulsarStartDemo();
11. }
12. }

In the code above we make an object of the Pulsar class and then initialize it. All the methods like setColor( ), bikeInfo( ), setMaxSpeed( ) are used here because of the Is-A relationship of the Pulsar class with the Bike class.

**Output:**

Bike color= Black Max Speed= 136

Stopped**:**