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## ── Attaching packages ─────────────────────────────────────── tidyverse 1.3.1 ──

## ✔ ggplot2 3.3.5 ✔ purrr 0.3.4  
## ✔ tibble 3.1.6 ✔ dplyr 1.0.9  
## ✔ tidyr 1.2.0 ✔ stringr 1.4.0  
## ✔ readr 2.1.2 ✔ forcats 0.5.1

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

##   
## 다음의 패키지를 부착합니다: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

## Get current Data in the four files  
  
  
url\_in <- "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/"  
  
file\_names <- c("time\_series\_covid19\_confirmed\_global.csv",  
 "time\_series\_covid19\_deaths\_global.csv"  
 )  
urls <- str\_c(url\_in, file\_names)  
  
url\_in\_pop <- "https://raw.githubusercontent.com/datasets/population-growth-estimates-and-projections/master/data/"  
file\_name\_pop <- "population-constant-fertility.csv"  
urls\_pop <- str\_c(url\_in\_pop, file\_name\_pop)

Let’s read in the data and see what we have.

global\_cases <- read\_csv(urls[1])  
global\_deaths <- read\_csv(urls[2])  
world\_pop <- read\_csv(urls\_pop)

world\_pop$Population <- as.double(world\_pop$Population) \* 1000

## Warning: 강제형변환에 의해 생성된 NA 입니다

global\_cases\_pivot <- global\_cases %>%  
 pivot\_longer(cols = -c('Province/State',  
 'Country/Region', Lat, Long),  
 names\_to = "date",  
 values\_to = "cases") %>%  
 select(-c(Lat,Long))  
  
global\_deaths\_pivot <- global\_deaths %>%  
 pivot\_longer(cols = -c('Province/State',  
 'Country/Region', Lat, Long),  
 names\_to = "date",  
 values\_to = "deaths") %>%  
 select(-c(Lat,Long))

global\_cases\_pivot <- global\_cases\_pivot %>%  
 rename(Country\_Region = `Country/Region`, Province\_State = `Province/State`) %>%  
 mutate(date=mdy(date))  
  
global\_deaths\_pivot <- global\_deaths\_pivot %>%  
 rename(Country\_Region = `Country/Region`, Province\_State = `Province/State`) %>%  
 mutate(date=mdy(date))

global\_cases\_pivot <- global\_cases\_pivot %>% filter(cases > 0)  
global\_deaths\_pivot <- global\_deaths\_pivot %>% filter(deaths > 0)

global\_cases\_pivot$Year <- format(global\_cases\_pivot$date, format="%Y")  
global\_deaths\_pivot$Year <- format(global\_deaths\_pivot$date, format="%Y")

global\_cases\_pivot$Country\_Region2 = global\_cases\_pivot$Country\_Region  
global\_deaths\_pivot$Country\_Region2 = global\_deaths\_pivot$Country\_Region

global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Korea, North", "Country\_Region2"] <- "Dem. People's Republic of Korea"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Korea, South", "Country\_Region2"] <- "Republic of Korea"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Bolivia", "Country\_Region2"] <- "Bolivia (Plurinational State of)"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Brunei", "Country\_Region2"] <- "Brunei Darussalam"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Congo (Brazzaville)", "Country\_Region2"] <- "Congo"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Congo (Kinshasa)", "Country\_Region2"] <- "Congo"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Cote d'Ivoire", "Country\_Region2"] <- "Côte d'Ivoire"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Iran", "Country\_Region2"] <- "Iran (Islamic Republic of)"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Kosovo", "Country\_Region2"] <- "Republic of Korea"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Laos", "Country\_Region2"] <- "Lao People's Democratic Republic"   
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Russia", "Country\_Region2"] <- "Russian Federation"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Syria", "Country\_Region2"] <- "Syrian Arab Republic"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Taiwan\*", "Country\_Region2"] <- "China, Taiwan Province of China"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="US", "Country\_Region2"] <- "United States of America"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Venezuela", "Country\_Region2"] <- "Venezuela (Bolivarian Republic of)"  
global\_cases\_pivot[global\_cases\_pivot$Country\_Region2=="Vietnam", "Country\_Region2"] <- "Viet Nam"  
  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Korea, North", "Country\_Region2"] <- "Dem. People's Republic of Korea"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Korea, South", "Country\_Region2"] <- "Republic of Korea"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Bolivia", "Country\_Region2"] <- "Bolivia (Plurinational State of)"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Brunei", "Country\_Region2"] <- "Brunei Darussalam"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Congo (Brazzaville)", "Country\_Region2"] <- "Congo"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Congo (Kinshasa)", "Country\_Region2"] <- "Congo"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Cote d'Ivoire", "Country\_Region2"] <- "Côte d'Ivoire"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Iran", "Country\_Region2"] <- "Iran (Islamic Republic of)"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Kosovo", "Country\_Region2"] <- "Republic of Korea"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Laos", "Country\_Region2"] <- "Lao People's Democratic Republic"   
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Russia", "Country\_Region2"] <- "Russian Federation"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Syria", "Country\_Region2"] <- "Syrian Arab Republic"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Taiwan\*", "Country\_Region2"] <- "China, Taiwan Province of China"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="US", "Country\_Region2"] <- "United States of America"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Venezuela", "Country\_Region2"] <- "Venezuela (Bolivarian Republic of)"  
global\_deaths\_pivot[global\_deaths\_pivot$Country\_Region2=="Vietnam", "Country\_Region2"] <- "Viet Nam"

Below Country has no Population data Antarctica, Burma, Diamon Princess, Kosovo, Moldova, MS Zaandam, Tanzania, West Bank and Gaza

global\_cases\_pivot <- merge(global\_cases\_pivot,world\_pop, by.x=c("Country\_Region2","Year"), by.y=c("Region","Year"), all.x = TRUE)  
global\_deaths\_pivot <- merge(global\_deaths\_pivot,world\_pop, by.x=c("Country\_Region2","Year"), by.y=c("Region","Year"), all.x = TRUE)

global\_cases\_pivot <- global\_cases\_pivot[!(is.na(global\_cases\_pivot$Population)),]  
global\_deaths\_pivot <- global\_deaths\_pivot[!(is.na(global\_deaths\_pivot$Population)),]

Calculate average cases per thousand people to compare countries.

global\_cases\_pivot$case\_per\_thousand <- global\_cases\_pivot$cases / global\_cases\_pivot$Population \* 1000  
global\_deaths\_pivot$death\_per\_thousand <- global\_deaths\_pivot$deaths / global\_deaths\_pivot$Population \* 1000

average\_cases = global\_cases\_pivot %>% group\_by(Country\_Region) %>% summarise(average\_case\_per\_thousand = mean(case\_per\_thousand), .groups = 'drop')  
average\_cases <- average\_cases[!is.na(average\_cases$average\_case\_per\_thousand),]  
average\_cases <- average\_cases[average\_cases$Country\_Region!="Korea, North",]  
worst\_case\_country = average\_cases[average\_cases$average\_case\_per\_thousand==max(average\_cases$average\_case\_per\_thousand), "Country\_Region"]  
best\_case\_country = average\_cases[average\_cases$average\_case\_per\_thousand==min(average\_cases$average\_case\_per\_thousand), "Country\_Region"]  
  
average\_deaths = global\_deaths\_pivot %>% group\_by(Country\_Region) %>% summarise(average\_death\_per\_thousand = mean(death\_per\_thousand), .groups = 'drop')  
average\_deaths <- average\_deaths[!is.na(average\_deaths$average\_death\_per\_thousand),]  
worst\_death\_country = average\_deaths[average\_deaths$average\_death\_per\_thousand==max(average\_deaths$average\_death\_per\_thousand), "Country\_Region"]  
best\_death\_country <- average\_deaths[average\_deaths$average\_death\_per\_thousand==min(average\_deaths$average\_death\_per\_thousand), "Country\_Region"]

North Korea has the lowest average cases per thousand people

library(ggplot2)  
library(hrbrthemes)

## NOTE: Either Arial Narrow or Roboto Condensed fonts are required to use these themes.

## Please use hrbrthemes::import\_roboto\_condensed() to install Roboto Condensed and

## if Arial Narrow is not on your system, please see https://bit.ly/arialnarrow

xValue <- global\_cases\_pivot[global\_cases\_pivot$Country\_Region==best\_case\_country[[1]], "date"]  
yValue <- global\_cases\_pivot[global\_cases\_pivot$Country\_Region==best\_case\_country[[1]], "case\_per\_thousand"]  
ggplot(global\_cases\_pivot[global\_cases\_pivot$Country\_Region==best\_case\_country, ], aes(x=xValue, y=yValue)) +  
 geom\_area(fill="seagreen", alpha=0.4) +  
 geom\_line(color="seagreen", size=2) +  
 geom\_point(size=3, color="seagreen") +  
 theme\_ipsum() +  
 ggtitle(paste("The Lowest case country - ", best\_case\_country[[1]]))

## Warning in grid.Call(C\_stringMetric, as.graphicsAnnot(x$label)): 윈도우즈 폰트데  
## 이터베이스에서 찾을 수 없는 폰트페밀리입니다  
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## Warning in grid.Call.graphics(C\_text, as.graphicsAnnot(x$label), x$x, x$y, : 윈  
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xValue <- global\_cases\_pivot[global\_cases\_pivot$Country\_Region==worst\_case\_country[[1]], "date"]  
yValue <- global\_cases\_pivot[global\_cases\_pivot$Country\_Region==worst\_case\_country[[1]], "case\_per\_thousand"]  
ggplot(global\_cases\_pivot[global\_cases\_pivot$Country\_Region==best\_case\_country, ], aes(x=xValue, y=yValue)) +  
 geom\_area(fill="violetred", alpha=0.4) +  
 geom\_line(color="violetred", size=2) +  
 geom\_point(size=3, color="violetred") +  
 theme\_ipsum() +  
 ggtitle(paste("The highest case country - ", worst\_case\_country[[1]]))

## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다  
  
## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다

## Warning in grid.Call.graphics(C\_text, as.graphicsAnnot(x$label), x$x, x$y, : 윈  
## 도우즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다

## Warning in grid.Call(C\_textBounds, as.graphicsAnnot(x$label), x$x, x$y, : 윈도우  
## 즈 폰트데이터베이스에서 찾을 수 없는 폰트페밀리입니다

![](data:image/png;base64,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)

global\_cases\_pivot <- global\_cases\_pivot %>%  
 unite("Combined\_Key",  
 c(Province\_State, Country\_Region),  
 sep = ", ",  
 na.rm =TRUE,  
 remove = FALSE)