## **Features of FastAPI**

Here are some of the key features that makes FastAPI one of the best Python web frameworks to date:

* **High Performance**: FastAPI, as compared to other python web frameworks, has better performance. The fact that FastAPI is a speed-oriented framework, it ranks high. Leveraging Starlette features, building APIs and production-ready codes, everything boils up to higher speed and improved performance.
* **Fast to code**: With production-ready code, developers need not create anything from scratch. This expedites the process by about 200% to 300%. To elaborate, FastAPI uses Starlette to run and offers a lot more features helpful when building APIs for serialisation and/or data validation. This reduces the time required to code as the framework has everything prepared in advance.
* **Minimal bugs**: Since the framework comes with an auto-completion feature, most of the code is automatically fed into the piece. This reduces all possibilities of error, enhancing the quality of output.
* **Easy-to-understand**: FastAPI isn't anything but Modern Python. There is no new syntax and is basically an advanced version of Python 3.6. Meaning that anyone with a significant understanding of the language can work on the framework.
* **Simple Documentation**: FastAPI automatically generates OpenAPI documentation with no effort from the developer. The same can be located under the application's/doc path. The documentation has detailed information on the endpoints of API, returned codes, response and parameters, etc.
* **Editor-support**: The entire framework is designed keeping in mind autocompletion. It is both simple, and easy to use, empowering developers with production-ready code. The automatic interactive documentation further allows testing the code directly from the browser.
* **Based on open standards**: One of the biggest advantages of having FastAPI as a [Python](https://www.hackertrail.com/interview/python-interview-questions-top-30-asked/" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank) web framework is its open standards.  That is, the framework is fully compatible with [OpenAPI](https://github.com/OAI/OpenAPI-Specification" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank) (previously known as Swagger), facilitating the creation of APIs (in addition to parameter declaration, body requests, etc) and [JSON Schema](https://json-schema.org/" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank) accounting for automated documentation of the data model.

## **Comparison of FastAPI with Django and Flask**

|  |  |  |  |
| --- | --- | --- | --- |
|  | ****Django**** | ****FLASK**** | ****FastAPI**** |
| ****Community**** | Thanks to its popularity, [Django](https://www.hackertrail.com/talent/backend/top-django-interview-questions/" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank) has a huge community of developers. | Next to [Django](https://www.hackertrail.com/talent/backend/top-django-interview-questions/" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank), Flask comes second in terms of community support. | FastAPI is relatively a new framework and hence, has limited community support. |
| ****Packages**** | As a full-stack web development framework, Django has tons of packages that help in the development of compelling web applications. | Flask has a lesser number of packages, considering that it is primarily used for the creation of minimalistic applications. | FastAPI emphasizes building websites faster, and so doesn’t incorporate many packages. |
| ****Performance**** | A mega framework with tons of packages and libraries, Django isn't the best in terms of performance. | Flask being a micro web framework offers better performance as compared to Django. | FastAPI is one of the fastest web frameworks known to the development world. Besides, the native async support adds to the efficiency of the framework. |
| ****Async Support**** | The initial version of Django lacked asynchronous support. However, the latest release seems to extend support to asynchronous calls, but with limited latency. | Flask, like Django, wasn't designed to process requests asynchronously. Adhering to the need, recent usage has been implementing asyncio to support async features. | FastAPI is one of the very few [Python](https://www.hackertrail.com/interview/python-interview-questions-top-30-asked/" \t "https://www.hackertrail.com/talent/backend/fastapi-all-you-need-to-know-about-this-trending-python-web-framework/_blank) frameworks that provide native async support. This is one of the reasons why the development time is least. |
| ****Learning Curve**** | A framework that includes dozens of packages, and libraries, Django is a bit complicated to understand. | A pretty straightforward language, learning the framework is easy. | FastAPI is the simplest of all allowing developers to get started like a pro. |

## **When should you choose FastAPI over Flask/Django**

Even though FastAPI is a recently-created Python web framework, it seems to have gathered tremendous support from developers across the globe. Primary reasons include:

1. **Native async support**: Since the FastAPI web framework is used for the creation of ML instances and applications, the native async support eliminates inference latency.
2. **Improved latency**: Being a high-performance framework, the overall latency identified for the framework is better as compared to Flask and Django.
3. **Production-ready codes**: Coming with auto validation, and short defaults, with FastAPI web framework, developers have the ease to build web applications without modifying the code.
4. **High Performance**: Compatible with Starlette and Pydantic, developers have access to their core features. Needless to state that Pydantic is one of the fastest libraries and hence, the overall performance improves, making FastAPI the choice for web development.
5. **Simpler learning curve**: As a minimalistic web framework, learning and understanding the same is pretty easy.

### **1) Explain what is REST and RESTFUL?**

REST represents REpresentational State Transfer; it is a relatively new aspect of writing web API.

RESTFUL is referred for web services written by applying REST architectural concept are called RESTful services, it focuses on system resources and how state of resource should be transported over HTTP protocol to different clients written in different language. In RESTFUL web service HTTP methods like GET, POST, PUT and DELETE can be used to perform CRUD operations.

### **2) Explain the architectural style for creating web API?**

The architectural style for creating web api are

* HTTP for client server communication
* XML/JSON as formatting language
* Simple URI as the address for the services
* Stateless communication

### **3) Mention what tools are required to test your web API?**

SOAPUI tool for SOAP WS and Firefox “poster” plugin for [RESTFUL services](https://www.guru99.com/restful-web-services.html).

### **4) Mention what are the HTTP methods supported by REST?**

HTTP methods supported by REST are:

* ****GET:****It requests a resource at the request URL. It should not contain a request body as it will be discarded. Maybe it can be cached locally or on the server.
* ****POST:****It submits information to the service for processing; it should typically return the modified or new resource
* ****PUT:****At the request URL it update the resource
* ****DELETE:****At the request URL it removes the resource
* ****OPTIONS:****It indicates which techniques are supported
* ****HEAD:****About the request URL it returns meta information

Let’s take a look from a perspective of just a single record. Let’s say there was an employee record with the employee number of 1.

The following actions would have their respective meanings.

1. ****POST****– This would not be applicable since we are fetching data of employee 1 which is already created.
2. ****GET****– This would be used to get the details of the employee with Employee no as 1 using the RESTful web service
3. ****PUT****– This would be used to update the details of the employee with Employee no as 1 using the RESTful web service
4. ****DELETE**** – This is used to delete the details of the employee with Employee no as 1

![RESTful Web Services](data:image/png;base64,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)

### **5) Mention whether you can use GET request instead of PUT to create a resource?**

No, you are not supposed to use PUT for GET. GET operations should only have view rights, while PUT resource is used for updating a data.

### **6) Mention what are resources in a REST architecture?**

Resources are identified by logical URLs; it is the key element of a RESTful design. Unlike, SOAP web services in REST, you view the product data as a resource and this resource should contain all the required information.

### **7) Mention what is the difference between AJAX and REST?**

| **AJAX** | **REST** |
| --- | --- |
| In Ajax, the request are sent to the server by using XMLHttpRequest objects. The response is used by the JavaScript code to dynamically alter the current page. | REST have a URL structure and a request/response pattern the revolve around the use of resources. |
| Ajax is a set of technology; it is a technique of dynamically updating parts of UI without having to reload the page. | REST is a type of software architecture and a method for users to request data or information from servers. |
| Ajax eliminates the interaction between the customer and server asynchronously. | REST requires the interaction between the customer and server. |

### **8) Mention some key characteristics of REST?**

Some key characteristics of REST includes

* REST is stateless, therefore the SERVER has no state (or session data)
* With a well-applied REST API, the server could be restarted between two calls as every data is passed to the server
* Web service mostly uses POST method to make operations, whereas REST uses GET to access resources

### **9) Mention what are the different application integration styles?**

The different integration styles include

* Shared database
* Batch file transfer
* Invoking remote procedure (RPC)
* Swapping asynchronous messages over a message oriented middle-ware (MOM)

### **10) Explain how JAXB related to RESTful web API?**

JAXB stands for java arch for XML binding.

### **11) Mention what is the difference between PUT and POST?**

“PUT” puts a file or resource at a particular URI and exactly at that URI. If there is already a file or resource at that URI, PUT changes that file or resource. If there is no resource or file there, PUT makes one

POST sends data to a particular URI and expects the resource at that URI to deal with the request. The web server at this point can decide what to do with the data in the context of specified resource

PUT is idempotent meaning, invoking it any number of times will not have an impact on resources.

However, POST is not idempotent, meaning if you invoke POST multiple times it keeps creating more resources

### **12) Mention which markup language can be used in restful web api?**

JSON and XML are the two markup language that can be used in restful web api

### **13) Mention what is the difference between RPC or document style web services? How you determine to which one to choose?**

In document style web services, we can transport an XML message as part of SOAP request which is not possible in RPC style web service. Document style web service is most appropriate in some application where XML message behaves as document and content of that document can alter and intention of web service does not rely on the content of XML message.

### **14) Mention what is JAX-WS and JAX-RS?**

Both JAX-WS and JAX-RS are libraries (APIs) for doing communication in various ways in Java. JAX-WS is a library that can be used to do SOAP communication in JAVA, and JAX-RS lets you do the REST communication in JAVA.

### **15) List out the tools or API for developing or testing web api?**

Testing tools for web services for REST APIs includes

* Spring REST web service using MVC
* Jersey API
* CXF
* Axis
* Restlet,

### **16) Mention what is the difference between SOAP and REST?**

| **SOAP** | **REST** |
| --- | --- |
| SOAP is a protocol through which two computer communicates by sharing XML document. | Rest is a service architecture and design for network-based software architectures. |
| SOAP permits only XML | REST supports many different data formats |
| SOAP based reads cannot be cached | REST reads can be cached |
| SOAP is like custom desktop application, closely connected to the server | A REST client is more like a browser; it knows how to standardized methods and an application has to fit inside it |
| SOAP is slower than REST | REST is faster than SOAP |
| It runs on HTTP but envelopes the message | It uses the HTTP headers to hold meta information |
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# Fast API in Python

“Fast API is used for generating REST API which is used for web services. It is completely open-source and the use of this web framework is done for building various kinds of python APIs one of which is REST API which is consistent, cacheable, and stateless in behavior and creates the standards for the transfer of data required for communication between servers and clients.

In this article, we will try to focus on the subtopics of Fast API to understand it better. These subtopics include an overview of Fast API, a Comparison between the framework of Fast API and Flask, a simple program of “Hello Bit Array” using Fast API with GET and POST, building blocks of Fast API and the future scope. Let’s begin with our learning.

### Overview of Fast API

Fast API is the web framework with extremely high performance and suitable for the modern age requirements which can prove of enormous helps in building the application programming interfaces that are APIs along with the use of Python support for versions 3.6 or higher. These APIs are built on the type hints of python’s standards. One of the specialties about Fast API is that it has its inbuilt support for the async characteristics and features that are present in python 3.6 and higher which makes its functionality extremely fast in performance.  
Due to existing shortcomings in the DRF and Flask frameworks, Sebastian Ramirez had created Fast API which was further released in 2018. The tool used for the creation of Fast API includes Pydantic and starlette. Nowadays, Fast API is used for building the APIs and apps in some of the huge tech companies including Microsoft, Netflix and Uber.

### Some of the features of Fast API are as mentioned below

• ****Robustness**** – The documentation available is automated and interactive which helps in creating the production-ready code.  
• ****Extreme performance**** – Reading the word, Fast API we can automatically conclude that it will be very fast in its working that is where it derived its name from. Among all the frameworks available in python right now, this one is the fastest of all.  
• ****Fast coding –****The increase in the speed of developing the application when made use of Fast API is approximately 200% to 300%.  
• ****Intuitive interface**** – The availability of vast documentation and support of the editor makes it very easy for learning the design in Fast API. Also, using its available functionalities is very easy.  
• ****Compatibility**** – The framework is compatible and works absolutely fine with the schema of JSON, swagger, or even called OpenAPI now and the open standards declared for the application programming interface that is APIs.  
• ****Reduction in the number of bugs****  –  It is considered to be decreasing the occurrences of the bugs present in the system to around 40%.  
• ****Type hints functionality****  – Conversion and data validation can be done smoothly by making the use of type hinting functionality.  
• ****Creation of plugins –****Dependency injection helps in making the creation of plugins easier.

### Comparison between the framework of Fast API and Flask

Flask is another framework available in python which is actually referred to as a microframework that has its features including authentication, caching and the Object Relation Mapping that has an extensive implementation in the building of web apps with the help of python language. This framework is as well very scalable, fast and easy.

The below table list outs the advantages of using flask and fast API.

|  |  |
| --- | --- |
| **Flask** | **Fast API** |
| Intuitive and easy interface for using. | Exception Handling |
| Flexible and components can be changed at our convenience. | Coding support of asynchronous nature |
| Availability of development server that is built-in. | Validation of data |
| It has its applications in projects such as static websites, social networks, e-commerce systems, social media bots, etc. | It has its applications in projects such as machine learning model deployment, management of internal crises and web applications where authentication, login system and account management is done. |

### Simple program of Hello Bit Array using Fast API

There are four HTTP methods also referred to as operations sometimes which include PUT, DELETE, GET and POST. In GET method, we can pass certain parameters in the query string while the POST method expects the input data in the form of a JSON input file in python. You can use any one of them depending on how much data you want to pass from client to API and how sensitive it is.

### GET HTTP method

We will consider one simple example which will demonstrate the use of GET method/ operation. This will be a simple API returning the data in the JSON format and will contain “Hello Bit Array” message in it. We will create the python file named ****main.py**** which will contain the following code in it –

#Required libraries should be imported

**from** *fastapi* **import** FastAPI

#Fast API instance needs to be created

sampleBitArrayApp = FastAPI()

#Choose and create the required path operation (Here "/")

@sampleBitArrayApp.get("/")

#Function created earlier should be defined

**def** func():

**return** {"Customized Message": "Hello Bit Array"}

In order to create API, we had carried out four major steps involving importing of necessary libraries, creating a new instance of Fast API, defining the operation of the path where you want your output to be seen along with HTTP method such as GET or POST and then define the function corresponding to path operation as in our case a message.  
Now, to confirm if our API is working, you can enter the following command on the terminal by navigating to the directory where main.py lies.

$ uvicorn main:sampleBitArrayApp  -reload

INFO: Uvicorn running on http://127.0.0.1:8000 (Press CTRL+C to quit)

INFO: Started reloader process [484138] using statreload

INFO: Started server process [484140]

INFO: Waiting **for** application startup.

INFO: Application startup complete.

INFO: 127.0.0.1:43896 - "GET / HTTP/1.1" 200 OK

Now, time to run on browser and check the resultant on link http://127.0.0.1:8000
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**POST HTTP method**

Now, for a POST request, let us consider this example

**from** fastapi **import** FastAPI

**from** *pydantic* **import** BaseModel

sampleBitArrayApp = FastAPI()

**class** value\_of\_pages\_content(BaseModel):

Number\_of\_pages\_for\_article1:int

Number\_of\_pages\_for\_article2:int

Number\_of\_pages\_for\_article3:int

Number\_of\_pages\_for\_article4:int

@sampleBitArrayApp.post('/show\_content')

**def** show\_content(content: value\_of\_pages\_content):

**return**({"content":[content.Number\_of\_pages\_for\_article1,content.Number\_of\_pages\_for\_article2,content.Number\_of\_pages\_for\_article3,content.Number\_of\_pages\_for\_article4]})

When we go for accessing the URL http://127.0.0.1/show\_content.

We get following output in the response content when we pass respective values for Number\_of\_pages\_for\_article1, Number\_of\_pages\_for\_article2, Number\_of\_pages\_for\_article3 and Number\_of\_pages\_for\_article4 –

$curl http://127.0.0.1:8000/show\_content -X POST -d '{"Number\_of\_pages\_for\_article1":1, "Number\_of\_pages\_for\_article2":2, "Number\_of\_pages\_for\_article3":3,"Number\_of\_pages\_for\_article4":4}' -H "Content-Type: application/json"

{"content":[1,2,3,4]}

****Building blocks of Fast API****  
Some of the most important concepts when learning Fast API include request body, query parameters and path parameters. Let’s have a detailed discussion on it.

****Request body****  
It’s is the data that is supposed to be transferred from the client to the target API you are creating. Pydantic models are used in fast API to inculcate this. Let us consider one example to understand how it can be done

**from** typing **import** Optional

**from** *pydantic* **import** BaseModel

**from** *fastapi* **import** FastAPI

**class** Article(BaseModel):

topic: str

definition: Optional[str] = **None**

numberOfWords: int

writer: Optional[str] = **None**

sampleBitArrayApp = FastAPI()

@sampleBitArrayApp.post(“/articles/”)

**def** create\_article(article: Article):

**return** article

In the above example, we first imported the packages that were required, and then the request data model that we will be using was declared. Further, we went for creating a new instance of the class of FastAPI that we have created and POST path is created to which we will be adding our newly created request model.  
The output of the above program is –

$ curl http://127.0.0.1:8000/articles/ -X POST -d '{"topic":"FastAPI in python","definition":"Features - how to use","numberOfWords":1010, "writer": "Bitarray\_user"}' -H "Content-Type: application/json" 2>/dev/null|jq

{

"topic": "FastAPI in python",

"defination": null,

"numberOfWords": 1010,

"writer": "Bitarray\_user"

}

**Query parameters**  
These are optional in nature and when the declaration of path parameters is not done for functional parameters than by default they are treated as the query parameters.

Let us have one example to get insights –

**from** fastapi **import** FastAPI

sampleBitarrayApp = FastAPI()

article\_topics = [{"article\_topic": "Redis"}, {"article\_topic": "Fast API"}, {"article\_topic": "PostgreSQL"}]

@sampleBitarrayApp.get("/articles/")

**def** read\_articles(begin: int, stop: int):

**return** article\_topics[begin : begin + stop]

The query parameters are present in the link after the presence of “?” which acts as a separator. All the query parameters are in the format of key-value pairs and are separated among themselves by using an ampersand & symbol. The query parameters in the above URL  ****begin**** which has the value of 0 and ****stop**** with 10 as its value.

****output:****

$ curl "http://127.0.0.1:8000/articles/?begin=0&stop=3" 2>/dev/null|jq

[

{

"article\_topic": "Redis"

},

{

"article\_topic": "Fast API"

},

{

"article\_topic": "PostgreSQL"

}

]

**Path parameters**

We can make the scop of the API to a single source by using the path parameters in it which in turn results in permission that nobody is needed to create when building resource finder or similar API. All the path parameters are enclosed inside the curly parenthesis that are {} as it helps in controlling the aspect of representation done for the particular resources. The position of path parameters is present before the query string and end till the endpoint. An example related to the same is

**from** fastapi **import** FastAPI

sampleBitarrayApp = FastAPI()

@sampleBitarrayApp.get("/articles/{article\_topic}")

**def** read\_article(article\_topic):

**return** {"article\_topic": article\_topic}

Here the article\_topic is the path parameter which is further passed to the function of read\_articles as an argument.

****Output:****

curl "http://127.0.0.1:8000/articles/3"

{"article\_topic":"3"}

### 1. What is REST?

REST stands for Representational State Transfer.

### 2. What is a REST API?

An API is an application programming interface, which is a software-to-software interface that allows otherwise separate applications to interact and share data. In a REST API, all data is treated as resources, each one represented by a unique uniform resource identifier (URI).

### 3. What do you mean by RESTful web services?

REST API is also known as RESTful web services that follow the REST architecture.

### 4. What are cache-control headers?

Cache-control headers are used to control catching and to attain caching ability. The most commonly used cache-control headers are public, private, and No-Store.

### 5. What are the features of RESTful web services?

REStful web services have the following unique features:

* Client-server decoupling
* Communication support
* Lightweight
* Uniform interface
* Stateless
* Layered system
* Cacheable
* Code on demand

### 6. What is the definition of messaging in terms of RESTful web services?

In REST API web services, when a REST client wants to send a message to the server, it can be sent in an HTTP request form, and the same applies to the server. This kind of communication is called messaging in REST.

### 7. Explain ‘Addressing’ in RESTful web services.

The process of locating various types of resources with the help of a URL on the REST server is known as ‘addressing’ in RESTful web services. Usually, single or multiple resources are addressed by resources.

### 8. Why are REST services easily scalable?

REST services are scalable due to the statelessness that they do not store data on the server even though they are requested and do not require much communication.

### 9. What are Idempotent methods?

Idempotent methods are known to return the same outcome even after the same request has been made multiple times, and it avoids errors caused by duplicate requests on the client side.

### 10. How can RESTful web services be tested?

The RESTful web services can be tested with the help of tools such as Swagger and Postman, which enable users to inspect query parameters, response headers, and headers, documentation of the endpoints, and conversion of endpoints to XML and JSON.

### 11. What are payloads in RESTful web services?

Payloads are the request data passed through the POST or GET method and found in the message’s body of an HTTP request in RESTful web services.

### 12. What is the maximum payload size that can be sent in POST methods?

Theoretically, there is no such maximum limit for payload size that can be sent in POST methods. However, payloads with larger sizes can consume larger bandwidth. Thus the server could take more time to proceed with the request.

### 13. Which protocol does REST APIs use?

Protocols are used to communicate with clients where REST APIs use HTTP protocol for it.

### 14. In REST APIs, which markup languages are used to represent the resources?

The resources in REST APIs are represented with the help of XML (extensible markup language) and JSON (JavaScript Object Notation).

### 15. Differentiate POST and PUT methods.

POST Method

* POST can create a resource on the server.
* POST is not idempotent.
* POST responses are cacheable.

PUT Method

* PUT is used to replace a resource at a specific URI with another resource.
* PUT is idempotent that it will only result in one resource even after calling it multiple times.
* PUT responses are not.

### 16. Which HTTP request methods are supported by REST?

REST supports various types of HTTP request methods such as GET, POST, PUT, DELETE, HEAD, OPTIONS, ETC.

### 17. What is CRUD?

CRUD stands for “Create, Read, Update, Delete.”

### 18. The main parts of an HTTP response

The main parts of the HTTP response are the HTTP version, Status line, HTTP Response Header, and HTTP Response body.

### 19. What are the most common HTTP response status codes you see while working in REST API?

Some of the most common response status codes are 200 OK, 201 Created, 400 Bad Request, 401 Unauthorized, 403 Forbidden, 404 Not Found, 500 Internal Server Error, 502 Bad Gateway, 503 Service Unavailable, etc.

### 20. What is a resource?

In REST, A resource is an object with a label and accessible on the server. Resources consist of associated data, a list of methods, and a relationship with other resources on the server.

### 21. What is a URI?

URI stands for ‘Uniform Resource Identifier.

### 22. What is caching in the REST API?

REST API stores a copy of a server response in a particular location of computer memory to retrieve the server response fast in the future. This method is temporary and called "catching."

### 23. What’s a real-world example of a REST API?

1. Public REST APIs are harnessed by weather apps to display weather information and share the related data.
2. Airlines use APIs to expose the flight times and prices to allow travel and ticketing sites for businesses.
3. Public transportation services use APIs to make their data publicly open to make it available for mapping and navigation apps in real-time.

### 24. What is the difference between REST and SOAP?

REST(Representational State Transfer)

* It is an architectural design pattern used to develop web services.
* It is faster in speed and more cacheable.
* It inherits only the security measures concerning the protocol that have been implemented.

SOAP (Simple Object Access Protocol)

* It is a strict protocol used to build secure APIs.
* It is slower in speed and not cacheable.
* It is able to define its own security measures.

### 25. What do you understand about JAX-RS?

It is a Java-based specification implemented for RESTful services and defined by JEE.

### 26. Disadvantages of RESTful web services?

* RESTful web services are stateless and do not maintain session simulation responsibility as the client side does not provide a particular session id for it.
* REST is not able to impose the security restriction inherently. However, it inherits them with the help of implementing protocols. Thus, the integration of SSL/TLS authentication needs to be done very carefully for better security measures of the REST APIs.

### 27. Advantages of REST

* HTTP makes the implementation of REST easy.
* REST fits in the existing infrastructure of the web, thus the web application can easily implement the REST. XML and JSON web technologies make REST easy to learn.
* The client and server communication is stateless, thus the integration is easy to build and scalable, and manageable with respect to time.
* The REST architecture can adapt to a huge variety of cases due to its flexibility.
* The lightweight architecture of REST makes it easy to build the applications faster as compared to other types of APIs.
* REST can be tested easily in the browser with the help of API testing tools.

### 28. How do you keep REST APIs secure?

REST APIs can be kept secure with the help of safety measures such as Authentication and authorization, API Server Validation, TSl/SSL Encryption, Rate-limiting for DDoS attacks, and sensitive information such as username, password, or authentication token should not be visible in URIs

### 29. What are “Options” in REST APIs?

It is an HTTP method used to fetch the supported HTTP options or operations that help clients to choose the options in REST APIs. Cross-Origin Resource Sharing (CORS) uses the REST option method.

### 30. Different types of API architectures

There are other two API architectures used, SOAP (Simple Object Access Protocol), and RPC (Remote Procedure Call)

### 31. What are the different application integration styles?

The different application integration styles are Shared database, Batch file transfer, Invoking remote procedure (RPC), and Swapping asynchronous messages over a message-oriented middleware (MOM).

### 32. How is JAXB related to RESTful web API?

JAXB is a Java arch used for XML binding in RESTful web API.

### 33. What is AJAX?

AJAX stands for  Asynchronous javascript and XML.

### 34. What does the HEAD method in REST APIs do?

The HEAD method is used to return the HTTP Header in read-only form and not the Body.

### 35. Which frameworks can JAX-RS implement in the RESTful web?

JAX-RS is used to implement frameworks such as Jersey, RESTEasy, Apache, and CFX.

### 36. What are HTTP status codes and their meaning?

* Code 200: success.
* Code 201:resource has been successfully created.
* Code 204: no content in the response body.
* Code 404: no method available.

### 37. What is a ‘Resource’?

‘Resource’ is defined as an object of a type that includes image, HTML file, text data, and any type of dynamic data.

### 38. Why is the proper representation of resources required?

Proper representations of resources in the proper format allow the client to easily understand the format and determine the identification of resources easily.

### 39. How to design Resources representation for RESTful web services?

* It should be easy to understand for the client and server.
* It should be complete irrespective of its format structure.
* It should consider the link of the resources to other resources and handle it carefully.

### 40. Important aspects of RESTful web services implementation.

* ResourcesRequest
* Headers
* Request Body
* Response Body
* Status codes