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# Práctica 1: Análisis de datos geoespaciales

## Enunciado

Este documento recoge la práctica de la asignatura **“Análisis de Datos Geoespaciales”**. Se plantean dos ejercicios independientes; ambos ejercicios deben resolverse de forma individual y autónoma por el estudiante. Para la resolución de los ejercicios podrán emplearse como apoyo los materiales del aula y contenidos de internet.

# Ejercicio 1: Análisis geocodificado de tweets

El análisis geográfico de las aportaciones de usuarios de redes sociales como Twitter o Facebook ha ido ganando relevancia en los últimos años como herramienta para el estudio de fenómenos socioculturales. En el ejercicio se plantea el uso de la red social Twitter.

El objetivo del ejercicio es geocodificar, a nivel país, la procedencia de los usuarios que han utilizado un hashtag o etiqueta determinada (a elegir por el estudiante). A partir de los tweets individuales obtenidos de la red social, se propone la generación de un mapa que muestre el número de tweets por país. El mapa, tematizado convenientemente, será publicado en la aplicación GIS en la nube ArcGIS Online.

## Desarrollo

Se propone al estudiante seleccionar un hashtag (por ejemplo “#Eurovision2018”) y realizar una búsqueda de tweets que contengan la etiqueta seleccionada. Para ello, se propone, en el Anexo I del presente documento, un método de geocodificación de los usuarios autores de los tweets. Una vez geocodificados los usuarios (a partir de la información de localización asociada a cada perfil de usuario), se realizará un análisis geográfico que contabilizará el número de usuarios por país. Se propone utilizar la misma capa (shapefile) de países que se empleó en la PEC1 y disponible en el aula (Fichero PAISES\_GENERALIZADOS.rar). Todo éste proceso será desarrollado utilizando R.

El shapefile resultante de éste análisis se subirá a la plataforma ArcGIS Online y se tematizará convenientemente. Una vez finalizado, el mapa será compartido con el profesor ([jde\_diegoa@uoc.edu](mailto:jde_diegoa@uoc.edu)). Se incluirá también la URL del mapa en el documento de entrega que se subirá al Registro de Evaluación Continua del Aula. Nota: Ha de tenerse en cuenta que en este ejercicio se utilizarán APIs de acceso gratuito pero limitado. Se busca que el estudiante obtenga al menos 500 resultados válidos geocodificados a nivel país (como mínimo).

## Resolución Ejercicio 1

### Carga de los elementos de acceso a Twitter

En primer lugar obtenemos las claves de acceso a Twitter según el manual de procedimiento de la práctica.

Una vez adquiridas procedemos a cargarlas en variables en R para poder aplicarlas a una función de acceso a Twitter desde el entorno de RStudio:

# variables de acceso a Twitter mediante R a geoTwitterRussia2018  
consumer\_key <- "Djv1QIHp5DCTtFZDF4P7PmKhe"  
consumer\_secret <- "PXwhHVALeuGnH5Myn4qLzwfM0YUHCX67Ife8tlujhzAGI0lwYe"  
access\_token <- "287839706-VlvixPev6CuRnMwAlNn5U7VeVEafgh3JMWCHqUvL"  
access\_secret <- "csorAvqaLS82yU2hhJj5pZvBHPNQtOOVd04ZV7gwJWTWH"

Ahora procedemos a ajustar las funciones de handshake de autenticación OAuth del paquete httr para una sesión twitteR. Esto lo hacemos mediante la siguiente función de carga:

# Esta función ajusta las funciones de handshake de autenticación   
# OAuth del paquete httr para una sesión twitteR  
setup\_twitter\_oauth(consumer\_key,consumer\_secret, access\_token, access\_secret)

## [1] "Using direct authentication"

En el momento de ejecutar esta función se nos permite optar por ajuste del OAuth permanentemente o bien hacerlo por cada sesión. Nosotros optamos por el modo permanente.

### Acceso a Twitter desde R para carga de twitts

A continuación, procedemos a delimitar el tipo de hashtag que vamos a utilizar. Aunque hemos estado dudando entre utilizar ‘#Russia2018’ o bien combinado con ‘#WorldCup’, finalmente optamos solo por la versión sencilla:

# Hashtag definitivo  
searchTerm <- "#Russia2018"

# Número máximo de twitts  
searchResults <- searchTwitter(searchTerm, n = 15000)

Además, como se ve, se pide la carga de 15000 twitts máximo.

### Tratamiento de los datos descargados de Twitter

A continuación convertimos la lista con los resultados obtenidos en un data.frame manejable en R:

# convierte la lista de resultados searchResult en un dataframe  
tweetFrame <- twListToDF(searchResults)

Detalle del dataframe tweetFrame

text </th>

favorited

favoriteCount

replyToSN

created </th>

truncated

replyToSID

id </th>

Length:15000

Mode :logical

Min. : 0,000

Length:15000

Min. :2018-06-28 15:20:36

Mode :logical

Length:15000

Length:15000

Class :character

FALSE:15000

1st Qu.: 0,000

Class :character

1st Qu.:2018-06-28 17:38:44

FALSE:11157

Class :character

Class :character

Mode :character

NA

Median : 0,000

Mode :character

Median :2018-06-28 20:56:39

TRUE :3843

Mode :character

Mode :character

NA

NA

Mean : 1,421

NA

Mean :2018-06-29 01:08:13

NA

NA

NA

NA

NA

3rd Qu.: 0,000

NA

3rd Qu.:2018-06-29 09:29:42

NA

NA

NA

NA

NA

Max. :2420,000

NA

Max. :2018-06-29 18:31:38

NA

NA

NA

Detalle del dataframe tweetFrame

replyToUID

statusSource

screenName

retweetCount

isRetweet

retweeted

longitude

latitude

Length:15000

Length:15000

Length:15000

Min. : 0,0

Mode :logical

Mode :logical

Length:15000

Length:15000

Class :character

Class :character

Class :character

1st Qu.: 0,0

FALSE:7073

FALSE:15000

Class :character

Class :character

Mode :character

Mode :character

Mode :character

Median : 2,0

TRUE :7927

NA

Mode :character

Mode :character

NA

NA

NA

Mean : 125,5

NA

NA

NA

NA

NA

NA

NA

3rd Qu.: 39,0

NA

NA

NA

NA

NA

NA

NA

Max. :23244,0

NA

NA

NA

NA

En este momento generamos una lista de los usuarios que han emitido twits sobre los datos obtenidos en **tweetFrame**:

# lista (userInfo) a partir del listado de usuarios asociados a los tweets anteriores  
  
# como calcularla completa da un error persistente se calcula por  
# tramos y luego se une en una sola lista  
userInfo <- lookupUsers(tweetFrame$screenName[1:5000])  
userInfo2 <- lookupUsers(tweetFrame$screenName[5001:10000])  
  
# Da error:  
# Error in twInterfaceObj$doAPICall(paste("users", "lookup", sep = "/"), :   
# Forbidden (HTTP 403).  
#userInfo3 <- lookupUsers(tweetFrame$screenName[10001:15000])  
  
userInfo3 <- lookupUsers(tweetFrame$screenName[10001:13900])  
userInfo4 <- lookupUsers(tweetFrame$screenName[13450:15000])  
  
# fusionamos los datos en una sola lista  
userInfo = c(userInfo, userInfo2, userInfo3, userInfo4)  
  
# borramos las variables no necesarias  
rm(userInfo2, userInfo3, userInfo4)

# salvamos la lista obtenida en el sistema  
save(userInfo, file = "userInfo.RData")

Ahora pasamos a convertir esta lista en un dataframe que podamos utilizar con mayor comodidad en los cálculos posteriores:

# Convertimos la lista en dataFrame  
userFrame <- twListToDF(userInfo)

Detalle del dataframe userFrame

description

statusesCount

followersCount

favoritesCount

friendsCount

url </th>

name </th>

created </th>

Length:12117

Min. : 0

Min. : 0

Min. : 0

Min. : 0

Length:12117

Length:12117

Min. :2006-11-30 09:18:03

Class :character

1st Qu.: 1298

1st Qu.: 113

1st Qu.: 242

1st Qu.: 170

Class :character

Class :character

1st Qu.:2011-01-14 18:12:16

Mode :character

Median : 5965

Median : 370

Median : 1424

Median : 440

Mode :character

Mode :character

Median :2012-11-16 07:38:11

NA

Mean : 27078

Mean : 11816

Mean : 10191

Mean : 1167

NA

NA

Mean :2013-05-29 02:28:37

NA

3rd Qu.: 23036

3rd Qu.: 1253

3rd Qu.: 6745

3rd Qu.: 1022

NA

NA

3rd Qu.:2016-01-03 11:26:25

NA

Max. :2187550

Max. :10865141

Max. :681598

Max. :245943

NA

NA

Max. :2018-06-29 18:22:56

Detalle del dataframe userFrame

protected

verified

screenName

location

lang </th>

id </th>

listedCount

followRequestSent

Mode :logical

Mode :logical

Length:12117

Length:12117

Length:12117

Length:12117

Min. : 0,00

Mode :logical

FALSE:12108

FALSE:11745

Class :character

Class :character

Class :character

Class :character

1st Qu.: 0,00

FALSE:12117

TRUE :9

TRUE :372

Mode :character

Mode :character

Mode :character

Mode :character

Median : 5,00

NA

NA

NA

NA

NA

NA

NA

Mean : 67,56

NA

NA

NA

NA

NA

NA

NA

3rd Qu.: 24,00

NA

NA

NA

NA

NA

NA

NA

Max. :21506,00

NA

Finalmente, filtramos el dataframe de forma que mantengamos solo los datos de los usuarios de los que podamos obtener su localización geográfica:

# Filtramos el dataFrame obteniendo el listado de todos aquellos usuarios   
# que introdujeron información relativa a su localización  
addresses <- userFrame[userFrame$location !="",]

Detalle del dataframe addresses

description

statusesCount

followersCount

favoritesCount

friendsCount

url </th>

name </th>

created </th>

Length:8724

Min. : 0

Min. : 0

Min. : 0

Min. : 0

Length:8724

Length:8724

Min. :2006-11-30 09:18:03

Class :character

1st Qu.: 1679

1st Qu.: 155

1st Qu.: 293

1st Qu.: 208

Class :character

Class :character

1st Qu.:2010-09-21 16:07:27

Mode :character

Median : 7053

Median : 458

Median : 1664

Median : 516

Mode :character

Mode :character

Median :2012-06-03 07:03:16

NA

Mean : 27130

Mean : 13672

Mean : 10321

Mean : 1300

NA

NA

Mean :2013-01-31 00:30:53

NA

3rd Qu.: 24709

3rd Qu.: 1459

3rd Qu.: 7296

3rd Qu.: 1164

NA

NA

3rd Qu.:2015-07-20 21:04:21

NA

Max. :1195425

Max. :10865141

Max. :644352

Max. :245943

NA

NA

Max. :2018-06-29 16:03:51

Detalle del dataframe addresses

protected

verified

screenName

location

lang </th>

id </th>

listedCount

followRequestSent

Mode :logical

Mode :logical

Length:8724

Length:8724

Length:8724

Length:8724

Min. : 0,00

Mode :logical

FALSE:8717

FALSE:8426

Class :character

Class :character

Class :character

Class :character

1st Qu.: 1,00

FALSE:8724

TRUE :7

TRUE :298

Mode :character

Mode :character

Mode :character

Mode :character

Median : 7,00

NA

NA

NA

NA

NA

NA

NA

Mean : 68,23

NA

NA

NA

NA

NA

NA

NA

3rd Qu.: 28,00

NA

NA

NA

NA

NA

NA

NA

Max. :11726,00

NA

### Búsqueda de los datos geográficos de los twitts: latitud y longitud

Gestionamos la geo localización de longitud y latitud de los twitts que tienen informado correctamente (o al menos que se pueda utilizar en la localización) el pais/localidad en el dataframe ‘addresses’.

Para ello consultamos la dirección de internet <http://nominatim.openstreetmap.org> ya que otras alternativas eran menos fiables para consultar todos los twitts de nuestra lista.

De nuestro dataframe utilizamos el campo ‘location’ y utilizando la función geocode\_OSM() nos da como retorno la longitud y latitud de cada twitt:

# Creamos un dataframe vacio para guardar todos los datos finales obtenidos  
geocoded\_02 <- data.frame()  
  
# Manejamos un loop en el que accederemos a la función geocode\_OSM()  
# suministrandoles uno a uno los parámetros  
for( i in 1:nrow(addresses) ){  
   
 # Creamos una dataframe estandar para los datos que necesitamos obtener  
 answer <- data.frame(lat=NA, long=NA, screenName = NA)  
   
 # llamamos a la función geocode\_OSM() pero capturando los eventos de   
 # warnings que se puedan producir  
 result = try(  
 geocode\_OSM(addresses$location[i],   
 projection = "+proj=longlat +ellps=WGS84 +datum=WGS84 +no\_defs",   
 return.first.only = TRUE,   
 details = FALSE,   
 as.data.frame = NA,   
 as.SPDF = FALSE,  
 server = "http://nominatim.openstreetmap.org")  
 )  
   
 # si no se ha producido un warning de tipo "try\_error", si se produce se descarta  
 # el usuario  
 if(class(result) != "try-error"){  
   
 # Si el valor obtenido en resultado fuera nulo se descarta  
 if(!is.null(result)){  
   
 answer$lat = result$coords[2] # latitud  
 answer$long = result$coords[1] # longitud  
 answer$screenName = addresses$screenName[i] # usuario  
   
 # añadimos los datos a nuestro dataframe de salida  
 geocoded\_02 <- rbind(geocoded\_02, answer)  
   
 }  
 }  
 # en este punto manejamos el tiempo de retardo para cada llamada  
 # a http://nominatim.openstreetmap.org, ya que si las llamadas no tienen  
 # un retrado de al manos un segundo, la pagina de nominatim nos expulsa  
 # y corta la comunicación y las consultas. Se introduce un retraso de   
 # 1.2 segundos por precaución  
 Sys.sleep(1.2)  
}

Manejamos un loop en el que accederemos a la función **rev\_geocode\_OSM()** suministrandoles uno a uno los parámetros par obtener el pais, ya que no tenemos en la petición original los datos de los paises.

Creamos un nuevo dataframe, geo\_paises\_OSM, que sera el que contenga los datos finales con latitud, longitud y país.

# Dataframe final con los datos completos que utilizaremos   
geo\_paises\_OSM = data.frame(lat = double(),  
 long = double(),  
 screenName = character(),  
 pais = character(),   
 code = character(),   
 stringsAsFactors = FALSE)  
  
for( i in 1:nrow(geocoded\_02) ){  
   
 # llamamos a la función rev\_geocode\_OSM() pero capturando los eventos de   
 # warnings que se puedan producir  
   
 # creamos un objeto SpatialPoints para suministrarlo a la función   
 # rev\_geocode\_OSM() con formato long:lat  
 sp01 = SpatialPoints(coords = cbind(geocoded\_02$long[i], geocoded\_02$lat[i]),  
 proj4string = CRS("+proj=longlat +ellps=WGS84 +datum=WGS84 +no\_defs"))  
 result = try(  
 rev\_geocode\_OSM(x=sp01, server = "http://nominatim.openstreetmap.org")  
 )  
   
 # si no se ha producido un warning de tipo "try\_error", si se produce se descarta  
 # el usuario  
 if(class(result) != "try-error"){  
   
 # Si el valor obtenido en resultado fuera nulo se descarta  
 if(!is.null(result)){  
   
 # añadimos los datos a nuestro dataframe de salida  
 geo\_paises\_OSM <- rbind(geo\_paises\_OSM,   
 data.frame(geocoded\_02$lat[i],  
 geocoded\_02$long[i],  
 geocoded\_02$screenName[i],  
 result[[1]]$country,   
 result[[1]]$country\_code))  
 }  
 } else{  
 # añadimos los datos a nuestro dataframe de salida  
 geo\_paises\_OSM <- rbind(geo\_paises\_OSM,   
 data.frame(NULL,NULL,NULL, NULL, NULL))   
 }  
 # en este punto manejamos el tiempo de retardo para cada llamada  
 # a http://nominatim.openstreetmap.org, ya que si las llamadas no tienen  
 # un retrado de al manos un segundo, la pagina de nominatim nos expulsa  
 # y corta la comunicación y las consultas. Se introduce un retraso de   
 # 1.2 segundos por precaución  
 Sys.sleep(1.2)  
}  
  
# colocamos los nombres correctos en el dataframe  
colnames(geo\_paises\_OSM) <- c("lat", "long", "screenName", "country", "country\_code")  
geo\_paises\_OSM$country\_code <- toupper(geo\_paises\_OSM$country\_code)

# salvamos la lista obtenida en el sistema  
saveRDS(geo\_paises\_OSM, file = "geo\_paises\_OSM.rds",   
 compress = "bzip2")

# salvamos la lista obtenida en el sistema  
saveRDS(geocoded, file = "geocoded.rds",   
 compress = "bzip2")

# leemos la lista compilada directamente (RMarkdown no lo permite de otra forma)  
geocoded <- readRDS(file = "geo\_paises\_OSM.rds")

Con este procedimiento se consiguen una cantidad de 6073 registros para el procesamiento gráfico y geográfico.

### Generación de shapefile y csv para tratamiento de datos

En este paso procedemos a guardar el conjunto de datos obtenido en 2 formatos: RDS y CVS.

# En este punto pasamos a salvar en formato RDS  
saveRDS(geocoded,"twitter\_users\_geocoded2.rds")   
  
# En este punto pasamos a salvar en formato csv  
write.table(geocoded, file="twitter\_users\_geocoded2.csv",   
 sep=",",   
 row.names=FALSE)

Estos formatos los utilizaremos posteriormente para la presentación del mapa en ArcGis.

### Presentación preliminar mediante R de un mapa de los puntos

# De manera general creamos un mapa de visualización del conjunto de datos  
# de twitts con sus coordenadas establecidas  
mapaMundi <- borders("world", colour="gray60", fill="gray60")   
mapa <- ggplot() + mapaMundi   
mapa <- mapa + geom\_point(aes(x=geocoded$long, y=geocoded$lat),  
 color="red", size=1)  
mapa

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAApVBMVEUAAAAAADoAAGYAOpAAZrYzMzM6AAA6ADo6AGY6kNtNTU1NTW5NTY5NbqtNjshmAABmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6OyP+QOgCQkGaQtpCQ2/+ZmZmrbk2rbm6rbo6ryKur5P+2ZgC2///Ijk3I///bkDrb///kq27k///r6+v/AAD/tmb/yI7/25D/5Kv//7b//8j//9v//+T///+TrFHnAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2di5rktLGAFwKckwkLJLDAcBJtkoWdza4dGIb1+z/amW7rUiVV6WbJltWqD7a73Zbq8rskWZJ7XixDupYXRxswpK4MwJ3LANy5DMCdywDcuQzAnUsO4ClZMorklNlJzSncGYDbLzMAH6TmFO4MwO2XGYAPUnMKdwbg9ssMwAepOYU7A3D7ZQbgg9Scwp0BuP0yA/BBak7hzgDcfpkB+CA1p3BnAG6/zAB8kJpTuNMzYCGe/8NyuGkDcEwZG5tNbqHP8VIegJsA7MEm/N/CEynEA/DRgCPpxTKW10QJ01SFSe6kq8krcxLARekCzttMQ62GDzHQNwBTZWrTZUy7UqOtgliZKtFHfcIAbAsxFraCWoKvZZpV62oHKuKvzXVCyQBsZI1bALA8cSNeZFr45LA7dqGUqyFBTbhMm4BtbgxCfNIWvCxgfX1tcYeoNkW6A6xCEOaURZfuWNkMnibytireHde3RMSdAdYBsAC6bfWWwVfANKPTxyIPsHuLFpB+AIOorh9VGYImKFCCr22aPMtPIq3HWV8W3oStasgyLQEG4RfB8ZVdpjDgqIkL+qLw+kddpgFJHpQh09oBjPy2wuBBVAtwmjthZNGGgLONmmTGDQJOY1W8+MapSrJadSDND+f8w5roCmL77x7RX0SU9kh5m8mvgkb56yxo7dEZrFyZnK5smQQYe5rTfLWEJNK0UMMIpslDfsUbIvUKMMwImMGadn3TCGDiBtGdyDDDlFAl6WHdNk2ea4/hCOvQ1/k209Y3jQB24i/fOXz9mHYH7FSorU4ZFBjLLVe2mCbfNAgY+I0+RXCKjGaSaT533AqlpQXu3/TnHgCz3so39NRldEWhUj7TvO44FSpzc4V0JMs09aZlwKgTpk+KrMhbxm+azx2nviiIftuo68NrBfn9roDN7GtgkEWuspoZ4RhacUGE59sRoQxjLwrryxjtW4Qa19Pm7QjYE119Bh+hSYCRDOe2R13ofP2B8cZrONhsgs6uCJqwkLR7N8AhO3VI9PSzLXB2Pux1VoxQRPi6+DIB+wqKYxoT96MBr6YRx9xDcFaHqTBOX2REvDVZJySorSjHAa7gC3ohPUwPBgXYX4Ea/R1MVst5AT+HkprM9XXsaYFgAAcqAS+NyDGAq0XArTqoM2Qq8iaoXlQdSeXIMYBrBWEiGshtfBMyWBCLH87Xh8j+gCs7Qh4NuG6muiMAz3MlDyrJzoBruxFz1HacPOgAlmfMs0V4o0v1r5ddAdf1gnXN4/XlWxBkDrA+xQW8yS2nuuJCuHPGDA4sPHDHJTwTZAawOeXyrqAb1QBPcPV4R8AV74Pj75N4wPgLCrC48i1HpQ5f7fWegIW3zSzglMB5zF5XjmUMXzjtiDnUb1g3CglgB8DlpwJkzZN89g+yjAc8uc0ZioijtXnAB01VVpjq0QRk/WBUS1xerO+0LATetblune+Bc9GbRpycGwLerUymscgErM4BOyRN4RPwnY4EnG82EVeeoLB9XMhCnJEgIlDpZYDVPGDWq9Yz2I0rWzPlXdB/19KLN6vW9f/1FkkBboKyMwXu8acy4K1TAm5EXQ3Icdu7cATs6hRgKKshz69N5PHVzki+R0505HG3ap7sbpjwLiWB1wymCF8zuQXAMKYTt1PHCsG0w54sYKEAIc9zT5fGF7J9QvIOyeficpA1q2ZattGg2T5adNhiPDoCsMCRz/HPU5r0Lk6AabAHvvI9tHVW7gicvzGE9902qw1OWVVnvGULU95FWndhuYAPiq9YAYdtq3MR2O64jvKy88Z3ZVrKqjrn7lrUs5yUBlhIpKoM6oEnpve1jlW6mbLcIQPByQ4zWTiIsB2Ex/NcJpYbyLWyCFEp6wK+Wm2hAyNrdDQIGN9hp/jaLGC0Ai8/bwUMdm2UAqya4wV9XNPXWXkAI2ukOnizDEvEpbsLi/iGl50HWSqh7SIgAGGXgXuBmCQA1kAZwJiGuTkm1PvAFQBMfcPLvhvfXbXo6+QVm4lBzKrhBQyp8AExycVgCjAUfv8HeZaIvJodWND5sF87TlVOqYDD/vONO6OGlxkTnrHoiSzeNmB60YGWAwt8IcJpvNtiA77a2OdDEN9goMoBnjHgmQTMWUT3x8UEL3Thm6QmAAv3Oot5AGgTYLqrZwXjdPjO3ploebjmPAiMGjwSlh0AU9a4RcjAwZeckGQCZuRqCmFNvdzF3qBRNIqdx7O6gNlfwqEAM9noD5+/jc5rolm+Ag6fkwYLWwVFTdgh9eVzPcDINFYtshI7pXu2/BROmESN4wtvgPecmkZRE2RU6aPpgN/f3d19+bA8fX/38kMIMB9QJvJrCEEoNwTSo4bUHEhiVa1J4F3XHmDUmMAWAvz2/vLvx9f3y/uvvIC9wic9bgxxGKNbRXV1JVnm54ub6L35QsBJy9vJgD/+883l5enHh+Xx24dqgPWIhpld8MdXB6EcYAx2b7w7An5umu/u7pfH7z4sTz9cWH/+LIGkjxdhJS4DeNZxtsJwqUDWk/HDnWHA8FVaUpus8gzEaFuMA4Af//bmksW/vlSAL5JyRVnXlSVCtYdkAB2+ZHwnc6uYalkUX5nJypJt4KJmo6VXcrNJZqQjAV/l7b3J4LKAJx1KTyTo/FbRmMAAPtEyP17DFx3JoAq9iqhgUvOAy5TaQGcDrtMH6yC7hGVi6w/y1Q3GNBUA7N40wYHzDN/S2OLwJgAORC0i0pGAL23zx389fHz9qsIo+iImwE4k9EEuy4UcX+kPmU00cVcsLPU+Lil5HcMXAk5N4Kz74L+8WSLug+PUkjGmpndxz4yvATi4lndIa2SSLeMbaEgtQGVrw22VNlMKSzrfvfdkOWrJECsn7UxBRHFCoXdrTTmAacJhqngufStfVH4CgJPxtgvYAHM6YzObZJ+EAXvVeLRzOawjPl83AUCjlm1PbwQBT2pssSHSLQGG0xlsX6zemBcVmxg1Pu0YrE14sg94VjxyCVt81b3BHoOsfQCD6WiriXbiDke8K+AoNYTayMloF3DJ9LUhr7bJfrg7wMRMFkxegsH6EEKEGlJrFN9pWp82NHZVAKw1TqbT2uc2qTpge6XV+oBTFovbSZUDjFJKWmoAp/yhpiTAE+izegFMX8nyk/AkcJIaS8J4TcShqXJMVxywoBK4U8Cu47sARo+uzDbgVZu6/sxzyA6hDaKGzubGoDvAOqxwkpLNsiQ1lrgXC6FA6tfbP3yAteX5fE1A0K9LJEpzgEGocFz9gAV5j5gL2D4C14HhLZpuUJxxljZ9K1+4NaYLwESQQAaxTTQ9BVAKsJoYBWDtEhTgJMLOBCWISKo7VAgaBGzTFJ40TlVjCVHd+gIAQ82OFcTgMA2wfTqKSKo7VAhaAYyftHZJ0kcT1JC57mhRgNHqln4LCNNNdC5gai+qaZ76AAwjAyJOEdbvUtRQgKnr5fqqPkPtwArVsDpz0dDYaMJqsyAmDPzrAjAKjJuqeFkB8EhQI5wBGcH3eiukP9tXGs67IoCFWvm9NmHG2D4Bo5VeFF151MQ6HfDkTnlZePEThpNzBSCQK2Bi1376IGvSU1fGUvChC8BgWIOiiPiSGZekxpPDZEKvJN28NDNO8GOG6Hp1G2bsiohaOAStAYaBhNMcBGB+lTQeMHrCnwAMMMwuRcvAbYAhVHwB9wTYiZUexdqAhWcZPMUyRVPYGtav1Qh3PWTbBoYGLvZYwkKo5cEZtyM57jhlmgFsCMMIraGjErgoYDtVYXjlGAhptgALzDcjnZUlYiIs6AQw2Do7w7YPva0D2Eop+fscq6j442vL5boJsLGkf8BwDQeG0+Lr64JTIkLxpauOAGxdnomAJ8vBHHfcMi0BxvyEaaDhTZLrf6oaKC4OeSFxJ6vuwr7+rGswizDYFoT86wbwhFpg878OWCTfiIjA4aoVawmJLEQN6y3AG1JYA7Z6nz4Bwyx2p7j8G0mDlimCDAvztQCxNoYg2/C1AV7ixIyip+svJ+rWY8Mu4KlVwLgXJrKEvsKd29skwDRhNXAWeoQLTwao6csjgS8gfAWcHjVKGgXszhxZoYxon2PUoCaaoQHy2xlC+xiiE5kzOMC0bz0BnsCEs4mGabEV/q1qpPhRmHkNCBiMsryAvVeAQ9vYs8EdqkxrgN3owOTRDfhWNVAZiwo8ugD56rbEzzcSsFKlLOq8iQa3IlTA9PutaoCyKMEmqAMsvvgmWqhLRZpETd90BRg2i4jvep1HJXB8Hxw/GoI9hLbLgy+pZmLYmBg1vkxjgAWaFQYTlJNesC+Rwdcq7GdPwkwA1KsV/Mb3UEPuAN7kjq9MY4An/atooNMV9laWIoDtpwMj2mt4ysWIIOBAH6/PNS10btTYMk0CBh2xzddsp9mihspWhwV5TuAE9F1gsIVEGZYbNbZMs4BhV4y+LwFYKfIBxem6UnBO8D1gmMx38y5gqkx7gHUKm5Yafa3CtlVN6OFPq8MFgMFsh/N3lcAn0A5F8rUI97VtFoq1OGjvFw7mcOx1FCLssEa/ung1Aicp8SkqicGW+/yo0WUaBWxNDqJvw4TLACZY6wfQ4NyWPVXuAg6lsvSmuSa6mpjgrHGxv1+/264kWZRqzFfXZqXrbIkX8HMVGx3yS2MZjGOCv53XJ0w2btnJ4WsQwmYatCbWsMy6Eny1+n5nu78m2t4e43wndztuUZMP2AB0507VV+q86AT2mdo14NnxXh3ZlsF5fIUzfW2biBaegksP5irw2doh4PUBIXptQehDLOJ6gF3CkpMxnCRMV7Z+w6whJbnDl9kBcPZP0FmAr9BNB+358xAVARO40Dhffg/zdjZLFERlqzVeW9sHnPco82zz1SGTW4jZHK4MmDoCrRZoeMUUk4elNV5bWwcMECc/cgAIo9Z6JZyfwbl89fDZOoLNtu6S1VFHIiPRPuCsv5YRBsyOTioCRmNkc4Q2G1nvwIV8T90Hrx6IZFNxjBDfCazW+Lzz2ZMpYKoc4SLMFgJ2s+ZquBYITKcnusOXOQlglA3EHyxjvPPZkwvY+bPvgrhRN2egW2R4H40a9g4yOMlUs3UDigAzRl7CmwAH1gbI/hRVjfiiXzbLACzi3HGk9fvgq9ijFdOocakdr8bDN0Q4kMDWxkFLJWyi0VecnXHuOHIKwJP1PBoxn+BOB0eqYSmGATuEqcr1OcgXoMU2xmNrz4CtXAWBQe+iAcMmgCXs5atTWJ9HGW32CGBXwFVkfeGJwQ0AhonMnAZj6QEMH7ZOEwNUzHSKQpvdzWR5gHtvovUzmyHCUxxged6cDhiUgI9fMCZT2S1A3mOinia6f8CXMmArhSeH49SYn2NIxYsBEylqTCEXsmXua72ogM/c/gFfJJDC6LhHDfy9jUy+YvL1v6sxzLc0YE+7dJOA+V/QiFVDAvYBt85WN1msHlnIPZ4KOH16SMr5AAMq1Fkot4NqSL5qGYgmTH32AGbaGraJZty6JcCGMHVWOmAHr7uM4M9ojx41YICHLMX4SzLfpxsDrAdH4DO+s41Xw/AVmnMI71XZws5BuQm8niYMX/i1f9vO7QCeEGDdzspPSWqIjNTsAnls4C3skrSgAV+tdQE7wPkIxEoHgGcDw06YbMCzET9gVQVXPZvBQv2lFpTA/smsGwIMBpyzKylqQoB5vqgBp+umHoHUTbTWDb6zuh5fBEBlPrl5wMzD3xF4kTB1zy4x8ICZw9fe1+WLQKScGvA8zfhvhto9XjpghDdhBoSpW1ZCHp+dxl3/nk9MBCLlrIDpbR52AsSpgclrhtBpU5hc3bNDTO9hWFUjO6Y1i7lNWjcFOIpwCmDdAmTkL98VyqaYOKxG08CM67+4DfJFIErOC1ivFOD2GTWJ8YBxFaUSWBCdsN4p4Jpx/XcANjLLJ+sVDvUmfiZrFTyBVRDwRA2zBDPprO6fzNl2tUvEqNmWUwPWC2+YholeEmCB+aYw9uohAJOE9QwI+0ssGjDapeffdXtuwBO5IJQMeMKDq3TCyYBdwnLsIIRn451Wk5DIvQC2CK//xqvRF0YYMUWd0WOexLC0qcqxG/JR58T74ADs0wNmF+0vB+PVQMB4hE5Ua3P2XHvrK22yC1iOs+IiEJfGpwfMtqVpgMEj+VMMYPRNADBns3waTR1SfHm5uVH0RLfQpi1NUaOiu8Bq3Yp1Am8AfB0or52uPEdWp75nTGwecOoMBGMqFA9gERj8+NV42gXAeeXL9x6MDlWRAiyV6W/9puW4QwP+/etvLi///fSXZjPYv29u484g1RC4gOcowFwq6r2hOpmJBCbKJqrBZc4NmOYb/VwmrQalLCBsHU13R9U7z3rWA/bAgkNWOIPfvVDymZ9vylCmhKm4Rg/eSoAtwjnuGMLwCp3UzujEX6TYmsGUPH1/9/JDA4B5trmElRrrF0ch4Nl+YCUHsACAtbVycL0XYF4+vr5f3n+VDjhkamoZNn1h+HPVcDWjgV2eO+r3AVYfrMp3BPzbF9cm2u2Dn358WB6/fTgEsL1TnKOwLYNFEDCoPw+wLG6qXsdegt2iWXwU/cdPf/7jp2+ohvrxuw/L0w9vnt99/ixRSV9MwG+SBgHn/1KpYH+lFPLd4IRQFZiaFyF/iNR8WV7sPvjnPy///dN/7LN+fakAX2TDdZVRBiQmP4IG0xG5prF0hZ3AGe4I86M8KIMFWHIACjg1asDNOxkcZL37jLpNMhm8P+AJ8/Wt+EgcuWrY7JX1bgIsawF6Jgowt33Hqi7sDgV4+flK952bwUf2wUZovnjQQqzcxKphAQuVxvnu6GsFAkaq9CddosJU5XMnvPz84pN/OA35x9evGhhFQ8DgjXvjmkLYP4o22bsNMNhFYkia/JXq4fq/d6U4wh0SMC+x98GJA/4oU7UAwPqdm9WJhJ2JDpoxqjDHHW00BiyUYnR9STUZhE+9msQBZpAkq5nJp5PKAdbbr+SICwG2W+yrmpKAf/9aT1UWnYsWSG2OqUboJpriKzIA6+FUFcCL5jnpVUOw4865D1dFktWoNxUyWCTPyUSZqkUPZv2iAMcxxoC56wU/NHYtkxj7ZeVpVE3untnWAUeo3VSGSTEP4AjCuIlm60OhzsxgsCVAPuiATBROFgvrvilKjXqzE+DMyVu6DN1JEkSEiE5hpMZ7xXhNi9KjrzrVLsOb6/UasvlmNBTyzQkzWC/KhAir89Ka6Ck0Hb3ZHac7x/BcwBM7Tx1055SAzb1GJOAyGWzfBnPuhHekG8J4Q6UwAxhAd1E2hb1wTTsnYDWnG004UY23uqA7EY8czLOTxZKgme6wANsPnUa6c17AKqf8cHnAVrCwGl+lZdyBC8wTnPVwDQCAownXBswYAqeLkk1F9Zvs9PKVhJPV1AcMshhWDaag5YHLciLI6lQ1tTI4dB+8EbDeV0PMRwid2E4rGK1mD8AX0Q7A7ZXGBmUJyOtUNbUAB70rAlg4UxL65hcRTlazF2ClbG2pSYE6zwQ4mrAXsJPEGHD8RFYC4AL7+C1OQpBWUg1zLOEGAG8rI3tXaplQwLFXLN80wLLOcu6Awbm5bzKrSfDMKSo3DgG8cekaChigeIZZapCarsYPWF015QAjxQot3NunxlkTfIlRc9IMxiNQz+RxbgZ7t9XLSpMfkYnYLG9aCQwY1BAlZwc8weTlbpY2APbef10nw6cMwLw7k33/K997i4BivJoKgD1XWdGIIJCeFM5QY1VpVX89I3l2OOAO9kq9jyniV1Mngznf6wD2d8M5auwtfFiBMaCgO5Oe3IjI4LDmeoDxxRfvXdhUW5FPAJEcNXZluwAWBGBmH8yRgDO9yyjjoQuR5KihAas6zTkl3UHrC0iDUyRCcyeAydukuRJgXak5pbA7FuKTZjCcUo8tQwt84MB+VC8BsNvRuU0CTGSwWpvgRsgdS6U+QhZBmv2d4Z6AhQScuTfBldlD2GruktTYgAVuK6YKgAmVkYBpM6oB9vlccCZLipp4diakwbsMNRRf3CQcDNiEmTOj9iiaETAC9Z1Gm0oImcACtqlZt0kkXzzCun4seL2mAoaEvWqKZ3DEfpUpqSOOAkzkW9I8VgRglLPrgYKLDayEfplxZ8BmSjziPjhnFcASvSfHTbg0voE9WVqB1lsNsLu+zQcavyPVFM9gr97yyy84v3DjfD2epYbNJ31C4SaaaiwowKBltt8wakoDzvFuSxnrol/DA1vuPDX+/FXfqzIb7/osXc76tlXELBjHqKmWwbHeBSUmg3F45sKAnR7YApy3YZnSZHkj8HUESgQJV81gWze9x2Xblh1di3XNz9YfYIhUkghYflrW99E6CHccvpRYRWLc2hUw612UBNfXiF4rfYwV10QL9HUBwFF8LQXgwo2IdA3Asd6VKANnmOwB1gbAaNQDGKNvC7gTBxhzjHKrF8B4AA0eJywG2AzbWgGs/s5DnJpzA55V+DnA2Wow4PlgwOlzoh0BttZr8/B6m2g9IseAS7hD0iQ2qOSraQHwhlsrNJMFbpHit+owavYBzPAtQLgI4BZEwASG90fb67UAX6eu4NcbNVhqAoA3aztnE62nKjUJdSO8VQ0JGH0dNC1CD5nBVBOd3yB1Alj3vipCm9U4gIlmshJgOqkz1fQD2GRaiQx2AIsBONU7r9DTm8R5mvCMZatpTgYTVe51m5ThUPOAY8vsCdipcwD2e1egjI6AsNYZtqtx+R4GWKQ71AlgbifHlpkBJeEELuFOJGFnRSlazakB62GzzSJju6Orxqk1xbRYPZmA49V0AHhWv9OxoYH2ANb1JpkWq2cADjXRIG23JHBrgO3Jjmw1pwY801JoQzrGS7UKBdzxPNk8MpgDnPIHon1qAN9aT8O6ICnAGW1SV4DtRf5ygGf/D06XBzyphsN+1ipbTR+AcU9cSA3q2VNNi9UDQapjVDpnqzkpYBmNWWeA6X+L7LSYzNXD8y08yKKODcDuHFaRnRaT+ftqnvAWBYwP4q1mtwdYCtkDl1IzyyUkPrrFAE/2QdM3e/j6Rl59AAYdsCgPOLzluYQeFy8BmK6KKuqoOTPgmQRcXM0BZaxn2BmOvn0ePQCGIyy1n6OCmiPK2MMs+ixf39wXYGFNJzYFK7cMuBtmzugd8OTyLf4zvweWEaYn5k4BjRar5syAJ3WPdNOAO34AXA+uzDirhpqjyqiL1xsBDn+XgCupOa6MWP9IFlvE00H3A1gv9ldTc2CZ9ddsvIBDak4MWM0lurcSTcLKKbOuLvFFBuACag4tc22kmSK+W+QuAE8c30Zh5ZS5uuYDHFRzZsDCAK6p5sgyPGD/HEg/gNWT3xXVHFmGBey5BcZqegDsTNm1CSurDHcffCDgqFXKBPGNIc1+6IpqDi3DAfYsMmE1FQDHXFcJ4r1JUDPRNdUcXoYo4h1BozLlAe/1d5PQmlpFNceXcYsQFzVXpgLgJFM3lOHXSxuGVQqwb6kQlekCcFU1x5dxilDjDq5MD4DrqvGWKfCYak6R0UQXVGMp3UlPoIh/hDX1AZhvoxtubktlcHSZEwO+4UFWQplYwO/v7u6+fFievr97+aE5wFXVpJUJ5largN/eX/79+Pp+ef/VAMyXie8cN6mJLxMJ+OM/31xenn58WB6/fWgMcF01aWX2ABzzpFIq4Oem+e7ufnn87sPy9MOF9efPEkj62qIBH2zH3nK5BU4vFQD8+Lc3lyz+9aUCfJHt1+KmMnYCmwu74QFTgQwOzXHgMhGA397drd3u23uTwe0BBn43DKvVJloCbq4PBotmtwM4qUwk4Evb/PFfDx9fv2pnFD3h7dDiVproqxT/y2fP98F/ebM0dR+sH6OtrCa9TOEl8V3ugynZ2VRX1LMdldUcXeaWAUdMdATvTINqji5zu4C5yY7FOmezmmPLmCIZf4rx5IDpzUkNwxoZnF6mqbnoGmVuHfBhak7hzgDcfpkB+CA1p3BnAG6/zAAcXWS3hy6KlhmAD1JzCncG4PbLDMBkkcQ96QPwOQCbP/s6AK9vugVcVc2uZQZgKXrOsmFYA3B2GbDm0DCsATizzHVNSS0sNQxrAM4uAxYOG4Y1AOeVwev+DcMagPPKSLwDsFOmC8D2ro6GYfl+Ibakmq4AO9uy9gNMP/xGyfrDsWioQJWltiDdOmB3390+gPnHV62z0LmmEC68vsVnUKZFXk8dAQ7uqiyjhlYbREyQTRLXNBE1Cdsb4PpqKK0skuBJSYht024M8NoK7vnrN+GcC5+VCjl1ZHZGwJSLQvdlU/U+WMKLoDFFnZdOOcedEwEmhPH/UMCuZUdA7gGwGYjazmepgRXIv2djPk3xyKrBtZwMuKPfnBkwRzhJjfrjRKCyCbyZhHMlBRBsZRilJDpq5wXscTpajSr4/M/i1Jcb+1IV+bXERu0EgNk/n8v6HKmmTuSr1Epq8kZNv2kbsM8ZO6TJanZDUUe8vp0CsACTtwJNaNCjnhQ1O2ZaJYmMdBOAGXNZx0Iuxy5AnVoiI90KYGW1ZXqex17LhO8aOYsE5yubASzkPJzrgf4+3mlejavxzJIS6S2AN0nIiYhTnALFlLctWfHeL4MreU1evnQCn1yiI705gzMA7+N0sKs/tTQMeC9/Kcuq6D5EGgS8t6eOZZUMOEaiftutC8Csn/ZmuHr6D5GYnZk7N9HVXJ3Iyxl+3R/fq4QivhdgZUstF2lvrShUUH60BAO/J+BamxxAnQxgUUXvoRIR810B602Povz8EVAxgV3kdDjKqj5O2gPswC7orPQYOU9EorDaY6UxwGKPZlIp0BoXoL4zieS7bx887TK7D70T1YZ2DUhTgBXmvQjX19KCHA4YGCH2G8reCt6rHAv4pkJ9nBwJeEDeT3YFfLSzNylHZTAx5bDTo/f7PeG/S5lbf8L/MDWncGcAbr/MAHyQmlO4MwC3X2YAPkjNKdwZgNsvMwAfpOYU7gzA7ZcZgA9Scwp3Bk+Rv3kAAAIJSURBVOD2ywzAB6k5hTsDcPtlBuCD1JzCnQG4/TKHAd5HPu9KzWHuDMD7qBmAHRmAi6gZgPdRMwAPqSMDcOcyAHcuA3DnMgB3Li0Cfvz2YVmevr97+UG/VJK6tV9lF2ce/3p3d0+raRDwr3dfPiwfX98v779SL5Wkbu1X2cWZpx/eLI9/e0OqaQ/w27/8+/mif/rx4XLxy5dKqurWfpF9nPn1gvPtPammPcBrq/b43YfLhSlfaimqWrvUsZMzpn6splXAv768WilfKimqW/sqOznz8fUrWk1TgN/e3V0am5HByfL0/auFVtMUYCmP/fTBOznz+NfnMTStplXAlybnOiJ8VXUUXbP2VfZwZuVLq2kV8LgPTpD3dxe5P8t98JCSMgB3LgNw5zIAdy4DcOcyAHcuA3DnMgB3LrcK+Lf/+cfRJuwjA3DnMgB3LrcM+I+fXrz47PL271+8ePHNsvz+9YtP/v6/vxxtWlm5YcB//PTZcvn/ty/+9J/l3ae//P71n58ZfzoAdyHPgP97Yfn8z29ffGM+vxuA+5AL0OfEvbxeu+Pnf95dP48mug8ZgDuXC+BP/rE20RKwarKPNq2s3DBgPciSgMcgqydBt0kr4Ott0v8NwH3LtWPuSQZgLZc++dJk9yUDsJF3L65Ndl8yAHcuA3DnMgB3LgNw5zIAdy4DcOcyAHcu/w+AXNSaqBzzAwAAAABJRU5ErkJggg==)

### Carga del fichero shapefile: paises\_generalizados

En este paso procedemos a la carga de los datos del shapefile # paises generaliados para realizar los cómputos posteriores:

# Carga del fichero  
paises\_generalizados <- readOGR("./PAISES\_GENERALIZADOS/paises\_generalizados.shp")  
  
# Convierte el dataframe geocoded\_02 en un Spatial object  
#coordinates(geocoded\_02) <- 2:1   
coordinates(geocoded) <- 2:1   
  
# formato del objeto spatial  
crs\_geograficas ='+proj=longlat +ellps=WGS84 +datum=WGS84 +no\_defs'   
#geocoded\_02@proj4string <-CRS(crs\_geograficas)   
geocoded@proj4string <-CRS(crs\_geograficas)  
paises\_generalizados@proj4string <- CRS(crs\_geograficas)  
  
# Se crea un nuevo atributo 'contador' y lo inicializamos a 1  
geocoded$contador <- 1   
usuarios.pais <- aggregate(x=geocoded,   
 by=paises\_generalizados,   
 FUN= length)

### Guardamos el conjunto de datos en formato SHP: exportación para uso en ArcGIS

Finalmente, procedemos a exportar el objeto **‘paises\_generalizados’** a un shapefile para poder utilizarlo en la plataforma ArcGIS

writeOGR(paises\_generalizados,   
 "./paises\_OGM/paises\_twitter.shp",   
 driver="ESRI Shapefile",   
 layer="paises")

El resultado se encuentra en la dirección web: <https://arcg.is/aWWvL>

Tanto el código fuente como los resultados de la utilización del mismo se encuentran en un repositorio en **GitHub**, en la dirección: <https://github.com/rgarciarui/geoTwitterRussia2018>

# Ejercicio 2: Generación de mapas de contaminación

En los últimos años, la contaminación atmosférica se está convirtiendo en un grave problema en los entornos urbanos. En ciudades como Madrid, los altos niveles de contaminación están provocando un grave problema de salud pública. El Ayuntamiento de la ciudad ha decidido tomar una serie de polémicas medidas, que afectan sobre todo a la circulación de vehículos privados, con el fin de reducir la emisión de estos contaminantes y en especial del dióxido de nitrógeno (NO2). El objetivo del ejercicio es la generación de dos mapas, uno utilizando el interpolador IDW y otro utilizando krigeaje, del máximo nivel de contaminación diaria para NO2 en la ciudad de Madrid. Durante el ejercicio se utilizará R como entorno para el tratamiento de los datos.

## Desarrollo

Para el desarrollo del ejercicio utilizaremos los siguientes conjuntos de datos: \* Datos en tiempo real de calidad del aire: <https://goo.gl/BMLJ8X>. Utilizaremos el archivo etiquetado como **“Calidad del aire. Tiempo real csv”**. Tened en cuenta que este fichero se actualiza cada hora. La descripción del conjunto de datos puede encontrarse en <https://goo.gl/tBnK1o>.

* Estaciones de control: <https://goo.gl/AuCxvu>. Utilizaremos el fichero etiquetado como **“Calidad del aire: estaciones de control”**, en formato xls. Las coordenadas se encuentran codificadas como coordenadas geográficas sexagesimales, con datum de referencia WGS84.
* Límites geográficos de los distritos de Madrid: <https://goo.gl/SdZiH1>. Utilizaremos el fichero etiquetado como **“Distritos en formato geográfico en ETRS89”**. El fichero shapefile contiene los límites municipales en sistema de coordenadas EPSG:25830.

El procedimiento propuesto incluye los siguientes pasos:

* Descarga de la información indicada.
* Lectura de los ficheros de datos con R.
* Cálculo de las coordenadas geográficas de localización de las estaciones a partir de las coor-denadas sexagesimales codificadas en los datos originales.
* Obtención del valor máximo horario de contaminación por NO2 para cada estación (los datos de dióxido de nitrógeno vienen codificados con el valor 8 en el campo magnitud).
* Asociación de los datos de contaminación con la localización geográfica de cada estación.
* Reproyección de la capa de límites municipales y obtención de un polígono único con el límite del municipio.
* Elaboración de los mapas requeridos. En ambos casos se podrán utilizar diferentes juegos de parámetros.