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**Abstract**

I explain the basics of quantum computing, the quantum computation simulator I wrote in Scheme, and how Grover’s algorithm could be implemented on a quantum computer. I then present a method of designing an oracle down to the gate level from a given classical circuit representing the search function.

**Introduction**

**Grover’s algorithm**

Grover’s algorithm is one of the two important quantum algorithms, or algorithms that run on a quantum computer. Given a search function, which returns true if the data we are searching for is given and false if otherwise, Grover’s algorithm is able to find the correct data entry out of possible entries with a complexity of (Grover, 1996). This is a significant speedup over the classical algorithm (on a non-quantum computer) of simply checking each data entry one by one which has a complexity of . Because of how common this problem is, Grover’s algorithm has a large number of applications, from artificial intelligence to protein sequence comparison. Another impressive application is the 3-SAT problem: while the best know classical algorithm for solving the 3-SAT problem is of time complexity , Grover’s algorithm can be used to reduce this to . Because of the speedups it provides as well as its wide applicability, an implementation of Grover’s algorithm will be very useful for the world.

However, on its own, Grover’s algorithm needs a quantum search function, or oracle, meaning that it must be able to run on the same quantum computer the main algorithm is running on. Thus we also need a way to convert a classical search function to a quantum one.

**How a quantum computer works**

A quantum computer is a computer that takes advantage of quantum phenomena. Specifically, it is a computer that operates on qubits instead of bits. Qubits are pieces of information that interact in ways not possible with a classical understanding. For example, unlike a classical bit, a qubit can be in a superposition of multiple states at once.

At any given point in time in a classical computer, one that operates only on bits, the bits are in a single state: a zero or a one. We can describe the two states with the basis vectors

We can now say that a given bit is in the state or the state. We can also use tensor products to conveniently describe the state of multiple bits. For example, if we want to represent a 3-bit system in the 010 state, we can write

Notice that 010 is two in binary, or the third number (starting from zero), and that the vector produced also has a “1” in the third position. In fact, for a given system of bits in the th binary state counting from zero, the vector corresponding to the state will consist of all zeros and one “1” in the th position.

Qubits function a little differently. Let’s say we have a single qubit called . Instead of simply being in the or state like a classical bit, its state is given by the vector:

where and are complex numbers under the single constraint
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A single qubit can be visualized with a Bloch sphere, depicted to the left. As we saw with the single bit before, when the qubit is pointed directly upward (the positive z axis), it has a value of 0. When it is pointed directly downwards (the negative z axis), it has a value of 1. However, unlike the bit, we can see that there are now two axes of rotation afforded to the qubit that were not present before (represented by and ). The current state of the qubit in the Bloch sphere is shown by the line with a dot on the end labeled . We can see that it is pointed more closely upwards, towards the vector, than it is downwards. This means that if we were to observe this qubit, it is more likely that it would collapse to the state. If the qubit were pointed more towards the bottom of the sphere at the vector, it would be more likely that we would observe it collapse to the state. Notice that these likelihoods correspond to the equation, where each term is the likelihood that the qubit will collapse to the corresponding state.

The variability of qubits is furthered amplified when adding more qubits. Like the classical computer, the possible states for an -qubit quantum computer exist in a dimensional space. However, this time, the vector which represents the state of the qubits does not have to be pointing in only one of the dimensions—it can exist in all of them (i.e. it can be in a superposition of all of them). For example, if we have a three-qubit system, then the general state of the qubits is given by:

Thus, at any point in the computation, the state of the qubits, , can be described with a vector of length . When we measure the system, it disturbs the “quantum-ness” of the qubits, causing the wave function to collapse and to pick one value. The probability of the system collapsing into a certain state is given by the square of the value corresponding to that state.

**2 Simulating a quantum computer**

Because the state of the computer can be represented with a single vector, an easy way to simulate quantum computation is to simply keep track of this vector. At the end of our computation, we can examine the vector to see which state the system is most likely to collapse into, and thus check to see if our computation worked.

To create a system of *n*-qubits, we simply make a vector length of all zeros. Then, depending on what we want the initial values of qubits to be, we make one of the zeros in the vector a 1. The position of the 1 corresponds to the decimal form of the binary representation of the bits, e.g. if we want to start with as the initial state, then we would change the zero in position 4 of the vector to a 1.

Just like classical computation, quantum computation is done by causing the qubits to react in certain ways through “quantum gates.” These gates are simply ways of manipulating qubits according to known rules. In the same vein as the state of the computer, gates can conveniently represented as matrices. We can multiply the state of the system by a matrix corresponding to a gate to “simulate” the gate, as the resulting vector will be representative of the system after it has gone through the gate.

For classical computation, where the state of the system must be vector consisting of all zeros and one “1” (because it can only be in one state at once), the only valid matrices (meaning those that correspond to physically possible gates) are ones that always produce a valid system after the multiplication. If a matrix in classical computation produces anything by a vector of all zeros and one “1”, then we know it’s invalid. However, the only requirement for a quantum gate is that it is reversible, i.e. that its matrix representation is unitary. This means that matrices that produce vectors with lots of different values are perfectly fine; this actually just represents superposition of the qubits.

Most quantum gates only act on 1, 2 or 3 qubits. However, we cannot use a multiply the smaller matrix that represents these gates with the much larger *n*-length vector representing the system. Thus, we need a way generate a larger matrix that performs the gate on only the qubits we want. Luckily, Lee Spector has provided an algorithm for that very purpose in his book *Automatic* *Quantum Computer Programming: A Genetic Programming Approach*:

Lee Spector’s algorithm, quoted from p.21

**To expand gate matrix G (explicitly) for application to an** *n***-qubit system:**

1. Create a matrix .
2. Let be the set of qubit indices to which the operator is being applied, and be the set of the remaining qubit indices.
3. if and differ from one another, in their binary representations, in any of the positions referenced by indices in .
4. Otherwise concatenate bits from the binary representation of in the positions referenced by the indices in (in numerical order), to produce . Similarly, concatenate bits from the binary representation of in the positions referenced by the indices in (in numerical order), to produce . Then set .
5. Return .

Now that we have a way to represent the state of the system and a way to apply gates, we have everything necessary for simulating a quantum computer. My implementation of a simulator in Scheme, called quetzal, can be seen in appendix A.

**Implementing Grover’s algorithm**

Most simply, Grover’s algorithm finds the one value that satisfies a given search function. It consists of applying a short series of gates over and over again until we arrive at the value we want. I will refer to one series of these gates as a Grover step. Each step consists of applying the oracle operator, , and then the Grover diffusion operator, .

The oracle is a series of quantum gates which, given the solution to our search function, flips the phase of that qubit. Thus, its matrix takes the form of the identity matrix with a single 1 changed to -1. For example, if we have 4 possible solutions to our search function and the correct value is 2, then the oracle could be represented by the matrix:

Because the oracle actually would consist of a series of quantum gates, we would not simply be able to see where the -1 is and declare that our solution. However, in order that we do not have to come up with an oracle for testing, we can simply use a matrix of the above form.

The Grover diffusion operator, , consists of three gates: a Hadamard gate applied to all qubits, a phase flip of the first qubit, and then a Hadamard gate again applied to all qubits. A Hadamard gate, when given a pure state (i.e. no superposition), simply gives us an even distribution across all qubits. The single qubit form is given by the matrix

If we are going to apply the gate to all qubits (as what happens during Grover’s algorithm), then the general form is given by

In my construction of a Hadamard matrix, I used the following formula which results in the same matrix:

Now we need a matrix that does the phase flip of the state. This consists of the identity matrix except with the first 1 flipped to a -1. Thus, for 2 qubits, it would be

Thus, altogether, the Grover diffusion operator is given by

And the entire Grover step is given by

Now that we have defined a Grover step, it easy to define the rest of the algorithm:

**Grover’s algorithm (searching over** **possibilities):**

1. Initialize all qubits to .
2. Apply the Hadamard gate to all qubits.
3. Apply the Grover step, , approximately times.
4. Measure qubits.

The reason that we only have to apply the Grover step times has to do with how the algorithm works, which is not something I examined in my project. However, notice that the algorithm has a time complexity of , a massive speedup from the time that the classical algorithm of checking each entry requires.

To implement my simulation and this algorithm, I used Scheme because Lisp (the family of languages Scheme belongs to) will likely be used to actually run algorithms on future quantum computers. This is because quantum computation can be formulated as a lambda calculus, where Lisp draws much inspiration from (Van Tonder, 2004). I thus designed my code in such a way that the simulation with matrices can be ignored, and the code would require minimal changes to actually run on a quantum computer.

Here is my implementation of Grover’s algorithm:

(**define** Grover (**lambda** (**input-U\_omega**)

; An implementation of Grover’s algorithm, input-U\_omega is a matrix

; representation the oracle operator

(**let** (**[steps** 0] [qubits (**exact-round** (**/** (**log** (**matrix-num-cols** input-U\_omega)) (**log** 2)))])

; Requires log(N) qubits where N is the width of the matrix

; representing U\_omega

(**cond**

[(**=** qubits 1) (**set!** steps 0)]

[(**=** qubits 2) (**set!** steps 1)]

[else (**set!** steps (**exact-round** (**\*** (**/** pi 4) (**sqrt** (**expt** 2 qubits)))))]) ; # of steps ~pi\*sqrt(N)/4

(**set!** U\_omega input-U\_omega)

(**display** "The number of required qubits is ") (**displayln** qubits)

(**display** "Number of operations required is ") (**displayln** (**+** 1 steps))

(**initialize-register** (**build-list** qubits (**lambda** (**x**) 0))) ; Initialize

all qubits to |0>

(**Hadamard** register) ; Apply a Hadamard gate to all qubits

(**for** (**[i** steps])

(**Hadamard** (**phase-flip-0-state** (**Hadamard** (**Oracle** register)))))

; Apply the Grover Diffusion operator

)))

Note how I apply a Hadamard gate on all qubits with (Hadamard register), and how this will result in a new register. I can thus call two Hadamard gates with (Hadamard (Hadamard register)). The rest of the code can for Grover’s algorithm can be seen in appendix B.

**Generating the oracle**

To actually make Grover’s algorithm useful, we need a way to generate the oracle from our search function . This is done by first representing our search function as a series of AND, OR and NOT gates in a classical circuit, and the simulating that circuit on a quantum circuit. Because OR is not reversible, we will need more qubits than there were bits in the classical circuit, but this increase is by a constant factor for a given .

The quantum NOT gate is the same as the classical one. It is given by the matrix

We will need to simulate both the AND gate and the OR gate with different quantum circuits.

Luckily we have the Toffoli gate, which can do both, and is given by the matrix:

The Toffoli gate is also called the CCNOT gate, or controlled-controlled-not gate, because it only performs NOT on the third qubit if the other two are both . Thus the Toffoli gate on its own functions as an AND gate for the first two qubits, while the third becomes the result of the AND operation.

![](data:image/png;base64,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)Now we only need OR. We can define OR as the boolean expression . This means that we can simulate the OR gate with 1 Toffoli gate and 5 quantum NOT gates. Here is a representation of a circuit which simulates the OR gate:

For every AND and every OR in the classical circuit we are given, we will need one extra qubit.

The extra qubit is always the third bit for the Toffoli gate. We now have every part to simulate

the classical circuit on the quantum circuit. However, this is not yet our oracle.

At this point, we have a circuit takes the input and gives . However, we need it to be of the form (Kothari, 2012)

What this means is that we need to preserve the state of through the circuit. Though this would not be possible on a classical computer, we can use a handy little trick called “uncomputation” for the quantum circuit. Because every quantum gate is reversible, to get back, we just have to perform all our gates in backward order. However, before we do that, we copy the result of the search function onto a new qubit using a CNOT gate. Then we can perform the uncomputation on the rest of the qubits, resulting in the desired form for the output. At this point, the general steps for our algorithm are:

1. Given an input function in the form of a classical circuit, we simulate each classical gate with a quantum gate, taking note of the order and which qubits we applied the gates to.
2. Copy the output of the function, which should be the state of *nth* qubit, to an extra qubit.
3. Perform the uncomputation by applying the same quantum gates we applied before but in the opposite order.

After we have achieved this circuit, we then need to complete the final step necessary for the oracle. By definition, the oracle flips the phase of the system state for a single input. This means that if the output qubit is in the state, then we want to flip the phase of the entire system state. This can be done with one more extra qubit and a Pauli-Z gate with a control on the output qubit. However, we still have one final problem: the output qubit needs to be returned to its original state from before the oracle. The simplest way to return it to its original state is performing the simulated classical circuit once again. After this, we have will a quantum circuit that fully implements the oracle for Grover’s algorithm.

My implementation in Scheme of this algorithm for generating the oracle can be seen in

**To construct a circuit that implements the oracle for Grover’s algorithm:**

1. Obtain a classical circuit, called ,that implements the desired search function using AND, OR and NOT gates.
2. Using quantum NOT and Toffoli gates, simulate the classical circuit with a quantum one, called . (Note: for possible solutions to the search function, and classical gates, this quantum circuit will require qubits.)
3. Copy the output of this circuit to another qubit (called the output qubit) by using a quantum controlled NOT gate.
4. Using one more qubit, perform a Pauli-Z gate on this extra qubit with a control on the output qubit. Note that the oracle function will require a total of qubits.
5. Apply again to return the output qubit back to its original state.

appendix C.

**Conclusion**

By representing a quantum computer as a series of matrix operations, I was able to successfully simulate quantum computation as well as perform Grover’s algorithm. Furthermore, I was able to come up with a simple algorithm for generating a quantum circuit of only common quantum gates that simulates a given classical circuit. As this is a necessary step in order to use Grover’s algorithm in a real world situation, this demonstrates how quantum computers might be used in the future.

**Appendix A: quetzal.rkt**

#lang racket

(**require** math)

(**require** racket/vector)

(**require** srfi/1)

(**require** 2htdp/batch-io)

(**define-namespace-anchor** a)

(**define** ns (**namespace-anchor->namespace** a))

(**provide** matrix-print initialize-register measure-register apply-gate)

(**provide** register Hadamard-gate Pauli-X-gate Pauli-Y-gate Pauli-Z-gate CNOT-gate QSwap-gate Toffoli-gate)

(**provide** bits bits->row-matrix set-register) ; for Grover.rkt

(**provide** G-nqubit-constructor) ; for oracle-constructor.rkt

;--------------------Quantum simulator functions---------------------;

(**define** matrix-print (**lambda** (**matrix**)

(**let** (**[size** (**square-matrix-size** matrix)])

(**for** (**[m** size]) (**for** (**[n** size])

(**display** (**array-ref** matrix (**list->vector** (**list** m n)))) (**display** " "))

(**displayln** "")))))

(**define** bits (**lambda** (**n** l) ; Returns a list length l of the digits of n in binary with leading zeros

(**let** (**[n-bits** null])

(**set!** n-bits (**let** loop ((**n** n) (**binary** '()))

(**if** (**=** 0 n)

binary

(**loop** (**arithmetic-shift** n -1) (**cons** (**bitwise-and** n 1) binary)))))

(**append** (**build-list** (**-** l (**length** n-bits)) (**lambda** (**x**) 0)) n-bits))))

(**define** bits->dec (**lambda** (**n**)

(**string->number** (**string-append** "#b" (**foldr** string-append "" (**map** number->string n))))))

(**define** bits->row-matrix (**lambda** (**bits**)

(**build-matrix** 1 (**length** bits) (**lambda** (**i** j) (**list-ref** bits j)))))

(**define** register null)

(**define** set-register (**lambda** (**psi**)

(**set!** register psi)))

(**define** initialize-register (**lambda** (**lq**)

(**set!** register (**array->mutable-array** (**make-array** (**list->vector** (**list** 1 (**expt** 2 (**length** lq)))) 0)))

(**array-set!** register (**list->vector** (**list** 0 (**bits->dec** lq))) 1)

(**set!** register (**mutable-array-copy** register))))

(**define** measure-register (**lambda** ()

(**let** (**[psi** (**matrix->list** register)] [q-index 0] [max 0] [probabilities null])

(**set!** probabilities (**map** (**lambda** (**qubit**) (**magnitude** qubit)) psi))

(**for** (**[qubit** (**length** psi)])

(**when** (**<** max (**list-ref** probabilities qubit))

(**set!** max (**list-ref** probabilities qubit))

(**set!** q-index qubit)))

(**display** "The most likely result is |")

(**display** (**~r** q-index #:base 2 #:min-width (**exact-round** (**/** (**log** (**length** psi)) (**log** 2))) #:pad-string "0"))

(**display** "> with a probability of ") (**displayln** (**\*** max max)))))

(**define** G-nqubit-constructor (**lambda** (**N** Q G)

(**let** (**[Q** (**reverse** Q)] [n (**exact-round** (**/** (**log** N) (**log** 2)))] [i-binary '()] [j-binary '()] [i-j-differ #f] [Qprime '()] [i-star '()] [j-star '()])

(**set!** Qprime (**for/list** (**[index** n] #:when (**not** (**member** index Q))) index))

(**build-matrix** N N (**lambda** (**i** j)

(**letrec**

(**[i-binary** (**bits** i n)]

[j-binary (**bits** j n)]

[i-j-checker (**lambda** (**Qprime**)

(**cond** [(**null?** Qprime)

(**array-ref** G (**list->vector** (**map** bits->dec (**map** reverse (**call-with-values**

(**lambda** () (**for/lists** (**l1** l2) (**[x** Q]) (**values**

(**list-ref** i-binary x)

(**list-ref** j-binary x)))) list)))))]

[(**not** (**=** (**list-ref** i-binary (**car** Qprime)) (**list-ref** j-binary (**car** Qprime)))) 0]

[else (**i-j-checker** (**cdr** Qprime))]))])

(**i-j-checker** Qprime)))))))

(**define** apply-gate (**lambda** (**psi** qubits G)

(**let** (**[new-psi** (**matrix\*** psi (**G-nqubit-constructor** (**matrix-num-cols** register) qubits G))])

(**set!** register new-psi)

new-psi)))

;----------------Quantum gates--------------------;

(**define** 1oversqrt2 (**/** 1 (**sqrt** 2)))

(**define** Hadamard-gate (**matrix** [

[1oversqrt2 1oversqrt2]

[1oversqrt2 (**\*** 1oversqrt2 -1)]

]))

(**define** Pauli-X-gate (**matrix** [ ; also known as the NOT gate

[0 1]

[1 0]

]))

(**define** Pauli-Y-gate (**matrix** [

[0 0-i]

[0+i 0]

]))

(**define** Pauli-Z-gate (**matrix** [

[1 0]

[0 -1]

]))

(**define** CNOT-gate (**matrix** [

[1 0 0 0]

[0 1 0 0]

[0 0 0 1]

[0 0 1 0]

]))

(**define** QSwap-gate (**matrix** [

[1 0 0 0]

[0 0 1 0]

[0 1 0 0]

[0 0 0 1]

]))

(**define** Toffoli-gate (**matrix** [ ; also known as the CCNOT gate

[1 0 0 0 0 0 0 0]

[0 1 0 0 0 0 0 0]

[0 0 1 0 0 0 0 0]

[0 0 0 1 0 0 0 0]

[0 0 0 0 1 0 0 0]

[0 0 0 0 0 1 0 0]

[0 0 0 0 0 0 0 1]

[0 0 0 0 0 0 1 0]

]))

**Appendix B: Grover.rkt**

#lang racket

(**require** math)

(**require** racket/vector)

(**require** srfi/1)

(**require** 2htdp/batch-io)

(**define-namespace-anchor** a)

(**define** ns (**namespace-anchor->namespace** a))

(**require** "quetzal.rkt")

(**provide** generate-fake-Oracle Grover)

(**provide** phase-flip-0-state) ; for oracle-constructor.rkt

;-----------Constructors for the gates for Grover's algorithm--------;

(**define** make-Hadamard (**λ** (**N**)

(**let** (**[constant** (**exact->inexact** (**/** 1 (**expt** 2 (**/** (**/** (**log** N) (**log** 2)) 2))))])

(**build-matrix** N N (**lambda** (**i** j)

(**\*** constant (**expt** -1 (**matrix-dot** (**bits->row-matrix** (**bits** i N)) (**bits->row-matrix** (**bits** j N))))))))))

(**define** H-matrix null)

(**define** Hadamard (**λ** (**Ψ**)

(**cond**

[(**or** (**null?** H-matrix) (**not** (**eq?** (**matrix-num-cols** H-matrix) (**matrix-num-cols** register))))

(**set!** H-matrix (**make-Hadamard** (**matrix-num-cols** register)))

(**let** (**[new-Ψ** (**matrix\*** Ψ H-matrix)])

(**set-register** new-Ψ)

new-Ψ)]

[else (**let** (**[new-Ψ** (**matrix\*** Ψ H-matrix)])

(**set-register** new-Ψ)

new-Ψ)])))

(**define** pf-matrix null)

(**define** make-phase-flipper (**λ** (**N**)

(**diagonal-matrix** (**cons** -1 (**build-list** (**sub1** (**matrix-num-cols** register)) (**λ** (**x**) 1))))))

(**define** phase-flip-0-state (**λ** (**Ψ**)

(**cond**

[(**or** (**null?** pf-matrix) (**not** (**eq?** (**matrix-num-cols** pf-matrix) (**matrix-num-cols** register))))

(**set!** pf-matrix (**make-phase-flipper** (**matrix-num-cols** register)))

(**let** (**[new-Ψ** (**matrix\*** Ψ pf-matrix)])

(**set-register** new-Ψ)

new-Ψ)]

[else (**let** (**[new-Ψ** (**matrix\*** Ψ pf-matrix)])

(**set-register** new-Ψ)

new-Ψ)])))

(**define** U\_ω null)

(**define** Oracle (**λ** (**Ψ**)

(**let** (**[new-Ψ** (**matrix\*** Ψ U\_ω)])

(**set-register** new-Ψ)

new-Ψ)))

(**define** generate-fake-Oracle (**λ** (**N** solution)

(**diagonal-matrix** (**append** (**build-list** solution (**λ** (**x**) 1)) '(**-1**) (**build-list** (**sub1** (**-** N solution)) (**λ** (**x**) 1))))))

(**define** Grover (**λ** (**input-U\_ω**) ; An implementation of Grover's algorithm, input-U\_ω is a matrix representation the oracle operator

(**let** (**[steps** 0] [qubits (**exact-round** (**/** (**log** (**matrix-num-cols** input-U\_ω)) (**log** 2)))]) ; Requires log(N) qubits where N is the width of the matrix representing U\_ω

(**cond**

[(**=** qubits 1) (**set!** steps 0)]

[(**=** qubits 2) (**set!** steps 1)]

[else (**set!** steps (**exact-round** (**\*** (**/** pi 4) (**sqrt** (**expt** 2 qubits)))))]) ; # of steps ~pi\*sqrt(N)/4

(**set!** U\_ω input-U\_ω)

(**display** "The number of required qubits is ") (**displayln** qubits)

(**display** "Number of operations required is ") (**displayln** (**+** 1 steps))

(**initialize-register** (**build-list** qubits (**λ** (**x**) 0))) ; Initialize all qubits to |0>

(**Hadamard** register) ; Apply a Hadamard gate to all qubits

(**for** (**[i** steps])

(**Hadamard** (**phase-flip-0-state** (**Hadamard** (**Oracle** register))))) ; Apply the Grover Diffusion operator

)))

**Appendix C: oracle-constructor.rkt**

#lang racket

(**require** math)

(**require** racket/vector)

(**require** srfi/1)

(**require** 2htdp/batch-io)

(**define-namespace-anchor** a)

(**define** ns (**namespace-anchor->namespace** a))

(**require** "quetzal.rkt")

(**require** "Grover.rkt")

(**provide** ¬ NOT ∨ OR ∧ AND Grover-from-classical-circuit U\_ω input-qubits generate-U\_ω)

;--------------

(**define** Oracle (**λ** (**Ψ**)

(**matrix\*** Ψ U\_ω)))

(**define** total-qubits 0)

(**define** next-safe-qubit 0)

(**define** uncomputer null)

(**define** computer-strings-for-latex "")

(**define** uncomputer-strings-for-latex "")

(**define** Pauli-X (**λ** (**n** qubit)

(**G-nqubit-constructor** (**expt** 2 n) (**list** qubit) Pauli-X-gate)))

(**define** Toffoli (**λ** (**n** qubits)

(**G-nqubit-constructor** (**expt** 2 n) qubits Toffoli-gate)))

(**define** ¬ (**λ** (**qubit**)

(**set!** computer-strings-for-latex (**string-append** computer-strings-for-latex (**string-append** "\tX\tq" (**number->string** qubit) "\n"))) ; just for LaTeX output

(**set!** U\_ω (**matrix\*** U\_ω (**Pauli-X** total-qubits qubit)))

(**set!** uncomputer (**matrix\*** (**Pauli-X** total-qubits qubit) uncomputer))

(**set!** uncomputer-strings-for-latex (**string-append** (**string-append** "\tX\tq" (**number->string** qubit) "\n") uncomputer-strings-for-latex)) ; just for LaTeX output

qubit))

(**define** NOT ¬)

(**define** ∨ (**λ** (**qubit1** qubit2)

(**void** (**¬** qubit1))

(**void** (**¬** qubit2))

(**set!** U\_ω (**matrix\*** U\_ω (**Toffoli** total-qubits (**list** qubit1 qubit2 next-safe-qubit))))

(**set!** computer-strings-for-latex (**string-append** computer-strings-for-latex (**string-append** "\ttoffoli\tq" (**number->string** qubit1) ",q" (**number->string** qubit2) ",q" (**number->string** next-safe-qubit) "\n"))) ; just for LaTeX output

(**set!** uncomputer (**matrix\*** (**Toffoli** total-qubits (**list** qubit1 qubit2 next-safe-qubit)) uncomputer))

(**set!** uncomputer-strings-for-latex (**string-append** (**string-append** "\ttoffoli\tq" (**number->string** qubit1) ",q" (**number->string** qubit2) ",q" (**number->string** next-safe-qubit) "\n") uncomputer-strings-for-latex)) ; just for LaTeX output

(**void** (**¬** qubit1))

(**void** (**¬** qubit2))

(**void** (**¬** next-safe-qubit))

(**set!** next-safe-qubit (**+** next-safe-qubit 1))

(**-** next-safe-qubit 1))) ; This, by defintion, is the output of the toffoli gate (the third qubit), so that's what we want to return

(**define** OR ∨)

(**define** ∧ (**λ** (**qubit1** qubit2)

(**set!** U\_ω (**matrix\*** U\_ω (**Toffoli** total-qubits (**list** qubit1 qubit2 next-safe-qubit))))

(**set!** computer-strings-for-latex (**string-append** computer-strings-for-latex (**string-append** "\ttoffoli\tq" (**number->string** qubit1) ",q" (**number->string** qubit2) ",q" (**number->string** next-safe-qubit) "\n"))) ; just for LaTeX output

(**set!** uncomputer (**matrix\*** (**Toffoli** total-qubits (**list** qubit1 qubit2 next-safe-qubit)) uncomputer))

(**set!** uncomputer-strings-for-latex (**string-append** (**string-append** "\ttoffoli\tq" (**number->string** qubit1) ",q" (**number->string** qubit2) ",q" (**number->string** next-safe-qubit) "\n") uncomputer-strings-for-latex)) ; just for LaTeX output

(**set!** next-safe-qubit (**+** next-safe-qubit 1))

(**-** next-safe-qubit 1))) ; This, by defintion, is the output of the toffoli gate (the third qubit), so that's what we want to return

(**define** AND ∧)

(**define** get-extra-qubits (**λ** (**boolean-expression**)

(**cond**

[(**null?** boolean-expression) 0]

[(**or** (**eq?** '∨ (**car** boolean-expression)) (**eq?** '∧ (**car** boolean-expression))) (**+** 1 (**get-extra-qubits** (**cdr** boolean-expression)))]

[(**list?** (**car** boolean-expression)) (**+** (**get-extra-qubits** (**car** boolean-expression)) (**get-extra-qubits** (**cdr** boolean-expression)))]

[else (**get-extra-qubits** (**cdr** boolean-expression))])))

(**define** get-base-qubits (**λ** (**boolean-expression**)

(**cond**

[(**null?** boolean-expression) 0]

[(**number?** (**car** boolean-expression)) (**max** (**car** boolean-expression) (**get-base-qubits** (**cdr** boolean-expression)))]

[(**list?** (**car** boolean-expression)) (**max** (**get-base-qubits** (**car** boolean-expression)) (**get-base-qubits** (**cdr** boolean-expression)))]

[else (**get-base-qubits** (**cdr** boolean-expression))])))

(**define** controlled-Z-gate (**matrix** [

[1 0 0 0]

[0 1 0 0]

[0 0 1 0]

[0 0 0 -1]

]))

(**define** U\_ω null)

(**define** input-qubits null)

(**define** generate-U\_ω (**λ** (**boolean-expression**)

(**let** (**[base-qubits** (**+** 1 (**get-base-qubits** boolean-expression))] [temp-matrix '()]) ; base-qubits is equal to the # of qubits needed to implement the circuit before uncomputation

(**set!** input-qubits (**-** base-qubits 1))

(**set!** next-safe-qubit base-qubits)

(**set!** total-qubits (**+** base-qubits (**get-extra-qubits** boolean-expression) 2)) ; Two extra: one to save the answer before we uncompute, and another for the phase flipper

(**set!** U\_ω (**identity-matrix** (**expt** 2 total-qubits)))

(**set!** uncomputer (**identity-matrix** (**expt** 2 total-qubits)))

(**eval** boolean-expression ns)

(**set!** U\_ω (**matrix\*** U\_ω (**G-nqubit-constructor** (**expt** 2 total-qubits) (**list** (**-** total-qubits 3) (**-** total-qubits 2)) CNOT-gate))) ; Copy output of simulated classical circuit to the nth qubit

(**set!** U\_ω (**matrix\*** U\_ω uncomputer))

(**set!** U\_ω (**matrix\*** U\_ω

(**G-nqubit-constructor** (**expt** 2 total-qubits) (**list** (**-** total-qubits 2) (**-** total-qubits 1)) CNOT-gate)

(**G-nqubit-constructor** (**expt** 2 total-qubits) (**list** (**-** total-qubits 2) (**-** total-qubits 1)) controlled-Z-gate)

(**G-nqubit-constructor** (**expt** 2 total-qubits) (**list** (**-** total-qubits 2) (**-** total-qubits 1)) CNOT-gate)

U\_ω))

(**void** (**write-file** "./circuit-files/qcircuit.qasm" (**string-append**

"\tqubit\tq" (**string-join** (**map** (**lambda** (**num**) (**number->string** num)) (**range** total-qubits)) ",0\n\tqubit\tq") ",0\n" ; Set up necessary qubits

computer-strings-for-latex ; Add the compute string

"\tcnot\tq" (**number->string** (**-** total-qubits 3)) ",q" (**number->string** (**-** total-qubits 2)) "\n" ; CNOT for the copy on to (n-1)th qubit

uncomputer-strings-for-latex ; Add the uncompute string

"\tcnot\tq" (**number->string** (**-** total-qubits 2)) ",q" (**number->string** (**-** total-qubits 1)) "\n" ; CNOT for the copy on to nth qubit

"\tc-z\tq" (**number->string** (**-** total-qubits 2)) ",q" (**number->string** (**-** total-qubits 1)) "\n" ; controlled Z on (n-1)th and nth qubits

"\tcnot\tq" (**number->string** (**-** total-qubits 2)) ",q" (**number->string** (**-** total-qubits 1)) "\n" ; CNOT for the uncopy on to nth qubit

computer-strings-for-latex ; Now we do the whole first half again, starting with the compute string

"\tcnot\tq" (**number->string** (**-** total-qubits 3)) ",q" (**number->string** (**-** total-qubits 2)) "\n" ; CNOT for the uncopy on to (n-1)th qubit

uncomputer-strings-for-latex ; Add the uncompute string

))))))

(**define** special-make-Hadamard (**λ** (**N** up-to-qubit)

(**letrec** (**[apply-H** (**λ** (**M** qubit)

(**cond**

[(**=** qubit up-to-qubit) (**matrix\*** M (**G-nqubit-constructor** N (**list** qubit) Hadamard-gate))]

[else (**matrix\*** M (**apply-H** (**G-nqubit-constructor** N (**list** qubit) Hadamard-gate) (**+** qubit 1)))]))])

(**apply-H** (**identity-matrix** N) 0))))

(**define** Grover-from-classical-circuit (**λ** (**input-U\_ω** input-qubits) ; An implementation of Grover's algorithm, input-U\_ω is a matrix representation the oracle operator

(**let** (**[special-Hadamard** null]

[special-H-matrix (**special-make-Hadamard** (**matrix-num-cols** input-U\_ω) input-qubits)]

[steps 0]

[qubits (**exact-round** (**/** (**log** (**matrix-num-cols** input-U\_ω)) (**log** 2)))]) ; Requires log(N) qubits where N is the width of the matrix representing U\_ω

(**set!** special-Hadamard (**λ** (**Ψ**)

(**let** (**[new-Ψ** (**matrix\*** Ψ special-H-matrix)])

(**set-register** new-Ψ)

new-Ψ)))

(**cond**

[(**=** input-qubits 0) (**set!** steps 0)]

[(**=** input-qubits 1) (**set!** steps 1)]

[else (**set!** steps (**exact-round** (**\*** (**/** pi 4) (**sqrt** (**expt** 2 input-qubits)))))]) ; # of steps ~pi\*sqrt(N)/4

(**set!** U\_ω input-U\_ω)

(**display** "The number of required qubits is ") (**displayln** qubits)

(**display** "Number of operations required is ") (**displayln** (**+** 1 steps))

(**initialize-register** (**build-list** qubits (**λ** (**x**) 0))) ; Initialize all qubits to |0>

(**special-Hadamard** register) ; Apply a Hadamard gate to the input qubits

(**for** (**[i** steps])

(**special-Hadamard** (**phase-flip-0-state** (**special-Hadamard** (**Oracle** register))))) ; Apply the Grover Diffusion operator

)))
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