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This worksheet is designed to get you used to using \texttt{R} and \texttt{RStudio}. There will be additional, similar worksheets in later workshops.

We're going to be asking you to do things that you (very likely) don't yet know how to do with \texttt{R}. Learning a new programming language can be tricky, particularly for any of you for whom this is your \textbf{first} programming language. You have to get used to not only thinking carefully about not just what you want your computer to do, but the language you need to use in order to ask the computer to do it.

For some of you, this is familiar territory. For others, it might be quite new. Don't forget that there are multiple staff members in the room with you, ready to help you start marking sense of \texttt{R}. Just as no-one would expect you to speak a new language fluently after your first lesson, we're not expecting you to master \texttt{R} in this first workshop. Don't be afraid to try things, and don't be discouraged when (at least) some of them don't work out.

\vspace{0.4cm}

\textbf{Part I: The Basics Of \texttt{R}}

\begin{enumerate}

\item Step 1 is to load \texttt{RStudio}. How to download and install this program was covered in Video 1.1. If you are using a machine borrowed from Durham University, remember you need to load up \texttt{AppsAnywhere}, and select RStudio. The most recent version of \texttt{RStudio} currently available on \texttt{AppsAnywhere} is \texttt{RStudio 2023 with RStan and Rtools}. Click on ``Launch Laptop'' to start RStudio.

We will start off using the \texttt{console} window - this should be in the bottom-left of your screen when running \texttt{RStudio}. This console window is the only thing you see at first when loading up \texttt{R} on its own.

We can use the console window to directly input commands into R, writing our commands beside the blue ``greater than'' sign, and hitting Enter each time we want to give \texttt{R} a command. I will refer to the ``greater than'' sign as the \textbf{command prompt} from this point on.

\item Provided you are online, there are several ways you can get assistance in \texttt{R} if you are stuck. Typing \texttt{help.start()} into the command prompt and pressing Enter will bring up a series of manuals for \texttt{R} that you can look at. I recommend reading through ``An Introduction To \texttt{R}''.

You might not find that \textbf{too} helpful, of course, if you have a specific question. With so much information on offer, finding what you actually need can be quite daunting. If you want help with, say, a specific function, you can request the help file for that function. To do this, type a question mark followed by the name of the function into the command prompt, and press Enter. For instance, if you're not sure how to use the \texttt{sqt} function, type \texttt{?sqrt} into the command prompt, and press Enter. Try it now. (You can achieve the same effect by typing in \texttt{help(sqrt)}.)

Even the help files can sometimes not be so helpful; it takes time to learn how to read them. Often though they have an example at the bottom which you can play around with without reading the rest of the file.

\item R is capable of performing basic arithmetic, using the operations \texttt{+,-,/,\*}. Try using each of these to calculate a value. Do they work they way you expect? You can use \texttt{\^} to calculate powers, as well.

\item One of the most fundamental tasks in \texttt{R} is to assign a \textbf{value} to a \textbf{variable}, so you can use that value in functions, graphs, etc.

Let's assign the value 3 to a variable named \texttt{Steve}. To do this, you can enter \texttt{Steve<-3} or \texttt{3->Steve}. Alternatively, you can enter \texttt{Steve=3}. I recommend though that you \textbf{don't} assign values that way. In \texttt{R}, the commands ``='' and ``=='' have very different meanings, and it's easy to accidentally use the wrong one, and cause yourself problems.

Try performing arithmetic using Steve. What values would you expect to get from typing in:

\begin{enumerate}

\item \texttt{Steve+3}?

\item \texttt{1/Steve}?

\item \texttt{Steve}\texttt{\^}\texttt{3-Steve\*2}?

\end{enumerate}

Did you get the values you expected?

\item Use the \texttt{ls} \emph{function} to obtain a \emph{list} of the variables defined in your \textbf{workspace}. What \texttt{R} shows you in response will depend on how much you've been using \texttt{R} already, but you should at least see \texttt{Steve} listed, since you have defined this as a variable. If you want to be rid of Steve, type \texttt{rm(Steve)} and press Enter. Try this now, and use the \texttt{ls} function to confirm Steve is gone.

Remember you can use \texttt{help(ls)} to find out how this command works\dots

\item Using the command prompt has its disadvantages. If you accidentally hit Enter partway through writing a command, you can spoil what you were trying to get \texttt{R} to do.If you are entering complex code line by line, and make a mistake, you might have to start from the very beginning. There are ways to mitigate this - you can use the up and down keys to move between previous inputs, and make changes to an input - but it can be a real pain to correct mistakes even so.

One way to solve this problem is to use the \texttt{R Script} window, at the top left of the \texttt{RStudio} display. This window lets you write as many lines of code as you like at once, with Enter being used not to input commands, but to provide a break that will be \textbf{interpreted} as pressing Enter later on.

To input code from the \texttt{R Script} window to the \texttt{console} window, highlight the code and press \texttt{Source}, at the top-right of the \texttt{R Script} window. Everything you highlighted will be entered into the console, with line breaks interpreted as instances of pressing Enter.

Load up the \texttt{D100000000} code from the Week 1 folder in the Ultra module page. Copy it into the \texttt{R Script} window. Highlight it and press \texttt{Source}. This will feed the whole of the code into \texttt{R} in one go, so you can start using the function immediately. Now, it's true that you could also just paste the code directly into the console with the same effect, but if there's just one error in the code, you would have to fix it, then paste the whole thing into the console again. Must less trouble to find a mistake in the \texttt{R Script} window, fix it there, and then use \texttt{Source} to plug the new code in to \texttt{R}.

\item Sometimes we might want to write a comment in our code, to remind us what a given line or section of code is doing (important hint: \textbf{never} assume you'll remember why you did something the way you did after a few weeks, or even days, have passed). Doing this in \texttt{RStudio} is extremely easy. Just write whatever you want to write, and stick a hash sign at the start.

Try it now. Write a sentence in the \texttt{R Script} window and put a hash sign at the front. Notice what happens? Try running the sentence through the console, first without the hash sign, and then with it.

\item Eventually, you'll want to stop using \texttt{RStudio} to do something else. You can save what you have in the \texttt{R Script} window by just going to \texttt{File} and choosing \texttt{Save As}, just as with many other programs.

Note though that, depending on your settings, saving an \texttt{R} session in this way will \textbf{only} save what you've written in the \texttt{R Script} window. If you want to save the variables you've defined, and you want to save the inputs you've put into the console, you need to click on \texttt{Save All} instead. This will save three files:

\begin{enumerate}

\item A .R file containing the \texttt{R Script} window (or more than one, if you've been working with multiple windows);

\item A .RData file, containing the variables you've defined;

\item A .txt file, containing the inputs you put through the console.

\end{enumerate}

So long as you save all three files in the same folder, loading up the .R file will automatically load the .Rdata and .txt files as well.

\end{enumerate}

\vspace{0.2cm}

\textbf{Part 2: Functions}

In this module, we're not going to be focusing on how to create your own functions in \texttt{R} - there are enough pre-created functions to keep us busy. That said, I do want to show you how you can make your own functions, as there are many situations in which writing something yourself is more practical than trying to find a function someone else has written that precisely matches your needs.

The following code defines a simple \texttt{R} function, which checks whether the input it is given is precisely divisible by 5 or not.

\texttt{test5<-function(n)\{}

\texttt{if(n\%\%5==0)\{return("Yes")\}}

\texttt{else\{return("No")\}}

\texttt{\}}

\begin{enumerate}

\item Copy this function into your \texttt{R Script} window and use \texttt{Source} to enter it into the console. Try a few inputs to check the function is working as intended.

\item What role does \texttt{\%\%} play here. Can you rewrite the function so that it checks if the input is precisely divisible by 7 or not?

\item What role does \texttt{==} play here? What does replacing it with \texttt{!=} do to the way the function operates? What does replacing it with \texttt{>} do to the way the function operates?

\item (\textbf{Tricky!}) What role are \texttt{if} and \texttt{else} playing in the function? Can you rewrite the function in such a way that it checks first if the input is divisible by 5, and, if it isn't, then check if the answer is divisible by 7? \textbf{Hint:} There's nothing stopping you from using \texttt{if} more than once in a function,

\end{enumerate}

\textbf{Important Note:} I have used the function \texttt{return} above to generate the output of the function \texttt{test5}. It is also possible to use the \texttt{print} function to do something similar. In general, this is something to avoid, however, since \texttt{return} allows an output to be used elsewhere, whereas print does not. Try assigning the output of \texttt{test5} to a variable, and using that variable in a calculation. Try the same thing, with the \texttt{return} function in \texttt{test5} replaced with the \texttt{print} function.

\vspace{0.2cm}

\textbf{Part 3: Descriptive Statistics}
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