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# Overview

This document has code embedded throughout. In the next section we will create a visualization using the already loaded dataset eth\_data:

datatable(eth\_data)

# Price Chart - Ethereum

![](data:image/png;base64,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)

# Python Code Example

import pandas as pd  
# Create the Python object from R  
df = r.cryptodata  
# Show the new Python dataframe  
df

## pair symbol ask\_1\_price date\_time\_utc  
## 0 ETHUSD ETH 2719.689 2021-04-29 06:00:01  
## 1 BTCUSD BTC 53908.530 2021-04-29 06:00:00  
## 2 ETHUSD ETH 2678.450 2021-04-29 05:00:01  
## 3 BTCUSD BTC 53569.900 2021-04-29 05:00:00  
## 4 ETHUSD ETH 2695.738 2021-04-29 04:00:01  
## ... ... ... ... ...  
## 11691 BTCUSD BTC 11972.900 2020-08-10 06:03:50  
## 11692 BTCUSD BTC 11985.890 2020-08-10 05:03:48  
## 11693 BTCUSD BTC 11997.470 2020-08-10 04:32:55  
## 11694 BTCUSD BTC 10686.880 NaT  
## 11695 ETHUSD ETH 357.844 NaT  
##   
## [11696 rows x 4 columns]

# One more Python example

The code below creates a new column price\_percentile that specifies if the price for the row was in the upper or lower 50th percentile of prices (BTC should be upper and ETH lower):

import numpy as np  
# Create a new column based on the ask\_1\_price value:  
df['price\_percentile'] = np.where(df['ask\_1\_price'] >   
 np.percentile(df['ask\_1\_price'], 50),  
 'upper 50th percentile of prices',   
 'lower 50th percentile of prices')  
# Show modified dataframe:  
df[['symbol', 'ask\_1\_price', 'price\_percentile']]

## symbol ask\_1\_price price\_percentile  
## 0 ETH 2719.689 lower 50th percentile of prices  
## 1 BTC 53908.530 upper 50th percentile of prices  
## 2 ETH 2678.450 lower 50th percentile of prices  
## 3 BTC 53569.900 upper 50th percentile of prices  
## 4 ETH 2695.738 lower 50th percentile of prices  
## ... ... ... ...  
## 11691 BTC 11972.900 upper 50th percentile of prices  
## 11692 BTC 11985.890 upper 50th percentile of prices  
## 11693 BTC 11997.470 upper 50th percentile of prices  
## 11694 BTC 10686.880 upper 50th percentile of prices  
## 11695 ETH 357.844 lower 50th percentile of prices  
##   
## [11696 rows x 3 columns]