**---------------------------------------------------------------------------------------------------------------------**

**---->How to avoid deadlock**

* **don't use multiple threads (like Swing does, for example, by mandating that everything is done in the EDT)**
* **don't hold several locks at once. If you do, always acquire the locks in the same order**
* **don't execute foreign code while holding a lock**
* **use interruptible locks**

**————————————————————————————————————————-**

**when git has independent project and local has indempendent**

**to pull chenges that are not in your local**

**git pull origin branchname --allow-unrelated-histories**

**\**

**to pull without commit**

**git stash**

**git pull**

**git stash pop**

**To apply a stash and remove it from the stash list, run:**

**git stash pop stash@{n}**

**To apply a stash and keep it in the stash cache, run:**

**git stash apply stash@{n}**

**When switching branches, proceed even if the index or the working tree differs from HEAD. This is used to throw away local changes.**

**git checkout -f branch**

**t visualize all branch**

**gitk --all**

**//USE REVERT TO ADD NEW COMMIT IN END WHEN PUSH IS DONE**

**//USE RESET IF NOT PUSHED AND WANT TO GO BCK IN GIT CHAIN**

**git log $ git reflog**

**# This will detach your HEAD, that is, leave you with no branch checked out:**

**git checkout 0d1d7fc32**

**//REVERT UNPUSHED COMMITS**

**# This will destroy any local modifications.**

**# Don't do it if you have uncommitted work you want to keep.**

**git reset --hard 0d1d7fc32**

**# Alternatively, if there's work to keep:**

**git stash**

**git reset --hard 0d1d7fc32**

**git stash pop**

**# This saves the modifications, then reapplies that patch after resetting.**

**# You could get merge conflicts, if you've modified things which were**

**# changed since the commit you reset to.**

**//REVERT PUSHED CHANGES**

**Undo published commits with new commits**

**On the other hand, if you've published the work, you probably don't want to reset the branch, since that's effectively rewriting history. In that case, you could indeed revert the commits. With Git, revert has a very specific meaning: create a commit with the reverse patch to cancel it out. This way you don't rewrite any history.**

**# This will create three separate revert commits:**

**git revert a867b4af 25eee4ca 0766c053**

**# It also takes ranges. This will revert the last two commits:**

**git revert HEAD~2..HEAD**

**#Similarly, you can revert a range of commits using commit hashes:**

**git revert a867b4af..0766c053**

**# Reverting a merge commit**

**git revert -m 1 <merge\_commit\_sha>**

**# To get just one, you could use `rebase -i` to squash them afterwards**

**# Or, you could do it manually (be sure to do this at top level of the repo)**

**# get your index and work tree into the desired state, without changing HEAD:**

**git checkout 0d1d7fc32 .**

**# Then commit. Be sure and write a good message describing what you just did**

**git commit**

**//Reverting Working Copy to Most Recent Commit**

**To revert to a previous commit, ignoring any changes:**

**git reset --hard HEAD**

**where HEAD is the last commit in your current branch**

**Reverting The Working Copy to an Older Commit**

**To revert to a commit that's older than the most recent commit:**

**# Resets index to former commit; replace '56e05fced' with your commit code**

**git reset 56e05fced**

**# Moves pointer back to previous HEAD**

**git reset --soft HEAD@{1}**

**git commit -m "Revert to 56e05fced"**

**# Updates working copy to reflect the new commit**

**git reset --hard**

**git reset --soft HEAD~1**

**--soft indicates that the uncommitted files should be retained as working files opposed to**

**--hard which would discard them.**

**HEAD~1 is the last commit. If you want to rollback 3 commits you could use HEAD~3.**

**If you want to rollback to a specific revision number, you could also do that using its SHA hash.**

**git stash**

**It pushes changes to a stack. When you want to pull them back use**

**git stash apply**

**You can even pull individual items out. To completely blow away the stash:**

**git stash clear**

**------------------------------------------------------------------------------------------**

**--->How ANnotation work in java**

**The first main distinction between kinds of annotation is whether they're used at compile time and then discarded (like @Override) or placed in the compiled class file and available at runtime (like Spring's @Component). This is determined by the** [**@Retention**](http://docs.oracle.com/javase/7/docs/api/java/lang/annotation/Retention.html) **policy of the annotation. If you're writing your own annotation, you'd need to decide whether the annotation is helpful at runtime (for autoconfiguration, perhaps) or only at compile time (for checking or code generation).**

**When compiling code with annotations, the compiler sees the annotation just like it sees other modifiers on source elements, like access modifiers (public/private) or final. When it encounters an annotation, it runs an annotation processor, which is like a plug-in class that says it's interested a specific annotation. The annotation processor generally uses the Reflection API to inspect the elements being compiled and may simply run checks on them, modify them, or generate new code to be compiled. @Override is an example of the first; it uses the Reflection API to make sure it can find a match for the method signature in one of the superclasses and uses the Messager to cause a compile error if it can't.**

**There are a number of tutorials available on writing annotation processors;** [**here's a useful one**](http://travisdazell.blogspot.com/2012/10/writing-annotation-based-processor-in.html)**. Look through the methods on** [**the Processor interface**](http://docs.oracle.com/javase/7/docs/api/javax/annotation/processing/Processor.html) **for how the compiler invokes an annotation processor; the main operation takes place in the process method, which gets called every time the compiler sees an element that has a matching annotation.**

**Refer TestCustomAnnotation.java**

**----------------------------------------------------------------------------------------**

**--->How can you handle null pointer when iterator encounters a null key while iteration over a hashmap. assume my developer has inserted a null key by mistake**

**y answer: Just we need to check null!=entry.getKey(). he was not satisfied and said before that how will you handle.**

**How should I answer that question. When I was back.**

**I tried this**

**public class Main { public static void main(String[] args) { Map<String,String> map = new HashMap<String,String>();**

**map.put(null, "null");**

**map.put("null",null);**

**map.put("test", "test");**

**Iterator<Entry<String, String>> it = map.entrySet().iterator();**

**while(it.hasNext())**

**{**

**System.out.println(it.next().getKey());**

**} } }**

**output:**

**null test null**

**ap.remove(null)**

**From JavaDocs:**

**Returns the value to which this map previously associated the key, or null if the map contained no mapping for the key.**

**If this map permits null values, then a return value of null does not necessarily indicate that the map contained no mapping for the key; it's also possible that the map explicitly mapped the key to null.**

**The map will not contain a mapping for the specified key once the call returns.**

**Call it before iteration, and it will remove explicit null keys**

**If myMap doesn't contain a key that matches c, then myMap.get(c) will return null. In that case, when the JVM unboxes what it expects to be a java.lang.Boolean object into a boolean primitive to execute the condition, it founds a null object and therefore throws a java.lang.NullPointerException.**

**The following block is equivalent to what you have in your example and should make it easier to understand why you would have a NullPointerException:**

**if (((Boolean) myMap.get(c)).booleanValue())**

**I would re-write your original condition as:**

**if ( myMap.containsKey(c) )**

**--------------------------------------------------------------------------------------**

**------>HOW to find active session**

**Here’s a simple “HttpSessionListener” example to keep track the total number of active sessions in a web application. If you want to keep monitor your session’s create and remove behavior, then consider this listener.**

## Java Source

**package com.mkyong;**

**import javax.servlet.http.HttpSessionEvent;**

**import javax.servlet.http.HttpSessionListener;**

**public class SessionCounterListener implements HttpSessionListener {**

**private static int totalActiveSessions;**

**public static int getTotalActiveSession(){**

**return totalActiveSessions;**

**}**

**@Override**

**public void sessionCreated(HttpSessionEvent arg0) {**

**totalActiveSessions++;**

**System.out.println("sessionCreated - add one session into counter");**

**}**

**@Override**

**public void sessionDestroyed(HttpSessionEvent arg0) {**

**totalActiveSessions--;**

**System.out.println("sessionDestroyed - deduct one session from counter");**

**}**

**}**

**Copy**

## web.xml

**<web-app ...>**

**<listener>**

**<listener-class>com.mkyong.SessionCounterListener</listener-class>**

**</listener>**

**</web-app>**

**Copy**

## How it work?

**– If a new session is created , e.g “request.getSession();” , the listener’s sessionCreated() will be executed.**

**– If a session is destroyed, e.g session’s timeout or “session.invalidate()”, the listener’s sessionDestroyed() will be executed.**

**HttpSession session = request.getSession(); //sessionCreated() is executed**

**session.setAttribute("url", "mkyong.com");**

**session.invalidate(); //sessionDestroyed() is executed**

**-----------------------------------------------------------------------------------------------------------**

**-------> Why public private protected variable cant be declared inside method**

**{**

**private int sum; ILLEGAL MODIFIER FOR PARAMETER SUM; ONLY FINAL IS PERMITTED**

**private int i; ILLEGAL MODIFIER FOR PARAMETER I; ONLY FINAL IS PERMITTED**

**sum = 0;**

**i = 0;**

**while (i >= 10)**

**{**

**sum = sum + i;**

**i++;**

**}**

**}**

**The modifiers private, protected, and public cannot be used on variables inside of a method. This is because you can only have local variables inside of methods.**

**Java is simply telling you that the only modifier allowed at that time is the final keyword.**

**\*/**

**--------------------------------------------------------------------------------------**

**--------->Why static variable cant be a local variable**

**/\* declaring variable as final inside method is fine , but static inside**

**\* method mean you are trying to declare**

**\* local variable as class level memebr which is conflict.**

**\* Also class level members are given meemory at class loading hence if locallly defined static it will not get initialized and**

**\* throws error (compilation)**

**\* \*--------------------------------------------------------------------------------------**

**------->Why wait , notify in object class but sleep in thread class**

**For better understanding why wait() and notify() method belongs to Object class, I'll give you a real life example: Suppose a gas station has a single toilet, the key for which is kept at the service desk. The toilet is a shared resource for passing motorists. To use this shared resource the prospective user must acquire a key to the lock on the toilet. The user goes to the service desk and acquires the key, opens the door, locks it from the inside and uses the facilities.**

**Meanwhile, if a second prospective user arrives at the gas station he finds the toilet locked and therefore unavailable to him. He goes to the service desk but the key is not there because it is in the hands of the current user. When the current user finishes, he unlocks the door and returns the key to the service desk. He does not bother about waiting customers. The service desk gives the key to the waiting customer. If more than one prospective user turns up while the toilet is locked, they must form a queue waiting for the key to the lock. Each thread has no idea who is in the toilet.**

**Obviously in applying this analogy to Java, a Java thread is a user and the toilet is a block of code which the thread wishes to execute. Java provides a way to lock the code for a thread which is currently executing it using the synchronized keyword, and making other threads that wish to use it wait until the first thread is finished. These other threads are placed in the waiting state. Java is NOT AS FAIR as the service station because there is no queue for waiting threads. Any one of the waiting threads may get the monitor next, regardless of the order they asked for it. The only guarantee is that all threads will get to use the monitored code sooner or later.**

**Finally the answer to your question: the lock could be the key object or the service desk. None of which is a Thread.**

**However, these are the objects that currently decide whether the toilet is locked or open. These are the objects that are in a position to notify that the bathroom is open (“notify”) or ask people to wait when it is locked wait.**

If wait() and notify() were on the Thread instead then each thread would have to know the status of every other thread. How would thread1 know that thread2 was waiting for access to a particular resource? If thread1 needed to call thread2.notify() it would have to somehow find out that thread2 was waiting. There would need to be some mechanism for threads to register the resources or actions that they need so others could signal them when stuff was ready or available.

In Java, the object itself is the entity that is shared between threads which allows them to communicate with each other. The threads have no specific knowledge of each other and they can run asynchronously. They run and they lock, wait, and notify on the *object* that they want to get access to. They have no knowledge of other threads and don't need to know their status. They don't need to know that it is thread2 which is waiting for the resource – they just notify on the resource and whomever it is that is waiting (if anyone) will be notified.

In Java, we then use lock objects as synchronization, mutex, and communication points between threads. We synchronize on a lock object to get mutex access to an important code block and to synchronize memory. We wait on an object if we are waiting for some condition to change – some resource to become available. We notify on an object if we want to awaken sleeping threads.

// locks should be final objects so the object instance we are synchronizing on, // never changes private final Object lock = new Object(); ... // ensure that the thread has a mutex lock on some key code synchronized (lock) { ... // i need to wait for other threads to finish with some resource // this releases the lock and waits on the associated monitor lock.wait(); ... // i need to signal another thread that some state has changed and they can // awake and continue to run lock.notify(); }

---------------------------------------------------------------------------------------------------------

**------>How will you convert a list into map using streams in java 8? The list is a list of employees, the employee object contains id and name?**

**public static Map<Integer,String> listToHashmapJava8(List<Student> students)**

**{**

**Map<Integer, String> studentsMap = students.stream().collect(Collectors.toMap(Student :: getId, Student :: getName));**

**return studentsMap;**

**}**

**What are Customized Excpetions explain with a real world example?**

**Explain Producer Consumer Example?**

**Explain Internal Working of Hashmap?**

**----->What is a thread local variable in Java? (**[**answer**](http://javarevisited.blogspot.sg/2012/05/how-to-use-threadlocal-in-java-benefits.html)**)**

Thread-local variables are variables confined to a thread, its like thread's own copy which is not shared between multiple threads. Java provides a ThreadLocal class to support thread-local variables. It's one of the many ways to achieve thread-safety. Though be careful while using thread local variable in managed environment e.g. with web servers where worker thread out lives any application variable. Any thread local variable which is not removed once its work is done can potentially cause a memory leak in Java application.

**Thread Local is an interesting and useful concept, yet most of the Java developers are not aware of how to use that. In this post, I’ll explain what is Thread Local and when to use it, with an example code.**

**Since it’ll be little tough to understand this concept at first, I’ll keep the explanation as simple as possible (corollary: you shouldn’t use this code as it is in a production environment. Grasp the concept and improve upon it!)**

**Let’s begin.**

## What is Thread Local?

**Thread Local can be considered as a scope of access, like a *request scope* or *session scope*. It’s a *thread scope.* You can set any object in Thread Local and this object will be *global* and *local* to the specific thread which is accessing this object. Global and local!!? Let me explain:**

* **Values stored in Thread Local are *global* to the thread, meaning that they can be accessed from anywhere inside that thread. If a thread calls methods from several classes, then all the methods can see the Thread Local variable set by other methods (because they are executing in same thread). The value need not be passed explicitly. It’s like how you use global variables.**
* **Values stored in Thread Local are *local* to the thread, meaning that each thread will have it’s own Thread Local variable. One thread can not access/modify other thread’s Thread Local variables.**

**Well, that’s the concept of Thread Local. I hope you understood it (if not, please leave a comment).**

## When to Use Thread Local?

**We saw what is thread local in the above section. Now let’s talk about the use cases. i.e. when you’ll be needing something like Thread Local.**

**I can point out one use case where I used thread local. Consider you have a Servlet which calls some business methods. You have a requirement to generate a unique transaction id for each and every request this servlet process and you need to pass this transaction id to the business methods, for logging purpose. One solution would be passing this transaction id as a parameter to all the business methods. But this is not a good solution as the code is redundant and unnecessary.**

**To solve that, you can use Thread Local. You can generate a transaction id (either in servlet or better in a filter) and set it in the Thread Local. After this, what ever the business method, that this servlet calls, can access the transaction id from the thread local.**

**This servlet might be servicing more that one request at a time. Since each request is processed in separate thread, the transaction id will be unique to each thread (local) and will be accessible from all over the thread’s execution (global).**

**Got it!?**

## How to Use Thread Local?

**Java provides an** [**ThreadLocal**](http://download.oracle.com/javase/6/docs/api/java/lang/ThreadLocal.html) **object using which you can set/get *thread scoped* variables. Below is a code example demonstrating what I’d explained above.**

**Lets first have the Context.java file which will hold the transactionId field.**

**package com.veerasundar;public class Context {private String transactionId = null; /\* getters and setters here \*/}**

**Now create the MyThreadLocal.java file which will act as a container to hold our context object.**

**package com.veerasundar;/\*\* \* this class acts as a container to our thread local variables. \* @author vsundar \* \*/public class MyThreadLocal {public static final ThreadLocal userThreadLocal = new ThreadLocal();public static void set(Context user) {userThreadLocal.set(user);}public static void unset() {userThreadLocal.remove();}public static Context get() {return userThreadLocal.get();}}**

**In the above code, you are creating a ThreadLocal object as a static field which can be used by rest of the code to set/get thread local variables.**

**Let’s create our main class file which will generate and set the transaction ID in thread local and then call the business method.**

**package com.veerasundar;**

**public class ThreadLocalDemo extends Thread**

**{public static void main(String args[])**

**{Thread threadOne = new ThreadLocalDemo();**

**threadOne.start();**

**Thread threadTwo = new ThreadLocalDemo();threadTwo.start();}@Overridepublic void run() {// sample code to simulate transaction idContext context = new Context();**

**context.setTransactionId(getName());// set the context object in thread local to access it somewhere else**

**MyThreadLocal.set(context);/\***

**note that we are not explicitly passing the transaction id \*/new BusinessService().businessMethod();**

**MyThreadLocal.unset();}}**

**Finally, here’s the code for the BusinessService.java which will read from thread local and use the value.**

**package com.veerasundar;public class BusinessService {public void businessMethod() {// get the context from thread localContext context = MyThreadLocal.get();System.out.println(context.getTransactionId());}}**

**When you run the ThreadLocalDemo file, you’ll get the below output:**

**Thread-0Thread-1**

**As you might see, even though we are not explicitly passing the transaction id, the value can be accessed from the business method and printed on the console. Adding to it, the transaction ID differs for each thread (0 and 1).**

**Well, that’s it. I hope I’d explained it in a simple possible way. Please let me know what do you think about this article in comments. Do leave a comment if you want to add anything to this topic**

**----------------------------------------------------------------------------------------------------------------**

**Producer consumer problem**

# Producer Consumer Problem with Wait and Notify - Thread Example

**Producer Consumer Problem is a classical concurrency problem and in fact it is one of the concurrency design pattern. In last article we have seen solving** [**Producer Consumer problem in Java using blocking Queue**](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html)**but one of my reader emailed me and requested code example and explanation of solving Producer Consumer problem in Java with** [**wait and notify method**](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html) **as well, Since its often asked as one of the top** [**coding question in Java**](http://java67.blogspot.sg/2012/08/10-java-coding-interview-questions-and.html)**. In this Java tutorial, I have put the code example of wait notify version of earlier producer consumer concurrency design pattern. You can see this is much longer code with explicit handling blocking conditions like when shared queue is full and when queue is empty. Since we have replaced** [**BlockingQueue**](http://javarevisited.blogspot.sg/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html) **with Vector we need to implement blocking using** [**wait and notify**](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html) **and that's why we have introduced produce(int i) and consume() method. If you see I have kept consumer thread little slow by allowing it to sleep for 50 Milli second to give an opportunity to producer to fill the queue, which helps to understand that Producer thread is also waiting when Queue is full.**

## Java program to solve Producer Consumer Problem in Java

![How to solve Producer Consumer Problem in Java with Example](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCAAyADIDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD1641Z47iRN/3SRUX9sP8A89DXP6rPt1W6Ho5qp9pr52pjpRm1c9+ngYygnY6v+2H/AOejfnS/2vJjO84PvXN2f+lT7DJsVVLs3oByasalKkHlQgFflDKvoDzknuf0qli6jg530JlhYKaglqbf9sP/AM9G/Og6zJ/z0Ncp9poFzWax8u5q8BG2x6WkjNGpPcA0UsP+oj/3R/KivpD508t1yQjXL3/rs1UPONW9eH/FQXg9ZjU2q6KbO+it7QS3BeJZCMc/pXwtWE51Jyj0f5s+3pVIQpwjLqvyQ7T0jkh8yGSVblDz93GPpkZHrUuoeYyWqMd3ljYoJVeM55IYkAU+M/ZrgR/Ybm0lcYEQQSKwHsw5qOZre+baRcSNFklVhUYHfIAFdWip8vX7v6+447ydTntp/XYzbp4kupFt33Qg/KxqISnePrUv9nXkwaeC0m8jqG2dqia2mh8pnTAk+7XA1NPmaPQi4ONk7s9jh/1Ef+6P5UUQ/wCoj/3R/Kivvz4Q8v11P+J/dH/prXQX9tLNqvmrdvaxQ2SNK8fXHtWXqUUb+IZvPOyIy/MwGcCn3erTHU2ubP5I9gi2sM7gPUV8TTrUqbquq95fPqfTzU6kKah0j/kXZ7pI9GsLuOW4m8u6+WWb723vz6VJe2y6X/a1+vC3ESiL3LcmsO6vby9i8q4fdHncFCAAUlxd3l1bxW88m6KL7o21Uszou+nRW9bWZEMJNW19fS9zZ06FrC+sre51G7M7AFYk/wBWB6GuevYR/bNyBwBMTj8avLq+pBI1EwzH919gJx6Zqn+8e4MrcuxyT9axxONpVIRhTvozXD0p05ynO2qPUYf9RH/uj+VFOh/1Ef8Auj+VFfdHyxTnhiaXJiQn3UUn2aD/AJ4R/wDfAoorlNoh9mg/54R/98Cj7NB/zwj/AO+BRRSGH2aD/nhH/wB8ClW2g3D9xH/3wKKKBF2iiitzE//Z)**Here is complete Java program to solve producer consumer problem in Java programming language. In this program we have used wait and notify method from java.lang.Object class instead of using BlockingQueue for flow control.**

**import java.util.Vector;**

**import java.util.logging.Level;**

**import java.util.logging.Logger;**

**/\*\***

**\* Java program to solve Producer Consumer problem using wait and notify**

**\* method in Java. Producer Consumer is also a popular concurrency design pattern.**

**\***

**\* @author Javin Paul**

**\*/**

**public class ProducerConsumerSolution {**

**public static void main(String args[]) {**

**Vector sharedQueue = new Vector();**

**int size = 4;**

**Thread prodThread = new Thread(new Producer(sharedQueue, size), "Producer");**

**Thread consThread = new Thread(new Consumer(sharedQueue, size), "Consumer");**

**prodThread.start();**

**consThread.start();**

**}**

**}**

**class Producer implements Runnable {**

**private final Vector sharedQueue;**

**private final int SIZE;**

**public Producer(Vector sharedQueue, int size) {**

**this.sharedQueue = sharedQueue;**

**this.SIZE = size;**

**}**

**@Override**

**public void run() {**

**for (int i = 0; i < 7; i++) {**

**System.out.println("Produced: " + i);**

**try {**

**produce(i);**

**} catch (InterruptedException ex) {**

**Logger.getLogger(Producer.class.getName()).log(Level.SEVERE, null, ex);**

**}**

**}**

**}**

**private void produce(int i) throws InterruptedException {**

***//wait if queue is full***

**while (sharedQueue.size() == SIZE) {**

**synchronized (sharedQueue) {**

**System.out.println("Queue is full " + Thread.currentThread().getName()**

**+ " is waiting , size: " + sharedQueue.size());**

**sharedQueue.wait();**

**}**

**}**

***//producing element and notify consumers***

**synchronized (sharedQueue) {**

**sharedQueue.add(i);**

**sharedQueue.notifyAll();**

**}**

**}**

**}**

**class Consumer implements Runnable {**

**private final Vector sharedQueue;**

**private final int SIZE;**

**public Consumer(Vector sharedQueue, int size) {**

**this.sharedQueue = sharedQueue;**

**this.SIZE = size;**

**}**

**@Override**

**public void run() {**

**while (true) {**

**try {**

**System.out.println("Consumed: " + consume());**

**Thread.sleep(50);**

**} catch (InterruptedException ex) {**

**Logger.getLogger(Consumer.class.getName()).log(Level.SEVERE, null, ex);**

**}**

**}**

**}**

**private int consume() throws InterruptedException {**

***//wait if queue is empty***

**while (sharedQueue.isEmpty()) {**

**synchronized (sharedQueue) {**

**System.out.println("Queue is empty " + Thread.currentThread().getName()**

**+ " is waiting , size: " + sharedQueue.size());**

**sharedQueue.wait();**

**}**

**}**

***//Otherwise consume element and notify waiting producer***

**synchronized (sharedQueue) {**

**sharedQueue.notifyAll();**

**return (Integer) sharedQueue.remove(0);**

**}**

**}**

**}**

**Output:**

**Produced: 0**

**Queue is empty Consumer is waiting , size: 0**

**Produced: 1**

**Consumed: 0**

**Produced: 2**

**Produced: 3**

**Produced: 4**

**Produced: 5**

**Queue is full Producer is waiting , size: 4**

**Consumed: 1**

**Produced: 6**

**Queue is full Producer is waiting , size: 4**

**Consumed: 2**

**Consumed: 3**

**Consumed: 4**

**Consumed: 5**

**Consumed: 6**

**Queue is empty Consumer is waiting , size: 0**

**That’s all on How to solve producer consumer problem in Java using wait and notify method. I still think that using BlockingQueueto implement producer consumer design pattern is much better because of its simplicity and concise code. At the same time this problem is an excellent exercise to understand concept of wait and notify method in Java.**

**------------------------------------------------------------------------------------------------**

**---------------->Can volatile make a non-atomic operation to atomic?(volatile vs Atomic)**

**---->Volatile and Atomic are two different concepts. Volatile ensures, that a certain, expected (memory) state is true across different threads, while Atomics ensure that operation on variables are performed atomically.**

**Take the following example of two threads in Java:**

**Thread A:**

**value = 1; done = true;**

**Thread B:**

**if (done) System.out.println(value);**

**Starting with value = 0 and done = false the rule of threading tells us, that it is undefined whether or not Thread B will print value. Furthermore *value* is undefined at that point as well! To explain this you need to know a bit about Java memory management (which can be complex), in short: Threads may create local copies of variables, and the JVM can reorder code to optimize it, therefore there is no guarantee that the above code is run in exactly that order. Setting done to true and thensetting value to 1 could be a possible outcome of the JIT optimizations.**

**volatile only ensures, that at the moment of access of such a variable, the new value will be immediately visible to all other threads and the order of execution ensures, that the code is at the state you would expect it to be. So in case of the code above, defining done as *volatile* will ensure that whenever Thread B checks the variable, it is either false, or true, and if it is true, then value has been set to 1 as well.**

**As a side-effect of *volatile*, the value of such a variable is set thread-wide atomically (at a very minor cost of execution speed). This is however only important on 32-bit systems that i.E. use long (64-bit) variables (or similar), in most other cases setting/reading a variable is atomic anyways. But there is an important difference between an atomic access and an atomic operation. Volatile only ensures that the access is atomically, while Atomics ensure that the *operation* is atomically.**

**Take the following example:**

**i = i + 1;**

**No matter how you define i, a different Thread reading the value just when the above line is executed might get i, or i + 1, because the *operation* is not atomically. If the other thread sets i to a different value, in worst case i could be set back to whatever it was before by thread A, because it was just in the middle of calculating i + 1 based on the old value, and then set i again to that old value + 1. Explanation:**

**Assume i = 0 Thread A reads i, calculates i+1, which is 1 Thread B sets i to 1000 and returns Thread A now sets i to the result of the operation, which is i = 1**

**Atomics like AtomicInteger ensure, that such operations happen atomically. So the above issue cannot happen, i would either be 1000 or 1001 once both threads are finished.**

**/\***

**The effect of the volatile keyword is approximately that each individual read or write operation on that variable is atomic.**

**Notably, however, an operation that requires more than one read/write -- such as i++, which is equivalent to i = i + 1, which does one read and one write -- is *not* atomic, since another thread may write to i between the read and the write.**

**The Atomic classes, like AtomicInteger and AtomicReference, provide a wider variety of operations atomically, specifically including increment for AtomicInteger**

**/\***

**------->About volatile**

**the volatile keyword in Java is used as an indicator to Java compiler and Thread that do not cache value of this variable and always read it from** [**main memory**](http://javarevisited.blogspot.com/2011/05/java-heap-space-memory-size-jvm.html)**. So if you want to share any variable in which read and write operation is atomic by implementation e.g. read and write in an int or a boolean variable then you can declare them as volatile variable.**

**From Java 5 along with major changes like Autoboxing, Enum, Generics and Variable arguments , Java introduces some change in Java Memory Model (JMM), Which guarantees visibility of changes made from one thread to another also as "happens-before" which solves the problem of memory writes that happen in one thread can "leak through" and be seen by another thread.**

**The Java volatile keyword cannot be used with method or class and it can only be used with a variable. Java volatile keyword also guarantees visibility and ordering, after Java 5 write to any volatile variable happens before any read into the volatile variable. By the way use of volatile keyword also prevents compiler or JVM from the reordering of code or moving away them from synchronization barrier.**

## The Volatile variable Example in Java

**To Understand example of volatile keyword in java let’s go back to** [**Singleton pattern in Java**](http://javarevisited.blogspot.com/2011/03/10-interview-questions-on-singleton.html) **and see** [**double checked locking in Singleton**](http://javarevisited.blogspot.com/2014/05/double-checked-locking-on-singleton-in-java.html) **with Volatile and without the volatile keyword in java.**

**/\*\***

**\* Java program to demonstrate where to use Volatile keyword in Java.**

**\* In this example Singleton Instance is declared as volatile variable to ensure**

**\* every thread see updated value for \_instance.**

**\***

**\* @author Javin Paul**

**\*/**

**public class Singleton{**

**private static volatile Singleton \_instance; //volatile variable**

**public static Singleton getInstance(){**

**if(\_instance == null){**

**synchronized(Singleton.class){**

**if(\_instance == null)**

**\_instance = new Singleton();**

**}**

**}**

**return \_instance;**

**}**

**If you look at the code carefully you will be able to figure out:**

**1) We are only creating instance one time**

**2) We are creating instance lazily at the time of the first request comes.**

**If we do not make the \_instance variable volatile than the Thread which is creating instance of Singleton is not able to communicate other thread, that instance has been created until it comes out of the Singleton block, so if Thread A is creating Singleton instance and just after creation lost the CPU, all other thread will not be able to see value of \_instance as not null and they will believe its still** [**null**](http://javarevisited.blogspot.sg/2012/06/common-cause-of-javalangnullpointerexce.html)**.**
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**Why? because reader threads are not doing any locking and until writer thread comes out of synchronized block, memory will not be synchronized and value of \_instance will not be updated in main memory. With Volatile keyword in Java, this is handled by Java himself and such updates will be visible by all reader threads.**

**So in Summary apart from** [**synchronized keyword in Java**](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html)**, volatile keyword is also used to communicate the content of memory between threads.**

### Let’s see another example of volatile keyword in Java

**most of the time while writing game we use a variable bExit to check whether user has pressed exit button or not, value of this variable is updated in** [**event thread**](http://javarevisited.blogspot.sg/2011/09/invokeandwait-invokelater-swing-example.html) **and checked in game thread, So if we don't use volatile keyword with this variable, Game Thread might miss update from event handler thread if it's not synchronized in Java already. volatile keyword in java guarantees that value of the volatile variable will always be read from main memory and "*happens-before"* relationship in Java Memory model will ensure that content of memory will be communicated to different threads.**

**private boolean bExit;**

**while(!bExit) {**

**checkUserPosition();**

**updateUserPosition();**

**}**

**In this code example, One Thread (Game Thread) can cache the value of "bExit" instead of getting it from** [**main memory**](http://javarevisited.blogspot.sg/2011/05/java-heap-space-memory-size-jvm.html) **every time and if in between any other thread (Event handler Thread) changes the value; it would not be visible to this thread. Making boolean variable "bExit" as volatile in java ensures this will not happen.**

**Also, If you have not read already then I also suggest you read the topic about volatile variable from** [**Java Concurrency in Practice**](http://www.amazon.com/dp/0321349601/?tag=javamysqlanta-20) **book by Brian Goetz, one of the must read to truly understand this complex concept.**

## When to use Volatile variable in Java

**One of the most important thing in learning of volatile keyword is understanding when to use volatile variable in Java. Many** [**programmer**](http://javarevisited.blogspot.sg/2011/06/top-programming-interview-questions.html) **knows what is volatile variable and how does it work but they never really used volatile for any practical purpose. Here are couple of example to demonstrate when to use Volatile keyword in Java:**

**1) You can use Volatile variable if you want to read and write long and** [**double**](http://javarevisited.blogspot.sg/2011/10/convert-double-to-string-example.html) **variable atomically. long and double both are** [**64 bit**](http://javarevisited.blogspot.sg/2012/01/find-jvm-is-32-or-64-bit-java-program.html) **data type and by default writing of long and double is not atomic and platform dependence. Many platform perform write in long and double variable 2 step, writing 32 bit in each step, due to this its possible for a Thread to see 32 bit from two different write. You can avoid this issue by making long and double variable volatile in Java.**

**2) A volatile variable can be used as an alternative way of achieving** [**synchronization in Java**](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html) **in some cases, like Visibility. with volatile variable, it's guaranteed that all reader thread will see updated value of the volatile variable once write operation completed, without volatile keyword different reader thread may see different values.**

**3) volatile variable can be used to inform the compiler that a particular field is subject to be accessed by multiple threads, which will prevent the compiler from doing any reordering or any kind of optimization which is not desirable in a multi-threaded environment. Without volatile variable compiler can re-order the code, free to cache value of volatile variable instead of always reading from main memory. like following example without volatile variable may result in an [infinite loop](http://javarevisited.blogspot.sg/2011/12/how-to-traverse-or-loop-hashmap-in-java.html)**

**private boolean isActive = thread;**

**public void printMessage(){**

**while(isActive){**

**System.out.println("Thread is Active");**

**}**

**}**

**without the *volatile modifier*, it's not guaranteed that one** [**Thread**](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html) **sees the updated value of isActive from other thread. The compiler is also free to cache value of isActive instead of reading it from main memory in every iteration. By making isActive a volatile variable you avoid these issue.**

**4) Another place where a volatile variable can be used is to fixing double checked locking in Singleton pattern. As we discussed in** [**Why should you use Enum as Singleton**](http://javarevisited.blogspot.gr/2012/07/why-enum-singleton-are-better-in-java.html) **that double checked locking was broken in Java 1.4 environment.**

### Important points on Volatile keyword in Java

**1. The volatile keyword in Java is only application to a variable and using volatile keyword with class and method is illegal.**

**2. volatile keyword in Java guarantees that value of the volatile variable will always be read from main memory and not from Thread's local cache.**

**3. In Java reads and writes are** [**atomic**](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) **for all variables declared using Java volatile keyword (including long and double variables).**

**4. Using the volatile keyword in Java on variables reduces the risk of memory consistency errors because any write to a volatile variable in Java establishes a happens-before relationship with subsequent reads of that same variable.**

**5. From Java 5 changes to a volatile variable are always visible to other threads. What's more, it also means that when a thread reads a volatile variable in Java, it sees not just the** [**latest change to the volatile variable**](http://java67.blogspot.sg/2012/08/what-is-volatile-variable-in-java-when.html) **but also the side effects of the code that led up the change.**

**6. Reads and writes are atomic for reference variables are for most primitive variables (all types except long and double) even without the use of volatile keyword in Java.**

**7. An access to a volatile variable in Java never has a chance to block, since we are only doing a simple read or write, so unlike a synchronized block we will never hold on to any lock or wait for any** [**lock**](http://javarevisited.blogspot.sg/2010/10/what-is-deadlock-in-java-how-to-fix-it.html)**.**

**8. Java volatile variable that is an object reference may be null.**

**9. Java volatile keyword doesn't mean atomic, its common misconception that after declaring volatile ++ will be atomic, to make the operation atomic you still need to ensure exclusive access using synchronized method or block in Java.**

**10. If a variable is not shared between multiple threads, you don't need to use volatile keyword with that variable.**

## Difference between synchronized and volatile keyword in Java

**What is the difference between volatile and synchronized is another popular** [**core Java question**](http://javarevisited.blogspot.com/2015/10/133-java-interview-questions-answers-from-last-5-years.html)**asked on multi-threading and concurrency interviews. Remember volatile is not a replacement of synchronized keyword but can be used as an alternative in certain cases. Here are few differences between volatile and synchronized keyword in Java.**

**1. The volatile keyword in Java is a field modifier while synchronized modifies code blocks and methods.**

**2. Synchronized obtains and releases the lock on monitor’s Java volatile keyword doesn't require that.**

**3. Threads in Java can be blocked for waiting for any monitor in case of synchronized, that is not the case with the** [**volatile keyword**](http://java67.blogspot.com/2012/11/difference-between-transient-vs-volatile-modifier-variable-java.html) **in Java.**

**4. Synchronized method affects performance more than a volatile keyword in Java.**

**5. Since volatile keyword in Java only synchronizes the value of one variable between Thread memory and "main" memory while synchronized synchronizes the value of all variable between thread memory and "main" memory and locks and releases a monitor to boot. Due to this reason synchronized keyword in Java is likely to have more overhead than volatile.**

**6. You can not synchronize on the null object but your volatile variable in Java could be null.**

**7. From Java 5 writing into a volatile field has the same memory effect as a monitor release, and reading from a volatile field has the same memory effect as a monitor acquire**

**In short, volatile keyword in Java is not a replacement of synchronized block or method but in some situation is very handy and can save performance overhead which comes with use of synchronization in Java. If you like to know more about volatile I would also suggest going thorough FAQ on Java Memory Model here which explains happens-before operations quite well.**

**--------->Which one would be easy to write? synchronization code for 10 threads or 2 threads?**

**In terms of writing code, both will be of same complexity because synchronization code is independent of a number of threads. Choice of synchronization though depends upon a number of threads because the number of thread present more contention, so you go for advanced synchronization technique e.g. lock stripping, which requires more complex code and expertise**

**------->Can we make array volatile in Java?**

------>The volatile is a modifier in Java which only applies to member variables, both [instance and class variables](http://javarevisited.blogspot.com/2012/02/difference-between-instance-class-and.html) and both [primitive and reference type](http://javarevisited.blogspot.sg/2015/09/difference-between-primitive-and-reference-variable-java.html). It provides the happens-before guarantee which ensures that a write to a volatile variable will happen before any reading. This ensures that any modification to volatile object or primitive type will be visible to all threads i.e. it provides the visibility guarantee.

The [volatile modifier](http://www.java67.com/2012/08/what-is-volatile-variable-in-java-when.html) also provides ordering guarantee because the compiler cannot re-order any code or operation which involves volatile variables (primitive and objects), but what is perhaps more important to know and remember is that volatile variable doesn't provide **atomicity** (except for write to the volatile double variable) and **mutual exclusion**, which is also the main difference between volatile and [synchronized](http://www.java67.com/2013/01/difference-between-synchronized-block-vs-method-java-example.html) keyword.

There are certain restrictions with volatile keyword e.g. you cannot make a member variable both [final](http://javarevisited.blogspot.sg/2016/09/21-java-final-modifier-keyword-interview-questions-answers.html) and volatile at the same time, but you can make a [static variable](http://www.java67.com/2016/05/difference-between-static-and-nonstatic-member-variable-in-java.html) volatile in Java.

If you want to learn more about the volatile variable in Java, I suggest reading [Java Concurrency in Practice](http://www.amazon.com/dp/0321349601/?tag=javamysqlanta-20), which provides more thorough and complete introduction and application of volatile modifier in Java.

**Can we make array volatile in Java?**

Now, coming back to the original question, *can we make an array volatile in Java?* The answer is, Yes, you can make an array (both primitive and reference type array e.g. an [int array](http://www.java67.com/2015/07/array-concepts-interview-questions-answers-java.html) and [String array](http://www.java67.com/2012/09/java-program-to-convert-string-arraylist-to-string-array.html)) volatile in Java but only changes to reference pointing to an array will be visible to all threads, not the whole array. What this means is that suppose you have a reference variable called primes as shown below:

protected volatile int[] primes = new int[10];

then if you assign a new array to primes variable, change will be visible to all threads, but changes to individual indices will not be covered under volatile guarantee i.e.

primes = new int[20];

will follow the **"happens-before"** rule and cause memory barrier refresh, but following code will not do so

primes[0] = 10;

primes[1] = 20;

primes[2] = 30;

primes[3] = 40;

This means, if multiple threads are changing individual array elements e.g. storing updates, there won’t be any happens-before guarantee provided by the [volatile modifier](http://javarevisited.blogspot.com/2012/03/difference-between-transient-and.html) for such modification. So, if your use-case is to provide memory visibility guarantee for individual array elements than volatile is not the right choice. You must rely on other synchronization and a thread-safety mechanism to cover this case e.g. [synchronized](http://www.java67.com/2012/08/5-thread-interview-questions-answers-in.html) keyword, [atomic variables](http://javarevisited.blogspot.com//2011/07/java-multi-threading-interview.html), or [ReentrantLock](http://javarevisited.blogspot.sg/2013/03/reentrantlock-example-in-java-synchronized-difference-vs-lock.html).
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On a similar note, sometimes instead of an array, Interviewer put the collection i.e. they will ask *can you make a collection variable volatile in Java or not* e.g. an [ArrayList](http://www.java67.com/2015/06/20-java-arraylist-interview-questions.html) or [HashMap](http://javarevisited.blogspot.sg/2014/11/how-to-loop-hashmap-or-hashtable-in-jsp-example.html). The answer is same, of course, you can make a reference variable pointing to a Collection volatile in Java, but the happens-before guarantee will only be provided if the value of that reference variable is changed e.g. you assign a new collection to it.

Any modification done on actual collection object e.g. adding or removing elements from ArrayList will not invoke happens-before guarantee or memory barrier refresh

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

------------>why should wait always call in loop

-->You need not only to loop it but check your condition in the loop. Java does not guarantee that your thread will be woken up only by a notify()/notifyAll() call or the right notify()/notifyAll() call at all. Because of this property the loop-less version might work on your development environment and fail on the production environment unexpectedly.

For example, you are waiting for something:

synchronized (theObjectYouAreWaitingOn) { while (!carryOn) { theObjectYouAreWaitingOn.wait(); } }

An evil thread comes along and:

theObjectYouAreWaitingOn.notifyAll();

If the evil thread does not/can not mess with the carryOn you just continue to wait for the proper client.

**Edit:** Added some more samples. The wait can be interrupted. It throws InterruptedException and you might need to wrap the wait in a try-catch. Depending on your business needs, you can exit or suppress the exception and continue waiting.

===============================================================

---------------------->what is Recusrsion---

# Recursion

**What is Recursion?**

The process in which a function calls itself directly or indirectly is called recursion and the corresponding function is called as recursive function. Using recursive algorithm, certain problems can be solved quite easily. Examples of such problems are [Towers of Hanoi (TOH)](http://quiz.geeksforgeeks.org/c-program-for-tower-of-hanoi/), [Inorder/Preorder/Postorder Tree Traversals](https://www.geeksforgeeks.org/tree-traversals-inorder-preorder-and-postorder/), [DFS of Graph](https://www.geeksforgeeks.org/depth-first-traversal-for-a-graph/), etc.

**What is base condition in recursion?**

In the recursive program, the solution to the base case is provided and the solution of the bigger problem is expressed in terms of smaller problems.

int fact(int n)

{

if (n < = 1) // base case

return 1;

else

return n\*fact(n-1);

}

In the above example, base case for n < = 1 is defined and larger value of number can be solved by converting to smaller one till base case is reached.

**How a particular problem is solved using recursion?**

The idea is to represent a problem in terms of one or more smaller problems, and add one or more base conditions that stop the recursion. For example, we compute factorial n if we know factorial of (n-1). The base case for factorial would be n = 0. We return 1 when n = 0.

**Why Stack Overflow error occurs in recursion?**

If the base case is not reached or not defined, then the stack overflow problem may arise. Let us take an example to understand this.

int fact(int n)

{

// wrong base case (it may cause

// stack overflow).

if (n == 100)

return 1;

else

return n\*fact(n-1);

}

If fact(10) is called, it will call fact(9), fact(8), fact(7) and so on but the number will never reach 100. So, the base case is not reached. If the memory is exhausted by these functions on the stack, it will cause a stack overflow error.

**What is the difference between direct and indirect recursion?**

A function fun is called direct recursive if it calls the same function fun. A function fun is called indirect recursive if it calls another function say fun\_new and fun\_new calls fun directly or indirectly. Difference between direct and indirect recursion has been illustrated in Table 1.

**// An example of direct recursion**

void directRecFun()

{

// Some code....

directRecFun();

// Some code...

}

**// An example of indirect recursion**

void indirectRecFun1()

{

// Some code...

indirectRecFun2();

// Some code...

}

void indirectRecFun2()

{

// Some code...

indirectRecFun1();

// Some code...

}

**What is difference between tailed and non-tailed recursion?**

A recursive function is tail recursive when recursive call is the last thing executed by the function. Please refer [tail recursion article](https://www.geeksforgeeks.org/tail-recursion/) for details.

**How memory is allocated to different function calls in recursion?**

When any function is called from main(), the memory is allocated to it on the stack. A recursive function calls itself, the memory for a called function is allocated on top of memory allocated to calling function and different copy of local variables is created for each function call. When the base case is reached, the function returns its value to the function by whom it is called and memory is de-allocated and the process continues.

Let us take the example how recursion works by taking a simple function.

* CPP
* Java
* Python3
* C#
* PHP

filter\_none

edit

play\_arrow

brightness\_4

|  |
| --- |
| // A Java program to demonstrate working of  // recursion  class GFG{  static void printFun(int test)  {  if (test < 1)  return;  else  {  System.out.printf("%d ",test);  printFun(test-1); // statement 2  System.out.printf("%d ",test);  return;  }  }    public static void main(String[] args)  {  int test = 3;  printFun(test);  }  }    // This code is contributed by  // Smitha Dinesh Semwal |

Output :

3 2 1 1 2 3

When **printFun(3)** is called from main(), memory is allocated to **printFun(3)** and a local variable test is initialized to 3 and statement 1 to 4 are pushed on the stack as shown in below diagram. It first prints ‘3’. In statement 2, **printFun(2)** is called and memory is allocated to **printFun(2)** and a local variable test is initialized to 2 and statement 1 to 4 are pushed in the stack. Similarly, **printFun(2)** calls **printFun(1)** and **printFun(1)** calls **printFun(0)**. **printFun(0)** goes to if statement and it return to **printFun(1)**. Remaining statements of **printFun(1)** are executed and it returns to **printFun(2)** and so on. In the output, value from 3 to 1 are printed and then 1 to 3 are printed. The memory stack has been shown in below diagram.
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**What are the disadvantages of recursive programming over iterative programming?**

Note that both recursive and iterative programs have the same problem-solving powers, i.e., every recursive program can be written iteratively and vice versa is also true. The recursive program has greater space requirements than iterative program as all functions will remain in the stack until the base case is reached. It also has greater time requirements because of function calls and returns overhead.

**What are the advantages of recursive programming over iterative programming?**

Recursion provides a clean and simple way to write code. Some problems are inherently recursive like tree traversals, [Tower of Hanoi](https://www.geeksforgeeks.org/c-program-for-tower-of-hanoi/), etc. For such problems, it is preferred to write recursive code. We can write such codes also iteratively with the help of a stack data structure. For example refer [Inorder Tree Traversal without Recursion](https://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/), [Iterative Tower of Hanoi](https://www.geeksforgeeks.org/iterative-tower-of-hanoi/).

----------------------------------------------------------------------------------------------------------

Manhattan

1. Reverse the linked list.

2. Find loop in linked list.

3. Find the hight of tree.

Easy Question

1. Swap to variables with /without using third variable.

2. Sort the given numbers with less time & space complexity.

Try to write programs without using builtin methods.

If they don't have any restrictions then go head .

& brush up usages of builtin methods &theory concepts..

-----------------------------------------------------------------------------------------------

JOIN:  
A join is used for displaying columns with the same or different names from different tables. The output displayed will have all the columns shown individually. That is, the columns will be aligned next to each other.  
  
UNION:  
The UNION set operator is used for combining data from two tables which have columns with the same datatype. When a UNION is performed the data from both tables will be collected in a single column having the same datatype.  
  
For example:  
  
See the two tables shown below:  
  
Table t1  
Articleno article price manufacturer\_id  
1 hammer 3 $ 1  
2 screwdriver 5 $ 2  
  
Table t2  
manufacturer\_id manufacturer  
1 ABC Gmbh  
2 DEF Co KG  
Now for performing a JOIN type the query is shown below.  
  
SELECT articleno, article, manufacturer  
FROM t1 JOIN t2 ON (t1.manufacturer\_id =  
t2.manufacturer\_id);  
  
articelno article manufacturer  
1 hammer ABC GmbH  
2 screwdriver DEF Co KG  
That is a join.  
  
UNION means that you have to tables or resultset with the same amount and type of columns and you add this to tables/resultsets together. Look at this example:  
  
Table year2006  
Articleno article price manufacturer\_id  
1 hammer 3 $ 1  
2 screwdriver 5 $ 2  
  
Table year2007  
Articleno article price manufacturer\_id  
1 hammer 6 $ 3  
2 screwdriver 7 $ 4  
  
SELECT articleno, article, price, manufactruer\_id  
FROM year2006  
UNION  
SELECT articleno, article, price, manufacturer\_id  
FROM year2007  
  
articleno article price manufacturer\_id  
1 hammer 3 $ 1  
2 screwdriver 5 $ 2  
1 hammer 6 $ 3  
2 screwdriver 7 $ 4//////////////////////////////////////////////////////////////////////////////

Spring boot actuator

Adding a custom health check is easy. Just create a new Java class, extend it from the AbstractHealthIndicator and implement the doHealthCheck method. The method gets a builder passed with some useful methods. Call builder.up() if your health is OK or builder.down() if it is not. What you do to check the health is completely up to you. Maybe you want to ping some server or check some files.  
  
@Component  
public class CustomHealthCheck extends AbstractHealthIndicator {  
 @Override  
 protected void doHealthCheck(Health.Builder bldr) throws Exception {  
 // TODO implement some check  
 boolean running = true;  
 if (running) {  
 bldr.up();  
 } else {  
 bldr.down();  
 }  
 }  
}  
This is enough to activate the new health check (make sure @ComponentScan is on your application). Restart your application and locate your browser to the /health endpoint and you will see the newly added health check.  
  
{  
 "status":"UP",  
 "CustomHealthCheck": {  
 "status":"UP"  
 },  
 "diskSpace": {  
 "status":"UP",  
 "free":56443746,  
 "threshold":1345660  
 }  
}

////////////////////////////////////////////////////////////////////////

GIT

-> gotot project directorydo git init

-> add files git add . if permission denied then git add --ignore-errors .

->git add .gitignore

->set up git account on bash

git config --global user.email "you@example.com"

git config --global user.name "Your Name"

->enter the commit message git commit -m “” or

Git commit opens vim then enter msg and write :wq

->git remote add origin [git@github.com](mailto:git@github.com):username/new\_repo to add remote git

<https://github.com/rish93/HotelApi>

-> to update remote url git remote set-url origin https://github.com/rish93/HotelApi

->git push -u origin master

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

**SPRING SECURITY ROLE AND USER vs AUTO CONFIGURATION**

**Spring Boot Security Auto-Configuration**  
Last modified: February 23, 2018  
  
by baeldung SecuritySpring Spring Boot  
I just announced the new Spring 5 modules in REST With Spring:  
>> CHECK OUT THE COURSE  
  
1. Introduction  
In this article, we’ll have a look at Spring Boot’s opinionated approach to security.  
  
Simply put, we’re going to focus on the default security configuration and how we can disable or customize it if we need to.  
  
2. Default Security Setup  
In order to add security to our Spring Boot application, we need to add the security starter dependency:  
  
<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-security</artifactId>  
</dependency>  
This will include the SecurityAutoConfiguration class – containing the initial/default security configuration.  
  
Notice how we didn’t specify the version here, with the assumption that the project is already using Boot as the parent.  
  
Simply put, by default, the application will get Basic Authentication enabled. There are some predefined properties, such as:  
  
1  
2  
security.user.name=user  
security.basic.enabled=true  
If we start the application, we’ll notice that the default password is randomly generated and printed in the console log:  
  
1  
Using default security password: c8be15de-4488-4490-9dc6-fab3f91435c6  
For more defaults see the Spring Boot Common Application Properties at the security properties chapter.  
  
3. Disabling the Auto-Configuration  
To discard the security auto-configuration and add our own configuration, we need to exclude the SecurityAutoConfiguration class.  
  
  
@SpringBootApplication(exclude = { SecurityAutoConfiguration.class })  
public class SpringBootSecurityApplication {  
   
 public static void main(String[] args) {  
 SpringApplication.run(SpringBootSecurityApplication.class, args);  
 }  
}  
Or by adding some configuration into the application.properties file:  
  
1  
spring.autoconfigure.exclude=org.springframework.boot.autoconfigure.security.SecurityAutoConfiguration  
There are also some particular cases in which this setup isn’t quite enough.  
  
For example, almost each Spring Boot application is started with Actuator in the classpath. This causes problems because another auto-configuration class needs the one we’ve just excluded, so the application will fail to start.  
  
In order to fix this issue, we need to exclude that class; and, specific to the Actuator situation, we need to exclude ManagementWebSecurityAutoConfiguration.  
  
3.1. Disabling vs. Surpassing Security Auto-Configuration  
There’s a significant difference between disabling autoconfiguration and surpassing it.  
  
By disabling it, it’s just like adding the Spring Security dependency and the whole setup from scratch. This can be useful in several cases:  
  
Integrating application security with a custom security provider  
Migrating a legacy Spring application with already existing security setup – to Spring Boot  
But, most of the time we won’t need to fully disable the security auto-configuration.  
  
The way Spring Boot is configured permits surpassing the autoconfigured security by adding in our new/custom configuration classes. This is typically easier, as we’re just customizing an existing security setup to fulfill our needs.  
  
4. Configuring Spring Boot Security  
If we’ve chosen the path of disabling security auto-configuration, we naturally need to provide our own configuration.  
  
As we’ve discussed before, this is the default security configuration; we can customize it by modifying the property file.  
  
We can, for example, override the default password by adding our own:  
  
1  
security.user.password=password  
If we want a more flexible configuration, with multiple users and roles for example – you now need to make use of a full @Configuration class:  
  
  
@Configuration  
@EnableWebSecurity  
public class BasicConfiguration extends WebSecurityConfigurerAdapter {  
   
 @Override  
 protected void configure(AuthenticationManagerBuilder auth)  
 throws Exception {  
 auth  
 .inMemoryAuthentication()  
 .withUser("user")  
 .password("password")  
 .roles("USER")  
 .and()  
 .withUser("admin")  
 .password("admin")  
 .roles("USER", "ADMIN");  
 }  
   
 @Override  
 protected void configure(HttpSecurity http) throws Exception {  
 http  
 .authorizeRequests()  
 .anyRequest()  
 .authenticated()  
 .and()  
 .httpBasic();  
 }  
}  
The @EnableWebSecurity annotation is crucial if we disable the default security configuration.  
  
If missing, the application will fail to start. The annotation is only optional if we’re just overriding the default behavior using a WebSecurityConfigurerAdapter.  
  
Now, we should verify that our security configuration applies correctly by with a couple of quick live tests:  
  
  
@RunWith(SpringRunner.class)  
@SpringBootTest(webEnvironment = RANDOM\_PORT)  
public class BasicConfigurationIntegrationTest {  
   
 TestRestTemplate restTemplate;  
 URL base;  
 @LocalServerPort int port;  
   
 @Before  
 public void setUp() throws MalformedURLException {  
 restTemplate = new TestRestTemplate("user", "password");  
 base = new URL("http://localhost:" + port);  
 }  
   
 @Test  
 public void whenLoggedUserRequestsHomePage\_ThenSuccess()  
 throws IllegalStateException, IOException {  
 ResponseEntity<String> response   
 = restTemplate.getForEntity(base.toString(), String.class);  
   
 assertEquals(HttpStatus.OK, response.getStatusCode());  
 assertTrue(response  
 .getBody()  
 .contains("Baeldung"));  
 }  
   
 @Test  
 public void whenUserWithWrongCredentials\_thenUnauthorizedPage()   
 throws Exception {  
   
 restTemplate = new TestRestTemplate("user", "wrongpassword");  
 ResponseEntity<String> response   
 = restTemplate.getForEntity(base.toString(), String.class);  
   
 assertEquals(HttpStatus.UNAUTHORIZED, response.getStatusCode());  
 assertTrue(response  
 .getBody()  
 .contains("Unauthorized"));  
 }  
}  
The idea is that behind Spring Boot Security is, in fact, Spring Security, so any security configuration that can be done with this one, or any integration this one supports can be also implemented into Spring Boot.  
  
5. Spring Boot OAuth2 Auto-Configuration  
Spring Boot has a dedicated auto-configuration support for OAuth2.  
  
Before we get to that, let’s add the Maven dependency to start setting up our application:  
<dependency>  
 <groupId>org.springframework.security.oauth</groupId>  
 <artifactId>spring-security-oauth2</artifactId>  
</dependency>  
This dependency includes a set of classes that are capable of triggering the auto-configuration mechanism defined in OAuth2AutoConfiguration class.  
  
Now, we have multiple choices to continue, depending on the scope of our application.  
  
5.1. OAuth2 Authorization Server Auto-Configuration  
If we want our application to be an OAuth2 provider, we can use @EnableAuthorizationServer.  
  
On startup, we’ll notice in the logs that the auto-configuration classes will generate a client id and a client-secret for our authorization server and of course a random password for basic authentication.  
Using default security password: a81cb256-f243-40c0-a585-81ce1b952a98  
security.oauth2.client.client-id = 39d2835b-1f87-4a77-9798-e2975f36972e  
security.oauth2.client.client-secret = f1463f8b-0791-46fe-9269-521b86c55b71  
These credentials can be used to obtain an access token:  
  
1  
2  
3  
curl -X POST -u 39d2835b-1f87-4a77-9798-e2975f36972e:f1463f8b-0791-46fe-9269-521b86c55b71 \  
 -d grant\_type=client\_credentials -d username=user -d password=a81cb256-f243-40c0-a585-81ce1b952a98 \  
 -d scope=write http://localhost:8080/oauth/token  
5.2. Other Spring Boot OAuth2 Auto-Configuration Settings  
There are some other use cases covered by Spring Boot OAuth2 like:  
  
Resource Server – @EnableResourceServer  
Client Application – @EnableOAuth2Sso or @EnableOAuth2Client  
If we need our application to be one of the types above we just have to add some configuration to application properties.  
  
All OAuth2 specific properties can be found at Spring Boot Common Application Properties.  
  
6. Conclusion  
In this article, we focused on the default security configuration provided by Spring Boot. We saw how the security auto-configuration mechanism can be disabled or overridden and how a new security configuration can be applied.

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

**-----> Spring Boot and H2 in memory database - Why, What and How?**  
  
  
  
For example, with Oracle or mySQL databases, you would need to  
  
Install the Database  
Setup a Schema  
Setup the tables  
Populate the data  
Connect the application to the database by setting up a data source and a lot of other code  
Scenario 1 - Let’s consider a situation where you would want to do a quick POC. Using a traditional database involves a lot of overhead.  
  
Scenario 2 - Consider your unit tests  
  
You don’t want them to fail when some data/schema in the database changes  
You would want to be able to run them in parallel - multiple developers might be running the tests in parallel.  
In these kind of scenarios, an in memory database provides an ideal solution.  
  
An in memory database is created when an application starts up and destroyed when the application is stopped.  
  
Advantages  
  
Zero project setup or infrastructure  
Zero Configuration  
Zero Maintainance  
Easy to use for Learning, POCs and Unit Tests  
Spring Boot provides Simple Configuration to switch between a real database and an in memory database like H2  
H2  
H2 is one of the popular in memory databases. Spring Boot has very good integration for H2.  
  
From https://en.wikipedia.org/wiki/H2\_(DBMS)  
  
H2 is a relational database management system written in Java. It can be embedded in Java applications or run in the client-server mode.  
  
H2 supports a sub set of the SQL standard.  
  
H2 also provides a web console to maintain the database.  
  
Spring Boot and H2  
You need very little configuration to connect Spring Boot application with H2.  
  
In most situations, just adding the H2 runtime jar into dependencies should be sufficient.  
  
<dependency>  
 <groupId>com.h2database</groupId>  
 <artifactId>h2</artifactId>  
 <scope>runtime</scope>  
</dependency>  
Setting up a Spring Boot Project with H2  
Spring Initializr http://start.spring.io/ is great tool to bootstrap your Spring Boot projects.  
  
Image  
  
As shown in the image above, following steps have to be done  
  
Launch Spring Initializr and choose the following  
Choose com.in28minutes.springboot.rest.example as Group  
Choose spring-boot-2-jpa-with-hibernate-and-h2 as Artifact  
Choose following dependencies  
Web  
JPA  
H2  
DevTools  
Click Generate Project.  
Import the project into Eclipse. File -> Import -> Existing Maven Project.  
Ensure that H2 is selected in the dependencies.  
  
Create a simple Student Entity with a primary key id.  
  
@Entity  
public class Student {  
 @Id  
 @GeneratedValue  
 private Long id;  
 private String name;  
 private String passportNumber;  
H2 - A Few Tips  
An in-memory database is live only during the time of execution of the application. It is an efficient way to learn a framework.  
This is not how you want your real world applications to behave.  
We explain how to connect to a database of your choice in the answer to the question “How do we connect to a external database?”.  
Spring Boot and H2 Magic  
H2 provides a web interface called H2 Console to see the data. Let’s enable h2 console in the application.properties.  
  
/src/main/resources/application.properties  
  
# Enabling H2 Console  
spring.h2.console.enabled=true  
When you start the application up now, you would see a lot of magic unfold!  
  
When you reload the application, you can launch up H2 Console at http://localhost:8080/h2-console.  
  
Image  
  
Tip - Make sure that you use jdbc:h2:mem:testdb as JDBC URL.  
  
You will see that a new table called ‘student’ is created in H2 Console.  
  
How did the Student table get created?  
  
Its because of Spring Boot Auto Configuration. We will talk about this in the next section.  
  
You can also populate some data into student table by adding a file called data.sql  
  
/src/main/resources/data.sql  
  
insert into student  
values(10001,'Ranga', 'E1234567');  
  
insert into student  
values(10002,'Ravi', 'A1234568');  
When you reload the application, you can launch up H2 Console to see that the student table is populated with the data from `data.sql’  
  
http://localhost:8080/h2-console.  
How did all the magic happen? Let’s look at it question by question in the next section.  
  
Frequently asked questions about Spring Boot, JPA, Hibernate and H2  
Q : How does H2 and Spring Boot combination work?  
First and most important thing - Spring Boot is intelligent.  
  
If you are talking to an in memory db, by default, it looks at the entities and creates the database and the tables.  
  
However, if you connect to a mysql database, Spring Boot knows that its a permanent database. By default, it expects you to set up the database, set up the tables and it uses the connection that you established.  
  
Q : How did the Spring Boot Application connect to the database H2?  
Its down to Spring Boot Auto Configuration!  
  
First thing you would need to understand is Spring Boot Auto Configuration.  
  
Here’s a good read  
  
http://www.springboottutorial.com/spring-boot-auto-configuration  
As far as H2 is concerned, as soon as Spring Boot sees H2 in the class path, it auto configures a data source similar to what you see below:  
  
spring.datasource.url=jdbc:h2:mem:testdb  
spring.datasource.driverClassName=org.h2.Driver  
spring.datasource.username=sa  
spring.datasource.password=  
  
spring.jpa.database-platform=org.hibernate.dialect.H2Dialect  
It knows that you are using an inmemory database H2 and it uses the default url if you don’t provide one.  
  
Q : Where is the database connection info specified? How does it know to automatically connect to H2?  
Thats Spring Boot Autoconfiguration magic.  
  
From https://docs.spring.io/spring-boot/docs/current/reference/html/using-boot-auto-configuration.html  
  
Spring Boot auto-configuration attempts to automatically configure your Spring application based on the jar dependencies that you have added. For example, If HSQLDB is on your classpath, and you have not manually configured any database connection beans, then Spring Boot will auto-configure an in-memory database.  
  
Recommended Reading  
  
http://www.springboottutorial.com/spring-boot-auto-configuration  
Q : What happens if H2 is not in the classpath?  
You get this error  
  
Cannot determine embedded database driver class for database type NONE  
Add H2 to the pom.xml and Restart your server  
  
<dependency>  
 <groupId>com.h2database</groupId>  
 <artifactId>h2</artifactId>  
 <scope>runtime</scope>  
</dependency>  
Q : Why is the data lost between restart?  
H2 is an in memory database. Its not a persisted database.  
  
H2 is a great tool for learning because you need zero setup.  
  
Error : Table is not created automatically in h2 embedded db or I’m unable to see the tables  
Usually, the table’s are created but the url used in H2 GUI Console is wrong.  
  
In the browser, change the database url to jdbc:h2:mem:testdb (Shown in the screen below).  
  
  
  
You should be good to go!  
  
Error : H2 Console is not Launched up?  
Try enabling it in the application.properties  
  
spring.h2.console.enabled=true  
Q : How did the insert query from data.sql run at application startup?  
That’s part of the Spring Boot startup routine. Any queries in data.sql are run at application startup. You can read more here.  
  
https://docs.spring.io/spring-boot/docs/current/reference/html/howto-database-initialization.html  
Running H2 as a persisted database with Spring Boot  
While we dont recommend this , it interesting to note that H2 has a persisted database mode  
  
With this configuration, the data is not lost even after spring boot restart and computer restart.  
You would find H2 being very rarely used in this way. If you are really interested in a persistent database, we recommend exploring MySQL, Oracle or some other relational database.  
  
application.properties  
  
spring.datasource.name=yourdbname  
spring.datasource.driverClassName=org.h2.Driver  
   
spring.datasource.initialize=false  
spring.datasource.url=jdbc:h2:file:~/yourdbname;DB\_CLOSE\_ON\_EXIT=FALSE;IFEXISTS=TRUE;DB\_CLOSE\_DELAY=-1;  
   
spring.jpa.hibernate.ddl-auto = update  
Using H2 for unit tests  
The standard properties file that Spring Boot picks up automatically when running an application is called application.properties and resides in the src/main/resources folder.  
  
If we want to use different properties for tests, then we can override the properties file in the main folder by placing another file with the same name in src/test/resources.  
  
The application.properties file in src/test/resources folder should contain the standard key-value pairs necessary for configuring a in memory connection.  
  
First add the dependencies for your database driver (mysql in the example below) and make the dependency for h2 test scoped.  
  
<dependency>  
 <groupId>mysql</groupId>  
 <artifactId>mysql-connector-java</artifactId>  
</dependency>  
  
<dependency>  
 <groupId>com.h2database</groupId>  
 <artifactId>h2</artifactId>  
 <scope>test</scope>  
</dependency>  
Use the mysql database for your real code  
  
src\main\resources\application.properties  
  
spring.jpa.hibernate.ddl-auto=none  
spring.datasource.url=jdbc:mysql://localhost:3306/person\_example  
spring.datasource.username=personuser  
spring.datasource.password=YOUR\_PASSWORD  
Use in memory database for your unit tests  
  
src\test\resources\application.properties  
  
spring.datasource.driver-class-name=org.h2.Driver  
spring.datasource.url=jdbc:h2:mem:testdb;DB\_CLOSE\_DELAY=-1  
spring.datasource.username=sa  
spring.datasource.password=sa

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

------------>JSON WEB TOKEN AUTHENTICATION FOR WEBSERVICE

Securing Restful APIs With JWTs  
JSON Web Tokens, commonly known as JWTs, are tokens that are used to authenticate users on applications. This technology has gained popularity over the past few years because it enables backends to accept requests simply by validating the contents of these JWTs. That is, applications that use JWTS no longer have to hold cookies or other session data about their users. This characteristic facilitates scalability while keeping applications secure.  
  
During the authentication process, when a user successfully logs in using their credentials, a JSON Web Token is returned and must be saved locally (typically in local storage). Whenever the user wants to access a protected route or resource (an endpoint), the user agent must send the JWT, usually in the Authorizationheader using the Bearer schema, along with the request.  
  
When a backend server receives a request with a JWT, the first thing to do is to validate the token. This consists of a series of steps, and if any of these fails then the request must be rejected. The following list shows the validation steps needed:  
  
Check that the JWT is well formed.  
Check the signature.  
Validate the standard claims.  
Check the Client permissions (scopes).  
We won't get into the nitty-gritty details about JWTS in this article but, if needed, this resource can provide more about information about JWTS and this resource about JWT validation.  
  
The Restful Spring Boot API Overview  
The RESTful Spring Boot API that we are going to secure is a task list manager. The task list is kept globally, which means that all users will see and interact with the same list. To clone and run this application, let's issue the following commands:  
  
**# clone the starter project  
git clone https://github.com/auth0-blog/spring-boot-auth.git  
cd spring-boot-auth  
# run the unsecured RESTful API  
gradle bootRun  
If everything works as expected, our RESTful Spring Boot API will be up and running. To test it, we can use a tool like Postman or curl to issue a request to the available endpoints:  
  
# issue a GET request to see the (empty) list of tasks  
curl http://localhost:8080/tasks**  
**# issue a POST request to create a new task  
curl -H "Content-Type: application/json" -X POST -d '{  
 "description": "Buy some milk(shake)"  
}' http://localhost:8080/tasks  
# issue a PUT request to update the recently created task  
curl -H "Content-Type: application/json" -X PUT -d '{  
 "description": "Buy some milk"  
}' http://localhost:8080/tasks/1  
# issue a DELETE request to remove the existing task  
curl -X DELETE http://localhost:8080/tasks/1**  
All the endpoints used in the commands above are defined in the TaskController class, which belongs to the com.auth0.samples.authapi.task package. Besides this class, this package contains two other classes:  
  
Task: the entity model that represents tasks in the application.  
TaskRepository: the class responsible for handling the persistence of Tasks.  
The persistence layer of our application is backed by an in-memory database called HSQLDB. We would typically use a production-ready database like PostgreSQL or MySQL on real applications, but for this tutorial, this in-memory database will be enough.  
  
Enabling User Registration on Spring Boot APIs  
Now that we took a look at the endpoints that our RESTful Spring Boot API exposes, we are going to start securing it. The first step is to allow new users to register themselves. The classes that we will create in this feature will belong to a new package called com.auth0.samples.authapi.user. Let's create this package and add a new entity class called ApplicationUser to it:  
  
package com.auth0.samples.authapi.user;  
import javax.persistence.Entity;  
import javax.persistence.GeneratedValue;  
import javax.persistence.GenerationType;  
import javax.persistence.Id;  
@Entity  
public class ApplicationUser {  
 @Id  
 @GeneratedValue(strategy = GenerationType.IDENTITY)  
 private long id;  
 private String username;  
 private String password;  
 public long getId() {  
 return id;  
 }  
 public String getUsername() {  
 return username;  
 }  
 public void setUsername(String username) {  
 this.username = username;  
 }  
 public String getPassword() {  
 return password;  
 }  
 public void setPassword(String password) {  
 this.password = password;  
 }  
}  
This entity class contains three properties:  
  
The id that works as the primary identifier of a user instance in the application.  
The username that will be used by users to identify themselves.  
And the password to check the user identity.  
To manage the persistence layer of this entity, we will create an interface called ApplicationUserRepository. This interface will be an extension of JpaRepository—which gives us access to some common methods like save—and will be created in the same package of the ApplicationUser class:  
  
package com.auth0.samples.authapi.user;  
import org.springframework.data.jpa.repository.JpaRepository;  
public interface ApplicationUserRepository extends JpaRepository<ApplicationUser, Long> {  
 ApplicationUser findByUsername(String username);  
}  
We have also added a method called findByUsername to this interface. This method will be used when we implement the authentication feature.  
  
The endpoint that enables new users to register will be handled by a new @Controller class. We will call this controller UserController and add it to the same package as the ApplicationUser class:  
  
package com.auth0.samples.authapi.user;  
import org.springframework.security.crypto.bcrypt.BCryptPasswordEncoder;  
import org.springframework.web.bind.annotation.PostMapping;  
import org.springframework.web.bind.annotation.RequestBody;  
import org.springframework.web.bind.annotation.RequestMapping;  
import org.springframework.web.bind.annotation.RestController;  
@RestController  
@RequestMapping("/users")  
public class UserController {  
 private ApplicationUserRepository applicationUserRepository;  
 private BCryptPasswordEncoder bCryptPasswordEncoder;  
 public UserController(ApplicationUserRepository applicationUserRepository,  
 BCryptPasswordEncoder bCryptPasswordEncoder) {  
 this.applicationUserRepository = applicationUserRepository;  
 this.bCryptPasswordEncoder = bCryptPasswordEncoder;  
 }  
 @PostMapping("/sign-up")  
 public void signUp(@RequestBody ApplicationUser user) {  
 user.setPassword(bCryptPasswordEncoder.encode(user.getPassword()));  
 applicationUserRepository.save(user);  
 }  
}  
The implementation of the endpoint is quite simple. All it does is encrypt the password of the new user (holding it as plain text wouldn't be a good idea) and then save it to the database. The encryption process is handled by an instance of BCryptPasswordEncoder, which is a class that belongs to the Spring Security framework.  
  
Right now we have two gaps in our application:  
  
We didn't include the Spring Security framework as a dependency to our project.  
There is no default instance of BCryptPasswordEncoder that can be injected in the UserController class.  
The first problem we solve by adding the Spring Security framework dependency to the ./build.gradle file:  
  
...  
dependencies {  
 ...  
 compile("org.springframework.boot:spring-boot-starter-security")  
}  
The second problem, the missing BCryptPasswordEncoder instance, we solve by implementing a method that generates an instance of BCryptPasswordEncoder. This method must be annotated with @Bean and we will add it in the Application class:  
  
package com.auth0.samples.authapi;  
// ... other imports  
import org.springframework.context.annotation.Bean;  
import org.springframework.security.crypto.bcrypt.BCryptPasswordEncoder;  
@SpringBootApplication  
public class Application {  
 @Bean  
 public BCryptPasswordEncoder bCryptPasswordEncoder() {  
 return new BCryptPasswordEncoder();  
 }  
 // ... main method definition  
}  
This ends the user registration feature, but we still lack support for user authentication and authorization. Let's tackle these features next.  
  
User Authentication and Authorization on Spring Boot  
To support both authentication and authorization in our application, we are going to:  
  
Implement an authentication filter to issue JWTs to users sending credentials.  
Implement an authorization filter to validate requests containing JWTs.  
Create a custom implementation of UserDetailsService to help Spring Security loading user-specific data in the framework.  
And extend the WebSecurityConfigurerAdapter class to customize the security framework to our needs.  
Before proceeding to the development of these filters and classes, let's create a new package called com.auth0.samples.authapi.security. This package will hold all the code related to our app's security.  
  
The Authentication Filter  
The first element that we are going to create is the class responsible for the authentication process. We are going to call this class JWTAuthenticationFilter, and we will implement it with the following code:  
  
package com.auth0.samples.authapi.security;  
import com.auth0.samples.authapi.user.ApplicationUser;  
import com.fasterxml.jackson.databind.ObjectMapper;  
import io.jsonwebtoken.Jwts;  
import io.jsonwebtoken.SignatureAlgorithm;  
import org.springframework.security.authentication.AuthenticationManager;  
import org.springframework.security.authentication.UsernamePasswordAuthenticationToken;  
import org.springframework.security.core.Authentication;  
import org.springframework.security.core.AuthenticationException;  
import org.springframework.security.core.userdetails.User;  
import org.springframework.security.web.authentication.UsernamePasswordAuthenticationFilter;  
import javax.servlet.FilterChain;  
import javax.servlet.ServletException;  
import javax.servlet.http.HttpServletRequest;  
import javax.servlet.http.HttpServletResponse;  
import java.io.IOException;  
import java.util.ArrayList;  
import java.util.Date;  
import static com.auth0.samples.authapi.security.SecurityConstants.EXPIRATION\_TIME;  
import static com.auth0.samples.authapi.security.SecurityConstants.HEADER\_STRING;  
import static com.auth0.samples.authapi.security.SecurityConstants.SECRET;  
import static com.auth0.samples.authapi.security.SecurityConstants.TOKEN\_PREFIX;  
public class JWTAuthenticationFilter extends UsernamePasswordAuthenticationFilter {  
 private AuthenticationManager authenticationManager;  
 public JWTAuthenticationFilter(AuthenticationManager authenticationManager) {  
 this.authenticationManager = authenticationManager;  
 }  
 @Override  
 public Authentication attemptAuthentication(HttpServletRequest req,  
 HttpServletResponse res) throws AuthenticationException {  
 try {  
 ApplicationUser creds = new ObjectMapper()  
 .readValue(req.getInputStream(), ApplicationUser.class);  
 return authenticationManager.authenticate(  
 new UsernamePasswordAuthenticationToken(  
 creds.getUsername(),  
 creds.getPassword(),  
 new ArrayList<>())  
 );  
 } catch (IOException e) {  
 throw new RuntimeException(e);  
 }  
 }  
 @Override  
 protected void successfulAuthentication(HttpServletRequest req,  
 HttpServletResponse res,  
 FilterChain chain,  
 Authentication auth) throws IOException, ServletException {  
 String token = Jwts.builder()  
 .setSubject(((User) auth.getPrincipal()).getUsername())  
 .setExpiration(new Date(System.currentTimeMillis() + EXPIRATION\_TIME))  
 .signWith(SignatureAlgorithm.HS512, SECRET)  
 .compact();  
 res.addHeader(HEADER\_STRING, TOKEN\_PREFIX + token);  
 }  
}  
Note that the authentication filter that we created extends the UsernamePasswordAuthenticationFilter class. When we add a new filter to Spring Security, we can explicitly define where in the filter chain we want that filter, or we can let the framework figure it out by itself. By extending the filter provided within the security framework, Spring can automatically identify the best place to put it in the security chain.  
  
Our custom authentication filter overwrites two methods of the base class:  
  
attemptAuthentication: where we parse the user's credentials and issue them to the AuthenticationManager.  
successfulAuthentication: which is the method called when a user successfully logs in. We use this method to generate a JWT for this user.  
Our IDE will probably complain about the code in this class for two reasons. First, because the code imports four constants from a class that we haven't created yet, SecurityConstants. Second, because this class generates JWTs with the help of a class called Jwts, which belongs to a library that we haven't added as a dependency to our project.  
  
Let's solve the missing dependency first. In the ./build.gradle file, let's add the following line of code:  
  
...  
dependencies {  
 ...  
 compile("io.jsonwebtoken:jjwt:0.7.0")  
}  
This will add the Java JWT: JSON Web Token for Java and Android library to our project and will solve the issue of the missing classes. Now we have to create the SecurityConstants class:  
  
package com.auth0.samples.authapi.security;  
public class SecurityConstants {  
 public static final String SECRET = "SecretKeyToGenJWTs";  
 public static final long EXPIRATION\_TIME = 864\_000\_000; // 10 days  
 public static final String TOKEN\_PREFIX = "Bearer ";  
 public static final String HEADER\_STRING = "Authorization";  
 public static final String SIGN\_UP\_URL = "/users/sign-up";  
}  
This class contains all four constants referenced by the JWTAuthenticationFilter class, alongside a SIGN\_UP\_URL constant that will be used later.  
  
The Authorization Filter  
As we have implemented the filter responsible for authenticating users, we now need to implement the filter responsible for user authorization. We create this filter as a new class, called JWTAuthorizationFilter, in the com.auth0.samples.authapi.security package:  
  
package com.auth0.samples.authapi.security;  
import io.jsonwebtoken.Jwts;  
import org.springframework.security.authentication.AuthenticationManager;  
import org.springframework.security.authentication.UsernamePasswordAuthenticationToken;  
import org.springframework.security.core.context.SecurityContextHolder;  
import org.springframework.security.web.authentication.www.BasicAuthenticationFilter;  
import javax.servlet.FilterChain;  
import javax.servlet.ServletException;  
import javax.servlet.http.HttpServletRequest;  
import javax.servlet.http.HttpServletResponse;  
import java.io.IOException;  
import java.util.ArrayList;  
import static com.auth0.samples.authapi.security.SecurityConstants.HEADER\_STRING;  
import static com.auth0.samples.authapi.security.SecurityConstants.SECRET;  
import static com.auth0.samples.authapi.security.SecurityConstants.TOKEN\_PREFIX;  
public class JWTAuthorizationFilter extends BasicAuthenticationFilter {  
 public JWTAuthorizationFilter(AuthenticationManager authManager) {  
 super(authManager);  
 }  
 @Override  
 protected void doFilterInternal(HttpServletRequest req,  
 HttpServletResponse res,  
 FilterChain chain) throws IOException, ServletException {  
 String header = req.getHeader(HEADER\_STRING);  
 if (header == null || !header.startsWith(TOKEN\_PREFIX)) {  
 chain.doFilter(req, res);  
 return;  
 }  
 UsernamePasswordAuthenticationToken authentication = getAuthentication(req);  
 SecurityContextHolder.getContext().setAuthentication(authentication);  
 chain.doFilter(req, res);  
 }  
 private UsernamePasswordAuthenticationToken getAuthentication(HttpServletRequest request) {  
 String token = request.getHeader(HEADER\_STRING);  
 if (token != null) {  
 // parse the token.  
 String user = Jwts.parser()  
 .setSigningKey(SECRET)  
 .parseClaimsJws(token.replace(TOKEN\_PREFIX, ""))  
 .getBody()  
 .getSubject();  
 if (user != null) {  
 return new UsernamePasswordAuthenticationToken(user, null, new ArrayList<>());  
 }  
 return null;  
 }  
 return null;  
 }  
}  
We have extended the BasicAuthenticationFilter to make Spring replace it in the filter chain with our custom implementation. The most important part of the filter that we've implemented is the private getAuthentication method. This method reads the JWT from the Authorization header, and then uses Jwtsto validate the token. If everything is in place, we set the user in the SecurityContext and allow the request to move on.  
  
Integrating the Security Filters on Spring Boot  
Now that we have both security filters properly created, we have to configure them on the Spring Security filter chain. To do that, we are going to create a new class called WebSecurity in the com.auth0.samples.authapi.securitypackage:  
  
package com.auth0.samples.authapi.security;  
import org.springframework.http.HttpMethod;  
import org.springframework.security.config.annotation.authentication.builders.AuthenticationManagerBuilder;  
import org.springframework.security.config.annotation.web.builders.HttpSecurity;  
import org.springframework.security.config.annotation.web.configuration.EnableWebSecurity;  
import org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;  
import org.springframework.security.core.userdetails.UserDetailsService;  
import org.springframework.security.crypto.bcrypt.BCryptPasswordEncoder;  
import static com.auth0.samples.authapi.security.SecurityConstants.SIGN\_UP\_URL;  
@EnableWebSecurity  
public class WebSecurity extends WebSecurityConfigurerAdapter {  
 private UserDetailsService userDetailsService;  
 private BCryptPasswordEncoder bCryptPasswordEncoder;  
 public WebSecurity(UserDetailsService userDetailsService, BCryptPasswordEncoder bCryptPasswordEncoder) {  
 this.userDetailsService = userDetailsService;  
 this.bCryptPasswordEncoder = bCryptPasswordEncoder;  
 }  
 @Override  
 protected void configure(HttpSecurity http) throws Exception {  
 http.csrf().disable().authorizeRequests()  
 .antMatchers(HttpMethod.POST, SIGN\_UP\_URL).permitAll()  
 .anyRequest().authenticated()  
 .and()  
 .addFilter(new JWTAuthenticationFilter(authenticationManager()))  
 .addFilter(new JWTAuthorizationFilter(authenticationManager()));  
 }  
 @Override  
 public void configure(AuthenticationManagerBuilder auth) throws Exception {  
 auth.userDetailsService(userDetailsService).passwordEncoder(bCryptPasswordEncoder);  
 }  
}  
We have annotated this class with @EnableWebSecurity and made it extend WebSecurityConfigurerAdapter to take advantage of the default web security configuration provided by Spring Security. This allows us to fine-tune the framework to our needs by overwriting two methods:  
  
configure(HttpSecurity http): a method where we can define which resources are public and which are secured. In our case, we set the SIGN\_UP\_URL endpoint as being public and everything else as being secured. We also configure custom security filter in the Spring Security filter chain.  
configure(AuthenticationManagerBuilder auth): a method where we defined a custom implementation of UserDetailsService to load user-specific data in the security framework. We have also used this method to set the encrypt method used by our application (BCryptPasswordEncoder).  
Spring Security doesn't come with a concrete implementation of UserDetailsService that we could use out of the box with our in-memory database. Therefore, we create a new class called UserDetailsServiceImpl in the com.auth0.samples.authapi.user package to provide one:  
  
package com.auth0.samples.authapi.user;  
import org.springframework.security.core.userdetails.User;  
import org.springframework.security.core.userdetails.UserDetails;  
import org.springframework.security.core.userdetails.UserDetailsService;  
import org.springframework.security.core.userdetails.UsernameNotFoundException;  
import org.springframework.stereotype.Service;  
import static java.util.Collections.emptyList;  
@Service  
public class UserDetailsServiceImpl implements UserDetailsService {  
 private ApplicationUserRepository applicationUserRepository;  
 public UserDetailsServiceImpl(ApplicationUserRepository applicationUserRepository) {  
 this.applicationUserRepository = applicationUserRepository;  
 }  
 @Override  
 public UserDetails loadUserByUsername(String username) throws UsernameNotFoundException {  
 ApplicationUser applicationUser = applicationUserRepository.findByUsername(username);  
 if (applicationUser == null) {  
 throw new UsernameNotFoundException(username);  
 }  
 return new User(applicationUser.getUsername(), applicationUser.getPassword(), emptyList());  
 }  
}  
The only method that we had to implement is loadUserByUsername. When a user tries to authenticate, this method receives the username, searches the database for a record containing it, and (if found) returns an instance of User. The properties of this instance (username and password) are then checked against the credentials passed by the user in the login request. This last process is executed outside this class, by the Spring Security framework.  
  
We can now rest assured that our endpoints won't be publicly exposed and that we can support authentication and authorization with JWTS on Spring Boot properly. To check everything, let's run our application (through the IDE or through gradle bootRun) and issue the following requests:  
  
**# issues a GET request to retrieve tasks with no JWT  
# HTTP 403 Forbidden status is expected  
curl http://localhost:8080/tasks  
# registers a new user  
curl -H "Content-Type: application/json" -X POST -d '{  
 "username": "admin",  
 "password": "password"  
}' http://localhost:8080/users/sign-up  
# logs into the application (JWT is generated)  
curl -i -H "Content-Type: application/json" -X POST -d '{  
 "username": "admin",  
 "password": "password"  
}' http://localhost:8080/login  
# issue a POST request, passing the JWT, to create a task  
# remember to replace xxx.yyy.zzz with the JWT retrieved above  
curl -H "Content-Type: application/json" \  
-H "Authorization: Bearer xxx.yyy.zzz" \  
-X POST -d '{  
 "description": "Buy watermelon"  
}' http://localhost:8080/tasks  
# issue a new GET request, passing the JWT  
# remember to replace xxx.yyy.zzz with the JWT retrieved above  
curl -H "Authorization: Bearer xxx.yyy.zzz" http://localhost:8080/tasks  
Conclusion**  
Securing RESTful Spring Boot API with JWTs is not a hard task. This article showed that by creating a couple of classes and extending a few others provided by Spring Security, we can protect our endpoints from unknown users, enable users to register themselves and authenticate existing users based on JWTs.  
  
Of course, for it to be a production-ready application we would need a few more features, like password retrieval, but, hopefully, this article demystified the most sensible parts of dealing with JWTs to authorize requests on Spring Boot applications.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

-------------------> UNIT TEST FOR WEB SERVICE

Unit Testing APIs is an important part of [API testing](https://www.blazemeter.com/api-testing?utm_source=blog&utm_medium=BM_blog&utm_campaign=spring-boot-rest-api-unit-testing-with-junit) because Unit Testing ensures that API components will function properly. In this article, we will learn how to cover Spring Boot REST APIs with JUnit. Spring Boot is an open-source framework for application creation, and where we create our APIs.

There are many different variations and techniques to Unit Test APIs. I prefer the following combination: [Spring Boot](https://projects.spring.io/spring-boot/), [JUnit](http://junit.org/junit4/), [MockMvc](https://docs.spring.io/spring-security/site/docs/current/reference/html/test-mockmvc.html), and [Mockito](http://site.mockito.org/), because they are all open-source and support Java, which is my preferred language.

To start, we have to have [IntelliJ IDEA](https://www.jetbrains.com/idea/), as an IDE for development, and [JDK8](https://docs.oracle.com/javase/8/docs/technotes/guides/install/install_overview.html), for using Java for development. These are my personal preferences but [Eclipse](https://eclipse.org/), [NetBeans](https://netbeans.org/), or even a simple text editor could also be used.

Now, let’s setup a project. You can also participate - the source code is located [here](https://github.com/LosBandolero/blazedemo). We will be testing controllers and repository classes. In short, we have 4 controllers (ArrivalController, DepartureController, UsersController, FlightsController) and 4 repositories (ArrivalRepository, DepartureRepository, UsersRepository, FlightsRepository). We will write tests per controller (testing the size of the JSON Object, the status of the call to the endpoint and an assertion on one item from the JSON object) and tests per repository (inserting two new items in a table and making sure the return object is equal).

## Step 1 - Create an API Testing Project

1. [Install](https://www.jetbrains.com/idea/#chooseYourEdition) IntelliJ IDEA.

2. Make sure you have [JDK installed](http://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html) (at least version 1.8.XXX).

Now we will create a new project.

3. Open IntelliJ and click “Create New Project.”
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4. Select Gradle, Java, and the JDK version.
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5. Name your project.
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6. Choose the project destination.
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If you did everything correctly, you should now see this window with an empty Java project:
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## Step 2 - Add Dependencies

Now that we have a project, we need to setup the dependencies. You can use these dependencies since they are public.

To do that, double click on your build.gradle file and add the following gradle configuration file:

group 'blazemeter'

version '1.0-SNAPSHOT'

buildscript {

repositories {

jcenter()

mavenCentral()

maven { url "http://repo.spring.io/libs-snapshot" }

}

dependencies {

classpath("org.springframework.boot:spring-boot-gradle-plugin:1.5.2.RELEASE")

}

}

apply plugin: 'java'

apply plugin: 'idea'

apply plugin: 'io.spring.dependency-management'

apply plugin: 'org.springframework.boot'

sourceSets {

main.java.srcDir "src/main/java"

main.resources.srcDir "src/main/resources"

test.java.srcDir "src/test/java"

test.resources.srcDir "src/test/resources"

}

jar {

baseName = 'blaze-demo-api'

version = '1.0'

}

bootRepackage {

mainClass = 'com.demo.BlazeMeterApi'

}

dependencyManagement {

imports {

mavenBom 'io.spring.platform:platform-bom:Brussels-SR2'

}

}

repositories {

mavenCentral()

jcenter()

maven { url "http://repo.spring.io/libs-snapshot" }

}

sourceCompatibility = 1.8

targetCompatibility = 1.8

dependencies {

compile group: 'org.springframework', name: 'spring-core'

compile group: 'org.springframework.boot', name: 'spring-boot-starter-jdbc'

compile group: 'org.springframework.boot', name: 'spring-boot-starter-web'

compile group: 'org.springframework.boot', name: 'spring-boot-starter-actuator'

compile group: 'org.springframework.boot', name: 'spring-boot-starter-security'

compile group: 'org.springframework.boot', name: 'spring-boot-starter-data-jpa'

compile group: 'org.springframework.security.oauth', name: 'spring-security-oauth2'

compile group: 'com.fasterxml.jackson.datatype', name: 'jackson-datatype-hibernate4'

compile group: 'mysql', name: 'mysql-connector-java'

compile group: 'io.rest-assured', name: 'rest-assured', version: '3.0.3'

compile group: 'io.rest-assured', name: 'json-schema-validator', version: '3.0.3'

testCompile group: 'org.springframework.boot', name: 'spring-boot-starter-test'

testCompile group: 'org.springframework.security', name: 'spring-security-test'

testCompile group: 'junit', name: 'junit'

testCompile group: 'org.hsqldb', name: 'hsqldb'

}

## Step 3 - Write Your Unit Test via JUnit

In IntelliJ IDEA, go to the class that you want to test. Hit Cmd + Shift + T and a popup will appear. In the popup, select “Create New Test...”. Then, IntelliJ IDEA will create a file for writing the test in. The file will be created in the default place. In our case, if we are going to cover the class ArrivalController, it will create a test class with the path test/java/com/demo/controller. You can see this in the following screenshot:
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I personally prefer to group tests (as you can see in the same picture - there are 3 folders: bdd, rest, unit) according to the test types: REST, UNIT, BDD, etc. For that reason, I create the test classes by myself. For this example, ArrivalControllerTest is located at the test/java/com/demo/unit/controller path.

Here is the test class itself:

package com.demo.unit.controller;

import com.demo.controller.ArrivalController;

import com.demo.domain.Arrival;

import org.junit.Test;

import org.junit.runner.RunWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.context.junit4.SpringRunner;

import org.springframework.test.web.servlet.MockMvc;

import java.util.List;

import static com.demo.constant.Paths.ARRIVAL;

import static com.demo.constant.Paths.VERSION;

import static java.util.Collections.singletonList;

import static org.hamcrest.collection.IsCollectionWithSize.hasSize;

import static org.hamcrest.core.Is.is;

import static org.mockito.BDDMockito.given;

import static org.springframework.http.MediaType.APPLICATION\_JSON;

import static org.springframework.security.test.web.servlet.request.SecurityMockMvcRequestPostProcessors.user;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.jsonPath;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.status;

@RunWith(SpringRunner.class)

@WebMvcTest(ArrivalController.class)

public class ArrivalControllerTest {

@Autowired

private MockMvc mvc;

@MockBean

private ArrivalController arrivalController;

@Test

public void getArrivals() throws Exception {

Arrival arrival = new Arrival();

arrival.setCity("Yerevan");

List<Arrival> allArrivals = singletonList(arrival);

given(arrivalController.getAllArrivals()).willReturn(allArrivals);

mvc.perform(get(VERSION + ARRIVAL + "all")

.with(user("blaze").password("Q1w2e3r4"))

.contentType(APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("$", hasSize(1)))

.andExpect(jsonPath("$[0].city", is(arrival.getCity())));

}

@Test

public void getArrivalsById() throws Exception {

Arrival arrival = new Arrival();

arrival.setCity("Yerevan");

given(arrivalController.getArrivalById(arrival.getId())).willReturn(arrival);

mvc.perform(get(VERSION + ARRIVAL + arrival.getId())

.with(user("blaze").password("Q1w2e3r4"))

.contentType(APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("city", is(arrival.getCity())));

}

}

In this test class, we have two test methods, getArrivals() and getArrivalsById(). The reason we have two is that we have two methods in the controller itself, so we want to test them both.

The getArrivals() method does the following (code snippet above):

* Creates an Arrival entity and sets the test value for the city.
* Creates a list of Arrivals (because we will have just one member, it can be a singeltonList).
* Using **given** from mockito, makes sure the mocked ArrivalController will return a list of Arrivals.
* Performs a **GET** request to the mocked controller with the credentials and performs simple assertions:
  + Status - 200 (which isOk).
  + The JSON object has one member.
  + The JSON body has a city key with the value we set.

The second test method does the same for the getArrivalsById(). The difference is that it assumes one JSON object result instead of a list of Arrivals of JSON objects.

That’s all. Now we can execute this single test by clicking the play button at the beginning of the line of the method name (see the following picture). The purpose of this execution is to make sure the test is working properly:
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After execution, you will see the results of test execution, including the status, count, and stacktrace. We can see that our test passed (on the left side), the number of tests (the progress bar is in the middle up top) and the stacktrace for execution.
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That’s it for that one controller. The next step will be to add tests for all controllers.

## Step 4 - Setting Up the Unit Tests for the APIs

Now, let’s test one API repository class with this unit test. This is a unit test that is covering the database testing part. For example, writing test data to the DB and afterward verifying it is properly stored.

Like in the previous part, go to the ArrivalRepository class, hit Cmd + Shift + T and create a new test class via IntelliJ IDEA or by yourself.

This is the code for that test class:

package com.demo.unit.repository;

import com.demo.domain.Arrival;

import com.demo.repository.ArrivalRepository;

import org.junit.Test;

import org.junit.runner.RunWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.jdbc.AutoConfigureTestDatabase;

import org.springframework.boot.test.autoconfigure.orm.jpa.DataJpaTest;

import org.springframework.boot.test.autoconfigure.orm.jpa.TestEntityManager;

import org.springframework.test.context.ActiveProfiles;

import org.springframework.test.context.junit4.SpringRunner;

import java.util.List;

import static org.assertj.core.api.Assertions.assertThat;

import static org.springframework.boot.test.autoconfigure.jdbc.AutoConfigureTestDatabase.Replace.NONE;

@ActiveProfiles("test")

@RunWith(SpringRunner.class)

@DataJpaTest

@AutoConfigureTestDatabase(replace = NONE)

public class ArrivalRepositoryTest {

@Autowired

private TestEntityManager entityManager;

@Autowired

private ArrivalRepository arrivalRepository;

@Test

public void whenFindAll() {

//given

Arrival firstArrival = new Arrival();

firstArrival.setCity("Yerevan");

entityManager.persist(firstArrival);

entityManager.flush();

Arrival secondArrival = new Arrival();

secondArrival.setCity("Israel");

entityManager.persist(secondArrival);

entityManager.flush();

//when

List<Arrival> arrivals = arrivalRepository.findAll();

//then

assertThat(arrivals.size()).isEqualTo(9);

assertThat(arrivals.get(7)).isEqualTo(firstArrival);

assertThat(arrivals.get(8)).isEqualTo(secondArrival);

}

@Test

public void whenFindAllById() {

//given

Arrival arrival = new Arrival();

arrival.setCity("Yerevan");

entityManager.persist(arrival);

entityManager.flush();

//when

Arrival testArrival = arrivalRepository.findAllById(arrival.getId());

//then

assertThat(testArrival.getCity()).isEqualTo(arrival.getCity());

}

}

In this test, we are using the H2 database for testing. This is common practice. Otherwise, you need to have the same type of database set up in all test/dev environments, maintain them and make sure you clean them up after test execution. This is not necessary when you use the H2 DB because it is in the memory. After the test(s) is finished, the database will be fully dropped.

The test covers the following:

* Use entityManager to create two new rows of data in the Arrival table of test H2 database.
* Search for all records from database via a findAll query.
* Perform assertions on the size of the data and equality of gathered objects.

The second method does the same, but because it is for findAllById, it is checking just one object equality.

That’s all! Now you can do this for all other repository classes with their methods.

## Step 5 - Running the Unit Tests on Your APIs

After all the controller and repository class tests are set up, we need to execute them. Do that by highlighting the folder unit -> right click -> select “Run ‘Tests’ in ‘com.demo.unit’ with Coverage” (see next picture), so we will also have the code coverage report.
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These are the coverage results, showing how many classes and methods are covered by unit tests:
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That’s it! You now know how to run Unit Tests with JUnit for REST APIs.

////////////////////////////////////////////////////////////////////

------> Using Java Reflection?

Reflection is a feature in the Java programming language. It allows an executing Java program to examine or "introspect" upon itself, and manipulate internal properties of the program. For example, it's possible for a Java class to obtain the names of all its members and display them.  
The ability to examine and manipulate a Java class from within itself may not sound like very much, but in other programming languages this feature simply doesn't exist. For example, there is no way in a Pascal, C, or C++ program to obtain information about the functions defined within that program.  
One tangible use of reflection is in JavaBeans, where software components can be manipulated visually via a builder tool. The tool uses reflection to obtain the properties of Java components (classes) as they are dynamically loaded.  
A Simple Example  
To see how reflection works, consider this simple example:  
 import java.lang.reflect.\*;  
   
 public class DumpMethods {  
 public static void main(String args[])  
 {  
 try {  
 Class c = Class.forName(args[0]);  
 Method m[] = c.getDeclaredMethods();  
 for (int i = 0; i < m.length; i++)  
 System.out.println(m[i].toString());  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
For an invocation of:  
 java DumpMethods java.util.Stack   
the output is:  
 public java.lang.Object java.util.Stack.push(  
 java.lang.Object)  
 public synchronized   
 java.lang.Object java.util.Stack.pop()  
 public synchronized  
 java.lang.Object java.util.Stack.peek()  
 public boolean java.util.Stack.empty()  
 public synchronized   
 int java.util.Stack.search(java.lang.Object)  
That is, the method names of class java.util.Stack are listed, along with their fully qualified parameter and return types.  
This program loads the specified class using class.forName, and then calls getDeclaredMethods to retrieve the list of methods defined in the class. java.lang.reflect.Method is a class representing a single class method.  
Setting Up to Use Reflection  
The reflection classes, such as Method, are found in java.lang.reflect. There are three steps that must be followed to use these classes. The first step is to obtain a java.lang.Class object for the class that you want to manipulate. java.lang.Class is used to represent classes and interfaces in a running Java program.  
One way of obtaining a Class object is to say:  
 Class c = Class.forName("java.lang.String");   
to get the Class object for String. Another approach is to use:  
 Class c = int.class;   
or  
 Class c = Integer.TYPE;   
to obtain Class information on fundamental types. The latter approach accesses the predefined TYPE field of the wrapper (such as Integer) for the fundamental type.  
The second step is to call a method such as getDeclaredMethods, to get a list of all the methods declared by the class.  
Once this information is in hand, then the third step is to use the reflection API to manipulate the information. For example, the sequence:  
 Class c = Class.forName("java.lang.String"); Method m[] = c.getDeclaredMethods(); System.out.println(m[0].toString());   
will display a textual representation of the first method declared in String.  
In the examples below, the three steps are combined to present self contained illustrations of how to tackle specific applications using reflection.  
Simulating the instanceof Operator  
Once Class information is in hand, often the next step is to ask basic questions about the Class object. For example, the Class.isInstance method can be used to simulate the instanceof operator:  
 class A {}  
  
 public class instance1 {  
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("A");  
 boolean b1   
 = cls.isInstance(new Integer(37));  
 System.out.println(b1);  
 boolean b2 = cls.isInstance(new A());  
 System.out.println(b2);  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
   
In this example, a Class object for A is created, and then class instance objects are checked to see whether they are instances of A. Integer(37) is not, but new A() is.  
Finding Out About Methods of a Class  
One of the most valuable and basic uses of reflection is to find out what methods are defined within a class. To do this the following code can be used:  
 import java.lang.reflect.\*;  
  
 public class method1 {  
 private int f1(  
 Object p, int x) throws NullPointerException  
 {  
 if (p == null)  
 throw new NullPointerException();  
 return x;  
 }  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("method1");  
   
 Method methlist[]   
 = cls.getDeclaredMethods();  
 for (int i = 0; i < methlist.length;  
 i++) {   
 Method m = methlist[i];  
 System.out.println("name   
 = " + m.getName());  
 System.out.println("decl class = " +  
 m.getDeclaringClass());  
 Class pvec[] = m.getParameterTypes();  
 for (int j = 0; j < pvec.length; j++)  
 System.out.println("  
 param #" + j + " " + pvec[j]);  
 Class evec[] = m.getExceptionTypes();  
 for (int j = 0; j < evec.length; j++)  
 System.out.println("exc #" + j   
 + " " + evec[j]);  
 System.out.println("return type = " +  
 m.getReturnType());  
 System.out.println("-----");  
 }  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
  
The program first gets the Class description for method1, and then calls getDeclaredMethods to retrieve a list of Method objects, one for each method defined in the class. These include public, protected, package, and private methods. If you use getMethods in the program instead of getDeclaredMethods, you can also obtain information for inherited methods.  
Once a list of the Method objects has been obtained, it's simply a matter of displaying the information on parameter types, exception types, and the return type for each method. Each of these types, whether they are fundamental or class types, is in turn represented by a Class descriptor.  
The output of the program is:  
 name = f1  
 decl class = class method1  
 param #0 class java.lang.Object  
 param #1 int  
 exc #0 class java.lang.NullPointerException  
 return type = int  
 -----  
 name = main  
 decl class = class method1  
 param #0 class [Ljava.lang.String;  
 return type = void  
 -----  
  
Obtaining Information About Constructors  
A similar approach is used to find out about the constructors of a class. For example:  
 import java.lang.reflect.\*;  
   
 public class constructor1 {  
 public constructor1()  
 {  
 }  
   
 protected constructor1(int i, double d)  
 {  
 }  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("constructor1");  
   
 Constructor ctorlist[]  
 = cls.getDeclaredConstructors();  
 for (int i = 0; i < ctorlist.length; i++) {  
 Constructor ct = ctorlist[i];  
 System.out.println("name   
 = " + ct.getName());  
 System.out.println("decl class = " +  
 ct.getDeclaringClass());  
 Class pvec[] = ct.getParameterTypes();  
 for (int j = 0; j < pvec.length; j++)  
 System.out.println("param #"   
 + j + " " + pvec[j]);  
 Class evec[] = ct.getExceptionTypes();  
 for (int j = 0; j < evec.length; j++)  
 System.out.println(  
 "exc #" + j + " " + evec[j]);  
 System.out.println("-----");  
 }  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
  
There is no return-type information retrieved in this example, because constructors don't really have a true return type.  
When this program is run, the output is:  
 name = constructor1  
 decl class = class constructor1  
 -----  
 name = constructor1  
 decl class = class constructor1  
 param #0 int  
 param #1 double  
 -----  
  
Finding Out About Class Fields  
It's also possible to find out which data fields are defined in a class. To do this, the following code can be used:  
 import java.lang.reflect.\*;  
   
 public class field1 {  
 private double d;  
 public static final int i = 37;  
 String s = "testing";  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("field1");  
   
 Field fieldlist[]   
 = cls.getDeclaredFields();  
 for (int i   
 = 0; i < fieldlist.length; i++) {  
 Field fld = fieldlist[i];  
 System.out.println("name  
 = " + fld.getName());  
 System.out.println("decl class = " +  
 fld.getDeclaringClass());  
 System.out.println("type  
 = " + fld.getType());  
 int mod = fld.getModifiers();  
 System.out.println("modifiers = " +  
 Modifier.toString(mod));  
 System.out.println("-----");  
 }  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
  
This example is similar to the previous ones. One new feature is the use of Modifier. This is a reflection class that represents the modifiers found on a field member, for example "private int". The modifiers themselves are represented by an integer, and Modifier.toString is used to return a string representation in the "official" declaration order (such as "static" before "final"). The output of the program is:  
 name = d  
 decl class = class field1  
 type = double  
 modifiers = private  
 -----  
 name = i  
 decl class = class field1  
 type = int  
 modifiers = public static final  
 -----  
 name = s  
 decl class = class field1  
 type = class java.lang.String  
 modifiers =  
 -----   
  
As with methods, it's possible to obtain information about just the fields declared in a class (getDeclaredFields), or to also get information about fields defined in superclasses (getFields).  
Invoking Methods by Name  
So far the examples that have been presented all relate to obtaining class information. But it's also possible to use reflection in other ways, for example to invoke a method of a specified name.  
To see how this works, consider the following example:  
 import java.lang.reflect.\*;  
   
 public class method2 {  
 public int add(int a, int b)  
 {  
 return a + b;  
 }  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("method2");  
 Class partypes[] = new Class[2];  
 partypes[0] = Integer.TYPE;  
 partypes[1] = Integer.TYPE;  
 Method meth = cls.getMethod(  
 "add", partypes);  
 method2 methobj = new method2();  
 Object arglist[] = new Object[2];  
 arglist[0] = new Integer(37);  
 arglist[1] = new Integer(47);  
 Object retobj   
 = meth.invoke(methobj, arglist);  
 Integer retval = (Integer)retobj;  
 System.out.println(retval.intValue());  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
  
Suppose that a program wants to invoke the add method, but doesn't know this until execution time. That is, the name of the method is specified during execution (this might be done by a JavaBeans development environment, for example). The above program shows a way of doing this.  
getMethod is used to find a method in the class that has two integer parameter types and that has the appropriate name. Once this method has been found and captured into a Method object, it is invoked upon an object instance of the appropriate type. To invoke a method, a parameter list must be constructed, with the fundamental integer values 37 and 47 wrapped in Integer objects. The return value (84) is also wrapped in an Integer object.  
Creating New Objects  
There is no equivalent to method invocation for constructors, because invoking a constructor is equivalent to creating a new object (to be the most precise, creating a new object involves both memory allocation and object construction). So the nearest equivalent to the previous example is to say:  
 import java.lang.reflect.\*;  
   
 public class constructor2 {  
 public constructor2()  
 {  
 }  
   
 public constructor2(int a, int b)  
 {  
 System.out.println(  
 "a = " + a + " b = " + b);  
 }  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("constructor2");  
 Class partypes[] = new Class[2];  
 partypes[0] = Integer.TYPE;  
 partypes[1] = Integer.TYPE;  
 Constructor ct   
 = cls.getConstructor(partypes);  
 Object arglist[] = new Object[2];  
 arglist[0] = new Integer(37);  
 arglist[1] = new Integer(47);  
 Object retobj = ct.newInstance(arglist);  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }   
  
which finds a constructor that handles the specified parameter types and invokes it, to create a new instance of the object. The value of this approach is that it's purely dynamic, with constructor lookup and invocation at execution time, rather than at compilation time.  
Changing Values of Fields  
Another use of reflection is to change the values of data fields in objects. The value of this is again derived from the dynamic nature of reflection, where a field can be looked up by name in an executing program and then have its value changed. This is illustrated by the following example:  
 import java.lang.reflect.\*;  
   
 public class field2 {  
 public double d;  
   
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName("field2");  
 Field fld = cls.getField("d");  
 field2 f2obj = new field2();  
 System.out.println("d = " + f2obj.d);  
 fld.setDouble(f2obj, 12.34);  
 System.out.println("d = " + f2obj.d);  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }   
  
In this example, the d field has its value set to 12.34.  
Using Arrays  
One final use of reflection is in creating and manipulating arrays. Arrays in the Java language are a specialized type of class, and an array reference can be assigned to an Object reference.  
To see how arrays work, consider the following example:  
 import java.lang.reflect.\*;  
   
 public class array1 {  
 public static void main(String args[])  
 {  
 try {  
 Class cls = Class.forName(  
 "java.lang.String");  
 Object arr = Array.newInstance(cls, 10);  
 Array.set(arr, 5, "this is a test");  
 String s = (String)Array.get(arr, 5);  
 System.out.println(s);  
 }  
 catch (Throwable e) {  
 System.err.println(e);  
 }  
 }  
 }  
  
This example creates a 10-long array of Strings, and then sets location 5 in the array to a string value. The value is retrieved and displayed.  
A more complex manipulation of arrays is illustrated by the following code:  
 import java.lang.reflect.\*;  
   
 public class array2 {  
 public static void main(String args[])  
 {  
 int dims[] = new int[]{5, 10, 15};  
 Object arr   
 = Array.newInstance(Integer.TYPE, dims);  
   
 Object arrobj = Array.get(arr, 3);  
 Class cls =   
 arrobj.getClass().getComponentType();  
 System.out.println(cls);  
 arrobj = Array.get(arrobj, 5);  
 Array.setInt(arrobj, 10, 37);  
   
 int arrcast[][][] = (int[][][])arr;  
 System.out.println(arrcast[3][5][10]);  
 }  
 }  
  
This example creates a 5 x 10 x 15 array of ints, and then proceeds to set location [3][5][10] in the array to the value 37. Note here that a multi-dimensional array is actually an array of arrays, so that, for example, after the first Array.get, the result in arrobj is a 10 x 15 array. This is peeled back once again to obtain a 15-long array, and the 10th slot in that array is set using Array.setInt.  
Note that the type of array that is created is dynamic, and does not have to be known at compile time.  
Summary  
Java reflection is useful because it supports dynamic retrieval of information about classes and data structures by name, and allows for their manipulation within an executing Java program. This feature is extremely powerful and has no equivalent in other conventional languages such as C, C++, Fortran, or Pascal.  
Glen McCluskey has focused on programming languages since 1988. He consults in the areas of Java and C++ performance, testing, and technical documentation.

////////////////////////////////////////////////////////////////////

Jvm classloader?

The Java Classloader is a part of the Java Runtime Environment that dynamically loads Java classes into the Java Virtual Machine.[1] Usually classes are only loaded on demand. The Java run time system does not need to know about files and file systems because of classloaders. Delegation is an important concept to understand when learning about classloaders.  
  
A software library is a collection of related object code. In the Java language, libraries are typically packaged in JAR files. Libraries can contain objects of different types. The most important type of object contained in a Jar file is a Java class. A class can be thought of as a named unit of code. The class loader is responsible for locating libraries, reading their contents, and loading the classes contained within the libraries. This loading is typically done "on demand", in that it does not occur until the class is called by the program. A class with a given name can only be loaded once by a given classloader.  
  
Each Java class must be loaded by a class loader.[2] Furthermore, Java programs may make use of external libraries (that is, libraries written and provided by someone other than the author of the program) or they may be composed, at least in part, of a number of libraries.  
  
When the JVM is started, three class loaders are used:[3][4]  
  
Bootstrap class loader  
Extensions class loader  
System class loader  
The bootstrap class loader loads the core Java libraries[5] located in the <JAVA\_HOME>/jre/lib directory. This class loader, which is part of the core JVM, is written in native code.  
  
The extensions class loader loads the code in the extensions directories (<JAVA\_HOME>/jre/lib/ext,[6] or any other directory specified by the java.ext.dirs system property). It is implemented by the sun.misc.Launcher$ExtClassLoader class.  
  
The system class loader loads code found on java.class.path, which maps to the CLASSPATH environment variable. This is implemented by the sun.misc.Launcher$AppClassLoader class.

The Java class loader is written in Java. It is therefore possible to create your own class loader without understanding the finer details of the Java Virtual Machine. Every Java class loader has a parent class loader, defined when a new class loader is instantiated or set to the virtual machine's system default class loader.  
  
This makes it possible (for example):  
  
to load or unload classes at runtime (for example to load libraries dynamically at runtime, even from an HTTP resource). This is an important feature for:  
implementing scripting languages, such as Jython  
using bean builders  
allowing user-defined extensibility  
allowing multiple namespaces to communicate. This is one of the foundations of CORBA / RMI protocols for example.  
to change the way the bytecode is loaded (for example, it is possible to use encrypted Java class bytecode[7]).  
to modify the loaded bytecode (for example, for load-time weaving of aspects when using aspect-oriented programming).

//////////////////////////////////////////////////////////////////////////////

What is classpath?

When programming in Java, you make other classes available to the class you are writing by putting something like this at the top of your source file:  
  
import org.javaguy.coolframework.MyClass;  
Or sometimes you 'bulk import' stuff by saying:  
  
import org.javaguy.coolframework.\*;  
So later in your program when you say:  
  
MyClass mine = new MyClass();  
The Java Virtual Machine will know where to find your compiled class.  
  
It would be impractical to have the VM look through every folder on your machine, so you have to provide the VM a list of places to look. This is done by putting folder and jar files on your classpath.  
  
Before we talk about how the classpath is set, let's talk about .class files, packages, and .jar files.  
  
First, let's suppose that MyClass is something you built as part of your project, and it is in a directory in your project called output. The .class file would be at output/org/javaguy/coolframework/MyClass.class (along with every other file in that package). In order to get to that file, your path would simply need to contain the folder 'output', not the whole package structure, since your import statement provides all that information to the VM.  
  
Now let's suppose that you bundle CoolFramework up into a .jar file, and put that CoolFramework.jar into a lib directory in your project. You would now need to put lib/CoolFramework.jar into your classpath. The VM will look inside the jar file for the org/javaguy/coolframework part, and find your class.  
  
So, classpaths contain:  
  
JAR files, and  
Paths to the top of package hierarchies.  
How do you set your classpath?  
  
The first way everyone seems to learn is with environment variables. On a unix machine, you can say something like:  
  
export CLASSPATH=/home/myaccount/myproject/lib/CoolFramework.jar:/home/myaccount/myproject/output/  
On a Windows machine you have to go to your environment settings and either add or modify the value that is already there.  
  
The second way is to use the -cp parameter when starting Java, like this:  
  
java -cp "/home/myaccount/myproject/lib/CoolFramework.jar:/home/myaccount/myproject/output/" MyMainClass  
A variant of this is the third way which is often done with a .sh or .bat file that calculates the classpath and passes it to Java via the -cp parameter.  
  
So what's the best way to do it?  
  
Setting stuff globally via environment variables is bad, generally for the same kinds of reasons that global variables are bad. You change the CLASSPATH environment variable so one program works, and you end up breaking another program.  
  
The -cp is the way to go. I generally make sure my CLASSPATH environment variable is an empty string where I develop, whenever possible, so that I avoid global classpath issues (some tools aren't happy when the global classpath is empty though - I know of two common, mega-thousand dollar licensed J2EE and Java servers that have this kind of issue with their command-line tools).

//////////////////////////////////////////////////////////////////////

HTTP SESSION JAX RS

@POST public String getData(Postdata postdata, @Context HttpServletRequest request) { HttpSession session = request.getSession(); }

Or

@Path("/test") public class TestResource { @Context private HttpServletRequest request; @POST public String getData(Postdata postdata) { HttpSession session = request.getSession(); } }

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Spring Security Hello World Annotation Example  
Http session

By mkyong | April 3, 2014 | Viewed : 396,589 | +894 pv/w  
security  
In preview post, we are using XML files to configure the Spring Security in a Spring MVC environment. In this tutorial, we are going to show you how to convert the previous XML-base Spring Security project into a pure Spring annotation project.  
  
Technologies used :  
  
Spring 3.2.8.RELEASE  
Spring Security 3.2.3.RELEASE  
Eclipse 4.2  
JDK 1.6  
Maven 3  
Tomcat 7 (Servlet 3.x)  
Few Notes  
  
This tutorial is using WebApplicationInitializer to load the Spring Context Loader automatically, which is supported in Servlet 3.x container only, for example, Tomcat 7 and Jetty 8.  
Since we are using WebApplicationInitializer, the web.xml file is NOT required.  
Spring Security annotations are supported in older Servlet 2.x container, for example, Tomcat 6. If you use the classic XML file to load the Spring context, this tutorial is still able to deploy on Servlet 2.x container, for example, Tomcat 6  
1. Project Demo  
See how it works.  
  
  
  
   
2. Directory Structure  
Review the final directory structure of this tutorial.  
  
spring-security-helloworld-annotation-directory  
  
   
3. Spring Security Dependencies  
To use Spring security, you need spring-security-web and spring-security-config.  
  
pom.xml  
 <properties>  
 <jdk.version>1.6</jdk.version>  
 <spring.version>3.2.8.RELEASE</spring.version>  
 <spring.security.version>3.2.3.RELEASE</spring.security.version>  
 <jstl.version>1.2</jstl.version>  
 </properties>  
  
 <dependencies>  
  
 <!-- Spring 3 dependencies -->  
 <dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-core</artifactId>  
 <version>${spring.version}</version>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-web</artifactId>  
 <version>${spring.version}</version>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-webmvc</artifactId>  
 <version>${spring.version}</version>  
 </dependency>  
  
 <!-- Spring Security -->  
 <dependency>  
 <groupId>org.springframework.security</groupId>  
 <artifactId>spring-security-web</artifactId>  
 <version>${spring.security.version}</version>  
 </dependency>  
  
 <dependency>  
 <groupId>org.springframework.security</groupId>  
 <artifactId>spring-security-config</artifactId>  
 <version>${spring.security.version}</version>  
 </dependency>  
  
 <!-- jstl for jsp page -->  
 <dependency>  
 <groupId>jstl</groupId>  
 <artifactId>jstl</artifactId>  
 <version>${jstl.version}</version>  
 </dependency>  
  
 </dependencies>  
Copy  
4. Spring MVC Web Application  
A simple controller :  
  
If URL = /welcome or / , return hello page.  
If URL = /admin , return admin page.  
If URL = /dba , return admin page.  
Later, we will secure the /admin and /dba URLs.  
  
HelloController.java  
package com.mkyong.web.controller;  
  
import org.springframework.stereotype.Controller;  
import org.springframework.web.bind.annotation.RequestMapping;  
import org.springframework.web.bind.annotation.RequestMethod;  
import org.springframework.web.servlet.ModelAndView;  
  
@Controller  
public class HelloController {  
  
 @RequestMapping(value = { "/", "/welcome\*\*" }, method = RequestMethod.GET)  
 public ModelAndView welcomePage() {  
  
 ModelAndView model = new ModelAndView();  
 model.addObject("title", "Spring Security Hello World");  
 model.addObject("message", "This is welcome page!");  
 model.setViewName("hello");  
 return model;  
  
 }  
  
 @RequestMapping(value = "/admin\*\*", method = RequestMethod.GET)  
 public ModelAndView adminPage() {  
  
 ModelAndView model = new ModelAndView();  
 model.addObject("title", "Spring Security Hello World");  
 model.addObject("message", "This is protected page - Admin Page!");  
 model.setViewName("admin");  
  
 return model;  
  
 }  
  
 @RequestMapping(value = "/dba\*\*", method = RequestMethod.GET)  
 public ModelAndView dbaPage() {  
  
 ModelAndView model = new ModelAndView();  
 model.addObject("title", "Spring Security Hello World");  
 model.addObject("message", "This is protected page - Database Page!");  
 model.setViewName("admin");  
  
 return model;  
  
 }  
  
}  
Copy  
Two JSP pages.  
  
hello.jsp  
<%@page session="false"%>  
<html>  
<body>  
 <h1>Title : ${title}</h1>   
 <h1>Message : ${message}</h1>   
</body>  
</html>  
Copy  
admin.jsp  
<%@taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core"%>  
<%@page session="true"%>  
<html>  
<body>  
 <h1>Title : ${title}</h1>  
 <h1>Message : ${message}</h1>  
  
 <c:if test="${pageContext.request.userPrincipal.name != null}">  
 <h2>Welcome : ${pageContext.request.userPrincipal.name}   
 | <a href="<c:url value="/logout" />" > Logout</a></h2>   
 </c:if>  
</body>  
</html>  
Copy  
5. Spring Security Configuration  
5.1 Create a Spring Security configuration file, and annotated with @EnableWebSecurity  
  
SecurityConfig.java  
package com.mkyong.config;  
  
import org.springframework.beans.factory.annotation.Autowired;  
import org.springframework.context.annotation.Configuration;  
import org.springframework.security.config.annotation.authentication.builders.AuthenticationManagerBuilder;  
import org.springframework.security.config.annotation.web.builders.HttpSecurity;  
import org.springframework.security.config.annotation.web.configuration.EnableWebSecurity;  
import org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;  
  
@Configuration  
@EnableWebSecurity  
public class SecurityConfig extends WebSecurityConfigurerAdapter {  
  
 @Autowired  
 public void configureGlobal(AuthenticationManagerBuilder auth) throws Exception {  
 auth.inMemoryAuthentication().withUser("mkyong").password("123456").roles("USER");  
 auth.inMemoryAuthentication().withUser("admin").password("123456").roles("ADMIN");  
 auth.inMemoryAuthentication().withUser("dba").password("123456").roles("DBA");  
 }  
  
 @Override  
 protected void configure(HttpSecurity http) throws Exception {  
  
 http.authorizeRequests()  
 .antMatchers("/admin/\*\*").access("hasRole('ROLE\_ADMIN')")  
 .antMatchers("/dba/\*\*").access("hasRole('ROLE\_ADMIN') or hasRole('ROLE\_DBA')")  
 .and().formLogin();  
   
 }  
}  
Copy  
The equivalent of the Spring Security xml file :  
  
 <http auto-config="true">  
 <intercept-url pattern="/admin\*\*" access="ROLE\_ADMIN" />  
 <intercept-url pattern="/dba\*\*" access="ROLE\_ADMIN,ROLE\_DBA" />  
 </http>  
  
 <authentication-manager>  
 <authentication-provider>  
 <user-service>  
 <user name="mkyong" password="123456" authorities="ROLE\_USER" />  
 <user name="admin" password="123456" authorities="ROLE\_ADMIN" />  
 <user name="dba" password="123456" authorities="ROLE\_DBA" />  
 </user-service>  
 </authentication-provider>  
 </authentication-manager>  
Copy  
5.2 Create a class extends AbstractSecurityWebApplicationInitializer, it will load the springSecurityFilterChain automatically.  
  
SpringSecurityInitializer.java  
package com.mkyong.config.core;  
  
import org.springframework.security.web.context.AbstractSecurityWebApplicationInitializer;  
  
public class SpringSecurityInitializer extends AbstractSecurityWebApplicationInitializer {  
 //do nothing  
}  
Copy  
The equivalent of Spring Security in web.xml file :  
  
 <filter>  
 <filter-name>springSecurityFilterChain</filter-name>  
 <filter-class>org.springframework.web.filter.DelegatingFilterProxy  
 </filter-class>  
 </filter>  
  
 <filter-mapping>  
 <filter-name>springSecurityFilterChain</filter-name>  
 <url-pattern>/\*</url-pattern>  
 </filter-mapping>  
Copy  
6. Spring MVC Configuration  
6.1 A Config class, define the view’s technology and imports above SecurityConfig.java.  
  
AppConfig.java  
package com.mkyong.config;  
  
import org.springframework.context.annotation.Bean;  
import org.springframework.context.annotation.ComponentScan;  
import org.springframework.context.annotation.Configuration;  
import org.springframework.context.annotation.Import;  
import org.springframework.web.servlet.config.annotation.EnableWebMvc;  
import org.springframework.web.servlet.view.InternalResourceViewResolver;  
import org.springframework.web.servlet.view.JstlView;  
  
@EnableWebMvc  
@Configuration  
@ComponentScan({ "com.mkyong.web.\*" })  
@Import({ SecurityConfig.class })  
public class AppConfig {  
  
 @Bean  
 public InternalResourceViewResolver viewResolver() {  
 InternalResourceViewResolver viewResolver   
 = new InternalResourceViewResolver();  
 viewResolver.setViewClass(JstlView.class);  
 viewResolver.setPrefix("/WEB-INF/pages/");  
 viewResolver.setSuffix(".jsp");  
 return viewResolver;  
 }  
   
}  
Copy  
The equivalent of the Spring XML file :  
  
 <context:component-scan base-package="com.mkyong.web.\*" />  
  
 <bean  
 class="org.springframework.web.servlet.view.InternalResourceViewResolver">  
 <property name="prefix">  
 <value>/WEB-INF/pages/</value>  
 </property>  
 <property name="suffix">  
 <value>.jsp</value>  
 </property>  
 </bean>  
Copy  
6.2 Create a Initializer class, to load everything.  
  
SpringMvcInitializer.java  
package com.mkyong.config.core;  
  
import org.springframework.web.servlet.support.AbstractAnnotationConfigDispatcherServletInitializer;  
import com.mkyong.config.AppConfig;  
  
public class SpringMvcInitializer   
 extends AbstractAnnotationConfigDispatcherServletInitializer {  
  
 @Override  
 protected Class<?>[] getRootConfigClasses() {  
 return new Class[] { AppConfig.class };  
 }  
  
 @Override  
 protected Class<?>[] getServletConfigClasses() {  
 return null;  
 }  
  
 @Override  
 protected String[] getServletMappings() {  
 return new String[] { "/" };  
 }  
   
}  
Copy  
Done.  
  
Note  
In Servlet 3.x container environment + Spring container will detect and loads the Initializer classes automatically.  
7. Demo  
7.1. Welcome Page – http://localhost:8080/spring-security-helloworld-annotation/welcome  
  
spring-security-helloworld-annotation-welcome  
7.2 Try to access /admin page, Spring Security will intercept the request and redirect to /login, and a default login form is displayed.  
  
spring-security-helloworld-annotation-login  
7.3. If username and password is incorrect, error messages will be displayed, and Spring will redirect to this URL /login?error.  
  
spring-security-helloworld-annotation-login-error  
7.4. If username and password is correct, Spring will redirect the request to the original requested URL and display the page.  
  
spring-security-helloworld-annotation-admin  
7.5. For unauthorized user, Spring will display the 403 access denied page. For example, user “mkyong” or “dba” try to access the /admin URL.  
  
spring-security-helloworld-annotation-403

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

AUTHENTICATION VS AUTHERIZATION WEBS ERVICE

There is indeed a fundamental difference. Authentication is the mechanism whereby systems may securely identify their users. Authentication systems seek to provide answers to the questions:

* Who is the user?
* Is the user really who he/she represents himself to be?

Authorization, by contrast, is the mechanism by which a system determines what level of access a particular (authenticated) user should have to resources controlled by the system. For an example that may or may not be related to a web-based scenario, a database management system might be designed so as to provide certain specified individuals with the ability to retrieve information from a database but not the ability to change data stored in the database, while giving other individuals the ability to change data. Authorization systems provide answers to the questions:

* Is user X authorized to access resource R?
* Is user X authorized to perform operation P?
* Is user X authorized to perform operation P on resource R?

//////////////////////////////////////////////

HTTP SESSION FOR SPRING BASED APPLICATION

As others have suggested, you can use Spring security. Or if you don't want to deal with the complexities of Spring Security, you can get HttpSession object in your controller's handlers' methods' arguments. You can set values or objects in that session using HttpSession.setAttribute("name you want to refer to", actual value or object) once a user logs in. And when a user presses logout, you can use HttpSession.invalidate(); to finish the session.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////Multiple request in webs eervice at sametime

A web service is, essentially, an XML request for a method of a class to be

invoked.

If more than one client were to call for the same web service at the same

time, it would simply be a matter of having 2 instances of the same object

created in memory simultaneously.

Assuming, you are not using a Single Threaded Application (STA), the two (or

more) calls to the web service can execute virtually at the same time.

It all depends what server you use and how it is configured. Standard configuration (you have to work hard to make it not standard) is to have multiple threads. In other words - server usually automatically creates or uses another thread for each new request and it is almost certain that it will be processed in parallel.

You can actually see it inside your running code by using java.lang.Thread.currentThread() - print the name of current thread and Rest request and you will see

//////////////////////////////////////////////////////////////////////////////////////////////////

HOW MULTIPLE REQUEST ARE HANDLED IN HTTP SERVER

The short answer is that the server has a thread pool to execute the requests on

But to understand this correctly, you need to know how sockets work and threading and file IO works. Be careful, you are peeling the onion here, and if you are not used to it, you will cry

Before understanding how servlet works, you need to understand how HTTP requests work. HTTP requests are sent by a client to the server. The server sends back a response. The response could be HTML, or JSON, or whatever the server decides to send. THe internal mechanism of this is such:

a) The server is listening on a socket on a certain port

b) THe client connects to the port and tells the server that it's ready to communicate and the server acknowledges

c) The server then serves the request and sends back the response.

When the web was envisioned, it was envisioned as static. ie; the content being sent would all be stored in files. All the HTTP server would do is match the URL to the file on the local storage and send back the file. So, the question is how does the server send multiple files at the same time? Back then, the answer was entirely dependent on whether the storage could serve multiple files at the same time, and/or do some sort of asynchronous IO. If all you are doing is serving files, then you are restricted to how fast your disks can serve files. So, when you got a request, you immediately send an async request to the OS for the contents of the file, and hold the socket in memory. When the OS responds with the contents of the file, you simply dump the contents of the file into your socket. Done!! You have neatly delegated the problem of serving multiple requests to the file system. Your HTTP server is just a marshalling/unmarshalling layer

Pretty quickly, someone figured out:- hey, instead of serving a file, we could call a program and pass the URL, and the program can generate the HTML and we can send the generated HTML back. This allows us to serve dynamic content from web pages. This was called CGI, and essentially servlet is derived from CGI. SO, back then the way CGI worked was that each request was it's own process. Essentially, the HTTP server worked the same way as it did when it served files. Except that instead of sending request for File IO, it forks a process. Remember that the great and powerful Unix treats everything as a stream, whether it's a file or the output of a process. So, the HTTP server basically just waited for the OS to respond back with the output of the program, and it dumped the output back to the response. Multiple requests resulted in multiple processes being forked. And the OS handled all the stuff about executing programs in parallel

The problem with this was every request forced an execution, and forking of execution is not cheap. The OS needs to do a lot of housekeeping, plus there is no control over how many requests will be running at the same time. ALso, the programs had to initialize themselves on every request. They had to open DB connections, blah blah

So, the way J2EE solved this problem was by specifying that servlets will be executed in the same process space as the container. It called the container as web server instead of HTTP server. But, it still needed to be able to support multiple requests, and since it was not forking processes anymore, it had to do something else to support multiple requests. The J2EE spec doesn't specify how web servers should handle multiple requests. It just tells them that they should. Most web servers do it using a thread pool

A thread pool works on a producer/consumer pattern. You have a bunch of consumer threads sitting there sleeping. Another producer thread puts a requrest in the queue. As soon as a request is put in, a consumer wakes up takes the request and works on it and puts a response into an outbound queue. The web server works on this principle. The producer thread is the thread that is doing all the network IO for HTTP requests. As soon as it gets the request, it puts the entire request into a queue. A consumer thread wakes up, figures out which servlet and filter chain to call, calls it, and puts the response back in the outbound queue. The NIO thread picks the response and sends it back to the client

\*Pant\* \*Pant\*

If you are familiar with any of the popular web servers, you will know that there are ways you can configure the size of the thread pool and the size of the queue. Usually, if the queue is full, the NIO thread will send a 503 - Service unavailable error

HIBERNATE

////////////////////////////////////////////////////////L//////////////////////////////////////////

GENERATION type Strategy Hibernate

1. Introduction  
Identifiers in Hibernate represent the primary key of an entity. This implies the values are unique so that they can identify a specific entity, that they aren’t null and that they won’t be modified.  
  
Hibernate provides a few different ways to define identifiers. In this article, we’ll review each method of mapping entity ids using the library.  
  
2. Simple Identifiers  
The most straightforward way to define an identifier is by using the @Id annotation.  
  
Simple ids are mapped using @Id to a single property of one of these types: Java primitive and primitive wrapper types, String, Date, BigDecimal, BigInteger.  
  
Let’s see a quick example of defining an entity with a primary key of type long:  
  
  
@Entity  
public class Student {  
   
 @Id  
 private long studentId;  
   
 // standard constructor, getters, setters  
}  
3. Generated Identifiers  
If we want the primary key value to be generated automatically for us, we can add the @GeneratedValue annotation.  
  
This can use 4 generation types: AUTO, IDENTITY, SEQUENCE, TABLE.  
  
If we don’t specify a value explicitly, the generation type defaults to AUTO.  
  
3.1. AUTO Generation  
If we’re using the default generation type, the persistence provider will determine values based on the type of the primary key attribute. This type can be numerical or UUID.  
  
For numeric values, the generation is based on a sequence or table generator, while UUID values will use the UUIDGenerator.  
  
Let’s see an example of mapping an entity primary key using AUTO generation strategy:  
  
@Entity  
public class Student {  
   
 @Id  
 @GeneratedValue  
 private long studentId;  
   
 // ...  
}  
In this case, the primary key values will be unique at the database level.  
  
An interesting feature introduced in Hibernate 5 is the UUIDGenerator. To use this, all we need to do is declare an id of type UUID with @GeneratedValue annotation:  
  
  
@Entity  
public class Course {  
   
 @Id  
 @GeneratedValue  
 private UUID courseId;  
   
 // ...  
}  
Hibernate will generate an id of the form “8dd5f315-9788-4d00-87bb-10eed9eff566”.  
  
3.2. IDENTITY Generation  
This type of generation relies on the IdentityGenerator which expects values generated by an identity column in the database, meaning they are auto-incremented.  
  
To use this generation type, we only need to set the strategy parameter:  
  
@Entity  
public class Student {  
   
 @Id  
 @GeneratedValue (strategy = GenerationType.IDENTITY)  
 private long studentId;  
   
 // ...  
}  
One thing to note is that IDENTITY generation disables batch updates.  
  
3.3. SEQUENCE Generation  
To use a sequence-based id, Hibernate provides the SequenceStyleGenerator class.  
  
This generator uses sequences if they’re supported by our database, and switches to table generation if they aren’t.  
  
To customize the sequence name, we can use the JPA @SequenceGenerator annotation:  
  
  
@Entity  
public class User {  
 @Id  
 @GeneratedValue(strategy = GenerationType.SEQUENCE,   
 generator = "sequence-generator")  
 @SequenceGenerator(name = "sequence-generator",   
 sequenceName = "user\_sequence", initialValue = 4)  
 private long userId;  
   
 // ...  
}  
In this example, we’ve also set an initial value for the sequence, which means the primary key generation will start at 4.  
  
SEQUENCE is the generation type recommended by the Hibernate documentation.  
  
The generated values are unique per sequence. If you don’t specify a sequence name, Hibernate will re-use the same hibernate\_sequence for different types.  
  
3.4. TABLE Generation  
The TableGenerator uses an underlying database table that holds segments of identifier generation values.  
  
Let’s customize the table name using the @TableGenerator annotation:  
  
1  
2  
  
@Entity  
public class Department {  
 @Id  
 @GeneratedValue(strategy = GenerationType.TABLE,   
 generator = "table-generator")  
 @TableGenerator(name = "table-generator",   
 table = "dep\_ids",   
 pkColumnName = "seq\_id",   
 valueColumnName = "seq\_value")  
 private long depId;  
   
 // ...  
}  
In this example, we can see that other attributes such as the pkColumnName and valueColumnName can also be customized.  
  
The disadvantage of this method is that it doesn’t scale well and can negatively affect performance.  
  
To sum up, these four generation types will result in similar values being generated but use different database mechanisms.  
  
3.5. Custom Generator  
If we don’t want to use any of the out-of-the-box strategies, we can define our custom generator by implementing the IdentifierGenerator interface.  
  
Let’s create a generator that builds identifiers containing a String prefix and a number:  
  
public class MyGenerator   
 implements IdentifierGenerator, Configurable {  
   
 private String prefix;  
   
 @Override  
 public Serializable generate(  
 SharedSessionContractImplementor session, Object obj)   
 throws HibernateException {  
   
 String query = String.format("select %s from %s",   
 session.getEntityPersister(obj.getClass().getName(), obj)  
 .getIdentifierPropertyName(),  
 obj.getClass().getSimpleName());  
   
 Stream ids = session.createQuery(query).stream();  
   
 Long max = ids.map(o -> o.replace(prefix + "-", ""))  
 .mapToLong(Long::parseLong)  
 .max()  
 .orElse(0L);  
   
 return prefix + "-" + (max + 1);  
 }  
   
 @Override  
 public void configure(Type type, Properties properties,   
 ServiceRegistry serviceRegistry) throws MappingException {  
 prefix = properties.getProperty("prefix");  
 }  
}  
In this example, we override the generate() method from the IdentifierGenerator interface and first find the highest number from the existing primary keys of the form prefix-XX.  
  
Then we add 1 to the maximum number found and append the prefix property to obtain the newly generated id value.  
  
Our class also implements the Configurable interface, so that we can set the prefix property value in the configure() method.  
  
Next, let’s add this custom generator to an entity. For this, we can use the @GenericGenerator annotation with a strategy parameter that contains the full class name of our generator class:  
  
  
@Entity  
public class Product {  
   
 @Id  
 @GeneratedValue(generator = "prod-generator")  
 @GenericGenerator(name = "prod-generator",   
 parameters = @Parameter(name = "prefix", value = "prod"),   
 strategy = "com.baeldung.hibernate.pojo.generator.MyGenerator")  
 private String prodId;  
   
 // ...  
}  
Also, notice we’ve set the prefix parameter to “prod”.  
  
Let’s see a quick JUnit test for a clearer understanding of the id values generated:  
  
  
@Test  
public void whenSaveCustomGeneratedId\_thenOk() {  
 Product product = new Product();  
 session.save(product);  
 Product product2 = new Product();  
 session.save(product2);  
   
 assertThat(product2.getProdId()).isEqualTo("prod-2");  
}  
Here, the first value generated using the “prod” prefix was “prod-1”, followed by “prod-2”.  
  
4. Composite Identifiers  
Besides the simple identifiers we’ve seen so far, Hibernate also allows us to define composite identifiers.  
  
A composite id is represented by a primary key class with one or more persistent attributes.  
  
The primary key class must fulfill several conditions:  
  
it should be defined using @EmbeddedId or @IdClass annotations  
it should be public, serializable and have a public no-arg constructor  
it should implement equals() and hashCode() methods  
The class’s attributes can be basic, composite or ManyToOne while avoiding collections and OneToOne attributes.  
  
4.1. @EmbeddedId  
To define an id using @EmbeddedId, first we need a primary key class annotated with @Embeddable:  
  
  
@Embeddable  
public class OrderEntryPK implements Serializable {  
   
 private long orderId;  
 private long productId;  
   
 // standard constructor, getters, setters  
 // equals() and hashCode()   
}  
Next, we can add an id of type OrderEntryPK to an entity using @EmbeddedId:  
  
  
@Entity  
public class OrderEntry {  
   
 @EmbeddedId  
 private OrderEntryPK entryId;  
   
 // ...  
}  
Let’s see how we can use this type of composite id to set the primary key for an entity:  
  
  
@Test  
public void whenSaveCompositeIdEntity\_thenOk() {  
 OrderEntryPK entryPK = new OrderEntryPK();  
 entryPK.setOrderId(1L);  
 entryPK.setProductId(30L);  
   
 OrderEntry entry = new OrderEntry();  
 entry.setEntryId(entryPK);  
 session.save(entry);  
   
 assertThat(entry.getEntryId().getOrderId()).isEqualTo(1L);  
}  
Here the OrderEntry object has an OrderEntryPK primary id formed of two attributes: orderId and productId.  
  
4.2. @IdClass  
The @IdClass annotation is similar to the @EmbeddedId, except the attributes are defined in the main entity class using @Id for each one.  
  
The primary-key class will look the same as before.  
  
Let’s rewrite the OrderEntry example with an @IdClass:  
  
  
@Entity  
@IdClass(OrderEntryPK.class)  
public class OrderEntry {  
 @Id  
 private long orderId;  
 @Id  
 private long productId;  
   
 // ...  
}  
Then we can set the id values directly on the OrderEntry object:  
  
  
@Test  
public void whenSaveIdClassEntity\_thenOk() {   
 OrderEntry entry = new OrderEntry();  
 entry.setOrderId(1L);  
 entry.setProductId(30L);  
 session.save(entry);  
   
 assertThat(entry.getOrderId()).isEqualTo(1L);  
}  
Note that for both types of composite ids, the primary key class can also contain @ManyToOne attributes.  
  
Hibernate also allows defining primary-keys made up of @ManyToOne associations combined with @Id annotation. In this case, the entity class should also fulfill the conditions of a primary-key class.  
  
The disadvantage of this method is that there’s no separation between the entity object and the identifier.  
  
5. Derived Identifiers  
Derived identifiers are obtained from an entity’s association using the @MapsId annotation.  
  
First, let’s create a UserProfile entity which derives its id from a one-to-one association with the User entity:  
  
  
@Entity  
public class UserProfile {  
   
 @Id  
 private long profileId;  
   
 @OneToOne  
 @MapsId  
 private User user;  
   
 // ...  
}  
Next, let’s verify that a UserProfile instance has the same id as its associated User instance:  
@Test  
public void whenSaveDerivedIdEntity\_thenOk() {   
 User user = new User();  
 session.save(user);  
   
 UserProfile profile = new UserProfile();  
 profile.setUser(user);  
 session.save(profile);  
   
 assertThat(profile.getProfileId()).isEqualTo(user.getUserId());  
}  
6. Conclusion  
In this article, we’ve seen the multiple ways we can define identifiers in Hibernate.
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# Hibernate One-to-Many Mapping Using Annotations

November 17, 2012 by Lokesh Gupta

One to many mapping is made between two entities where first entity can have relation with multiple second entity instances but second can be associated with only one instance of first entity. Its 1 to n relationship. For example, in any company an employee can register multiple bank accounts but one bank account will be associated with one and only one employee. In this post, we will learn to make such mapping in database using hibernate 3

Problem statement

We have to write two entities i.e. EmployeeEntity and AccountEntity such that multiple accounts can be associated with a single employee, but these accounts can not be shared between two or more employees.

### Designing the solution

This problem can be solved in two different ways. One is to have a foreign key column in account table i.i EMPLOYEE\_ID. This column will refer to primary key of Employee table. This way no two accounts can be associated with multiple employees. Obviously, account number needs to be unique for enforcing this restriction.

Another approach is to have a common join table lets say EMPLOYEE\_ACCOUNT. This table will have two column i.e. EMP\_ID which will be foreign key referring to primary key in EMPLOYEE table and similarly ACCOUNT\_ID which will be foreign key referring to primary key of ACCOUNT table.

Lets write some code for both approaches.

## Using foreign key association

In this approach, both entity will be responsible for making the relationship and maintaining it. EmployeeEntity should declare that relationship is One to many, and AccountEntity should declare that relationship from its end is many to one.

Lets first see the schema design.
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Lets write EmployeeEntity.java

|  |
| --- |
| package hibernate.test.oneToMany.foreignKeyAsso;    import java.io.Serializable;  import java.util.Set;    import javax.persistence.CascadeType;  import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.JoinColumn;  import javax.persistence.OneToMany;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "ForeignKeyAssoEntity")  @Table(name = "Employee", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID"),  @UniqueConstraint(columnNames = "EMAIL") })  public class EmployeeEntity implements Serializable {    private static final long serialVersionUID = -1798070786993154676L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer employeeId;    @Column(name = "EMAIL", unique = true, nullable = false, length = 100)  private String email;    @Column(name = "FIRST\_NAME", unique = false, nullable = false, length = 100)  private String firstName;    @Column(name = "LAST\_NAME", unique = false, nullable = false, length = 100)  private String lastName;    @OneToMany(cascade=CascadeType.ALL)  @JoinColumn(name="EMPLOYEE\_ID")  private Set<AccountEntity> accounts;    public Integer getEmployeeId() {  return employeeId;  }    public void setEmployeeId(Integer employeeId) {  this.employeeId = employeeId;  }    public String getEmail() {  return email;  }    public void setEmail(String email) {  this.email = email;  }    public String getFirstName() {  return firstName;  }    public void setFirstName(String firstName) {  this.firstName = firstName;  }    public String getLastName() {  return lastName;  }    public void setLastName(String lastName) {  this.lastName = lastName;  }    public Set<AccountEntity> getAccounts() {  return accounts;  }    public void setAccounts(Set<AccountEntity> accounts) {  this.accounts = accounts;  }  } |

Write AccountEntity.java

|  |
| --- |
| package hibernate.test.oneToMany.foreignKeyAsso;    import java.io.Serializable;    import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.ManyToOne;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "ForeignKeyAssoAccountEntity")  @Table(name = "ACCOUNT", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID")})  public class AccountEntity implements Serializable  {    private static final long serialVersionUID = -6790693372846798580L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer accountId;    @Column(name = "ACC\_NUMBER", unique = true, nullable = false, length = 100)  private String accountNumber;    @ManyToOne  private EmployeeEntity employee;    public Integer getAccountId() {  return accountId;  }    public void setAccountId(Integer accountId) {  this.accountId = accountId;  }    public String getAccountNumber() {  return accountNumber;  }    public void setAccountNumber(String accountNumber) {  this.accountNumber = accountNumber;  }    public EmployeeEntity getEmployee() {  return employee;  }    public void setEmployee(EmployeeEntity employee) {  this.employee = employee;  }  } |

Lets Test the code:

|  |
| --- |
| package hibernate.test.oneToMany;    import hibernate.test.HibernateUtil;  import hibernate.test.oneToMany.foreignKeyAsso.AccountEntity;  import hibernate.test.oneToMany.foreignKeyAsso.EmployeeEntity;    import java.util.HashSet;  import java.util.Set;    import org.hibernate.Session;    public class TestForeignKeyAssociation  {    public static void main(String[] args)  {  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    AccountEntity account1 = new AccountEntity();  account1.setAccountNumber("Account detail 1");    AccountEntity account2 = new AccountEntity();  account2.setAccountNumber("Account detail 2");    AccountEntity account3 = new AccountEntity();  account3.setAccountNumber("Account detail 3");    //Add new Employee object  EmployeeEntity firstEmployee = new EmployeeEntity();  firstEmployee.setEmail("demo-user-first@mail.com");  firstEmployee.setFirstName("demo-one");  firstEmployee.setLastName("user-one");    EmployeeEntity secondEmployee = new EmployeeEntity();  secondEmployee.setEmail("demo-user-second@mail.com");  secondEmployee.setFirstName("demo-two");  secondEmployee.setLastName("user-two");    Set<AccountEntity> accountsOfFirstEmployee = new HashSet<AccountEntity>();  accountsOfFirstEmployee.add(account1);  accountsOfFirstEmployee.add(account2);    Set<AccountEntity> accountsOfSecondEmployee = new HashSet<AccountEntity>();  accountsOfSecondEmployee.add(account3);    firstEmployee.setAccounts(accountsOfFirstEmployee);  secondEmployee.setAccounts(accountsOfSecondEmployee);  //Save Employee  session.save(firstEmployee);  session.save(secondEmployee);    session.getTransaction().commit();  HibernateUtil.shutdown();  }  }  Output:    Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)  Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)  Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into ACCOUNT (ACC\_NUMBER, employee\_ID) values (?, ?)  Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=?  Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=?  Hibernate: update ACCOUNT set EMPLOYEE\_ID=? where ID=? |

### Using a join table

This approach uses a join table to store the associations between account and employee entities. @JoinTable annotation has been used to make this association.

Lets see how the database schema will look like:
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EmployeeEntity.java

|  |
| --- |
| package hibernate.test.oneToMany.joinTable;    import java.io.Serializable;  import java.util.Set;    import javax.persistence.CascadeType;  import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.JoinColumn;  import javax.persistence.JoinTable;  import javax.persistence.OneToMany;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "JoinTableEmployeeEntity")  @Table(name = "Employee", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID"),  @UniqueConstraint(columnNames = "EMAIL") })  public class EmployeeEntity implements Serializable  {  private static final long serialVersionUID = -1798070786993154676L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer employeeId;    @Column(name = "EMAIL", unique = true, nullable = false, length = 100)  private String email;    @Column(name = "FIRST\_NAME", unique = false, nullable = false, length = 100)  private String firstName;    @Column(name = "LAST\_NAME", unique = false, nullable = false, length = 100)  private String lastName;    @OneToMany(cascade=CascadeType.ALL)  @JoinTable(name="EMPLOYEE\_ACCOUNT", joinColumns={@JoinColumn(name="EMPLOYEE\_ID", referencedColumnName="ID")}  , inverseJoinColumns={@JoinColumn(name="ACCOUNT\_ID", referencedColumnName="ID")})  private Set<AccountEntity> accounts;    public Integer getEmployeeId() {  return employeeId;  }    public void setEmployeeId(Integer employeeId) {  this.employeeId = employeeId;  }    public String getEmail() {  return email;  }    public void setEmail(String email) {  this.email = email;  }    public String getFirstName() {  return firstName;  }    public void setFirstName(String firstName) {  this.firstName = firstName;  }    public String getLastName() {  return lastName;  }    public void setLastName(String lastName) {  this.lastName = lastName;  }    public Set<AccountEntity> getAccounts() {  return accounts;  }    public void setAccounts(Set<AccountEntity> accounts) {  this.accounts = accounts;  }  } |

AccountEntity.java

|  |
| --- |
| package hibernate.test.oneToMany.joinTable;    import java.io.Serializable;    import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "JoinTableAccountEntity")  @Table(name = "ACCOUNT", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID")})  public class AccountEntity implements Serializable  {    private static final long serialVersionUID = -6790693372846798580L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer accountId;    @Column(name = "ACC\_NUMBER", unique = true, nullable = false, length = 100)  private String accountNumber;    public Integer getAccountId() {  return accountId;  }    public void setAccountId(Integer accountId) {  this.accountId = accountId;  }    public String getAccountNumber() {  return accountNumber;  }    public void setAccountNumber(String accountNumber) {  this.accountNumber = accountNumber;  }  } |

Configuring entities in config file

We have available both entities to runtime, we have to add them in hibernate.cfg.xml file. Please note that only one set of entities should be configured in configuration file otherwise unexpected results can occur.

|  |
| --- |
| < ?xml version="1.0" encoding="utf-8"?>  < !DOCTYPE hibernate-configuration PUBLIC  "-//Hibernate/Hibernate Configuration DTD 3.0//EN"  "<http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd>">  <hibernate-configuration>  <session-factory>  <property name="hibernate.connection.driver\_class">com.mysql.jdbc.Driver</property>  <propertyname="hibernate.connection.url">jdbc:mysql://localhost:3306/hibernatetest</property>  <property name="hibernate.connection.password">XXXXXX</property>  <property name="hibernate.connection.username">root</property>  <property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>  <property name="show\_sql">true</property>  <property name="hbm2ddl.auto">create</property>  <mapping clas="hibernate.test.oneToMany.foreignKeyAsso.AccountEntity"></mapping>  <mapping clas="hibernate.test.oneToMany.foreignKeyAsso.EmployeeEntity"></mapping>  </session-factory>  </hibernate-configuration> |

Testing the code

Now, its time to test the code. I have written following code to test above entities.

|  |
| --- |
| package hibernate.test.oneToMany;    import hibernate.test.HibernateUtil;  import hibernate.test.oneToMany.joinTable.AccountEntity;  import hibernate.test.oneToMany.joinTable.EmployeeEntity;    import java.util.HashSet;  import java.util.Set;    import org.hibernate.Session;    public class TestJoinTable  {  public static void main(String[] args)  {  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    AccountEntity account1 = new AccountEntity();  account1.setAccountNumber("123-345-65454");    AccountEntity account2 = new AccountEntity();  account2.setAccountNumber("123-345-6542222");    //Add new Employee object  EmployeeEntity emp = new EmployeeEntity();  emp.setEmail("demo-user@mail.com");  emp.setFirstName("demo");  emp.setLastName("user");    Set<AccountEntity> accounts = new HashSet<AccountEntity>();  accounts.add(account1);  accounts.add(account2);    emp.setAccounts(accounts);  //Save Employee  session.save(emp);    session.getTransaction().commit();  HibernateUtil.shutdown();  }  }    Output:    Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)  Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)  Hibernate: insert into EMPLOYEE\_ACCOUNT (EMPLOYEE\_ID, ACCOUNT\_ID) values (?, ?)  Hibernate: insert into EMPLOYEE\_ACCOUNT (EMPLOYEE\_ID, ACCOUNT\_ID) values (?, ?) |

/////////////////////////////////////////////////////////////////////////////////////////////////////////////

# Hibernate Many-to-Many Mapping Using Annotations

November 17, 2012 by Lokesh Gupta

Many to many mapping is made between two entities where one can have relation with multiple other entity instances. For example, for a subscription service SubscriptionEntity and ReaderEntity can be two type of entities. Any subscription can have multiple readers, where a reader can subscribe to multiple subscriptions. In this post, we will learn to make such mapping in database using

Proposed solution

To demonstrate many to many mapping, we will associate two entities i.e. ReaderEntity and SubscriptionEntity. Their database schema should look like this. Using these tables, any application can save multiple associations between readers and subscriptions.
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## Writing owner entity

Owner entity is the entity which is responsible make making the association and maintaining it. In our case, I am making ReaderEntity the owner entity. @JoinTable annotation has been used to make this association.

|  |
| --- |
| package hibernate.test.manyToMany.joinTable;    import java.io.Serializable;  import java.util.Set;    import javax.persistence.CascadeType;  import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.JoinColumn;  import javax.persistence.JoinTable;  import javax.persistence.ManyToMany;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "ReaderEntity")  @Table(name = "READER", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID"),  @UniqueConstraint(columnNames = "EMAIL") })  public class ReaderEntity implements Serializable {    private static final long serialVersionUID = -1798070786993154676L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer readerId;    @Column(name = "EMAIL", unique = true, nullable = false, length = 100)  private String email;    @Column(name = "FIRST\_NAME", unique = false, nullable = false, length = 100)  private String firstName;    @Column(name = "LAST\_NAME", unique = false, nullable = false, length = 100)  private String lastName;    @ManyToMany(cascade=CascadeType.ALL)  @JoinTable(name="READER\_SUBSCRIPTIONS", joinColumns={@JoinColumn(referencedColumnName="ID")}  , inverseJoinColumns={@JoinColumn(referencedColumnName="ID")})  private Set<SubscriptionEntity> subscriptions;    public Integer getReaderId() {  return readerId;  }    public void setReaderId(Integer readerId) {  this.readerId = readerId;  }    public String getEmail() {  return email;  }    public void setEmail(String email) {  this.email = email;  }    public String getFirstName() {  return firstName;  }    public void setFirstName(String firstName) {  this.firstName = firstName;  }    public String getLastName() {  return lastName;  }    public void setLastName(String lastName) {  this.lastName = lastName;  }    public Set<SubscriptionEntity> getSubscriptions() {  return subscriptions;  }    public void setSubscriptions(Set<SubscriptionEntity> subscriptions) {  this.subscriptions = subscriptions;  }  } |

### Writing mapped entity

Our mapped entity is SubscriptionEntity which is mapped to ReaderEntity using “mappedBy” attribute.

|  |
| --- |
| package hibernate.test.manyToMany.joinTable;    import java.io.Serializable;  import java.util.Set;    import javax.persistence.Column;  import javax.persistence.Entity;  import javax.persistence.GeneratedValue;  import javax.persistence.GenerationType;  import javax.persistence.Id;  import javax.persistence.ManyToMany;  import javax.persistence.Table;  import javax.persistence.UniqueConstraint;    @Entity(name = "SubscriptionEntity")  @Table(name = "SUBSCRIPTION", uniqueConstraints = {  @UniqueConstraint(columnNames = "ID")})  public class SubscriptionEntity implements Serializable  {    private static final long serialVersionUID = -6790693372846798580L;    @Id  @GeneratedValue(strategy = GenerationType.IDENTITY)  @Column(name = "ID", unique = true, nullable = false)  private Integer subscriptionId;    @Column(name = "SUBS\_NAME", unique = true, nullable = false, length = 100)  private String subscriptionName;    @ManyToMany(mappedBy="subscriptions")  private Set<ReaderEntity> readers;    public Integer getSubscriptionId() {  return subscriptionId;  }    public void setSubscriptionId(Integer subscriptionId) {  this.subscriptionId = subscriptionId;  }    public String getSubscriptionName() {  return subscriptionName;  }    public void setSubscriptionName(String subscriptionName) {  this.subscriptionName = subscriptionName;  }    public Set<ReaderEntity> getReaders() {  return readers;  }    public void setReaders(Set<ReaderEntity> readers) {  this.readers = readers;  }  } |

## Configuring entities in config file

We have available both entities to runtime, we have to add them in *hibernate.cfg.xml* file.

|  |
| --- |
| <?xml version="1.0" encoding="utf-8"?>  <!DOCTYPE hibernate-configuration PUBLIC  "-//Hibernate/Hibernate Configuration DTD 3.0//EN"  "<http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd>">  <hibernate-configuration>  <session-factory>  <property name="hibernate.connection.driver\_class">com.mysql.jdbc.Driver</property>  <propertyname="hibernate.connection.url">jdbc:mysql://localhost:3306/hibernatetest</property>  <property name="hibernate.connection.password">XXXXXX</property>  <property name="hibernate.connection.username">root</property>  <property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>  <property name="show\_sql">true</property>  <property name="hbm2ddl.auto">create</property>  <mapping class="hibernate.test.manyToMany.joinTable.ReaderEntity"/>  <mapping class="hibernate.test.manyToMany.joinTable.SubscriptionEntity"/>  </session-factory>  </hibernate-configuration> |

## Testing the code

Now, its time to test the code. I have written following code to test above entities.

|  |
| --- |
| package hibernate.test.manyToMany;    import hibernate.test.HibernateUtil;  import hibernate.test.manyToMany.joinTable.\*;    import java.util.HashSet;  import java.util.Set;    import org.hibernate.Session;    public class TestJoinTable  {    public static void main(String[] args)  {  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    //Add subscription  SubscriptionEntity subOne = new SubscriptionEntity();  subOne.setSubscriptionName("Entertainment");    SubscriptionEntity subTwo = new SubscriptionEntity();  subTwo.setSubscriptionName("Horror");    Set<SubscriptionEntity> subs = new HashSet<SubscriptionEntity>();  subs.add(subOne);  subs.add(subTwo);    //Add readers  ReaderEntity readerOne = new ReaderEntity();  readerOne.setEmail("demo-user1@mail.com");  readerOne.setFirstName("demo");  readerOne.setLastName("user");    ReaderEntity readerTwo = new ReaderEntity();  readerTwo.setEmail("demo-user2@mail.com");  readerTwo.setFirstName("demo");  readerTwo.setLastName("user");    Set<ReaderEntity> readers = new HashSet<ReaderEntity>();  readers.add(readerOne);  readers.add(readerTwo);    readerOne.setSubscriptions(subs);  readerTwo.setSubscriptions(subs);    session.save(readerOne);  session.save(readerTwo);    session.getTransaction().commit();  HibernateUtil.shutdown();  }  }    Output:    Hibernate: insert into READER (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into SUBSCRIPTION (SUBS\_NAME) values (?)  Hibernate: insert into SUBSCRIPTION (SUBS\_NAME) values (?)  Hibernate: insert into READER (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)  Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)  Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?)  Hibernate: insert into READER\_SUBSCRIPTIONS (readers\_ID, subscriptions\_ID) values (?, ?) |
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# Hibernate One-to-One Mapping Using Annotations

November 15, 2012 by Lokesh Gupta

If you are working on any hibernate project or you are planning to work on any in future, then you can easily understand the one-to-one relationships between several entities in your application. In this post, i will discuss variations of one-to-one mappings supported in hibernate.

[Download source code](https://drive.google.com/file/d/0B7yo2HclmjI4VHJnQk4tYjBueDA/view?usp=drive_web)
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Using a common join table  
Using shared primary key

For this article, I am extending the example written [for hello world example](https://howtodoinjava.com/hibernate/hibernate-3-introduction-and-writing-hello-world-application/). We have two entities here: *Employee* and *Account*.

## Various supported techniques

In hibernate there are 3 ways to create one-to-one relationships between two entities. Either way you have to use [@OneToOne](https://docs.oracle.com/javaee/5/api/javax/persistence/OneToOne.html) annotation. *First technique* is most widely used and uses a foreign key column in one to table. *Second technique* uses a rather known solution of having a third table to store mapping between first two tables. *Third technique* is something new which uses a common primary key value in both the tables.

Lets see them in action one by one:

## Using foreign key association

In this association, a foreign key column is created in owner entity. For example, if we make EmployeeEntity owner, then a extra column “ACCOUNT\_ID” will be created in Employee table. This column will store the foreign key for Account table.

Table structure will be like this:
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To make such association, refer the account entity in EmployeeEntity class as follow:

|  |
| --- |
| @OneToOne  @JoinColumn(name="ACCOUNT\_ID")  private AccountEntity account; |

The join column is declared with the [@JoinColumn](https://docs.oracle.com/javaee/5/api/javax/persistence/JoinColumn.html) annotation which looks like the [@Column](https://docs.oracle.com/javaee/5/api/javax/persistence/Column.html)annotation. It has one more parameters named referencedColumnName. This parameter declares the column in the targeted entity that will be used to the join.

If no @JoinColumn is declared on the owner side, the defaults apply. A join column(s) will be created in the owner table and its name will be the concatenation of the name of the relationship in the owner side, \_ (underscore), and the name of the primary key column(s) in the owned side.

In a bidirectional relationship, one of the sides (and only one) has to be the owner: the owner is responsible for the association column(s) update. *To declare a side as not responsible for the relationship, the attribute* [*mappedBy*](https://docs.oracle.com/javaee/5/api/javax/persistence/OneToOne.html#mappedBy%28%29) *is used*. mappedBy refers to the property name of the association on the owner side.

|  |
| --- |
| @OneToOne(mappedBy="account")  private EmployeeEntity employee; |

Above “mappedBy” attribute declares that it is dependent on owner entity for mapping.

Lets test above mappings in running code:

|  |
| --- |
| public class TestForeignKeyAssociation {    public static void main(String[] args) {  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    AccountEntity account = new AccountEntity();  account.setAccountNumber("123-345-65454");    // Add new Employee object  EmployeeEntity emp = new EmployeeEntity();  emp.setEmail("demo-user@mail.com");  emp.setFirstName("demo");  emp.setLastName("user");    // Save Account  session.saveOrUpdate(account);  // Save Employee  emp.setAccount(account);  session.saveOrUpdate(emp);    session.getTransaction().commit();  HibernateUtil.shutdown();  }  } |

Running above code creates desired schema in database and run these SQL queries.

|  |
| --- |
| Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)  Hibernate: insert into Employee (ACCOUNT\_ID, EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?, ?) |

You can verify the data and mappings in both tables when you run above program.. :-)

## Using a common join table

This approach is not new to all of us. Lets start with targeted DB structure in this technique.
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In this technique, main annotation to be used is [@JoinTable](https://docs.oracle.com/javaee/5/api/javax/persistence/JoinTable.html). This annotation is used to define the new table name (mandatory) and foreign keys from both of the tables. Lets see how it is used:

|  |
| --- |
| @OneToOne(cascade = CascadeType.ALL)  @JoinTable(name="EMPLOYEE\_ACCCOUNT", joinColumns = @JoinColumn(name="EMPLOYEE\_ID"),  inverseJoinColumns = @JoinColumn(name="ACCOUNT\_ID"))  private AccountEntity account; |

@JoinTable annotation is used in EmployeeEntity class. It declares that a new table EMPLOYEE\_ACCOUNT will be created with two columns EMPLOYEE\_ID (primary key of EMPLOYEE table) and ACCOUNT\_ID (primary key of ACCOUNT table).

Testing above entities generates following SQL queries in log files:

|  |
| --- |
| Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)  Hibernate: insert into Employee (EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?)  Hibernate: insert into EMPLOYEE\_ACCCOUNT (ACCOUNT\_ID, EMPLOYEE\_ID) values (?, ?) |

## Using shared primary key

In this technique, hibernate will ensure that it will use a common primary key value in both the tables. This way primary key of EmployeeEntity can safely be assumed the primary key of AccountEntity also.

Table structure will be like this:
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In this approach, [@PrimaryKeyJoinColumn](https://docs.oracle.com/javaee/5/api/javax/persistence/PrimaryKeyJoinColumn.html) is the main annotation to be used.Let see how to use it.

|  |
| --- |
| @OneToOne(cascade = CascadeType.ALL)  @PrimaryKeyJoinColumn  private AccountEntity account; |

In AccountEntity side, it will remain dependent on owner entity for the mapping.

|  |
| --- |
| @OneToOne(mappedBy="account", cascade=CascadeType.ALL)  private EmployeeEntity employee; |

Testing above entities generates following SQL queries in log files:

|  |
| --- |
| Hibernate: insert into ACCOUNT (ACC\_NUMBER) values (?)  Hibernate: insert into Employee (ACCOUNT\_ID, EMAIL, FIRST\_NAME, LAST\_NAME) values (?, ?, ?, ?) |

So, we have seen all 3 types of one to one mappings supported in hibernate. I will suggest you to download the source code and play with it.

//////////////////////////////////////////////////////////////////////////////////////////////////////////

1st level cache

# Understanding Hibernate First Level Cache with Example

July 1, 2013 by Lokesh Gupta

Caching is a facility provided by ORM frameworks which help users to get fast running web application, while help framework itself to reduce number of queries made to database in a single transaction. Hibernate achieves the second goal by implementing first level cache.

Fist level cache in hibernate is enabled by default and you do not need to do anything to get this functionality working. In fact, you can not disable it even forcefully.

Its easy to understand the first level cache if we understand the fact that it is associated with Session object. As we know session object is created on demand from session factory and it is lost, once the session is closed. Similarly, first level cache associated with session object is available only till session object is live. It is available to session object only and is not accessible to any other session object in any other part of application.

![Hibernate first level cache](data:image/png;base64,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)

## Important facts

1. First level cache is associated with “session” object and other session objects in application can not see it.
2. The scope of cache objects is of session. Once session is closed, cached objects are gone forever.
3. First level cache is enabled by default and you can not disable it.
4. When we query an entity first time, it is retrieved from database and stored in first level cache associated with hibernate session.
5. If we query same object again with same session object, it will be loaded from cache and no sql query will be executed.
6. The loaded entity can be removed from session using evict() method. The next loading of this entity will again make a database call if it has been removed using evict() method.
7. The whole session cache can be removed using clear() method. It will remove all the entities stored in cache.

Lets verify above facts using examples.

## First level cache retrieval example

In this example, I am retrieving DepartmentEntity object from database using hibernate session. I will retrieve it multiple times, and will observe the sql logs to see the differences.

|  |
| --- |
| //Open the hibernate session  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    //fetch the department entity from database first time  DepartmentEntity department = (DepartmentEntity)  session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    session.getTransaction().commit();  HibernateUtil.shutdown();    Output:    Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Human Resource  Human Resource |

As you can see that second “session.load()” statement does not execute select query again and load the department entity directly.

## First level cache retrieval example with new session

With new session, entity is fetched from database again irrespective of it is already present in any other session in application.

|  |
| --- |
| //Open the hibernate session  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    Session sessionTemp = HibernateUtil.getSessionFactory().openSession();  sessionTemp.beginTransaction();  try  {  //fetch the department entity from database first time  DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    department = (DepartmentEntity) sessionTemp.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());  }  finally  {  session.getTransaction().commit();  HibernateUtil.shutdown();    sessionTemp.getTransaction().commit();  HibernateUtil.shutdown();  }    Output:    Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Human Resource  Human Resource    Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Human Resource |

You can see that even if the department entity was stored in “session” object, still another database query was executed when we use another session object “sessionTemp”.

## Removing cache objects from first level cache example

Though we can not disable the first level cache in hibernate, but we can certainly remove some of objects from it when needed. This is done using two methods :

* evict()
* clear()

Here evict() is used to remove a particular object from cache associated with session, and clear() method is used to remove all cached objects associated with session. So they are essentially like remove one and remove all.

|  |
| --- |
| //Open the hibernate session  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();  try  {  //fetch the department entity from database first time  DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    session.evict(department);  //session.clear();    department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());  }  finally  {  session.getTransaction().commit();  HibernateUtil.shutdown();  }    Output:    Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Human Resource  Human Resource    Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  Human Resource |

Clearly, evict() method removed the department object from cache so that it was fetched again from database.

/////////////////////////////////////////////////////////////////////////////////////////////////

HIbernate second level cache

# How Hibernate Second Level Cache Works?

July 2, 2013 by Lokesh Gupta

Caching is facility provided by ORM frameworks which help users to get fast running web application, while help framework itself to reduce number of queries made to database in a single transaction. Hibernate also provide this caching functionality, in two layers.

* Fist level cache: This is enabled by default and works in session scope. Read more about [hibernate first level cache](https://howtodoinjava.com/hibernate/understanding-hibernate-first-level-cache-with-example/).
* Second level cache: This is apart from first level cache which is available to be used globally in session factory scope.

Above statement means, second level cache is created in session factory scope and is available to be used in all sessions which are created using that particular session factory.

It also means that once session factory is closed, all cache associated with it die and cache manager also closed down.

Further, It also means that if you have two instances of session factory (normally no application does that), you will have two cache managers in your application and while accessing cache stored in physical store, you might get unpredictable results like cache-miss.
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In this tutorial, I am giving concepts around hibernate second level cache and give example using code snippets.

## How second level cache works

Lets write all the facts point by point:

1. Whenever hibernate session try to load an entity, the very first place it look for cached copy of entity in first level cache (associated with particular hibernate session).
2. If cached copy of entity is present in first level cache, it is returned as result of load method.
3. If there is no cached entity in first level cache, then second level cache is looked up for cached entity.
4. If second level cache has cached entity, it is returned as result of load method. But, before returning the entity, it is stored in first level cache also so that next invocation to load method for entity will return the entity from first level cache itself, and there will not be need to go to second level cache again.
5. If entity is not found in first level cache and second level cache also, then database query is executed and entity is stored in both cache levels, before returning as response of load() method.
6. Second level cache validate itself for modified entities, if modification has been done through hibernate session APIs.
7. If some user or process make changes directly in database, the there is no way that second level cache update itself until “timeToLiveSeconds” duration has passed for that cache region. In this case, it is good idea to invalidate whole cache and let hibernate build its cache once again. You can use below code snippet to invalidate whole hibernate second level cache.

|  |
| --- |
| /\*\*  \* Evicts all second level cache hibernate entites. This is generally only  \* needed when an external application modifies the databaase.  \*/  public void evict2ndLevelCache() {  try {  Map<String, ClassMetadata> classesMetadata = sessionFactory.getAllClassMetadata();  for (String entityName : classesMetadata.keySet()) {  logger.info("Evicting Entity from 2nd level cache: " + entityName);  sessionFactory.evictEntity(entityName);  }  } catch (Exception e) {  logger.logp(Level.SEVERE, "SessionController", "evict2ndLevelCache", "Error evicting 2nd level hibernate cache entities: ", e);  }  } |

To understand more using examples, I wrote an application for testing in which I configured EhCache as 2nd level cache. Lets see various scenarios:

a) Entity is fetched very first time

|  |
| --- |
| DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    System.out.println(HibernateUtil.getSessionFactory().getStatistics().getEntityFetchCount()); //Prints 1  System.out.println(HibernateUtil.getSessionFactory().getStatistics().getSecondLevelCacheHitCount()); //Prints 0    Output: 1 0 |

*Explanation*: Entity is not present in either 1st or 2nd level cache so, it is fetched from database.

b) Entity is fetched second time

|  |
| --- |
| //Entity is fecthed very first time  DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    System.out.println(HibernateUtil.getSessionFactory().getStatistics().getEntityFetchCount()); //Prints 1  System.out.println(HibernateUtil.getSessionFactory().getStatistics().getSecondLevelCacheHitCount()); //Prints 0    Output: 1 0 |

*Explanation*: Entity is present in first level cache so, it is fetched from there. No need to go to second level cache.

c) Entity is evicted from first level cache and fetched again

|  |
| --- |
| //Entity is fecthed very first time  DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    //Evict from first level cache  session.evict(department);    department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    System.out.println(HibernateUtil.getSessionFactory().getStatistics().getEntityFetchCount()); //Prints 1  System.out.println(HibernateUtil.getSessionFactory().getStatistics().getSecondLevelCacheHitCount()); //Prints 1    Output: 1 1 |

*Explanation*: First time entity is fetched from database. Which cause it store in 1st and 2nd level cache. Second load call fetched from first level cache. Then we evicted entity from 1st level cache. So third load() call goes to second level cache and getSecondLevelCacheHitCount() returns 1.

d) Access second level cache from another session

|  |
| --- |
| //Entity is fecthed very first time  DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, newInteger(1));  System.out.println(department.getName());    //fetch the department entity again  department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    //Evict from first level cache  session.evict(department);    department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    department = (DepartmentEntity) anotherSession.load(DepartmentEntity.class, new Integer(1));  System.out.println(department.getName());    System.out.println(HibernateUtil.getSessionFactory().getStatistics().getEntityFetchCount()); //Prints 1  System.out.println(HibernateUtil.getSessionFactory().getStatistics().getSecondLevelCacheHitCount()); //Prints 2    Output: 1 2 |

*Explanation*: When another session created from same session factory try to get entity, it is successfully looked up in second level cache and no database call is made.
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Second level EH CACHE HIBERNATE

Hibernate EhCache Configuration Tutorial  
July 4, 2013 by Lokesh Gupta  
  
Caching is facility provided by ORM frameworks which help users to get fast running web application, while help framework itself to reduce number of queries made to database in a single transaction. Hibernate also provide this caching functionality, in two layers.  
  
Fist level cache: This is enabled by default and works in session scope. Read more about hibernate first level cache.  
Second level cache: This is apart from first level cache which is available to be used globally in session factory scope.  
In this tutorial, I am giving an example using ehcache configuration as second level cache in hibernate.  
  
:  
  
Whenever hibernate session try to load an entity, the very first place it look for cached copy of entity in first level cache (associated with particular hibernate session).  
If cached copy of entity is present in first level cache, it is returned as result of load method.  
If there is no cached entity in first level cache, then second level cache is looked up for cached entity.  
If second level cache has cached entity, it is returned as result of load method. But, before returning the entity, it is stored in first level cache also so that next invocation to load method for entity will return the entity from first level cache itself, and there will not be need to go to second level cache again.  
If entity is not found in first level cache and second level cache also, then database query is executed and entity is stored in both cache levels, before returning as response of load() method.  
Second level cache validate itself for modified entities, if modification has been done through hibernate session APIs.  
If some user or process make changes directly in database, the there is no way that second level cache update itself until “timeToLiveSeconds” duration has passed for that cache region. In this case, it is good idea to invalidate whole cache and let hibernate build its cache once again. You can use below code snippet to invalidate whole hibernate second level cache.  
About EhCache  
Terracotta Ehcache is a popular open source Java cache that can be used as a Hibernate second level cache. It can be used as a standalone second level cache, or can be configured for clustering to provide a replicated coherent second level cache.  
  
Hibernate ships with the ehcache library. If you want any particular version of ehcache, visit the Terracotta Ehcache download site:  
  
http://www.terracotta.org/products/enterprise-ehcache  
  
The maven dependency is for Ehcache 2.0 and any upgrades is:  
  
<dependency>  
 <groupId>net.sf.ehcache</groupId>  
 <artifactId>ehcache</artifactId>  
 <version>[2.0.0]</version>  
 <type>pom</type>  
</dependency>  
Configuring EhCache  
To configure ehcache, you need to do two steps:  
  
configure Hibernate for second level caching  
specify the second level cache provider  
Hibernate 4.x and above  
  
<property key="hibernate.cache.use\_second\_level\_cache">true</property>  
<property name="hibernate.cache.region.factory\_class">org.hibernate.cache.ehcache.EhCacheRegionFactory</property>  
Hibernate 3.3 and above  
  
<property key="hibernate.cache.use\_second\_level\_cache">true</property>  
<property name="hibernate.cache.region.factory\_class">net.sf.ehcache.hibernate.EhCacheRegionFactory</property>  
Hibernate 3.2 and below  
  
<property key="hibernate.cache.use\_second\_level\_cache">true</property>  
<property name="hibernate.cache.region.provider\_class">net.sf.ehcache.hibernate.EhCacheProvider</property>  
Configuring entity objects  
This may done in two ways.  
  
1) If you are using hbm.xml files then use below configuration:  
  
<class name="com.application.entity.DepartmentEntity" table="...">  
 <cache usage="read-write"/>  
</class>  
2) Otherwise, if you are using annotations, use these annotations:  
  
@Entity  
@Cache(usage=CacheConcurrencyStrategy.READ\_ONLY,  
region="department")  
public class DepartmentEntity implements Serializable  
{  
 //code  
}  
For both options, caching strategy can be of following types:  
  
none : No caching will happen.  
read-only : If your application needs to read, but not modify, instances of a persistent class, a read-only cache can be used.  
read-write : If the application needs to update data, a read-write cache might be appropriate.  
nonstrict-read-write : If the application only occasionally needs to update data (i.e. if it is extremely unlikely that two transactions would try to update the same item simultaneously), and strict transaction isolation is not required, a nonstrict-read-write cache might be appropriate.  
transactional : The transactional cache strategy provides support for fully transactional cache providers such as JBoss TreeCache. Such a cache can only be used in a JTA environment and you must specify hibernate.transaction.manager\_lookup\_class.  
Query caching  
You can also enable query caching. To do so configure it in your hbm.xml:  
  
<property key="hibernate.cache.use\_query\_cache">true</property>  
and where queries are defined in your code, add the method call setCacheable(true) to the queries that should be cached:  
  
sessionFactory.getCurrentSession().createQuery("...").setCacheable(true).list();  
By default, Ehcache will create separate cache regions for each entity that you configure for caching. You can change the defaults for these regions by adding the configuration to your ehcache.xml. To provide this configuration file, use this property in hibernate configuration:  
  
<property name="net.sf.ehcache.configurationResourceName">/ehcache.xml</property>  
And use below configuration to override the default configuration:  
  
<cache  
 name="com.somecompany.someproject.domain.Country"  
 maxElementsInMemory="10000"  
 eternal="false"  
 timeToIdleSeconds="300"  
 timeToLiveSeconds="600"  
 overflowToDisk="true"  
/>  
Please note that in ehcache.xml, if eternal=”true” then we should not write timeToIdealSeconds, timeToLiveSeconds, hibernate will take care about those values  
So if you want to give values manually better use eternal=”false” always, so that we can assign values into timeToIdealSeconds, timeToLiveSeconds manually.  
  
timeToIdealSeconds=”seconds” means, if the object in the global cache is ideal, means not using by any other class or object then it will be waited for some time we specified and deleted from the global cache if time is exceeds more than timeToIdealSeconds value.  
  
timeToLiveSeconds=”seconds” means, the other Session or class using this object or not, i mean may be it is using by other sessions or may not, what ever the situation might be, once it competed the time specified timeToLiveSeconds, then it will be removed from the global cache by hibernate.  
  
Example application  
In our example application, I have one DepartmentEntity for which I want to enable second level cache using ehcache. Lets record the changes step by step:  
  
1) hibernate.cfg.xml  
  
<?xml version="1.0" encoding="utf-8"?>  
<!DOCTYPE hibernate-configuration PUBLIC  
"-//Hibernate/Hibernate Configuration DTD 3.0//EN"  
"http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd">  
<hibernate-configuration>  
 <session-factory>  
 <property name="hibernate.connection.driver\_class">com.mysql.jdbc.Driver</property>  
 <property name="hibernate.connection.url">jdbc:mysql://localhost:3306/hibernatedemo</property>  
 <property name="hibernate.connection.password">password</property>  
 <property name="hibernate.connection.username">root</property>  
 <property name="hibernate.dialect">org.hibernate.dialect.MySQLDialect</property>  
 <property name="show\_sql">true</property>  
 <property name="hbm2ddl.auto">create</property>  
 <property name="hibernate.cache.provider\_class">org.hibernate.cache.EhCacheProvider</property>  
 <mapping class="hibernate.test.dto.DepartmentEntity"></mapping>  
 </session-factory>  
</hibernate-configuration>  
2) DepartmentEntity.java  
  
package hibernate.test.dto;  
   
import java.io.Serializable;  
   
import javax.persistence.Column;  
import javax.persistence.Entity;  
import javax.persistence.GeneratedValue;  
import javax.persistence.GenerationType;  
import javax.persistence.Id;  
import javax.persistence.Table;  
import javax.persistence.UniqueConstraint;  
   
import org.hibernate.annotations.Cache;  
import org.hibernate.annotations.CacheConcurrencyStrategy;  
   
@Entity (name = "dept")  
@Table(name = "DEPARTMENT", uniqueConstraints = {  
 @UniqueConstraint(columnNames = "ID"),  
 @UniqueConstraint(columnNames = "NAME") })  
   
@Cache(usage=CacheConcurrencyStrategy.READ\_ONLY, region="department")  
   
public class DepartmentEntity implements Serializable {  
   
 private static final long serialVersionUID = 1L;  
   
 @Id  
 @GeneratedValue(strategy = GenerationType.IDENTITY)  
 @Column(name = "ID", unique = true, nullable = false)  
 private Integer id;  
   
 @Column(name = "NAME", unique = true, nullable = false, length = 100)  
 private String name;  
   
 public Integer getId() {  
 return id;  
 }  
   
 public void setId(Integer id) {  
 this.id = id;  
 }  
   
 public String getName() {  
 return name;  
 }  
   
 public void setName(String name) {  
 this.name = name;  
 }  
}  
3) HibernateUtil.java  
  
package hibernate.test;  
   
import java.io.File;  
   
import org.hibernate.SessionFactory;  
import org.hibernate.cfg.AnnotationConfiguration;  
   
public class HibernateUtil  
{  
 private static final SessionFactory sessionFactory = buildSessionFactory();  
   
 private static SessionFactory buildSessionFactory()  
 {  
 try  
 {  
 // Create the SessionFactory from hibernate.cfg.xml  
 return new AnnotationConfiguration().configure(new File("hibernate.cgf.xml")).buildSessionFactory();  
 }  
 catch (Throwable ex) {  
 // Make sure you log the exception, as it might be swallowed  
 System.err.println("Initial SessionFactory creation failed." + ex);  
 throw new ExceptionInInitializerError(ex);  
 }  
 }  
   
 public static SessionFactory getSessionFactory() {  
 return sessionFactory;  
 }  
   
 public static void shutdown() {  
 // Close caches and connection pools  
 getSessionFactory().close();  
 }  
}  
4) TestHibernateEhcache.java  
  
public class TestHibernateEhcache  
{   
 public static void main(String[] args)  
 {  
 storeData();  
   
 try  
 {  
 //Open the hibernate session  
 Session session = HibernateUtil.getSessionFactory().openSession();  
 session.beginTransaction();  
   
 //fetch the department entity from database first time  
 DepartmentEntity department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  
 System.out.println(department.getName());  
   
 //fetch the department entity again; Fetched from first level cache  
 department = (DepartmentEntity) session.load(DepartmentEntity.class, new Integer(1));  
 System.out.println(department.getName());  
   
 //Let's close the session  
 session.getTransaction().commit();  
 session.close();  
   
 //Try to get department in new session  
 Session anotherSession = HibernateUtil.getSessionFactory().openSession();  
 anotherSession.beginTransaction();  
   
 //Here entity is already in second level cache so no database query will be hit  
 department = (DepartmentEntity) anotherSession.load(DepartmentEntity.class, new Integer(1));  
 System.out.println(department.getName());  
   
 anotherSession.getTransaction().commit();  
 anotherSession.close();  
 }  
 finally  
 {  
 System.out.println(HibernateUtil.getSessionFactory().getStatistics().getEntityFetchCount()); //Prints 1  
 System.out.println(HibernateUtil.getSessionFactory().getStatistics().getSecondLevelCacheHitCount()); //Prints 1  
   
 HibernateUtil.shutdown();  
 }  
 }  
   
 private static void storeData()  
 {  
 Session session = HibernateUtil.getSessionFactory().openSession();  
 session.beginTransaction();  
   
 DepartmentEntity department = new DepartmentEntity();  
 department.setName("Human Resource");  
   
 session.save(department);  
 session.getTransaction().commit();  
 }  
}  
   
Output:  
   
Hibernate: insert into DEPARTMENT (NAME) values (?)  
Hibernate: select department0\_.ID as ID0\_0\_, department0\_.NAME as NAME0\_0\_ from DEPARTMENT department0\_ where department0\_.ID=?  
Human Resource  
Human Resource  
Human Resource  
1  
1  
In above output, first time the department is fetched from database. but next two times it is fetched from cache. Last fetch is from second level cache.
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LAZY LOADING

# Hibernate – Lazy Loading Tutorial

September 26, 2014 by Lokesh Gupta

So far in previous tutorials, we have learned the concepts around [entities persistence life cycle states](https://howtodoinjava.com/hibernate/hibernate-entity-persistence-lifecycle-states/), Some CRUD operations such as [Save a hibernate entity](https://howtodoinjava.com/hibernate/save-and-saveorupdate-for-saving-hibernate-entities/), [merge or refresh an entity](https://howtodoinjava.com/hibernate/merging-and-refreshing-hibernate-entities/) and then we learned about [cascading effect](https://howtodoinjava.com/hibernate/hibernate-jpa-cascade-types/) as well. Moving forward in this this tutorial, I will be discussing a must-known feature in hibernate, specially if you working in a very large application, known as lazy loading.

## When Lazy Loading is Needed : Sample Problem

Consider one of common Internet web application: the online store. The store maintains a catalog of products. At the crudest level, this can be modeled as a catalog entity managing a series of product entities. In a large store, there may be tens of thousands of products grouped into various overlapping categories.

When a customer visits the store, the catalog must be loaded from the database. We probably don’t want the implementation to load every single one of the entities representing the tens of thousands of products to be loaded into memory. For a sufficiently large retailer, this might not even be possible, given the amount of physical memory available on the machine. Even if this were possible, it would probably cripple the performance of the site. Instead, we want only the catalog to load, possibly with the categories as well. Only when the user drills down into the categories should a subset of the products in that category be loaded from the database.

To manage this problem, Hibernate provides a facility called lazy loading. When enabled, an entity’s associated entities will be loaded only when they are directly requested.

## How Lazy Loading Solve the Problem

Now when we have understood the problem, let’s understand how lazy loading actually helps in real life. If we consider to solve the problem discussed above then we would be accessing a category (or catalog) in below manner:

|  |
| --- |
| //Following code loads only a single category from the database:  Category category = (Category)session.get(Category.class,new Integer(42)); |

However, if all products of this category are accessed, and lazy loading is in effect, the products are pulled from the database as needed. For instance, in the following snippet, the associated product objects will be loaded since it is explicitly referenced in second line.

|  |
| --- |
| //Following code loads only a single category from the database  Category category = (Category)session.get(Category.class,new Integer(42));  //This code will fetch all products for category 42 from database 'NOW'  Set<Product> products = category.getProducts(); |

This solve our problem of loading the products only when they are needed.

## How to Enable Lazy Loading in Hibernate

Before moving further, it is important to recap the default behavior of lazy loading in case of using hibernate mappings vs annotations.

The default behavior is to load ‘property values eagerly’ and to load ‘collections lazily’. Contrary to what you might remember if you have used plain Hibernate 2 (mapping files) before, where all references (including collections) are loaded eagerly by default.

Also note that @OneToMany and @ManyToMany associations are defaulted to LAZY loading; and @OneToOne and @ManyToOne are defaulted to EAGER loading. This is important to remember to avoid any pitfall in future.

To enable lazy loading explicitly you must use "fetch = FetchType.LAZY" on a association which you want to lazy load when you are using hibernate annotations.

An example usage will look like this:

|  |
| --- |
| @OneToMany( mappedBy = "category", fetch = FetchType.LAZY )  private Set<ProductEntity> products; |

Another attribute parallel to "FetchType.LAZY" is "FetchType.EAGER" which is just opposite to LAZY i.e. it will load association entity as well when owner entity is fetched first time.

## How Lazy Loading Works in Hibernate

The simplest way that Hibernate can apply lazy load behavior upon your entities and associations is by providing a proxy implementation of them. Hibernate intercepts calls to the entity by substituting a proxy for it derived from the entity’s class. Where the requested information is missing, it will be loaded from the database before control is ceded to the parent entity’s implementation.

Please note that when the association is represented as a collection class, then a wrapper (essentially a proxy for the collection, rather than for the entities that it contains) is created and substituted for the original collection. When you access this collection proxy then what you get inside returned proxy collection are not proxy entities; rather they are actual entities. You need not to put much pressure on understanding this concept because on runtime it hardly matters.

## Effect of Lazy Loading on Detached Entities

As we know that hibernate can only access the database via a session, So If an entity is detached from the session and when we try to access an association (via a proxy or collection wrapper) that has not yet been loaded, Hibernate throws a LazyInitializationException.

The cure is to ensure either that the entity is made persistent again by attaching it to a session or that all of the fields that will be required are accessed (so they are loaded into entity) before the entity is detached from the session.
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# Hibernate JPA Cascade Types

September 25, 2014 by Lokesh Gupta

We learned about [mapping associated entities](https://howtodoinjava.com/hibernate/how-to-define-association-mappings-between-hibernate-entities/) in hibernate already in previous tutorials such as [one-to-one mapping](https://howtodoinjava.com/hibernate/hibernate-one-to-one-mapping-using-annotations/) and [one-to-many](https://howtodoinjava.com/hibernate/hibernate-one-to-many-mapping-using-annotations/) mappings. There we wanted to save the mapped entity whenever relationship owner entity got saved. To enable this we had use “CascadeType” attribute. In this tutorial, we will learn about various type of available options for cascading via CascadeType.

Before moving forward, let’s look at how this cascade type attribute is defined in your code. Let’s have an example for more clear understanding. Take a scenario where an Employee can have multiple Accounts; but one account must be associated with only one employee. Let’s create entities with minimum information for sake of clarity.

EmployeeEntity.java

|  |
| --- |
| @Entity  @Table(name = "Employee")  public class EmployeeEntity implements Serializable  {  private static final long serialVersionUID = -1798070786993154676L;  @Id  @Column(name = "ID", unique = true, nullable = false)  private Integer employeeId;  @Column(name = "FIRST\_NAME", unique = false, nullable = false, length = 100)  private String firstName;  @Column(name = "LAST\_NAME", unique = false, nullable = false, length = 100)  private String lastName;    @OneToMany(cascade=CascadeType.ALL, fetch = FetchType.LAZY)  @JoinColumn(name="EMPLOYEE\_ID")  private Set<AccountEntity> accounts;    //Getters and Setters Ommited  } |

AccountEntity.java

|  |
| --- |
| @Entity  @Table(name = "Account")  public class AccountEntity implements Serializable  {  private static final long serialVersionUID = 1L;  @Id  @Column(name = "ID", unique = true, nullable = false)  @GeneratedValue(strategy = GenerationType.SEQUENCE)  private Integer accountId;  @Column(name = "ACC\_NO", unique = false, nullable = false, length = 100)  private String accountNumber;    @OneToOne (mappedBy="accounts", fetch = FetchType.LAZY)  private EmployeeEntity employee;    } |

Look at the bold line in above source code for EmployeeEntity.java. It defines “cascade=CascadeType.ALL” and it essentially means that any change happened on EmployeeEntitymust cascade to AccountEntity as well. If you save an employee, then all associated accounts will also be saved into database. If you delete an Employee then all accounts associated with that Employee also be deleted. Simple enough.

But what if we only want to cascade only save operations but not delete operation. Then we need to clearly specify it using below code.

|  |
| --- |
| @OneToMany(cascade=CascadeType.PERSIST, fetch = FetchType.LAZY)  @JoinColumn(name="EMPLOYEE\_ID")  private Set<AccountEntity> accounts; |

Now only when save() or persist() methods are called using employee instance then only accounts will be persisted. If any other method is called on session, it’s effect will not affect/cascade to accounts.

## JPA Cascade Types

The cascade types supported by the Java Persistence Architecture are as below:

1. CascadeType.PERSIST : means that save() or persist() operations cascade to related entities.
2. CascadeType.MERGE : means that related entities are merged when the owning entity is merged.
3. CascadeType.REFRESH : does the same thing for the refresh() operation.
4. CascadeType.REMOVE : removes all related entities association with this setting when the owning entity is deleted.
5. CascadeType.DETACH : detaches all related entities if a “manual detach” occurs.
6. CascadeType.ALL : is shorthand for all of the above cascade operations.

The cascade configuration option accepts an array of CascadeTypes; thus, to include only refreshes and merges in the cascade operation for a One-to-Many relationship as in our example, you might see the following:

|  |
| --- |
| @OneToMany(cascade={CascadeType.REFRESH, CascadeType.MERGE}, fetch = FetchType.LAZY)  @JoinColumn(name="EMPLOYEE\_ID")  private Set<AccountEntity> accounts; |

Above cascading will cause accounts collection to be only merged and refreshed.

## Hibernate Specific Cascade Types

There’s one more cascading operation that’s not part of the normal set above discussed, called “orphan removal“, which removes an owned object from the database when it’s removed from its owning relationship.

Let’s understand with an example. In our Employee and Account entity example, I have updated them as below and have mentioned “orphanRemoval = true” on accounts. It essentially means that whenever I will remove an ‘account from accounts set’ (which means I am removing the relationship between that account and Employee); the account entity which is not associated with any other Employee on database (i.e. orphan) should also be deleted.

EmployeeEntity.java

|  |
| --- |
| @Entity  @Table(name = "Employee")  public class EmployeeEntity implements Serializable  {  private static final long serialVersionUID = -1798070786993154676L;  @Id  @Column(name = "ID", unique = true, nullable = false)  private Integer employeeId;  @Column(name = "FIRST\_NAME", unique = false, nullable = false, length = 100)  private String firstName;  @Column(name = "LAST\_NAME", unique = false, nullable = false, length = 100)  private String lastName;    @OneToMany(orphanRemoval = true, mappedBy = "employee")  private Set<AccountEntity> accounts;    } |

AccountEntity.java

|  |
| --- |
| @Entity (name = "Account")  @Table(name = "Account")  public class AccountEntity implements Serializable  {  private static final long serialVersionUID = 1L;  @Id  @Column(name = "ID", unique = true, nullable = false)  @GeneratedValue(strategy = GenerationType.SEQUENCE)  private Integer accountId;  @Column(name = "ACC\_NO", unique = false, nullable = false, length = 100)  private String accountNumber;    @ManyToOne  private EmployeeEntity employee;  } |

TestOrphanRemovalCascade.java

|  |
| --- |
| public class TestOrphanRemovalCascade  {  public static void main(String[] args)  {  setupTestData();    Session sessionOne = HibernateUtil.getSessionFactory().openSession();  org.hibernate.Transaction tx = sessionOne.beginTransaction();    //Load the employee in another session  EmployeeEntity employee = (EmployeeEntity) sessionOne.load(EmployeeEntity.class, 1);  //Verify there are 3 accounts  System.out.println("Step 1 : " + employee.getAccounts().size());    //Remove an account from first position of collection  employee.getAccounts().remove(employee.getAccounts().iterator().next());    //Verify there are 2 accounts in collection  System.out.println("Step 2 : " + employee.getAccounts().size());    tx.commit();  sessionOne.close();    //In another session check the actual data in database  Session sessionTwo = HibernateUtil.getSessionFactory().openSession();  sessionTwo.beginTransaction();    EmployeeEntity employee1 = (EmployeeEntity) sessionTwo.load(EmployeeEntity.class, 1);  //Verify there are 2 accounts now associated with Employee  System.out.println("Step 3 : " + employee1.getAccounts().size());    //Verify there are 2 accounts in Account table  Query query = sessionTwo.createQuery("from Account a");  @SuppressWarnings("unchecked")  List<AccountEntity> accounts = query.list();  System.out.println("Step 4 : " + accounts.size());    sessionTwo.close();    HibernateUtil.shutdown();  }    private static void setupTestData(){  Session session = HibernateUtil.getSessionFactory().openSession();  session.beginTransaction();    //Create Employee  EmployeeEntity emp = new EmployeeEntity();  emp.setEmployeeId(1);  emp.setFirstName("Lokesh");  emp.setLastName("Gupta");  session.save(emp);    //Create Account 1  AccountEntity acc1 = new AccountEntity();  acc1.setAccountId(1);  acc1.setAccountNumber("11111111");  acc1.setEmployee(emp);  session.save(acc1);    //Create Account 2  AccountEntity acc2 = new AccountEntity();  acc2.setAccountId(2);  acc2.setAccountNumber("2222222");  acc2.setEmployee(emp);  session.save(acc2);    //Create Account 3  AccountEntity acc3 = new AccountEntity();  acc3.setAccountId(3);  acc3.setAccountNumber("33333333");  acc3.setEmployee(emp);  session.save(acc3);    session.getTransaction().commit();  session.close();  }  }    Output:    Hibernate: insert into Employee (FIRST\_NAME, LAST\_NAME, ID) values (?, ?, ?)  Hibernate: insert into Account (ACC\_NO, employee\_ID, ID) values (?, ?, ?)  Hibernate: insert into Account (ACC\_NO, employee\_ID, ID) values (?, ?, ?)  Hibernate: insert into Account (ACC\_NO, employee\_ID, ID) values (?, ?, ?)  Hibernate: select employeeen0\_.ID as ID1\_1\_0\_, employeeen0\_.FIRST\_NAME as FIRST\_NA2\_1\_0\_, employeeen0\_.LAST\_NAME as  LAST\_NAM3\_1\_0\_ from Employee employeeen0\_ where employeeen0\_.ID=?  Hibernate: select accounts0\_.employee\_ID as employee3\_1\_0\_, accounts0\_.ID as ID1\_0\_0\_, accounts0\_.ID as ID1\_0\_1\_,  accounts0\_.ACC\_NO as ACC\_NO2\_0\_1\_, accounts0\_.employee\_ID as employee3\_0\_1\_ from Account accounts0\_ where accounts0\_.employee\_ID=?  Step 1 : 3  Step 2 : 2  Hibernate: delete from Account where ID=?  Hibernate: select employeeen0\_.ID as ID1\_1\_0\_, employeeen0\_.FIRST\_NAME as FIRST\_NA2\_1\_0\_, employeeen0\_.LAST\_NAME as  LAST\_NAM3\_1\_0\_ from Employee employeeen0\_ where employeeen0\_.ID=?  Hibernate: select accounts0\_.employee\_ID as employee3\_1\_0\_, accounts0\_.ID as ID1\_0\_0\_, accounts0\_.ID as ID1\_0\_1\_,  accounts0\_.ACC\_NO as ACC\_NO2\_0\_1\_, accounts0\_.employee\_ID as employee3\_0\_1\_ from Account accounts0\_ where accounts0\_.employee\_ID=?  Step 3 : 2  Hibernate: select accountent0\_.ID as ID1\_0\_, accountent0\_.ACC\_NO as ACC\_NO2\_0\_, accountent0\_.employee\_ID as employee3\_0\_  from Account accountent0\_  Step 4 : 2 |

It’s a very good way of removing the matching/mismatching items from a collection (i.e. many-to-one or one-to-many relationships). You just remove the item from collection and hibernate take care of rest of the things for you. It will check whether entity is referenced from any place or not; If it is not then it will delete the entity from database itself.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////

JDBC\

# Java JDBC PreparedStatement Example

November 24, 2013 by Lokesh Gupta

In database management systems, a [prepared statement](https://en.wikipedia.org/wiki/Prepared_statement) or parameterized statement is a feature used to execute the same or similar database statements repeatedly with high efficiency. Typically used with SQL statements such as queries or updates, the prepared statement takes the form of a template into which certain constant values are substituted during each execution.

A typical template would look like this: “INSERT INTO EMPLOYEE (ID, NAME) VALUES (?, ?);”

Here values are set in runtime at placeholders represented by “?”.

## How prepared statement works?

Most relational databases handles a JDBC / SQL query in four steps:

1. Parse the incoming SQL query
2. Compile the SQL query
3. Plan/optimize the data acquisition path
4. Execute the optimized query / acquire and return data

A Statement will always proceed through the four steps above for each SQL query sent to the database. A Prepared Statement pre-executes steps (1) – (3) in the execution process above. Thus, when creating a Prepared Statement some pre-optimization is performed immediately. The effect is to lessen the load on the database engine at execution time.

## Advantages of using prepared statement over simple JDBC statement

* Pre-compilation and DB-side caching of the SQL statement leads to overall faster execution and the ability to reuse the same SQL statement in batches.
* Automatic prevention of SQL injection attacks by builtin escaping of quotes and other special characters. Note that this requires that you use any of the PreparedStatement setXxx() methods to set the values and not use inline the values in the SQL string by string-concatenating.
* Apart from above two main usage, prepared statements makes it easy to work with complex objects like BLOBs and CLOBs.

If you have missed, in previous posts, we have learned about types of [JDBC drivers](https://howtodoinjava.com/core-java/jdbc/jdbc-basics-types-of-jdbc-drivers/) and some basic operations like [making database connection using JDBC](https://howtodoinjava.com/core-java/jdbc/jdbc-mysql-database-connection-example/) and then how to [execute SELECT Query](https://howtodoinjava.com/misc/jdbc-select-query-example/), and then [INSET Query example](https://howtodoinjava.com/core-java/jdbc/jdbc-sql-insert-query-example/)

Execution of prepared statements requires following steps:

1) Make a database connection

2) Set values and execute prepared statement

Pre-requisites include setting up a database schema and creating a table at least.

|  |
| --- |
| CREATE SCHEMA 'JDBCDemo' ;    CREATE TABLE 'JDBCDemo'.'EMPLOYEE'  (  'ID' INT NOT NULL DEFAULT 0 ,  'FIRST\_NAME' VARCHAR(100) NOT NULL ,  'LAST\_NAME' VARCHAR(100) NULL ,  'STAT\_CD' TINYINT NOT NULL DEFAULT 0  ); |

Let’s write above steps in code:

## 1) Make JDBC database connection

Though we have already learned about it in making [JDBC connection](https://howtodoinjava.com/core-java/jdbc/jdbc-mysql-database-connection-example/), lets recap with this simple code snippet.

|  |
| --- |
| Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager  .getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password"); |

## 2) Set values and execute PreparedStatement

This is the main step and core part in the post. It requires creating a Statement object and then using it’s executeQuery() method.

|  |
| --- |
| PreparedStatement pstmt = connection.prepareStatement(sql);  pstmt.setInt(1, 87);  pstmt.setString(2, "Lokesh");  pstmt.setString(3, "Gupta");  pstmt.setInt(4, 5);    int affectedRows = pstmt.executeUpdate(); |

Let’s see the whole code in working.

## Complete JDBC PreparedStatement Example

|  |
| --- |
| package com.howtodoinjava.jdbc.demo;    import java.sql.Connection;  import java.sql.DriverManager;  import java.sql.PreparedStatement;    public class PreparedStatementDemo  {  public static void main(String[] args)  {  Connection connection = null;  PreparedStatement pstmt = null;  String sql = "INSERT INTO EMPLOYEE (ID,FIRST\_NAME,LAST\_NAME,STAT\_CD) VALUES (?,?,?,?)";  try  {  Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager.getConnection("jdbc:mysql://localhost:3306/JDBCDemo","root", "password");    pstmt = connection.prepareStatement(sql);  pstmt.setInt(1, 87);  pstmt.setString(2, "Lokesh");  pstmt.setString(3, "Gupta");  pstmt.setInt(4, 5);  int affectedRows = pstmt.executeUpdate();  System.out.println(affectedRows + " row(s) affected !!");  }  catch (Exception e) {  e.printStackTrace();  }finally {  try {  pstmt.close();  connection.close();  } catch (Exception e) {  e.printStackTrace();  }  }  }  }    Output:    1 row(s) affected !! |

SQL DELETE query are executed to remove/delete data stored in relational databases. It requires following steps:

1) Make a database connection

2) Execute the SQL DELETE Query

Pr-requisites include setting up a database schema and creating a table first.

|  |
| --- |
| CREATE SCHEMA 'JDBCDemo' ;    CREATE TABLE 'JDBCDemo'.'EMPLOYEE'  (  'ID' INT NOT NULL DEFAULT 0 ,  'FIRST\_NAME' VARCHAR(100) NOT NULL ,  'LAST\_NAME' VARCHAR(100) NULL ,  'STAT\_CD' TINYINT NOT NULL DEFAULT 0  ); |

Let’s write above steps in code:

## 1) Make a database connection

Though we have already learned about it in making JDBC connection, lets recap with this simple code snippet.

|  |
| --- |
| Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager  .getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password"); |

## 2) Execute the SQL DELETE Query

This is the main step and core part in the post. It requires creating a Statement object and then using it’s execute() method.

|  |
| --- |
| Statement stmt = connection.createStatement();  stmt.execute("DELETE FROM EMPLOYEE WHERE ID >= 1"); |

Above statement will execute delete statement in database we are connected to. This will remove all records which match by where clause.

Let’s see the whole code in working.

|  |
| --- |
| package com.howtodoinjava.jdbc.demo;    import java.sql.Connection;  import java.sql.DriverManager;  import java.sql.Statement;    public class DeleteDataDemo {  public static void main(String[] args) {  Connection connection = null;  Statement stmt = null;  try  {  Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager.getConnection("jdbc:mysql://localhost:3306/JDBCDemo","root", "password");    stmt = connection.createStatement();  stmt.execute("DELETE FROM EMPLOYEE WHERE ID >= 1");  }  catch (Exception e) {  e.printStackTrace();  }finally {  try {  stmt.close();  connection.close();  } catch (Exception e) {  e.printStackTrace();  }  }  }  } |

SQL INSERT query are executed to push/store data stored in relational databases. It requires following steps:

1) Make a database connection

2) Execute the SQL INSERT Query

Pr-requisites include setting up a database schema and creating a table at least.

|  |
| --- |
| CREATE SCHEMA 'JDBCDemo' ;    CREATE TABLE 'JDBCDemo'.'EMPLOYEE'  (  'ID' INT NOT NULL DEFAULT 0 ,  'FIRST\_NAME' VARCHAR(100) NOT NULL ,  'LAST\_NAME' VARCHAR(100) NULL ,  'STAT\_CD' TINYINT NOT NULL DEFAULT 0  ); |

Let’s write above steps in code:

## 1) Make a database connection

Though we have already learned about it in making JDBC connection, lets recap with this simple code snippet.

|  |
| --- |
| Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager  .getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password"); |

## 2) Execute the SQL INSERT Query

This is the main step and core part in ths post. It requires creating a Statement object and then using it’s execute() method.

|  |
| --- |
| Statement stmt = connection.createStatement();  stmt.execute("INSERT INTO EMPLOYEE (ID,FIRST\_NAME,LAST\_NAME,STAT\_CD) VALUES (1,'Lokesh','Gupta',5)"); |

Above statement will execute an insert statement in database we are connected to.

Let’s see the whole code in working.

|  |
| --- |
| package com.howtodoinjava.jdbc.demo;    import java.sql.Connection;  import java.sql.DriverManager;  import java.sql.Statement;    public class InsertDataDemo {  public static void main(String[] args) {  Connection connection = null;  Statement stmt = null;  try  {  Class.forName("com.mysql.jdbc.Driver");  connection = DriverManager  .getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password");    stmt = connection.createStatement();  stmt.execute("INSERT INTO EMPLOYEE (ID,FIRST\_NAME,LAST\_NAME,STAT\_CD) "  + "VALUES (1,'Lokesh','Gupta',5)");  }  catch (Exception e) {  e.printStackTrace();  }finally {  try {  stmt.close();  connection.close();  } catch (Exception e) {  e.printStackTrace();  }  }  }  } |

That’s all in this post. Drop me a comment if something needs explanation.

Happy Leaning !!

SELECT  
In previous posts, we have learned about types of JDBC drivers and the how to make database connection using JDBC. Let’s move forward and start interacting with database. First example I am picking up is SQL SELECT queries.  
  
JDBC-Icon  
  
SQL SELECT query are executed to fetch data stored in relational databases. It requires following steps:  
  
1) Make a database connection  
2) Execute the SQL Query  
3) Fetch the data from result set  
  
Pre-requisites include setting up a database schema and creating a table at least.  
  
CREATE SCHEMA 'JDBCDemo' ;  
   
CREATE TABLE 'JDBCDemo'.'EMPLOYEE'  
(  
 'ID' INT NOT NULL DEFAULT 0 ,  
 'FIRST\_NAME' VARCHAR(100) NOT NULL ,  
 'LAST\_NAME' VARCHAR(100) NULL ,  
 'STAT\_CD' TINYINT NOT NULL DEFAULT 0  
);  
Let’s write above steps in code:  
  
1) Make a database connection  
Though we have already learned about it in making JDBC connection, lets recap with this simple code snippet.  
  
Class.forName("com.mysql.jdbc.Driver");  
connection = DriverManager  
 .getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password");  
2) Execute the SQL Query  
This is the main step and core part in the post. It requires creating a Statement object and then using it’s executeQuery() method.  
  
Statement selectStmt = connection.createStatement();  
ResultSet rs = selectStmt  
 .executeQuery("SELECT ID,FIRST\_NAME,LAST\_NAME,STAT\_CD FROM EMPLOYEE WHERE ID <= 10");  
3) Fetch the data from result set  
You can use various getXXX() methods available in ResultSet. But if you want to make it generic then use getString() method and parse the data as and when needed.  
  
ResultSet rs = selectStmt  
 .executeQuery("SELECT ID,FIRST\_NAME,LAST\_NAME,STAT\_CD FROM EMPLOYEE WHERE ID <= 10");  
while(rs.next())  
{  
 System.out.println(rs.getString(1)); //First Column  
 System.out.println(rs.getString(2)); //Second Column  
 System.out.println(rs.getString(3)); //Third Column  
 System.out.println(rs.getString(4)); //Fourth Column  
}  
Let’s see the whole code in working.  
  
package com.howtodoinjava.jdbc.demo;  
   
import java.sql.Connection;  
import java.sql.DriverManager;  
import java.sql.ResultSet;  
import java.sql.Statement;  
   
public class SelectDataDemo {  
 public static void main(String[] args) {  
 Connection connection = null;  
 Statement insertStmt = null;  
 Statement selectStmt = null;  
 try  
 {  
 Class.forName("com.mysql.jdbc.Driver");  
 connection = DriverManager.getConnection("jdbc:mysql://localhost:3306/JDBCDemo", "root", "password");  
   
 /\*insertStmt = connection.createStatement();  
 insertStmt.execute("INSERT INTO EMPLOYEE (ID,FIRST\_NAME,LAST\_NAME,STAT\_CD) VALUES (1,'Lokesh','Gupta',5)");  
 insertStmt.execute("INSERT INTO EMPLOYEE (ID,FIRST\_NAME,LAST\_NAME,STAT\_CD) VALUES (2,'howtodoinjava','com',5)");\*/  
   
 selectStmt = connection.createStatement();  
 ResultSet rs = selectStmt.executeQuery("SELECT ID,FIRST\_NAME,LAST\_NAME,STAT\_CD FROM EMPLOYEE WHERE ID <= 10");  
 while(rs.next())  
 {  
 System.out.println(rs.getString(1)); //First Column  
 System.out.println(rs.getString(2)); //Second Column  
 System.out.println(rs.getString(3)); //Third Column  
 System.out.println(rs.getString(4)); //Fourth Column  
 }  
 }  
 catch (Exception e) {  
 e.printStackTrace();  
 }finally {  
 try {  
 selectStmt.close();  
 insertStmt.close();  
 connection.close();  
 } catch (Exception e) {  
 e.printStackTrace();  
 }  
 }  
 }  
}  
   
Output:  
   
1  
Lokesh  
Gupta  
5  
2  
howtodoinjava  
com  
5

///////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

/What is factory Pattern

In Java, you have 3 different kinds of Design Patterns.  
  
Creational - How objects are created  
Behavioral - How objects interact (behave) with each other  
Structural - How objects are structured or laid out (relation with each other)  
Factory Design Pattern is one of the creational design patterns. It is to help you with the creation of an object at runtime without the client needing to know the internal implementation details (not even the name of the class). For this, the factory needs to have one additional but mandatory input - which indicates what type of object you want to create.  
  
For example, you have 2 different Databases in your application. Say MySQL and Oracle and you want to work with both but you would decide at runtime which database you want to work with. In this scenario, you go with a Factory Pattern by providing the name of the database you want to work with, as an input parameter.  
  
See the below example. It is NOT a complete example but for your better understanding in a short and sweet manner.  
  
public DAOInstance getDAOInstance(String input)  
{  
 if(input.equalsIgnoreCase("Oracle"))  
 {   
 return new OracleDAO();  
 }  
 else if (input.equalsIgnoreCase("MySQL"))  
 {  
 return new MySQLDAO();  
 }   
 else  
 return null;  
}

/////////////////////////////////////////)//////////////////

**COMPARE AND SWAP WORKING**

**How CAS (Compare And Swap) in Java works?**Before we dig into CAS (Compare And Swap) strategy and how is it used by atomic constructs like AtomicInteger, first consider this code:  
public class MyApp  
{  
 private volatile int count = 0;  
 public void upateVisitors()   
 {  
 ++count; //increment the visitors count  
 }  
}  
  
This sample code is tracking the count of visitors to the application. Is there anything wrong with this code? What will happen if multiple threads try to update count? Actually the problem is simply marking count as volatile does not guarantee atomicity and ++count is not an atomic operations. To read more check this.  
  
Can we solve this problem if we mark the method itself synchronized as shown below:  
public class MyApp  
{  
 private int count = 0;  
 public synchronized void upateVisitors()   
 {  
 ++count; //increment the visitors count  
 }  
}  
  
Will this work? If yes then what changes have we made actually?  
Does this code guarantee atomicity? Yes.  
Does this code guarantee visibility? Yes.  
  
Then what is the problem?  
It makes use of locking and that introduces lot of delay and overhead. Check this article. This is very expensive way of making things work.  
  
To overcome these problems atomic constructs were introduced. If we make use of an AtomicInteger to track the count it will work.   
public class MyApp  
{  
 private AtomicInteger count = new AtomicInteger(0);  
 public void upateVisitors()   
 {  
 count.incrementAndGet(); //increment the visitors count  
 }  
}  
  
The classes that support atomic operations e.g. AtomicInteger, AtomicLong etc. makes use of CAS. CAS does not make use of locking rather it is very optimistic in nature. It follows these steps:   
Compare the value of the primitive to the value we have got in hand.  
If the values do not match it means some thread in between has changed the value. Else it will go ahead and swap the value with new value.  
  
Check the following code in AtomicLong class:  
public final long incrementAndGet() {  
 for (;;) {  
 long current = get();  
 long next = current + 1;  
 if (compareAndSet(current, next))  
 return next;  
 }  
}  
  
In JDK 8 the above code has been changed to a single intrinsic:  
public final long incrementAndGet() {  
 return unsafe.getAndAddLong(this, valueOffset, 1L) + 1L;  
}  
  
What advantage this single intrinsic have?  
Actually this single line is JVM intrinsic which is translated by JIT into an optimized instruction sequence. In case of x86 architecture it is just a single CPU instruction LOCK XADD which might yield better performance than classic load CAS loop.  
  
Now think about the possibility when we have high contention and a number of threads want to update the same atomic variable. In that case there is a possibility that locking will outperform the atomic variables but in realistic contention levels atomic variables outperform lock. There is one more construct introduced in Java

//////////////////////////////////////////////////////////

ATOMIC VOLATILE SYNCHRONIZED

You are specifically asking about how they internally work, so here you are:  
  
No synchronization  
private int counter;  
  
public int getNextUniqueIndex() {  
 return counter++;   
}  
It basically reads value from memory, increments it and puts back to memory. This works in single thread but nowadays, in the era of multi-core, multi-CPU, multi-level caches it won't work correctly. First of all it introduces race condition (several threads can read the value at the same time), but also visibility problems. The value might only be stored in "local" CPU memory (some cache) and not be visible for other CPUs/cores (and thus - threads). This is why many refer to local copy of a variable in a thread. It is very unsafe. Consider this popular but broken thread-stopping code:  
  
private boolean stopped;  
  
public void run() {  
 while(!stopped) {  
 //do some work  
 }  
}  
  
public void pleaseStop() {  
 stopped = true;  
}  
Add volatile to stopped variable and it works fine - if any other thread modifies stopped variable via pleaseStop() method, you are guaranteed to see that change immediately in working thread's while(!stopped) loop. BTW this is not a good way to interrupt a thread either, see: How to stop a thread that is running forever without any use and Stopping a specific java thread.  
  
AtomicInteger  
private AtomicInteger counter = new AtomicInteger();  
  
public int getNextUniqueIndex() {  
 return counter.getAndIncrement();  
}  
The AtomicInteger class uses CAS (compare-and-swap) low-level CPU operations (no synchronization needed!) They allow you to modify a particular variable only if the present value is equal to something else (and is returned successfully). So when you execute getAndIncrement() it actually runs in a loop (simplified real implementation):  
  
int current;  
do {  
 current = get();  
} while(!compareAndSet(current, current + 1));  
So basically: read; try to store incremented value; if not successful (the value is no longer equal to current), read and try again. The compareAndSet() is implemented in native code (assembly).  
  
volatile without synchronization  
private volatile int counter;  
  
public int getNextUniqueIndex() {  
 return counter++;   
}  
This code is not correct. It fixes the visibility issue (volatile makes sure other threads can see change made to counter) but still has a race condition. This has been explained multiple times: pre/post-incrementation is not atomic.  
  
The only side effect of volatile is "flushing" caches so that all other parties see the freshest version of the data. This is too strict in most situations; that is why volatile is not default.  
  
volatile without synchronization (2)  
volatile int i = 0;  
void incIBy5() {  
 i += 5;  
}  
The same problem as above, but even worse because i is not private. The race condition is still present. Why is it a problem? If, say, two threads run this code simultaneously, the output might be + 5 or + 10. However, you are guaranteed to see the change.  
  
Multiple independent synchronized  
void incIBy5() {  
 int temp;  
 synchronized(i) { temp = i }  
 synchronized(i) { i = temp + 5 }  
}  
Surprise, this code is incorrect as well. In fact, it is completely wrong. First of all you are synchronizing on i, which is about to be changed (moreover, i is a primitive, so I guess you are synchronizing on a temporary Integer created via autoboxing...) Completely flawed. You could also write:  
  
synchronized(new Object()) {  
 //thread-safe, SRSLy?  
}  
No two threads can enter the same synchronized block with the same lock. In this case (and similarly in your code) the lock object changes upon every execution, so synchronized effectively has no effect.  
  
Even if you have used a final variable (or this) for synchronization, the code is still incorrect. Two threads can first read i to temp synchronously (having the same value locally in temp), then the first assigns a new value to i (say, from 1 to 6) and the other one does the same thing (from 1 to 6).  
  
The synchronization must span from reading to assigning a value. Your first synchronization has no effect (reading an int is atomic) and the second as well. In my opinion, these are the correct forms:  
  
void synchronized incIBy5() {  
 i += 5   
}  
  
void incIBy5() {  
 synchronized(this) {  
 i += 5   
 }  
}  
  
void incIBy5() {  
 synchronized(this) {  
 int temp = i;  
 i = temp + 5;  
 }  
}

///////////////////////////////////////////////////

atomic Opera tion

Doing a = 28 (with a being an int) is an atomic operation. But doing a++ is not an atomic operation because it requires a read of the value of a, an incrementation, and a write to a of the result. As a result, if you used a++ to implement a thread-safe counter, you could have two threads reading the value concurrently (26 for example), then have both increment it and writing it concurrently, resulting in 27 as a result, instead of 28.  
  
AtomicInteger solves this issue by providing atomic operations like the ones you listed. In my example, you would use incrementAndGet() for example, which would guarantee the end value is 28 and not 27.

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Writing Thread safe code

# [How to write Thread-Safe Code in Java](https://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html)

**thread-safety** or **thread-safe code in Java** refers to code which can safely be used or shared in concurrent or multi-threading environment and they will behave as expected. any code, class or object which can behave differently from its contract on concurrent environment is not thread-safe. thread-safety is one of the risk introduced by using [threads in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) and I have seen java programmers and developers struggling to *write thread-safe code* or just understanding *what is thread-safe code* and what is not? This will not be very detailed article on thread-safety or low level details of [synchronization in Java](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) instead we will keep it simple and focus on one example of non thread-safe code and try to understand what is thread-safety and **how to make an code thread-safe**.

## How to make Thread-Safe Code in Java

### Example of Non Thread Safe Code in Java

/\*

**\* Non Thread-Safe Class in Java**

\*/

public class **Counter** {

private int count;

/\*

\* This method is not thread-safe because ++ is not an atomic operation

\*/

public int getCount(){

return count++;

}

}

**Above example is not thread-safe** because ++ (increment operator) is not an **atomic operation** and can be broken down into read, update and write operation. if multiple thread call getCount() approximately same time each of these three operation may coincide or overlap with each other for example while thread 1 is updating value , thread 2 reads and still gets old value, which eventually let thread 2 override thread 1 increment and **one count is lost** because multiple thread called it concurrently.

**What is deadlock?**"

Answer is simple, when two or more threads are waiting for each other to release lock and get stuck for infinite time, situation is called deadlock . It will only happen in case of multitasking.

## How do you detect deadlock in Java ?

Though this could have many answers , my version is first I would look the code if I see nested synchronized block or calling one synchronized method from other or trying to get lock on different object then there is good chance of deadlock if developer is not very careful.

Other way is to find it when you actually get locked while running the application , try to take thread dump , in Linux you can do this by command **"kill -3"** , this will print status of all the thread in application log file and you can see which thread is locked on which object

## Write a Java program which will result in deadlock?

Once you answer this , they may ask you to **write code which will result in deadlock ?**

here is one of my version

/\*\*  
 \* Java program to create a deadlock by imposing circular wait.  
 \*   
 \* @author WINDOWS 8  
 \*  
 \*/  
public class DeadLockDemo {  
  
 /\*  
 \* This method request two locks, first String and then Integer  
 \*/  
 public void method1() {  
 synchronized (String.class) {  
 System.out.println("Aquired lock on String.class object");  
  
 synchronized (Integer.class) {  
 System.out.println("Aquired lock on Integer.class object");  
 }  
 }  
 }  
  
 /\*  
 \* This method also requests same two lock but in exactly  
 \* Opposite order i.e. first Integer and then String.   
 \* This creates potential deadlock, if one thread holds String lock  
 \* and other holds Integer lock and they wait for each other, forever.  
 \*/  
 public void method2() {  
 synchronized (Integer.class) {  
 System.out.println("Aquired lock on Integer.class object");  
  
 synchronized (String.class) {  
 System.out.println("Aquired lock on String.class object");  
 }  
 }  
 }  
}

## How to avoid deadlock in Java?

Now interviewer comes to final part, one of the most important in my view; *How do you fix deadlock?* or **How to avoid deadlock in Java?**

If you have looked above code carefully then you may have figured out that real reason for deadlock is not multiple threads but ***the way they are requesting lock*** , if you provide an ordered access then problem will be resolved , here is my fixed version, which avoids deadlock by avoiding circular wait with no preemption.

public class DeadLockFixed {  
  
 /\*\*  
 \* Both method are now requesting lock in same order, first Integer and then String.  
 \* You could have also done reverse e.g. first String and then Integer,  
 \* both will solve the problem, as long as both method are requesting lock  
 \* in consistent order.  
 \*/  
 public void method1() {  
 synchronized (Integer.class) {  
 System.out.println("Aquired lock on Integer.class object");  
  
 synchronized (String.class) {  
 System.out.println("Aquired lock on String.class object");  
 }  
 }  
 }  
  
 public void method2() {  
 synchronized (Integer.class) {  
 System.out.println("Aquired lock on Integer.class object");  
  
 synchronized (String.class) {  
 System.out.println("Aquired lock on String.class object");  
 }  
 }  
 }  
}

Now there would not be any deadlock because both methods are accessing lock on Integer and String class literal in same order. So, if thread A acquires lock on Integer object , thread B will not proceed until thread A releases Integer lock, same way thread A will not be blocked even if thread B holds String lock because now thread B will not expect thread A to release Integer lock to proceed further.

///////////////////////////////////////////////////////////////////////////////////////////////////////////////////

# Java FutureTask Example Program

APRIL 2, 2018 BY [PANKAJ](https://www.journaldev.com/author/pankaj) [13 COMMENTS](https://www.journaldev.com/1650/java-futuretask-example-program#comments)

Sometime back I wrote a post about [Java Callable Future](https://www.journaldev.com/1090/java-callable-future-example) interfaces that we can use to get the concurrent processing benefits of threads as well as they are capable of returning value to the calling program.

FutureTask is base concrete implementation of Future interface and provides asynchronous processing. It contains the methods to start and cancel a task and also methods that can return the state of the FutureTask as whether it’s completed or cancelled. We need a callable object to create a future task and then we can use [Java Thread Pool Executor](https://www.journaldev.com/1069/threadpoolexecutor-java-thread-pool-example-executorservice) to process these asynchronously.

Let’s see the example of FutureTask with a simple program.

Since FutureTask requires a callable object, we will create a simple Callable implementation.

package com.journaldev.threads;  
  
import java.util.concurrent.Callable;  
  
public class MyCallable implements Callable<String> {  
  
 private long waitTime;  
   
 public MyCallable(int timeInMillis){  
 this.waitTime=timeInMillis;  
 }  
 @Override  
 public String call() throws Exception {  
 Thread.sleep(waitTime);  
 //return the thread name executing this callable task  
 return Thread.currentThread().getName();  
 }  
  
}

Here is an example of FutureTask method and it’s showing commonly used methods of FutureTask.

package com.journaldev.threads;  
  
import java.util.concurrent.ExecutionException;  
import java.util.concurrent.ExecutorService;  
import java.util.concurrent.Executors;  
import java.util.concurrent.FutureTask;  
import java.util.concurrent.TimeUnit;  
import java.util.concurrent.TimeoutException;  
  
public class FutureTaskExample {  
  
 public static void main(String[] args) {  
 MyCallable callable1 = new MyCallable(1000);  
 MyCallable callable2 = new MyCallable(2000);  
  
 FutureTask<String> futureTask1 = new FutureTask<String>(callable1);  
 FutureTask<String> futureTask2 = new FutureTask<String>(callable2);  
  
 ExecutorService executor = Executors.newFixedThreadPool(2);  
 executor.execute(futureTask1);  
 executor.execute(futureTask2);  
   
 while (true) {  
 try {  
 if(futureTask1.isDone() && futureTask2.isDone()){  
 System.out.println("Done");  
 //shut down executor service  
 executor.shutdown();  
 return;  
 }  
   
 if(!futureTask1.isDone()){  
 //wait indefinitely for future task to complete  
 System.out.println("FutureTask1 output="+futureTask1.get());  
 }  
   
 System.out.println("Waiting for FutureTask2 to complete");  
 String s = futureTask2.get(200L, TimeUnit.MILLISECONDS);  
 if(s !=null){  
 System.out.println("FutureTask2 output="+s);  
 }  
 } catch (InterruptedException | ExecutionException e) {  
 e.printStackTrace();  
 }catch(TimeoutException e){  
 //do nothing  
 }  
 }  
   
 }  
  
}

When we run above program, you will notice that it doesn’t print anything for sometime because get()method of FutureTask waits for the task to get completed and then returns the output object. There is an overloaded method also to wait for only specified amount of time and we are using it for futureTask2. Also notice the use of isDone() method to make sure program gets terminated once all the tasks are executed.

Output of above program will be:

FutureTask1 output=pool-1-thread-1  
Waiting for FutureTask2 to complete  
Waiting for FutureTask2 to complete  
Waiting for FutureTask2 to complete  
Waiting for FutureTask2 to complete  
Waiting for FutureTask2 to complete  
FutureTask2 output=pool-1-thread-2  
Done

As such there is no benefit of FutureTask but it comes handy when we want to override some of Future interface methods and don’t want to implement every method of Future interface.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

# Java Callable Future Example

APRIL 3, 2018 BY [PANKAJ](https://www.journaldev.com/author/pankaj) [25 COMMENTS](https://www.journaldev.com/1090/java-callable-future-example#comments)

Java Callable and Future are used a lot in multithreaded programming. In last few posts, we learned a lot about [java threads](https://www.journaldev.com/1079/multithreading-in-java) but sometimes we wish that a thread could return some value that we can use. Java 5 introduced **java.util.concurrent.Callable** interface in [concurrency](https://www.journaldev.com/1162/java-multithreading-concurrency-interview-questions-answers) package that is similar to Runnable interface but it can return any Object and able to throw Exception.

## Java Callable

Java Callable interface use Generic to define the return type of Object. [Executors](https://www.journaldev.com/1069/threadpoolexecutor-java-thread-pool-example-executorservice) class provide useful methods to execute Java Callable in a thread pool. Since callable tasks run in parallel, we have to wait for the returned Object.

## Java Future

Java Callable tasks return **java.util.concurrent.Future** object. Using **Java Future** object, we can find out the status of the Callable task and get the returned Object. It provides **get()** method that can wait for the Callable to finish and then return the result.

Java Future provides **cancel()** method to cancel the associated Callable task. There is an overloaded version of get() method where we can specify the time to wait for the result, it’s useful to avoid current thread getting blocked for longer time. There are **isDone()** and **isCancelled()** methods to find out the current status of associated Callable task.

Here is a simple example of Java Callable task that returns the name of thread executing the task after one second. We are using [Executor framework](https://www.journaldev.com/1069/threadpoolexecutor-java-thread-pool-example-executorservice) to execute 100 tasks in parallel and use Java Future to get the result of the submitted tasks.

package com.journaldev.threads;  
  
import java.util.ArrayList;  
import java.util.Date;  
import java.util.List;  
import java.util.concurrent.Callable;  
import java.util.concurrent.ExecutionException;  
import java.util.concurrent.ExecutorService;  
import java.util.concurrent.Executors;  
import java.util.concurrent.Future;  
  
public class MyCallable implements Callable<String> {  
  
 @Override  
 public String call() throws Exception {  
 Thread.sleep(1000);  
 //return the thread name executing this callable task  
 return Thread.currentThread().getName();  
 }  
   
 public static void main(String args[]){  
 //Get ExecutorService from Executors utility class, thread pool size is 10  
 ExecutorService executor = Executors.newFixedThreadPool(10);  
 //create a list to hold the Future object associated with Callable  
 List<Future<String>> list = new ArrayList<Future<String>>();  
 //Create MyCallable instance  
 Callable<String> callable = new MyCallable();  
 for(int i=0; i< 100; i++){  
 //submit Callable tasks to be executed by thread pool  
 Future<String> future = executor.submit(callable);  
 //add Future to the list, we can get return value using Future  
 list.add(future);  
 }  
 for(Future<String> fut : list){  
 try {  
 //print the return value of Future, notice the output delay in console  
 // because Future.get() waits for task to get completed  
 System.out.println(new Date()+ "::"+fut.get());  
 } catch (InterruptedException | ExecutionException e) {  
 e.printStackTrace();  
 }  
 }  
 //shut down the executor service now  
 executor.shutdown();  
 }  
  
}

Once we execute the above program, you will notice the delay in output because java Future get() method waits for the java callable task to complete. Also notice that there are only 10 threads executing these tasks.

Here is snippet of the output of above program.

Mon Dec 31 20:40:15 PST 2012::pool-1-thread-1  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-2  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-3  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-4  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-5  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-6  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-7  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-8  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-9  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-10  
Mon Dec 31 20:40:16 PST 2012::pool-1-thread-2  
...

**Tip**: What if we want to override some of the methods of Java Future interface, for example overriding get()method to timeout after some default time rather than waiting indefinitely, in this case **Java FutureTask** class comes handy that is the base implementation of Future interface. Check out [**Java FutureTask Example**](https://www.journaldev.com/1650/java-futuretask-example-program) to learn more about this class.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

# ThreadPoolExecutor – Java Thread Pool Example
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[**Java thread**](https://www.journaldev.com/1079/multithreading-in-java) **pool** manages the pool of worker threads, it contains a queue that keeps tasks waiting to get executed. We can use ThreadPoolExecutor to create thread pool in java.

Java thread pool manages the collection of Runnable threads and worker threads execute Runnable from the queue. **java.util.concurrent.Executors** provide implementation of **java.util.concurrent.Executor**interface to create the thread pool in java. Let’s write a simple program to explain it’s working.

First we need to have a Runnable class, named WorkerThread.java

package com.journaldev.threadpool;  
  
public class WorkerThread implements Runnable {  
   
 private String command;  
   
 public WorkerThread(String s){  
 this.command=s;  
 }  
  
 @Override  
 public void run() {  
 System.out.println(Thread.currentThread().getName()+" Start. Command = "+command);  
 processCommand();  
 System.out.println(Thread.currentThread().getName()+" End.");  
 }  
  
 private void processCommand() {  
 try {  
 Thread.sleep(5000);  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
  
 @Override  
 public String toString(){  
 return this.command;  
 }  
}

## ExecutorService Example

Here is the test program class SimpleThreadPool.java, where we are creating fixed thread pool from **Executors framework**.

package com.journaldev.threadpool;  
  
import java.util.concurrent.ExecutorService;  
import java.util.concurrent.Executors;  
  
public class SimpleThreadPool {  
  
 public static void main(String[] args) {  
 ExecutorService executor = Executors.newFixedThreadPool(5);  
 for (int i = 0; i < 10; i++) {  
 Runnable worker = new WorkerThread("" + i);  
 executor.execute(worker);  
 }  
 executor.shutdown();  
 while (!executor.isTerminated()) {  
 }  
 System.out.println("Finished all threads");  
 }  
}

In above program, we are creating fixed size thread pool of 5 worker threads. Then we are submitting 10 jobs to this pool, since the pool size is 5, it will start working on 5 jobs and other jobs will be in wait state, as soon as one of the job is finished, another job from the wait queue will be picked up by worker thread and get’s executed.

Here is the output of the above program.

pool-1-thread-2 Start. Command = 1  
pool-1-thread-4 Start. Command = 3  
pool-1-thread-1 Start. Command = 0  
pool-1-thread-3 Start. Command = 2  
pool-1-thread-5 Start. Command = 4  
pool-1-thread-4 End.  
pool-1-thread-5 End.  
pool-1-thread-1 End.  
pool-1-thread-3 End.  
pool-1-thread-3 Start. Command = 8  
pool-1-thread-2 End.  
pool-1-thread-2 Start. Command = 9  
pool-1-thread-1 Start. Command = 7  
pool-1-thread-5 Start. Command = 6  
pool-1-thread-4 Start. Command = 5  
pool-1-thread-2 End.  
pool-1-thread-4 End.  
pool-1-thread-3 End.  
pool-1-thread-5 End.  
pool-1-thread-1 End.  
Finished all threads

The output confirms that there are five threads in the pool named from “pool-1-thread-1” to “pool-1-thread-5” and they are responsible to execute the submitted tasks to the pool.

## ThreadPoolExecutor Example

**Executors** class provide simple implementation of **ExecutorService** using **ThreadPoolExecutor** but ThreadPoolExecutor provides much more feature than that. We can specify the number of threads that will be alive when we create ThreadPoolExecutor instance and we can limit the size of thread pool and create our own **RejectedExecutionHandler** implementation to handle the jobs that can’t fit in the worker queue.

Here is our custom implementation of RejectedExecutionHandler interface.

package com.journaldev.threadpool;  
  
import java.util.concurrent.RejectedExecutionHandler;  
import java.util.concurrent.ThreadPoolExecutor;  
  
public class RejectedExecutionHandlerImpl implements RejectedExecutionHandler {  
  
 @Override  
 public void rejectedExecution(Runnable r, ThreadPoolExecutor executor) {  
 System.out.println(r.toString() + " is rejected");  
 }  
  
}

ThreadPoolExecutor provides several methods using which we can find out the current state of executor, pool size, active thread count and task count. So I have a monitor thread that will print the executor information at certain time interval.

package com.journaldev.threadpool;  
  
import java.util.concurrent.ThreadPoolExecutor;  
  
public class MyMonitorThread implements Runnable  
{  
 private ThreadPoolExecutor executor;  
 private int seconds;  
 private boolean run=true;  
  
 public MyMonitorThread(ThreadPoolExecutor executor, int delay)  
 {  
 this.executor = executor;  
 this.seconds=delay;  
 }  
 public void shutdown(){  
 this.run=false;  
 }  
 @Override  
 public void run()  
 {  
 while(run){  
 System.out.println(  
 String.format("[monitor] [%d/%d] Active: %d, Completed: %d, Task: %d, isShutdown: %s, isTerminated: %s",  
 this.executor.getPoolSize(),  
 this.executor.getCorePoolSize(),  
 this.executor.getActiveCount(),  
 this.executor.getCompletedTaskCount(),  
 this.executor.getTaskCount(),  
 this.executor.isShutdown(),  
 this.executor.isTerminated()));  
 try {  
 Thread.sleep(seconds\*1000);  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
   
 }  
}

Here is the thread pool implementation example using **ThreadPoolExecutor**.

package com.journaldev.threadpool;  
  
import java.util.concurrent.ArrayBlockingQueue;  
import java.util.concurrent.Executors;  
import java.util.concurrent.ThreadFactory;  
import java.util.concurrent.ThreadPoolExecutor;  
import java.util.concurrent.TimeUnit;  
  
public class WorkerPool {  
  
 public static void main(String args[]) throws InterruptedException{  
 //RejectedExecutionHandler implementation  
 RejectedExecutionHandlerImpl rejectionHandler = new RejectedExecutionHandlerImpl();  
 //Get the ThreadFactory implementation to use  
 ThreadFactory threadFactory = Executors.defaultThreadFactory();  
 //creating the ThreadPoolExecutor  
 ThreadPoolExecutor executorPool = new ThreadPoolExecutor(2, 4, 10, TimeUnit.SECONDS, new ArrayBlockingQueue<Runnable>(2), threadFactory, rejectionHandler);  
 //start the monitoring thread  
 MyMonitorThread monitor = new MyMonitorThread(executorPool, 3);  
 Thread monitorThread = new Thread(monitor);  
 monitorThread.start();  
 //submit work to the thread pool  
 for(int i=0; i<10; i++){  
 executorPool.execute(new WorkerThread("cmd"+i));  
 }  
   
 Thread.sleep(30000);  
 //shut down the pool  
 executorPool.shutdown();  
 //shut down the monitor thread  
 Thread.sleep(5000);  
 monitor.shutdown();  
   
 }  
}

Notice that while initializing the ThreadPoolExecutor, we are keeping initial pool size as 2, maximum pool size to 4 and work queue size as 2. So if there are 4 running tasks and more tasks are submitted, the work queue will hold only 2 of them and rest of them will be handled by RejectedExecutionHandlerImpl.

Here is the output of above program that confirms above statement.

pool-1-thread-1 Start. Command = cmd0  
pool-1-thread-4 Start. Command = cmd5  
cmd6 is rejected  
pool-1-thread-3 Start. Command = cmd4  
pool-1-thread-2 Start. Command = cmd1  
cmd7 is rejected  
cmd8 is rejected  
cmd9 is rejected  
[monitor] [0/2] Active: 4, Completed: 0, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [4/2] Active: 4, Completed: 0, Task: 6, isShutdown: false, isTerminated: false  
pool-1-thread-4 End.  
pool-1-thread-1 End.  
pool-1-thread-2 End.  
pool-1-thread-3 End.  
pool-1-thread-1 Start. Command = cmd3  
pool-1-thread-4 Start. Command = cmd2  
[monitor] [4/2] Active: 2, Completed: 4, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [4/2] Active: 2, Completed: 4, Task: 6, isShutdown: false, isTerminated: false  
pool-1-thread-1 End.  
pool-1-thread-4 End.  
[monitor] [4/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [2/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [2/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [2/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [2/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [2/2] Active: 0, Completed: 6, Task: 6, isShutdown: false, isTerminated: false  
[monitor] [0/2] Active: 0, Completed: 6, Task: 6, isShutdown: true, isTerminated: true  
[monitor] [0/2] Active: 0, Completed: 6, Task: 6, isShutdown: true, isTerminated: true

Notice the change in active, completed and total completed task count of the executor. We can invoke **shutdown()** method to finish execution of all the submitted tasks and terminate the thread pool.

If you want to schedule a task to run with delay or periodically then you can use **ScheduledThreadPoolExecutor** class. Read more about them at [**Java Schedule Thread Pool Executor**](https://www.journaldev.com/2340/java-scheduler-scheduledexecutorservice-scheduledthreadpoolexecutor-example).

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

**Java BlockingQueue Example**  
  
  
Today we will look into Java BlockingQueue. java.util.concurrent.BlockingQueue is a java Queue that support operations that wait for the queue to become non-empty when retrieving and removing an element, and wait for space to become available in the queue when adding an element.  
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Java BlockingQueue  
Java BlockingQueue doesn’t accept null values and throw NullPointerException if you try to store null value in the queue.  
  
Java BlockingQueue implementations are thread-safe. All queuing methods are atomic in nature and use internal locks or other forms of concurrency control.  
  
Java BlockingQueue interface is part of java collections framework and it’s primarily used for implementing producer consumer problem. We don’t need to worry about waiting for the space to be available for producer or object to be available for consumer in BlockingQueue because it’s handled by implementation classes of BlockingQueue.  
  
Java provides several BlockingQueue implementations such as ArrayBlockingQueue, LinkedBlockingQueue, PriorityBlockingQueue, SynchronousQueue etc.  
  
While implementing producer consumer problem in BlockingQueue, we will use ArrayBlockingQueue implementation. Following are some important methods you should know.  
  
  
put(E e): This method is used to insert elements to the queue. If the queue is full, it waits for the space to be available.  
E take(): This method retrieves and remove the element from the head of the queue. If queue is empty it waits for the element to be available.  
Let’s implement producer consumer problem using java BlockingQueue now.  
  
Java BlockingQueue Example – Message  
Just a normal java object that will be produced by Producer and added to the queue. You can also call it as payload or queue message.  
  
  
package com.journaldev.concurrency;  
  
public class Message {  
 private String msg;  
   
 public Message(String str){  
 this.msg=str;  
 }  
  
 public String getMsg() {  
 return msg;  
 }  
  
}  
Java BlockingQueue Example – Producer  
Producer class that will create messages and put it in the queue.  
  
  
  
package com.journaldev.concurrency;  
  
import java.util.concurrent.BlockingQueue;  
  
public class Producer implements Runnable {  
  
 private BlockingQueue<Message> queue;  
   
 public Producer(BlockingQueue<Message> q){  
 this.queue=q;  
 }  
 @Override  
 public void run() {  
 //produce messages  
 for(int i=0; i<100; i++){  
 Message msg = new Message(""+i);  
 try {  
 Thread.sleep(i);  
 queue.put(msg);  
 System.out.println("Produced "+msg.getMsg());  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
 //adding exit message  
 Message msg = new Message("exit");  
 try {  
 queue.put(msg);  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
  
}  
Java BlockingQueue Example – Consumer  
Consumer class that will process on the messages from the queue and terminates when exit message is received.  
  
  
package com.journaldev.concurrency;  
  
import java.util.concurrent.BlockingQueue;  
  
public class Consumer implements Runnable{  
  
private BlockingQueue<Message> queue;  
   
 public Consumer(BlockingQueue<Message> q){  
 this.queue=q;  
 }  
  
 @Override  
 public void run() {  
 try{  
 Message msg;  
 //consuming messages until exit message is received  
 while((msg = queue.take()).getMsg() !="exit"){  
 Thread.sleep(10);  
 System.out.println("Consumed "+msg.getMsg());  
 }  
 }catch(InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
}  
Java BlockingQueue Example – Service  
Finally we have to create BlockingQueue service for producer and consumer. This producer consumer service will create the BlockingQueue with fixed size and share with both producers and consumers. This service will start producer and consumer threads and exit.  
  
  
   
  
package com.journaldev.concurrency;  
  
import java.util.concurrent.ArrayBlockingQueue;  
import java.util.concurrent.BlockingQueue;  
  
public class ProducerConsumerService {  
  
 public static void main(String[] args) {  
 //Creating BlockingQueue of size 10  
 BlockingQueue<Message> queue = new ArrayBlockingQueue<>(10);  
 Producer producer = new Producer(queue);  
 Consumer consumer = new Consumer(queue);  
 //starting producer to produce messages in queue  
 new Thread(producer).start();  
 //starting consumer to consume messages from queue  
 new Thread(consumer).start();  
 System.out.println("Producer and Consumer has been started");  
 }  
  
}  
Output of the above java BlockingQueue example program is shown below.  
  
  
Producer and Consumer has been started  
Produced 0  
Produced 1  
Produced 2  
Produced 3  
Produced 4  
Consumed 0  
Produced 5  
Consumed 1  
Produced 6  
Produced 7  
Consumed 2  
Produced 8  
...  
Java Thread sleep is used in producer and consumer to produce and consume messages with some delay.
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# Java Thread wait, notify and notifyAll Example
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The Object class in java contains three final methods that allows threads to communicate about the lock status of a resource. These methods are **wait()**, **notify()** and **notifyAll()**. So today we will look into wait, notify and notifyAll in java program.

## wait, notify and notifyAll in Java

The current thread which invokes these methods on any object should have the object **monitor** else it throws **java.lang.IllegalMonitorStateException** exception.

### wait

Object wait methods has three variance, one which waits indefinitely for any other thread to call notify or notifyAll method on the object to wake up the current thread. Other two variances puts the current thread in wait for specific amount of time before they wake up.

### notify

notify method wakes up only one thread waiting on the object and that thread starts execution. So if there are multiple threads waiting for an object, this method will wake up only one of them. The choice of the thread to wake depends on the OS implementation of thread management.

### notifyAll

notifyAll method wakes up all the threads waiting on the object, although which one will process first depends on the OS implementation.

These methods can be used to implement [producer consumer problem](https://www.journaldev.com/1034/java-blockingqueue-example) where consumer threads are waiting for the objects in Queue and producer threads put object in queue and notify the waiting threads.

Let’s see an example where multiple threads work on the same object and we use wait, notify and notifyAll methods.

### Message

A java bean class on which threads will work and call wait and notify methods.

package com.journaldev.[concurrency](https://www.journaldev.com/1162/java-multithreading-concurrency-interview-questions-answers);  
  
public class Message {  
 private String msg;  
   
 public Message(String str){  
 this.msg=str;  
 }  
  
 public String getMsg() {  
 return msg;  
 }  
  
 public void setMsg(String str) {  
 this.msg=str;  
 }  
  
}

### Waiter

A class that will wait for other threads to invoke notify methods to complete it’s processing. Notice that Waiter thread is owning monitor on Message object using synchronized block.

package com.journaldev.concurrency;  
  
public class Waiter implements Runnable{  
   
 private Message msg;  
   
 public Waiter(Message m){  
 this.msg=m;  
 }  
  
 @Override  
 public void run() {  
 String name = Thread.currentThread().getName();  
 synchronized (msg) {  
 try{  
 System.out.println(name+" waiting to get notified at time:"+System.currentTimeMillis());  
 msg.wait();  
 }catch(InterruptedException e){  
 e.printStackTrace();  
 }  
 System.out.println(name+" waiter thread got notified at time:"+System.currentTimeMillis());  
 //process the message now  
 System.out.println(name+" processed: "+msg.getMsg());  
 }  
 }  
  
}

### Notifier

A class that will process on Message object and then invoke notify method to wake up threads waiting for Message object. Notice that synchronized block is used to own the monitor of Message object.

package com.journaldev.concurrency;  
  
public class Notifier implements Runnable {  
  
 private Message msg;  
   
 public Notifier(Message msg) {  
 this.msg = msg;  
 }  
  
 @Override  
 public void run() {  
 String name = Thread.currentThread().getName();  
 System.out.println(name+" started");  
 try {  
 Thread.sleep(1000);  
 synchronized (msg) {  
 msg.setMsg(name+" Notifier work done");  
 msg.notify();  
 // msg.notifyAll();  
 }  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
   
 }  
  
}

### WaitNotifyTest

Test class that will create multiple threads of Waiter and Notifier and start them.

package com.journaldev.concurrency;  
  
public class WaitNotifyTest {  
  
 public static void main(String[] args) {  
 Message msg = new Message("process it");  
 Waiter waiter = new Waiter(msg);  
 new Thread(waiter,"waiter").start();  
   
 Waiter waiter1 = new Waiter(msg);  
 new Thread(waiter1, "waiter1").start();  
   
 Notifier notifier = new Notifier(msg);  
 new Thread(notifier, "notifier").start();  
 System.out.println("All the threads are started");  
 }  
  
}

When we will invoke the above program, we will see below output but program will not complete because there are two threads waiting on Message object and notify() method has wake up only one of them, the other thread is still waiting to get notified.

waiter waiting to get notified at time:1356318734009  
waiter1 waiting to get notified at time:1356318734010  
All the threads are started  
notifier started  
waiter waiter thread got notified at time:1356318735011  
waiter processed: notifier Notifier work done

If we comment the notify() call and uncomment the notifyAll() call in Notifier class, below will be the output produced.

waiter waiting to get notified at time:1356318917118  
waiter1 waiting to get notified at time:1356318917118  
All the threads are started  
notifier started  
waiter1 waiter thread got notified at time:1356318918120  
waiter1 processed: notifier Notifier work done  
waiter waiter thread got notified at time:1356318918120  
waiter processed: notifier Notifier work done

Since notifyAll() method wake up both the Waiter threads and program completes and terminates after execution. That’s all for wait, notify and notifyAll in java.

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////

### How to make code Thread-Safe in Java

There are multiple ways to make this code thread safe in Java:

1) Use [synchronized keyword in Java](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) and lock the getCount() method so that only one thread can execute it at a time which removes possibility of coinciding or interleaving.

2) use **Atomic Integer**, which makes this ++ operation atomic and since **atomic operations are thread-safe** and saves cost of external synchronization.

here is a thread-safe version of Counter class in Java:

/\*

\* **Thread-Safe Example in Java**

\*/

public class Counter {

private int count;

AtomicInteger atomicCount = new AtomicInteger( 0 );

/\*

\* **This method thread-safe now because of locking and synchornization**

\*/

public synchronized int getCount(){

return count++;

}

/\*

\* **This method is thread-safe because count is incremented atomically**

\*/

public int getCountAtomically(){

return atomicCount.incrementAndGet();

}

}

### Important points about Thread-Safety in Java

Here is some points worth remembering to **write thread safe code in Java**, these knowledge also helps you to avoid some serious concurrency issues in Java like race condition or [deadlock in Java](http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html):

1) Immutable objects are by default thread-safe because there state can not be modified once created. Since String is immutable in Java, its inherently thread-safe.

2) Read only or [final variables in Java](http://javarevisited.blogspot.com/2011/12/final-variable-method-class-java.html) are also thread-safe in Java.

3) Locking is one way of achieving thread-safety in Java.

4) [Static variables](http://javarevisited.blogspot.com/2011/11/static-keyword-method-variable-java.html) if not synchronized properly becomes major cause of thread-safety issues.

5) Example of thread-safe class in Java: Vector, Hashtable, ConcurrentHashMap, String etc.

6) Atomic operations in Java are thread-safe e.g. reading a 32 bit int from memory because its an atomic operation it can't interleave with other thread.

7) local variables are also thread-safe because each thread has there own copy and using local variables is good way to writing thread-safe code in Java.

8) In order to avoid thread-safety issue minimize sharing of objects between multiple thread.

9) [Volatile keyword in Java](http://javarevisited.blogspot.com/2011/06/volatile-keyword-java-example-tutorial.html) can also be used to instruct thread not to cache variables and read from main memory and can also instruct JVM not to reorder or optimize code from threading perspective.

That’s all on **how to write thread safe class or code in Java** and avoid serious concurrency issues in Java. To be frank thread-safety is a little tricky concept to grasp, you need to think concurrently in order to catch whether a code is thread-safe or not. Also [JVM](http://javarevisited.blogspot.com/2011/12/jre-jvm-jdk-jit-in-java-programming.html) plays a spoiler since it can **reorder code** for optimization, so the code which looks sequential and runs fine in development environment not guaranteed to run similarly in production environment because JVM may ergonomically adjust itself as server JVM and perform more optimization and reorder which cause **thread-safety issues**.

Read more: <https://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html#ixzz5LnLO3gRB>

/////////////////////////////////////////////////////////////////////////////////////////////////////////

````````````````WHAT IS RACE CONDITION IN <MULTITHREADING``````````````

. Race conditions occurs when two thread operate on same object without proper synchronization and there operation interleaves on each other. Classical example of Race condition is incrementing a counter since increment is not an atomic operation and can be further divided into three steps like read, update and write. if two threads tries to increment count at same time and if they read same value because of interleaving of read operation of one thread to update operation of another thread, one count will be lost when one thread overwrite increment done by other thread. atomic operations are not subject to race conditions because those operation cannot be interleaved.

//////////////////////////////////////////////////////////

--------------> Java and Multiple Inheritance  
Multiple Inheritance is a feature of object oriented concept, where a class can inherit properties of more than one parent class. The problem occurs when there exist methods with same signature in both the super classes and subclass. On calling the method, the compiler cannot determine which class method to be called and even on calling which class method gets the priority.   
Why Java doesn't support Multiple Inheritance?  
  
Consider the below Java code. It shows error.  
 // First Parent class  
class Parent1  
{  
 void fun()  
 {  
 System.out.println("Parent1");  
 }  
}  
// Second Parent Class  
class Parent2  
{  
 void fun()  
 {  
 System.out.println("Parent2");  
 }  
}  
// Error : Test is inheriting from multiple  
// classes  
class Test extends Parent1, Parent2  
{  
 public static void main(String args[])  
 {  
 Test t = new Test();  
 t.fun();  
 }  
}  
Output :  
Compiler Error  
  
From the code, we see that, on calling the method fun() using Test object will cause complications such as whether to call Parent1’s fun() or Parent2’s fun() method.   
1. The Diamond Problem:   
 GrandParent  
 / \  
 / \  
 Parent1 Parent2  
 \ /  
 \ /  
 Test  
  
 // A Grand parent class in diamond  
class GrandParent  
{  
 void fun()  
 {  
 System.out.println("Grandparent");  
 }  
}  
// First Parent class  
class Parent1 extends GrandParent  
{  
 void fun()  
 {  
 System.out.println("Parent1");  
 }  
}  
// Second Parent Class  
class Parent2 extends GrandParent  
{  
 void fun()  
 {  
 System.out.println("Parent2");  
 }  
}  
// Error : Test is inheriting from multiple  
// classes  
class Test extends Parent1, Parent2  
{  
 public static void main(String args[])  
 {  
 Test t = new Test();  
 t.fun();  
 }  
}  
From the code, we see that: On calling the method fun() using Test object will cause complications such as whether to call Parent1’s fun() or Beta’s fun() method.   
Therefore, in order to avoid such complications Java does not support multiple inheritance of classes.  
2. Simplicity - Multiple inheritance is not supported by Java using classes , handling the complexity that causes due to multiple inheritance is very complex. It creates problem during various operations like casting, constructor chaining etc and the above all reason is that there are very few scenarios on which we actually need multiple inheritance, so better to omit it for keeping the things simple and straightforward.  
   
How are above problems handled for Default Methods and Interfaces ?  
  
Java 8 supports default methods where interfaces can provide default implementation of methods. And a class can implement two or more interfaces. In case both the implemented interfaces contain default methods with same method signature, the implementing class should explicitly specify which default method is to be used or it should override the default method.   
 // A simple Java program to demonstrate multiple  
// inheritance through default methods.  
interface PI1  
{  
 // default method  
 default void show()  
 {  
 System.out.println("Default PI1");  
 }  
}  
interface PI2  
{  
 // Default method  
 default void show()  
 {  
 System.out.println("Default PI2");  
 }  
}  
// Implementation class code  
class TestClass implements PI1, PI2  
{  
 // Overriding default show method  
 public void show()  
 {  
 // use super keyword to call the show  
 // method of PI1 interface  
 PI1.super.show();  
 // use super keyword to call the show  
 // method of PI2 interface  
 PI2.super.show();  
 }  
 public static void main(String args[])  
 {  
 TestClass d = new TestClass();  
 d.show();  
 }  
}  
Output:  
Default PI1  
Default PI2  
  
If we remove implementation of default method from "TestClass", we get compiler error. See this for a sample run.  
If there is a diamond through interfaces, then there is no issue if none of the middle interfaces provide implementation of root interface. If they provide implementation, then implementation can be accessed as above using super keyword.  
 // A simple Java program to demonstrate how diamond  
// problem is handled in case of default methods  
interface GPI  
{  
 // default method  
 default void show()  
 {  
 System.out.println("Default GPI");  
 }  
}  
interface PI1 extends GPI { }  
interface PI2 extends GPI { }  
// Implementation class code  
class TestClass implements PI1, PI2  
{  
 public static void main(String args[])  
 {  
 TestClass d = new TestClass();  
 d.show();  
 }  
}  
Output:  
Default GPI  
//////////////////////////////////////////////////////////////////

Why java not 100% object oriented

Why Java is not a purely Object-Oriented Language?  
Pure Object Oriented Language or Complete Object Oriented Language are Fully Object Oriented Language which supports or have features which treats everything inside program as objects. It doesn’t support primitive datatype(like int, char, float, bool, etc.). There are seven qualities to be satisfied for a programming language to be pure Object Oriented. They are:  
  
Encapsulation/Data Hiding  
Inheritance  
Polymorphism  
Abstraction  
All predefined types are objects  
All user defined types are objects  
All operations performed on objects must be only through methods exposed at the objects.  
Example: Smalltalk  
  
**Why Java is not a Pure Object Oriented Language?**  
  
  
Java supports property 1, 2, 3, 4 and 6 but fails to support property 5 and 7 given above. Java language is not a Pure Object Oriented Language as it contain these properties:  
  
Primitive Data Type ex. int, long, bool, float, char, etc as Objects: Smalltalk is a “pure” object-oriented programming language unlike Java and C++ as there is no difference between values which are objects and values which are primitive types. In Smalltalk, primitive values such as integers, booleans and characters are also objects.  
In Java, we have predefined types as non-objects (primitive types).  
int a = 5;   
System.out.print(a);  
The static keyword: When we declares a class as static then it can be used without the use of an object in Java. If we are using static function or static variable then we can’t call that function or variable by using dot(.) or class object defying object oriented feature.  
Wrapper Class: Wrapper class provides the mechanism to convert primitive into object and object into primitive. In Java, you can use Integer, Float etc. instead of int, float etc. We can communicate with objects without calling their methods. ex. using arithmetic operators.  
String s1 = "ABC" + "A" ;  
Even using Wrapper classes does not make Java a pure OOP language, as internally it will use the operations like Unboxing and Autoboxing. So if you create instead of int Integer and do any mathematical operation on it, under the hoods Java is going to use primitive type int only.  
  
public class BoxingExample   
{   
 public static void main(String[] args)   
 {   
 Integer i = new Integer(10);   
 Integer j = new Integer(20);   
 Integer k = new Integer(i.intValue() + j.intValue());   
 System.out.println("Output: "+ k);   
 }   
}   
In the above code, there are 2 problems where Java fails to work as pure OOP:  
  
  
  
While creating Integer class you are using primitive type “int” i.e. numbers 10, 20.  
While doing addition Java is using primitive type “int”.

////////////////////////////////////////////////////////////////

Thread class not overriding run will it work  
  
Implement and without using &&

////////////////////////////////////////////////////////////////

**Use of wrapper class**

Wrapper classes allows us to convert the primitive types into an object type.  
 java is not 100% object oriented programming language because of the 8 primitive types. Then wrapper classes are introduced to give the primitive types an object form. So the primitive types can also be stored as an object of its respective wrapper class  
 The 8 primitive types and its wrapper classes are,  
byte. - Byte  
int - Integer  
short - Short  
long - Long  
float - Float  
double - Double  
char - Character  
boolean - Boolean  
  
all this wrapper classes are available in java.lang package  
 Now if you want to store an integer as an object type you can write it as  
 Integer i=new Integer(10);  
 This is known as Boxing, converting a primitive type into an object.  
 Now to get that integer value back,  
 int a=i.intValue();  
This operation is known as Unboxing converting the value of a wrapper class object into a primitive type.  
After java 1.5/5 Boxing and Unboxing became automatic. You can directly assign the primitive as an object of wrapper class.  
 Integer i=10;  
  
Before java 1.5/5, databases stores only Object class objects so to store a primitive type into an ArrayList or Vector wrapper classes are used. Primitive types are converted into wrapper class object through boxing and upcasted to Object type to store in the database.  
  
The significance of wrapper class comes when you want to write a program which will work with any type of value. To write such a program declare the arguments as Object type since Object class is extended by all the other class in java Object class type can store any kind of objects.  
 Lets take an example, you want to write a program which will work if you pass any kind of values   
 public static void printHello(Object a)   
 {  
 System.out.println("Hello");  
 }  
This program will work with all kind of values. Since Object class is the super most class, Object type variable can accept any objects. the wrapper class comea into picture when you pass a primitive type value. Imagine you are calling the function with a value 10  
 printHello(10);  
Now the 10 will be boxed and becomes an object of Integer class(wrapper class) since Integer extends Object the method will work fine.  
 There are many other uses which comes while overriding the build in methods like compare(), equals() etc because all these functions have Object type as parameters.

//////////////////////////////////////////////////////////////////  
  
**Difference between notify() and notifyAll() in Java**  
notify() and notifyAll() methods with wait() method are used to for communication between the threads. A thread which goes into waiting state by calling wait() method will be in waiting state until any other thread calls either notify() or notifyAll() method on the same object.  
Now the question is both notify() and notifyAll() method is used to give notification to the waiting thread, then what is the difference between them or where we should use notify() method and where we should go for notifyAll() method?  
Lets understand how notify() method behaves:  
  
// Java program to illustrate the   
// behaviour of notify() method   
class Geek1 extends Thread {   
public void run()   
 {   
 synchronized(this)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
 try {   
 this.wait();   
 }   
 catch (InterruptedException e) {   
 e.printStackTrace();   
 }   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class Geek2 extends Thread {   
 Geek1 geeks1;   
 Geek2(Geek1 geeks1)   
 {   
 this.geeks1 = geeks1;   
 }   
public void run()   
 {   
 synchronized(this.geeks1)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
   
 try {   
 this.geeks1.wait();   
 }   
 catch (InterruptedException e) {   
 e.printStackTrace();   
 }   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class Geek3 extends Thread {   
 Geek1 geeks1;   
 Geek3(Geek1 geeks1)   
 {   
 this.geeks1 = geeks1;   
 }   
public void run()   
 {   
 synchronized(this.geeks1)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
 this.geeks1.notify();   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class MainClass {   
public static void main(String[] args) throws InterruptedException   
 {   
   
 Geek1 geeks1 = new Geek1();   
 Geek2 geeks2 = new Geek2(geeks1);   
 Geek3 geeks3 = new Geek3(geeks1);   
 Thread t1 = new Thread(geeks1, "Thread-1");   
 Thread t2 = new Thread(geeks2, "Thread-2");   
 Thread t3 = new Thread(geeks3, "Thread-3");   
 t1.start();   
 t2.start();   
 Thread.sleep(100);   
 t3.start();   
 }   
}  
Output:  
  
Thread-1...start  
Thread-2...starts  
Thread-3...starts  
Thread-3...notified  
Thread-1...notified  
Lets understand how notifyAll() method behaves:  
  
  
  
// Java program to illustrate the   
// behavior of notifyAll() method   
class Geek1 extends Thread {   
public void run()   
 {   
 synchronized(this)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
 try {   
 this.wait();   
 }   
 catch (InterruptedException e) {   
 e.printStackTrace();   
 }   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class Geek2 extends Thread {   
 Geek1 geeks1;   
 Geek2(Geek1 geeks1)   
 {   
 this.geeks1 = geeks1;   
 }   
public void run()   
 {   
 synchronized(this.geeks1)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
   
 try {   
 this.geeks1.wait();   
 }   
 catch (InterruptedException e) {   
 e.printStackTrace();   
 }   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class Geek3 extends Thread {   
 Geek1 geeks1;   
 Geek3(Geek1 geeks1)   
 {   
 this.geeks1 = geeks1;   
 }   
public void run()   
 {   
 synchronized(this.geeks1)   
 {   
 System.out.println   
 (Thread.currentThread().getName() + "...starts");   
   
 this.geeks1.notifyAll();   
 System.out.println   
 (Thread.currentThread().getName() + "...notified");   
 }   
 }   
} class MainClass {   
public static void main(String[] args) throws InterruptedException   
 {   
   
 Geek1 geeks1 = new Geek1();   
 Geek2 geeks2 = new Geek2(geeks1);   
 Geek3 geeks3 = new Geek3(geeks1);   
 Thread t1 = new Thread(geeks1, "Thread-1");   
 Thread t2 = new Thread(geeks2, "Thread-2");   
 Thread t3 = new Thread(geeks3, "Thread-3");   
 t1.start();   
 t2.start();   
 Thread.sleep(100);   
 t3.start();   
 }   
}  
Output:  
  
Thread-1...starts  
Thread-2...starts  
Thread-3...starts  
Thread-3...notified  
Thread-2...notified  
Thread-1...notified  
Differences between notify() and notifyAll()  
  
Notification to number of threads : We can use notify() method to give the notification for only one thread which is waiting for a particular object whereas by the help of notifyAll() methods we can give the notification to all waiting threads of a particular object.  
Notifying a thread by JVM : If multiple threads are waiting for the notification and we use notify() method then only one thread get the notification and the remaining thread have to wait for further notification. Which thread will get the notification we can’t expect because it totally depends upon the JVM. But when we use notifyAll() method then multiple threads got the notification but execution of threads will be performed one by one because thread requires lock and only one lock is available for one object.  
Interchangeability of threads : We should go for notify() if all your waiting threads are interchangeable (the order they wake up doesn’t matter). A common example is a thread pool. But we should use notifyAll() for other cases where the waiting threads may have different purposes and should be able to run concurrently. An example is a maintenance operation on a shared resource, where multiple threads are waiting for the operation to complete before accessing the resource.  
When to use notify() method and notifyAll()  
  
In case of mutually exclusive locking, only one of the waiting threads can do something useful after being notified (in this case acquire the lock). In such a case, you would rather use notify(). Properly implemented, you could use notifyAll() in this situation as well, but you would unnecessarily wake threads that can’t do anything anyway.  
In some cases, all waiting threads can take useful action once the wait finishes. An example would be a set of threads waiting for a certain task to finish; once the task has finished, all waiting threads can continue with their business. In such a case you would use notifyAll() to wake up all waiting threads at the same time.  
Applications of notify() and notifyAll()  
  
  
  
A maintenance operation on a shared resource, where multiple threads are waiting for the operation to complete before accessing the resource; for these we should go for notifyAll().  
Let’s say we have a producer thread and a consumer thread. Each “packet” produced by the producer should be consumed by a consumer. The consumer puts something in a queue and then calls notify().  
We want to have a notification when a lengthy process has finished. You want a beep and a screen update. The process performs notifyAll() to notify both the beeping-thread and the screen-update-thread.

///////////////////////////////////////////////////////////////////

--------------->Jar vs war

---->.jar files: The .jar files contain libraries, resources and accessories files like property files.

.war files: The war file contains the web application that can be deployed on any servlet/jsp container. The .war file contains jsp, html, javascript and other files necessary for the development of web applications.

/////////////////////////////////////////////////////////////////////

------->Finalize()

``````methd called by garbage collector java just before

object has to destroy object, to release resources associated with object

like Database Connection, Network Connection

ince Object class contains finalize method hence finalize method is available for every java class since Object is superclass of all java classes. Since it is available for every java class hence Garbage Collector can call finalize method on any java object

class Hello {

public static void main(String[] args)

{

// Requesting JVM to call Garbage Collector method

System.gc();

Hello s = new Hello();

s = null;

public void finalize()

{

System.out.println("finalize method overriden");

}

}

o/p

finalize method overriden

Main Completes

///////////////////////////////////////////////////////////////////////////////////

---------->Producer-Consumer solution using threads in Java

In computing, the producer–consumer problem (also known as the bounded-buffer problem) is a classic example of a multi-process synchronization problem. The problem describes two processes, the producer and the consumer, which share a common, fixed-size buffer used as a queue.

The producer’s job is to generate data, put it into the buffer, and start again.

At the same time, the consumer is consuming the data (i.e. removing it from the buffer), one piece at a time.

Problem

To make sure that the producer won’t try to add data into the buffer if it’s full and that the consumer won’t try to remove data from an empty buffer.

Solution

The producer is to either go to sleep or discard data if the buffer is full. The next time the consumer removes an item from the buffer, it notifies the producer, who starts to fill the buffer again. In the same way, the consumer can go to sleep if it finds the buffer to be empty. The next time the producer puts data into the buffer, it wakes up the sleeping consumer.

An inadequate solution could result in a deadlock where both processes are waiting to be awakened.

Recommended Reading- Multithreading in JAVA, Synchronized in JAVA , Inter-thread Communication

Implementation of Producer Consumer Class

A LinkedList list – to store list of jobs in queue.

A Variable Capacity – to check for if the list is full or not

A mechanism to control the insertion and extraction from this list so that we do not insert into list if it is full or remove from it if it is empty.

Note: It is recommended to test the below program on a offline IDE as infinite loops and sleep method may lead to it time out on any online IDE

// Java program to implement solution of producer

// consumer problem.

import java.util.LinkedList;

public class Threadexample

{

public static void main(String[] args)

throws InterruptedException

{

// Object of a class that has both produce()

// and consume() methods

final PC pc = new PC();

// Create producer thread

Thread t1 = new Thread(new Runnable()

{

@Override

public void run()

{

try

{

pc.produce();

}

catch(InterruptedException e)

{

e.printStackTrace();

}

}

});

// Create consumer thread

Thread t2 = new Thread(new Runnable()

{

@Override

public void run()

{

try

{

pc.consume();

}

catch(InterruptedException e)

{

e.printStackTrace();

}

}

});

// Start both threads

t1.start();

t2.start();

// t1 finishes before t2

t1.join();

t2.join();

}

// This class has a list, producer (adds items to list

// and consumber (removes items).

public static class PC

{

// Create a list shared by producer and consumer

// Size of list is 2.

LinkedList<Integer> list = new LinkedList<>();

int capacity = 2;

// Function called by producer thread

public void produce() throws InterruptedException

{

int value = 0;

while (true)

{

synchronized (this)

{

// producer thread waits while list

// is full

while (list.size()==capacity)

wait();

System.out.println("Producer produced-"

+ value);

// to insert the jobs in the list

list.add(value++);

// notifies the consumer thread that

// now it can start consuming

notify();

// makes the working of program easier

// to understand

Thread.sleep(1000);

}

}

}

// Function called by consumer thread

public void consume() throws InterruptedException

{

while (true)

{

synchronized (this)

{

// consumer thread waits while list

// is empty

while (list.size()==0)

wait();

//to retrive the ifrst job in the list

int val = list.removeFirst();

System.out.println("Consumer consumed-"

+ val);

// Wake up producer thread

notify();

// and sleep

Thread.sleep(1000);

}

}

}

}

}

Run on IDE

Output:

Producer produced-0

Producer produced-1

Consumer consumed-0

Consumer consumed-1

Producer produced-2

Important Points

In PC class (A class that has both produce and consume methods), a linked list of jobs and a capacity of the list is added to check that producer does not produce if the list is full.

In Producer class, the value is initialized as 0.

Also, we have an infinite outer loop to insert values in the list. Inside this loop, we have a synchronized block so that only a producer or a consumer thread runs at a time.

An inner loop is there before adding the jobs to list that checks if the job list is full, the producer thread gives up the intrinsic lock on PC and goes on the waiting state.

If the list is empty, the control passes to below the loop and it adds a value in the list.

In the Consumer class, we again have an infinite loop to extract a value from the list.

Inside, we also have an inner loop which checks if the list is empty.

If it is empty then we make the consumer thread give up the lock on PC and passes the control to producer thread for producing more jobs.

If the list is not empty, we go round the loop and removes an item from the list.

In both the methods, we use notify at the end of all statements. The reason is simple, once you have something in list, you can have the consumer thread consume it, or if you have consumed something, you can have the producer produce something.

sleep() at the end of both methods just make the output of program run in step wise manner and not display everything all at once so that you can see what actually is happening in the program.

Exercise :

Readers are advised to use if condition in place of inner loop for checking boundary conditions.

Try to make your program produce one item and immediately after that the consumer consumes it before any other item is produced by the consumer.

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////

**Spring batch**

**Spring Batch** Introduction. ... **Batch processing** is used to **process** billions of transactions every day for enterprises. **Spring Batch** is a lightweight, comprehensive **batch** framework designed to enable the development of robust**batch** applications vital for the daily operations of enterprise systems.  
  
DROP TABLE people IF EXISTS;  
  
CREATE TABLE people (  
 person\_id BIGINT IDENTITY NOT NULL PRIMARY KEY,  
 first\_name VARCHAR(20),  
 last\_name VARCHAR(20)  
);  
Spring Boot runs schema-@@platform@@.sql automatically during startup. -all is the default for all platforms.  
Create a business class  
Now that you see the format of data inputs and outputs, you write code to represent a row of data.  
  
src/main/java/hello/Person.java  
  
package hello;  
  
public class Person {  
  
 private String lastName;  
 private String firstName;  
  
 public Person() {  
 }  
  
 public Person(String firstName, String lastName) {  
 this.firstName = firstName;  
 this.lastName = lastName;  
 }  
  
 public void setFirstName(String firstName) {  
 this.firstName = firstName;  
 }  
  
 public String getFirstName() {  
 return firstName;  
 }  
  
 public String getLastName() {  
 return lastName;  
 }  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 }  
  
 @Override  
 public String toString() {  
 return "firstName: " + firstName + ", lastName: " + lastName;  
 }  
  
}  
You can instantiate the Person class either with first and last name through a constructor, or by setting the properties.  
  
Create an intermediate processor  
A common paradigm in batch processing is to ingest data, transform it, and then pipe it out somewhere else. Here you write a simple transformer that converts the names to uppercase.  
  
src/main/java/hello/PersonItemProcessor.java  
  
package hello;  
  
import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
  
import org.springframework.batch.item.ItemProcessor;  
  
public class PersonItemProcessor mplements ItemProcessor<Person, Person> {  
  
 private static final Logger log = LoggerFactory.getLogger(PersonItemProcessor.class);  
  
 @Override  
 public Person process(final Person person) throws Exception {  
 final String firstName = person.getFirstName().toUpperCase();  
 final String lastName = person.getLastName().toUpperCase();  
  
 final Person transformedPerson = new Person(firstName, lastName);  
  
 log.info("Converting (" + person + ") into (" + transformedPerson + ")");  
  
 return transformedPerson;  
 }  
  
}  
PersonItemProcessor implements Spring Batch’s ItemProcessor interface. This makes it easy to wire the code into a batch job that you define further down in this guide. According to the interface, you receive an incoming Person object, after which you transform it to an upper-cased Person.  
  
There is no requirement that the input and output types be the same. In fact, after one source of data is read, sometimes the application’s data flow needs a different data type.  
Put together a batch job  
Now you put together the actual batch job. Spring Batch provides many utility classes that reduce the need to write custom code. Instead, you can focus on the business logic.  
  
src/main/java/hello/BatchConfiguration.java  
  
package hello;  
  
import javax.sql.DataSource;  
  
import org.springframework.batch.core.Job;  
import org.springframework.batch.core.JobExecutionListener;  
import org.springframework.batch.core.Step;  
import org.springframework.batch.core.configuration.annotation.EnableBatchProcessing;  
import org.springframework.batch.core.configuration.annotation.JobBuilderFactory;  
import org.springframework.batch.core.configuration.annotation.StepBuilderFactory;  
import org.springframework.batch.core.launch.support.RunIdIncrementer;  
import org.springframework.batch.item.database.BeanPropertyItemSqlParameterSourceProvider;  
import org.springframework.batch.item.database.JdbcBatchItemWriter;  
import org.springframework.batch.item.database.builder.JdbcBatchItemWriterBuilder;  
import org.springframework.batch.item.file.FlatFileItemReader;  
import org.springframework.batch.item.file.builder.FlatFileItemReaderBuilder;  
import org.springframework.batch.item.file.mapping.BeanWrapperFieldSetMapper;  
import org.springframework.batch.item.file.mapping.DefaultLineMapper;  
import org.springframework.batch.item.file.transform.DelimitedLineTokenizer;  
import org.springframework.beans.factory.annotation.Autowired;  
import org.springframework.context.annotation.Bean;  
import org.springframework.context.annotation.Configuration;  
import org.springframework.core.io.ClassPathResource;  
import org.springframework.jdbc.core.JdbcTemplate;  
  
@Configuration  
@EnableBatchProcessing  
public class BatchConfiguration {  
  
 @Autowired  
 public JobBuilderFactory jobBuilderFactory;  
  
 @Autowired  
 public StepBuilderFactory stepBuilderFactory;  
  
 // tag::readerwriterprocessor[]  
 @Bean  
 public FlatFileItemReader<Person> reader() {  
 return new FlatFileItemReaderBuilder<Person>()  
 .name("personItemReader")  
 .resource(new ClassPathResource("sample-data.csv"))  
 .delimited()  
 .names(new String[]{"firstName", "lastName"})  
 .fieldSetMapper(new BeanWrapperFieldSetMapper<Person>() {{  
 setTargetType(Person.class);  
 }})  
 .build();  
 }  
  
 @Bean  
 public PersonItemProcessor processor() {  
 return new PersonItemProcessor();  
 }  
  
 @Bean  
 public JdbcBatchItemWriter<Person> writer(DataSource dataSource) {  
 return new JdbcBatchItemWriterBuilder<Person>()  
 .itemSqlParameterSourceProvider(new BeanPropertyItemSqlParameterSourceProvider<>())  
 .sql("INSERT INTO people (first\_name, last\_name) VALUES (:firstName, :lastName)")  
 .dataSource(dataSource)  
 .build();  
 }  
 // end::readerwriterprocessor[]  
  
 // tag::jobstep[]  
 @Bean  
 public Job importUserJob(JobCompletionNotificationListener listener, Step step1) {  
 return jobBuilderFactory.get("importUserJob")  
 .incrementer(new RunIdIncrementer())  
 .listener(listener)  
 .flow(step1)  
 .end()  
 .build();  
 }  
  
 @Bean  
 public Step step1(JdbcBatchItemWriter<Person> writer) {  
 return stepBuilderFactory.get("step1")  
 .<Person, Person> chunk(10)  
 .reader(reader())  
 .processor(processor())  
 .writer(writer)  
 .build();  
 }  
 // end::jobstep[]  
}  
For starters, the @EnableBatchProcessing annotation adds many critical beans that support jobs and saves you a lot of leg work. This example uses a memory-based database (provided by @EnableBatchProcessing), meaning that when it’s done, the data is gone.  
  
Break it down:  
  
src/main/java/hello/BatchConfiguration.java  
  
 @Bean  
 public FlatFileItemReader<Person> reader() {  
 return new FlatFileItemReaderBuilder<Person>()  
 .name("personItemReader")  
 .resource(new ClassPathResource("sample-data.csv"))  
 .delimited()  
 .names(new String[]{"firstName", "lastName"})  
 .fieldSetMapper(new BeanWrapperFieldSetMapper<Person>() {{  
 setTargetType(Person.class);  
 }})  
 .build();  
 }  
  
 @Bean  
 public PersonItemProcessor processor() {  
 return new PersonItemProcessor();  
 }  
  
 @Bean  
 public JdbcBatchItemWriter<Person> writer(DataSource dataSource) {  
 return new JdbcBatchItemWriterBuilder<Person>()  
 .itemSqlParameterSourceProvider(new BeanPropertyItemSqlParameterSourceProvider<>())  
 .sql("INSERT INTO people (first\_name, last\_name) VALUES (:firstName, :lastName)")  
 .dataSource(dataSource)  
 .build();  
 }  
. The first chunk of code defines the input, processor, and output. - reader() creates an ItemReader. It looks for a file called sample-data.csv and parses each line item with enough information to turn it into a Person. - processor() creates an instance of our PersonItemProcessor you defined earlier, meant to uppercase the data. - write(DataSource) creates an ItemWriter. This one is aimed at a JDBC destination and automatically gets a copy of the dataSource created by @EnableBatchProcessing. It includes the SQL statement needed to insert a single Person driven by Java bean properties.  
  
The next chunk focuses on the actual job configuration.  
  
src/main/java/hello/BatchConfiguration.java  
  
 @Bean  
 public Job importUserJob(JobCompletionNotificationListener listener, Step step1) {  
 return jobBuilderFactory.get("importUserJob")  
 .incrementer(new RunIdIncrementer())  
 .listener(listener)  
 .flow(step1)  
 .end()  
 .build();  
 }  
  
 @Bean  
 public Step step1(JdbcBatchItemWriter<Person> writer) {  
 return stepBuilderFactory.get("step1")  
 .<Person, Person> chunk(10)  
 .reader(reader())  
 .processor(processor())  
 .writer(writer)  
 .build();  
 }  
. The first method defines the job and the second one defines a single step. Jobs are built from steps, where each step can involve a reader, a processor, and a writer.  
  
In this job definition, you need an incrementer because jobs use a database to maintain execution state. You then list each step, of which this job has only one step. The job ends, and the Java API produces a perfectly configured job.  
  
In the step definition, you define how much data to write at a time. In this case, it writes up to ten records at a time. Next, you configure the reader, processor, and writer using the injected bits from earlier.  
  
chunk() is prefixed <Person,Person> because it’s a generic method. This represents the input and output types of each "chunk" of processing, and lines up with ItemReader<Person> and ItemWriter<Person>.  
src/main/java/hello/JobCompletionNotificationListener.java  
  
package hello;  
  
import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
import org.springframework.batch.core.BatchStatus;  
import org.springframework.batch.core.JobExecution;  
import org.springframework.batch.core.listener.JobExecutionListenerSupport;  
import org.springframework.beans.factory.annotation.Autowired;  
import org.springframework.jdbc.core.JdbcTemplate;  
import org.springframework.stereotype.Component;  
  
@Component  
public class JobCompletionNotificationListener extends JobExecutionListenerSupport {  
  
 private static final Logger log = LoggerFactory.getLogger(JobCompletionNotificationListener.class);  
  
 private final JdbcTemplate jdbcTemplate;  
  
 @Autowired  
 public JobCompletionNotificationListener(JdbcTemplate jdbcTemplate) {  
 this.jdbcTemplate = jdbcTemplate;  
 }  
  
 @Override  
 public void afterJob(JobExecution jobExecution) {  
 if(jobExecution.getStatus() == BatchStatus.COMPLETED) {  
 log.info("!!! JOB FINISHED! Time to verify the results");  
  
 jdbcTemplate.query("SELECT first\_name, last\_name FROM people",  
 (rs, row) -> new Person(  
 rs.getString(1),  
 rs.getString(2))  
 ).forEach(person -> log.info("Found <" + person + "> in the database."));  
 }  
 }  
}  
This code listens for when a job is BatchStatus.COMPLETED, and then uses JdbcTemplate to inspect the results.  
  
Make the application executable  
Although batch processing can be embedded in web apps and WAR files, the simpler approach demonstrated below creates a standalone application. You package everything in a single, executable JAR file, driven by a good old Java main() method.  
  
src/main/java/hello/Application.java  
  
package hello;  
  
import org.springframework.boot.SpringApplication;  
import org.springframework.boot.autoconfigure.SpringBootApplication;  
  
@SpringBootApplication  
public class Application {  
  
 public static void main(String[] args) throws Exception {  
 SpringApplication.run(Application.class, args);  
 }  
}  
@SpringBootApplication is a convenience annotation that adds all of the following:  
  
@Configuration tags the class as a source of bean definitions for the application context.  
  
@EnableAutoConfiguration tells Spring Boot to start adding beans based on classpath settings, other beans, and various property settings.  
  
Normally you would add @EnableWebMvc for a Spring MVC app, but Spring Boot adds it automatically when it sees spring-webmvc on the classpath. This flags the application as a web application and activates key behaviors such as setting up a DispatcherServlet.  
  
@ComponentScan tells Spring to look for other components, configurations, and services in the hello package, allowing it to find the controllers.  
  
The main() method uses Spring Boot’s SpringApplication.run() method to launch an application. Did you notice that there wasn’t a single line of XML? No web.xml file either. This web application is 100% pure Java and you didn’t have to deal with configuring any plumbing or infrastructure.  
  
For demonstration purposes, there is code to create a JdbcTemplate, query the database, and print out the names of people the batch job inserts.

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

--->Overloading Overriding of static methods

->can overload all static methods

-> can overload just on the basis of static method(coz

it is not included in signature)

->overriding static method base and in child class

will result in method hiding not overriding as base classmethos will be called

even if object of child is created with ref to base class

Can we Overload or Override static methods in java ?

Let us first define Overloading and Overriding.

Overriding : Overriding is a feature of OOP languages like Java that is related to run-time polymorphism. A subclass (or derived class) provides a specific implementation of a method in superclass (or base class).

The implementation to be executed is decided at run-time and decision is made according to the object used for call. Note that signatures of both methods must be same. Refer Overriding in Java for details.

Overloading: Overloading is also a feature of OOP languages like Java that is related to compile time (or static) polymorphism. This feature allows different methods to have same name, but different signatures, especially number of input parameters and type of input paramaters. Note that in both C++ and Java, methods cannot be overloaded according to return type.

Can we overload static methods?

The answer is ‘Yes’. We can have two ore more static methods with same name, but differences in input parameters. For example, consider the following Java program.

// filename Test.java

public class Test {

public static void foo() {

System.out.println("Test.foo() called ");

}

public static void foo(int a) {

System.out.println("Test.foo(int) called ");

}

public static void main(String args[])

{

Test.foo();

Test.foo(10);

}

}

Run on IDE

Output:

Test.foo() called

Test.foo(int) called

Can we overload methods that differ only by static keyword?

We cannot overload two methods in Java if they differ only by static keyword (number of parameters and types of parameters is same). See following Java program for example. This behaviour is same in C++ (See point 2 of this).

// filename Test.java

public class Test {

public static void foo() {

System.out.println("Test.foo() called ");

}

public void foo() { // Compiler Error: cannot redefine foo()

System.out.println("Test.foo(int) called ");

}

public static void main(String args[]) {

Test.foo();

}

}

Run on IDE

Output: Compiler Error, cannot redefine foo()

Can we Override static methods in java?

We can declare static methods with same signature in subclass, but it is not considered overriding as there won’t be any run-time polymorphism. Hence the answer is ‘No’.

If a derived class defines a static method with same signature as a static method in base class, the method in the derived class hides the method in the base class.

/\* Java program to show that if static method is redefined by

a derived class, then it is not overriding. \*/

// Superclass

class Base {

// Static method in base class which will be hidden in subclass

public static void display() {

System.out.println("Static or class method from Base");

}

// Non-static method which will be overridden in derived class

public void print() {

System.out.println("Non-static or Instance method from Base");

}

}

// Subclass

class Derived extends Base {

// This method hides display() in Base

public static void display() {

System.out.println("Static or class method from Derived");

}

// This method overrides print() in Base

public void print() {

System.out.println("Non-static or Instance method from Derived");

}

}

// Driver class

public class Test {

public static void main(String args[ ]) {

Base obj1 = new Derived();

// As per overriding rules this should call to class Derive's static

// overridden method. Since static method can not be overridden, it

// calls Base's display()

obj1.display();

// Here overriding works and Derive's print() is called

obj1.print();

}

}

Run on IDE

Output:

Static or class method from Base

Non-static or Instance method from Derived

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

->Singleton class

Singleton pattern restricts the instantiation of a class and ensures that only one instance of the class exists in the java virtual machine.

The singleton class must provide a global access point to get the instance of the class.

Singleton pattern is used for logging, drivers objects, caching and thread pool. Be Hb

Eager Initialization

->the instance of Singleton Class is created at the time of class loading, this is the easiest method to create a singleton class but it has a drawback that instance is created even though client application might not be using it.

public class EagerInitialized{

private EagerInitialized(){}

private static final EagerInitialized instance= new EagerInitialized();

public static EagerInitializedSingleton getInstance(){

return instance;

}

}

---->Eager static initialization

package com.journaldev.singleton;

public class StaticBlockSingleton {

private static StaticBlockSingleton instance;

private StaticBlockSingleton(){}

//static block initialization for exception handling

static{

try{

instance = new StaticBlockSingleton();

}catch(Exception e){

throw new RuntimeException("Exception occured in creating singleton instance");

}

}

public static StaticBlockSingleton getInstance(){

return instance;

}

}

\*\*\* Lazy Initialization

public class LazyInitializedSingleton {

private static LazyInitializedSingleton instance;

private LazyInitializedSingleton(){}

public static LazyInitializedSingleton getInstance(){

if(instance == null){

instance = new LazyInitializedSingleton();

}

return instance;

}

}

\*\*\*\*\*\*\*\*\*Thread Safe Singleton

package com.journaldev.singleton;

public class ThreadSafeSingleton {

private static ThreadSafeSingleton instance;

private ThreadSafeSingleton(){}

public static synchronized ThreadSafeSingleton getInstance(){

if(instance == null){

instance = new ThreadSafeSingleton();

}

return instance;

}

}

\*\*\*\* Synchronized Block

public static ThreadSafeSingleton getInstanceUsingDoubleLocking(){

if(instance == null){

synchronized (ThreadSafeSingleton.class) {

if(instance == null){

instance = new ThreadSafeSingleton();

}

}

}

return instance;

}

Achieve singleton

1)Private constructor to restrict instantiation of the class from other classes.

2)Private static variable of the same class that is the only instance of the class.

3)Public static method that returns the instance of the class, this is the global access point for outer world to get the instance of the singleton class.

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Immuatble class///////////

:class is immutable if its state cannot change, state of a class is determined by the value

its member variable are holding.

benenfits:

immutable class are thread safe,

immutable class can be used as key in collections that use hashing, like hashmap and hashtable

can be used in set

do not need implementation of clone

howToMake:

make a class as final so that no other class can extend and override its methods

no setter only getter

make its member variable as private and final

if class has reference to mutable object send a copy of it.

class Address{

Integer pinCode;

String street;

public Integer getPinCode(){

return pinCode;}

public void setPinCode(Integer pinCode){

pinCode=pinCode; }

public String getStreet(){

return street;}

public void setStreet(String street)

{street=street;}

}

public final class Employee{

private final Address address;

private final String name;

private final Integer age;

private Employee(String name,INteger age,Address address){

this.address.setPinCode(address.getPinCode());

this.address.setStreet(address.getStreet());

this.name=name;

this.age=age;

}

@Override

public String toString() {

return immutableField1 +" - "+ immutableField2 +" - "+ mutableField;

}

public static createInstance(String name,Iteger age,Address address){

return new Employee(name,age,address);

}

public Address getAddress(){

Address address1= new Address()

addrerss1.setPin(address.getPin());

address1.setStreet(address.getStreet());

return address1;

}

public String getName(){

return name;

}

public Integer getAge(){

return age;

}

}

class tetsImmutable{

public sttaic voidd main(String a[]args){

Address add= new Address();

add.pincode=2233;

add.setStreet("lane1 JPnagar");

Employee emp=createInstance("rish",24,add);

System.out.println(emp.toString());

Employee emp2-createInstance("prat",27,add);

}

}

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

java .util .data represent data time of day

java .sql .date represent date

The java.sql.Date class is used with JDBC and it was

intended to not have a time part, that is,

hours, minutes, seconds, and milliseconds should be zero…

but this is not enforced by the class.

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Marlker interface

design pattern used in Obj Oriented lang that provide runtime info about object,

it provide mean to associate metadata to class where language does not have explicit support for such metadata.

A good example of use of marker interface in java is Serializable interface. A class implements this interface to

indicate that its non-transient data members can be written to a byte steam or file system.

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

-> creating string as new() and literal

String created using new is placed in heap memory everytime new() is used , unlike strings have same or different value

String created using literal are placed in string pool, a memory specifired in heap

area where same valued string literal point to each other , hence when same value is provide

to get reference to already existing value is returned without creating new

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Keyword ‘intern’ usage

This is best described by java docs:

When the intern() method is invoked, if the pool already contains a

string equal to this String object as determined by the equals(Object)

method, then the string from the pool is returned. Otherwise, this String

object is added to the pool and a reference to this String object is returned.

String str = new String("abc");

str.intern();

It follows that for any two strings s and t, s.intern() == t.intern()

is true if and only if s.equals(t) is true. Means if s and t both are

different string objects and have same character sequence, then calling

intern() on both will result in single string pool literal referred by

both variables.

Java automatically interns String literals. This means that in many cases, the == operator appears to work for Strings in the same way that it does for ints or other primitive values.

Since interning is automatic for String literals, the intern() method is to be used on Strings constructed with new String()

Using your example:

String s1 = "Rakesh";

String s2 = "Rakesh";

String s3 = "Rakesh".intern();

String s4 = new String("Rakesh");

String s5 = new String("Rakesh").intern();

if ( s1 == s2 ){

System.out.println("s1 and s2 are same"); // 1.

}

if ( s1 == s3 ){

System.out.println("s1 and s3 are same" ); // 2.

}

if ( s1 == s4 ){

System.out.println("s1 and s4 are same" ); // 3.

}

if ( s1 == s5 ){

System.out.println("s1 and s5 are same" ); // 4.

}

will return:

s1 and s2 are same

s1 and s3 are same

s1 and s5 are same

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

equals vs ==

== operator compare for object references i.e. memory address

equality. So if two string objects are referring to same literal in

string pool

or same string object in heap then s ==t will return true, else false.

equals() method is overridden in String class and it verify the char

sequences hold by string objects. If they store the same char sequence

, the s.equals(t) will return true, else false.

In general both equals() and “==” operator in Java are used to compare objects to check equality but here are some of the differences between the two:

Main difference between .equals() method and == operator is that one is method and other is operator.

We can use == operators for reference comparison (address comparison) and .equals() method for content comparison. In simple words, == checks if both objects point to the same memory location whereas .equals() evaluates to the comparison of values in the objects.

If a class does not override the equals method, then by default it uses equals(Object o) method of the closest parent class that has overridden this method. See this for detail

Coding Example:

// Java program to understand

// the concept of == operator

public class Test {

public static void main(String[] args)

{

String s1 = new String("HELLO");

String s2 = new String("HELLO");

System.out.println(s1 == s2);

System.out.println(s1.equals(s2));

}

}

Run on IDE

Output:

false

true

Explanation: Here we are creating two objects namely s1 and s2.

Both s1 and s2 refers to different objects.

When we use == operator for s1 and s2 comparison then the result is false as both have different addresses in memory.

Using equals, the result is true because its only comparing the values given in s1 and s2.

Let us understand both the operators in detail:

Equality operator(==)

We can apply equality operators for every primitive types including boolean type. we can also apply equality operators for object types.

// Java program to illustrate

// == operator for compatible data

// types

class Test {

public static void main(String[] args)

{

// integer-type

System.out.println(10 == 20);

// char-type

System.out.println('a' == 'b');

// char and double type

System.out.println('a' == 97.0);

// boolean type

System.out.println(true == true);

}

}

Run on IDE

Output:

false

false

true

true

If we apply == for object types then, there should be compatibility between arguments types (either child to parent or parent to child or same type). Otherwise we will get compile time error.

// Java program to illustrate

// == operator for incompatible data types

class Test {

public static void main(String[] args)

{

Thread t = new Thread();

Object o = new Object();

String s = new String("GEEKS");

System.out.println(t == o);

System.out.println(o == s);

// Uncomment to see error

System.out.println(t==s);

}

}

Run on IDE

Output:

false

false

// error: incomparable types: Thread and String

.equals()

In Java, string equals() method compares the two given strings based on the data/content of the string. If all the contents of both the strings are same then it returns true. If all characters are not matched then it returns false.

public class Test {

public static void main(String[] args)

{

Thread t1 = new Thread();

Thread t2 = new Thread();

Thread t3 = t1;

String s1 = new String("GEEKS");

String s2 = new String("GEEKS");

System.out.println(t1 == t3);

System.out.println(t1 == t2);

System.out.println(t1.equals(t2));

System.out.println(s1.equals(s2));

}

}

Run on IDE

Output:

true

false

false

true

Explanation: Here we are using .equals method to check whether two objects contains the same data or not.

In the above example, we are creating 3 Thread objects and 2 String objects.

In the first comparison, we are checking that t1 == t3 or not. As we know that both t1 and t3 pointing to same object that’s why it returns true.

When we are comparing 2 String objects by .equals() operator then we are checking that is both objects contains the same data or not.

Both the objects contains the same String i.e. GEEKS that’s why it returns true.

This article is contributed by Bishal Kumar Dubey. If you like GeeksforGeeks and would like to contribute, you can also write an article using contribute.geeksforgeeks.org or mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

also if string has already defined equals in its class so may not need to override explicitly,

but when reading or writng from file u may need to override,

and for custom class when setting same value it may result in false,

as need to override equals, and also hashcode...

example:

Account class have same value but result in false as object class equals got called on it

public boolean equals(Object obj) {

return (this == obj);

}

// Java program to understand

// the concept of == operator

public class Test {

public static void main(String[] args)

{

============================================================

String s1 = new String();

String s2 = new String();

System.out.println(s1 == s2);

System.out.println(s1.equals(s2));

false

true

System.out.println("====================");

String s3="hello";

String s4="hello";

System.out.println(s3.equals(s4));

System.out.println(s3==s4);

true

true

System.out.println("====================");

Account acc= new Account();

acc.setType("1");

Account acc1= new Account();

acc1.setType("2");

System.out.println(acc.equals(acc1));

false

System.out.println("====================");

}

}

class Account{

private String type;

public void setType(String type){

this.type=type;

}

}

//////////////////////////////////////////////

--------------->equal() by default checks memory address

``````

Object o1 = new Object();

Object o2 = new Object();

//o1=o2;

System.out.println(o1.equals(o2));

It returns false. It can return true, if the comment is removed.

Why isn't the same thing applicable to the String class?

String s1=new String();

String s2=new String();

System.out.println(s1.equals(s2));

Object equals by default is

/\* Object.equals() \*/

public boolean equals(Object obj) {

return (this == obj);

}

String equals is overriden is

/\* String.equals() \*/

public boolean equals(Object anObject) {

if (this == anObject) {

return true;

}

if (anObject instanceof String) {

String anotherString = (String)anObject;

int n = count;

if (n == anotherString.count) {

char v1[] = value;

char v2[] = anotherString.value;

int i = offset;

int j = anotherString.offset;

while (n-- != 0) {

if (v1[i++] != v2[j++])

return false;

}

return true;

}

}

return false;

}

als0------------>

Object a = new Integer(2);

Object b = new Integer(2);

System.out.println(a.equals(b));

Object x = new Object();

Object y = new Object();

System.out.println(x.equals(y));

The first print statement prints true and the second false.

/////////////////////////////////////////////////////////////////////////////

How does substring () inside String works?

String in java are like any other programming language, a sequence of characters. This is more like a utility class to work on that char sequence. This char sequence is maintained in following variable:

/\*\* The value is used for character storage. \*/

private final char value[];

To access this array in different scenarios, following variables are used:

/\*\* The offset is the first index of the storage that is used. \*/

private final int offset;

/\*\* The count is the number of characters in the String. \*/

private final int count;

Whenever we create a substring from any existing string instance, substring() method only set’s the new values of offset and count variables. The internal char array is unchanged

Memory leak issue

Till now we gone through basic stuff. Now something serious. Have you tried creating substrings from a string object. I bet, Yes. Do you know the internals of substring in java. How they create memory leaks?

Sub strings in java are created using method substring(int beginIndex) and some other overloaded forms of this method. All these methods create a new String object and update the offset and count variable which we saw in start of this article.

The original value[] is unchaged. Thus if you create a string with 10000 chars and create 100 substrings with 5-10 chars in each, all 101 objects will have same char array of size 10000 chars. It is memory wastage without any doubt.

how to prevent it:

--------->A simple but very common example that can lead to a memory leak is to use a HashSet with objects that are missing their hashCode() or equals() implementations.

Specifically, when we start adding duplicate objects into a Set – this will only ever grow, instead of ignoring duplicates as it should. We also won’t be able to remove these objects, once added.

Let’s create a simple class without either equals or hashCode:

public class Key {

public String key;

public Key(String key) {

Key.key = key;

}

}

---------> Close stream when unused

--------->Do profiling using visual VM

--------->Review Code

///////////////////////////////////////////////////////////////

./------>Working of HashMap, and duplicate collision resolved

--- “How HashMap works?”,“On principles of Hashing“

Hashing in its simplest form, is a way to assigning a unique code for any variable/object after applying any formula/ algorithm on its properties.

A map by definition is : “An object that maps keys to values”. Very easy.. right? So, HashMap has an inner class Entry, which looks like this:

static class Entry<k ,V> implements Map.Entry<k ,V>

{

final K key;

V value;

Entry<k ,V> next;

final int hash;

...//More code goes here

}

\*\*

if I am hashing integers and my hashing function is simply (n % 10) then the number 17 and the number 27 will produce the same result. This does not mean that those numbers are the same.

First of all, key object is checked for null. If key is null, value is stored in table[0] position. Because hash code for null is always 0.

Then on next step, a hash value is calculated using key’s hash code by calling its hashCode() method. This hash value is used to calculate index in array for storing Entry object. JDK designers well assumed that there might be some poorly written hashCode() functions that can return very high or low hash code value. To solve this issue, they introduced another hash() function, and passed the object’s hash code to this hash() function to bring hash value in range of array index size.

Now indexFor(hash, table.length) function is called to calculate exact index position for storing the Entry object.

Here comes the main part. Now, as we know that two unequal objects can have same hash code value, how two different objects will be stored in same array location [called bucket]. Answer is LinkedList. If you remember, Entry class had an attribute “next”. This attribute always points to next object in chain. This is exactly the behavior of LinkedList.

So, in case of collision, Entry objects are stored in LinkedList form. When an Entry object needs to be stored in particular index, HashMap checks whether there is already an entry?? If there is no entry already present, Entry object is stored in this location.

If there is already an object sitting on calculated index, its next attribute is checked. If it is null, and current Entry object becomes next node in LinkedList. If next variable is not null, procedure is followed until next is evaluated as null.

What if we add the another value object with same key as entered before. Logically, it should replace the old value. How it is done? Well, after determining the index position of Entry object, while iterating over LinkedList on calculated index, HashMap calls equals() method on key object for each Entry object. All these Entry objects in LinkedList will have similar hash code but equals() method will test for true equality. If key.equals(k) will be true then both keys are treated as same key object. This will cause the replacing of value object inside Entry object only.

````````HOW PUT WORKS```````````

->IN HASHMAP ARRAY OF eNTRy class is used as--> transient Entry[] trable;

.>) First of all, key object is checked for null. If key is null,

value is stored in table[0] position. Because hash code for null is always 0.

-> Then on next step, a hash value is calculated using key’s hash code

by calling its hashCode() method. This hash value is used to calculate

index in array for storing Entry object. JDK designers well

assumed that there might be some poorly written hashCode() functions

that can return very high or low hash code value. To solve this issue,

they introduced another hash() function, and passed the object’s hash code to this hash()

function to bring hash value in range of array index size.

-> Now indexFor(hash, table.length) function is called to

calculate exact index position for storing the Entry object.

-> So if two unequal obj can also have same hahscode,so both have to store in same location

called bucket (LinkedlIst) as Entry classhad attribute next(pointing to next obj in chain)

If there is already an object sitting on calculated index, its

next attribute is checked. If it is null, and current Entry object

becomes next node in LinkedList. If next variable is

not null, procedure is followed until next is evaluated as null.

->

What if we add the another value object with same key as entered before.

Logically, it should replace the old value. How it is done? Well, after

determining the index position of Entry object, while iterating over LinkedList

on calculated index, HashMap calls equals method on key object for each Entry

object. All these Entry objects in LinkedList will have similar hash code but

equals() method will test for true equality. If key.equals(k) will be true

then both keys are treated as same key object. This will cause the replacing

of value object inside Entry object only.

`````````HOW GET WORKS``````````````

--->

Now we have got the idea, how key-value pairs are stored in HashMap.

Next big question is : what happens when an object is passed in get method of

HashMap? How the value object is determined?

Answer we already should know that the way key uniqueness is determined

in put() method , same logic is applied in get() method also. The moment

HashMap identify exact match for the key object passed as argument, it simply

returns the value object stored in current Entry object.

If no match is found, get() method returns null.

//////////////////////

-------------->Why Override hashcode () and equals ()

--->shCode() and equals() methods have been defined in Object class which is parent class for java objects. For this reason, all java objects inherit a default implementation of these methods.

hashCode() method is used to get a unique integer for given object. This integer is used for determining the bucket location, when this object needs to be stored in some HashTable like data structure. By default, Object’s hashCode() method returns and integer representation of memory address where object is stored.

equals() method, as name suggest, is used to simply verify the equality of two objects. Default implementation simply check the object references of two objects to verify their equality.

Note that it is generally necessary to override the hashCode method whenever this method is overridden, so as to maintain the general contract for the hashCode() method, which states that equal objects must have equal hash codes.

equals() must define an equality relation (it must be reflexive, symmetric and transitive). In addition, it must be consistent (if the objects are not modified, then it must keep returning the same value). Furthermore, o.equals(null) must always return false.

hashCode() must also be consistent (if the object is not modified in terms of equals(), it must keep returning the same value).

The relation between the two methods is:

Whenever a.equals(b) then a.hashCode() must be same as b.hashCode().

////////////////////////////////////////////////////////

-------->Abstract vs Interface

--->Difference between interfaces and abstract classes?

This is very common question if you are appearing interview for junior level programmer. Well, most noticeable differences are as below:

Variables declared in a Java interface is by default final. An abstract class may contain non-final variables.

Java interface are implicitly abstract and cannot have implementations. A Java abstract class can have instance methods that implements a default behavior.

Members of a Java interface are public by default. A Java abstract class can have the usual flavors of class members like private, abstract.

Java interface should be implemented using keyword “implements“; A Java abstract class should be extended using keyword “extends“.

A Java class can implement multiple interfaces but it can extend only one abstract class.

Interface is absolutely abstract and cannot be instantiated; A Java abstract class also cannot be instantiated, but can be invoked if a main() exists. Since Java 8, you can define default methods in interfaces.

Abstract class are slightly faster than interface because interface involves a search before calling any overridden method in Java. This is not a significant difference in most of cases but if you are writing a time critical application than you may not want to leave any stone unturned.

//////////////////////////////////////////////////////

----------------->how to create instance without new()

1) Using newInstance method of Class class

Class ref = Class.forName("DemoClass");

DemoClass obj = (DemoClass) ref.newInstance();

2) Using class loader’s loadClass()

Just like above mechanism, class loader’s loadClass() method does the same thing.

instance.getClass().getClassLoader().loadClass("NewClass").newInstance();

3) Using clone()

NewClass obj = new NewClass;

NewClass obj2= (NewClass)obj.clone();

4) Object serialiation/deserialization

ObjectInputStream objStream = new ObjectInputStream(inputStream);

NewClass obj = (NewClass ) inStream.readObject();

5)uSING REFLECTION

constructor.newInstance(); or

class.newInstance();

//////////////////////////////////////////////////////

----------------->jAVA WRAPPER CLASS INTERNAL CACHING

for everytime an object is made/new instance is create memory in heap is taken

So, it can be understood that having objects ready made has its own

benefit and should be promoted as well.

So, like string pool, they can also have their pool, right? “Great Idea”.

Well, it’s already there. JDK provided wrapper classes also provide this in

form of instance pooling i.e. each wrapper class store a list of commonly used

instances of own type in form of cache and whenever required, you can use

them in your code.

It helps in saving lots of byes in your program runtime.

`````````Integer``````````

Declaring Integer like below

Integer i1 = 127;

Results in to Integer i1 = Integer.valueOf(127);

So what actually happening for first case is

Integer i1 = 127;<---Integer.valueOf(127);

Integer i2 = 127;<---Integer.valueOf(127);<---Same reference as first

From source code of Integer for class valueOf method

public static Integer valueOf(int i) {

if(i >= -128 && i <= IntegerCache.high)

return IntegerCache.cache[i + 128];

else

return new Integer(i);

}

So you get same reference if value is between -128 to 127 and

you call valueOf else it just returns new Integer(i)

And because reference is same your == operator works

for integers returned by valueOf between this range.

On the other hand, if you assign a value outside this range

to a wrapper reference type, Integer.valueOf will create a new Integer

object for that value. And hence, comparing the reference for

Integer objects having value outside this range will give you false

Integer i = 127; --> // Equivalent to `Integer.valueOf(127)`

Integer i2 = 127;

// Equivalent to `Integer.valueOf(128)`

// returns `new Integer(128)` for value outside the `Range - [-128, 127]`

Integer i3 = 128;

Integer i4 = 128;

System.out.println(i == i2); // true, reference pointing to same literal

System.out.println(i3 == i4); // false, reference pointing to different objects

But , when you create your integer instances using new operator, a

new object will be created on Heap. So,

Integer i = new Integer(127);

Integer i2 = new Integer(127);

System.out.println(i == i2); // false

----iternal Integer Structire us

Lets see how this IntegerCache look like in code:

private static class IntegerCache

{

private IntegerCache(){}

static final Integer cache[] = new Integer[-(-128) + 127 + 1];

static {

for(int i = 0; i < cache.length; i++)

cache[i] = new Integer(i - 128);

}

}

And this is how valueOf() method looks like:

public static Integer valueOf(int i)

{

final int offset = 128;

if (i >= -128 && i <= 127) // must cache

return IntegerCache.cache[i + offset];

}

return new Integer(i);

}

``````Other wrapper class ``````

Other wrapper classes

1)java.lang.Boolean store two inbuilt instances TRUE and FALSE,

and return their reference if new keyword is not used.

2)java.lang.Character has a cache for chars between unicodes 0 and 127 (ascii-7 / us-ascii).

3)java.lang.Long has a cache for long between -128 to +127.

4)java.lang.String has a whole new concept of string pool.

/////////////////////////////////////////////////////////////////////////////////

-->HOw to design god key in hashmap

``````we should be able to retrieve the value object back from the

map without failure

-> key hashcode along with equals method finds the location and availability to get keys value

->On runtime, JVM computes hash code for each object and provide it

on demand. When we modify an object’s state, JVM set a flag that object is

modified and hash code must be AGAIN computed. So, next time you call object’s

-> immutability is recommended and not mandatory.

If you want to make a mutable object as key in hashmap, then you

have to make sure that state change for key object does not change the hash

code of object. This can be done by overriding the hashCode() method.

But, you must make sure you are honoring the contract with equals() also.

hashCode() method, JVM recalculate the hash code for that object.

For this basic reasoning, key objects are suggested to be IMMUTABLE.

IMMUTABILITY allows you to get same hash code every time, for a key object.

So it actually solves most of the problems in one go. Also, this class must honor

the hashCode() and equals() methods contract.

exapmle--

package com.howtodoinjava.demo.map;

public class Account

{

private int accountNumber;

private String holderName;

public Account(int accountNumber) {

this.accountNumber = accountNumber;

}

public String getHolderName() {

return holderName;

}

public void setHolderName(String holderName) {

this.holderName = holderName;

}

public int getAccountNumber() {

return accountNumber;

}

//Depends only on account number

@Override

public int hashCode() {

final int prime = 31;

int result = 1;

result = prime \* result + accountNumber;

return result;

}

//Compare only account numbers

@Override

public boolean equals(Object obj) {

if (this == obj)

return true;

if (obj == null)

return false;

if (getClass() != obj.getClass())

return false;

Account other = (Account) obj;

if (accountNumber != other.accountNumber)

return false;

return true;

}

}

1) Whenever a.equals(b) is true, then a.hashCode() must be same as b.hashCode().

2) Whenever a.equals(b) is false, then a.hashCode() may/may not be same as b.hashCode().

-->

//////////////////////////////////////////////////////////////////////////////////////

---->Collection Framework Advantage

\*Reduced programming effort due to ready to use code

\*Increased performance because of high-performance implementations of

data structures and algorithms

\*Provides interoperability between unrelated APIs by establishing a

common language to pass collections back and forth

\*Easy to learn APIs by learning only some top level

interfaces and supported operations

//////////////////////////////////////////////////////////////

----->wh collection does not extend cloneable and serializable

````not required , Collection interface is not expected to do

what Cloneable and Serializable interfaces do.

Another reason is that not everybody will have a reason

to have Cloneable collection because if it has very large data,

then every unnecessary clone operation will consume a big memory.

Beginners might use it without knowing the consequences.

//////////////////////////////////////////////////////////////////

--->why map doesnt extend CollectionInterface

because they are incompatible“. Collection has a method add(Object o).

Map can not have such method because it need key-value pair. There are other

reasons also such as Map

supports keySet, valueSet etc. Collection classes does not have such views.

////////////////////////////////////////////////////////////////

----> Why List interface, which class implement it

```It is ordered,

Stores in indexed form

/--> classes that implement it ae

-Stack,Vector,,ArrayList,LinkedlIst

////////////////////////////////////////////////////////////////

----> Convert array to arrayList

//String array

String[] words = {"ace", "boom", "crew", "dog", "eon"};

//Use Arrays utility class

List wordList = Arrays.asList(words);

//Now you can iterate over the list

it will return List of element of any type, of which the array is. e.g.

//String array

Integer[] nums = {1,2,3,4};

//Use Arrays utility class

List numsList = Arrays.asList(nums);

////////////////////////////////////////////////////////////////

----> Reverse a list

Collections.reverse(list);

------->reverse array

Collections.reverse(Arrays.asList(arr));

Arrays.toString (arr);

////////////////////////////////////////////////////////////////

------> Set interface

, it is not ordered collection. So no ordering

is preserved while adding or removing elements. The main feature it does provide

is “uniqueness of elements“. It does not support duplicate elements.

Set also adds a stronger contract on the behavior of the equals and hashCode operations,

allowing Set instances to be compared meaningfully even if their implementation types

differ. Two Set instances are equal if they contain the same elements.

Based on above reasons, it does not have operations based on indexes of elements

like List. It only has methods which are inherited by Collection interface.

Main classes implementing Set interface are : EnumSet, HashSet, LinkedHashSet,

TreeSet. Read more on related java documentation.

//////////////////////////////////////////////////////////////////////////////

-------> How HshSet works

````You must know that HashMap store key-value pairs, with

one condition i.e. keys will be unique. HashSet uses Map’s this feature

to ensure uniqueness of elements. In HashSet class, a map declaration is as below:

private transient HashMap<E,Object> map;

//This is added as value for each key

private static final Object PRESENT = new Object();

So when you store a element in HashSet, it stores the element as key

in map and “PRESENT” object as value. (See declaration above).

public boolean add(E e) {

return map.put(e, PRESENT)==null;

}

/////////////////////////////////////////////////////////////////////////////////////

------>Possible add nu;ll in hashset or treeset

As you see, There is no null check in add() method in previous

question. And HashMap also allows one null key, so one “null” is allowed in HashSet.

TreeSet uses the same concept as HashSet for internal logic, but uses

NavigableMap for storing the elements.

private transient NavigableMap<E,Object> m;

// Dummy value to associate with an Object in the backing Map

private static final Object PRESENT = new Object();

NavigableMap is subtype of SortedMap which does not allow null keys.

So essentially, TreeSet also does not support null keys.

It will throw NullPointerException if you try to add null element in TreeSet.

/////////////////////////////////////////////////////////////////////////////////////

----> About hashMap

`Interface not extending collection,

stores in key value format

classes that extend are

: HashMap, Hashtable, EnumMap, IdentityHashMap, LinkedHashMap and Properties.

////////////////////////////////////////////////////////////////////////////////////////////////

--------->ConsurrentHashMAp and its working

////////////////////////////////////////////////////////////////////////////////////

------>hahsMAp vs concurrent hash map

1)HashMap is non-Synchronized in nature i.e. HashMap is not Thread-safe whereas ConcurrentHashMap is Thread-safe in nature.

HashMap performance is relatively high because it is non-synchronized in nature and any

number of threads can perform simultaneously. But ConcurrentHashMap performance is low

sometimes because sometimes Threads are

required to wait on ConcurrentHashMap.

While one thread is Iterating the HashMap object, if other thread try to add/modify

the contents of Object then we will get Run-time exception saying

ConcurrentModificationException.Whereas In ConcurrentHashMap we wont get any exception

while performing any modification at the time of Iteration.

```````Using HashMap

// Java program to illustrate

// HashMap drawbacks

import java.util.HashMap;

class HashMapDemo extends Thread

{

static HashMap<Integer,String> l=new HashMap<Integer,String>();

public void run()

{

// Child thread trying to add

// new element in the object

l.put(103,"D");

try

{

Thread.sleep(1000);

}

catch(InterruptedException e)

{

System.out.println("Child Thread going to add element");

}

}

public static void main(String[] args) throws InterruptedException

{

l.put(100,"A");

l.put(101,"B");

l.put(102,"C");

HashMapDemo t=new HashMapDemo();

t.start();

for (Object o : l.entrySet())

{

Object s=o;

System.out.println(s);

Thread.sleep(1000);

}

System.out.println(l);

}

}

Run on IDE

Output:

100=A

Exception in thread "main" java.util.ConcurrentModificationException

Using ConcurrentHashMap

// Java program to illustrate

// HashMap drawbacks

import java.util.HashMap;

import java.util.concurrent.\*;

class HashMapDemo extends Thread

{

static ConcurrentHashMap<Integer,String> l =

new ConcurrentHashMap<Integer,String>();

public void run()

{

// Child add new element in the object

l.put(103,"D");

try

{

Thread.sleep(2000);

}

catch(InterruptedException e)

{

System.out.println("Child Thread going to add element");

}

}

public static void main(String[] args) throws InterruptedException

{

l.put(100,"A");

l.put(101,"B");

l.put(102,"C");

HashMapDemo t=new HashMapDemo();

t.start();

for (Object o : l.entrySet())

{

Object s=o;

System.out.println(s);

Thread.sleep(1000);

}

System.out.println(l);

}

}

Run on IDE

Output:

100=A

101=B

102=C

103=D

{100=A, 101=B, 102=C, 103=D}

````n HashMap, null values are allowed for key and values, whereas

in ConcurrentHashMap null value is not allowed for key and value,

otherwise we will get Run-time exception saying NullPointerException.

```````Using HashMap

//Java Program to illustrate ConcurrentHashMap behaviour

import java.util.\*;

class ConcurrentHashMapDemo

{

public static void main(String[] args)

{

HashMap m=new HashMap();

m.put(100,"Hello");

m.put(101,"Geeks");

m.put(102,"Geeks");

m.put(null,"World");

System.out.println(m);

}

}

Run on IDE

output:

{null=World, 100=Hello, 101=Geeks, 102=Geeks}

Using ConcurrentHashMap

//Java Program to illustrate HashMap behaviour

import java.util.concurrent.\*;

class ConcurrentHashMapDemo

{

public static void main(String[] args)

{

ConcurrentHashMap m=new ConcurrentHashMap();

m.put(100,"Hello");

m.put(101,"Geeks");

m.put(102,"Geeks");

m.put(null,"World");

System.out.println(m);

}

}

Output:

Exception in thread "main" java.lang.NullPointerException

/////////////////////////////////////////////////////////////////////////////////////

/------------>What are different Collection views provided by Map interface?

Map interface provides 3 views of key-values pairs stored in it:

key set view

value set view

entry set view

////////////////////////////////////////////////////////////////////

------------------>When to use HashMap or TreeMap?

HashMap is well known class and all of us know that. So, I will

leave this part by saying that it is used to store key-value pairs and

allows to perform many operations on such collection of pairs.

TreeMap is special form of HashMap. It maintains the ordering of keys which

is missing in HashMap class. This ordering is by default “natural ordering”.

The default ordering can be override by providing an instance of Comparator class,

whose compare method will be used to maintain ordering of keys.

Please note that all keys inserted into the map must implement the Comparable

interface (this is necessary to decide the ordering). Furthermore, all such

keys must be mutually comparable: k1.compareTo(k2) must not throw a ClassCastException

for any keys k1 and k2 in the map. If the user attempts to put a key into the map that

violates this constraint (for example, the user attempts to put a string key into a map

whose keys are integers),

the put(Object key, Object value) call will throw a ClassCastException.

/////////////////////////////////////////////////////////////////////////////////////

Difference between HashMap and HashTable?

There are several differences between HashMap and Hashtable in Java:

Hashtable is synchronized, whereas HashMap is not.

Hashtable does not allow null keys or values. HashMap allows one null

key and any number of null values.

The third significant difference between HashMap vs Hashtable is that

Iterator in the HashMap is a

fail-fast iterator while the enumerator for the Hashtable is not.

////////////////////////////////////////////////////////////////////////////////

---------------->Fail fast vs Fail Safe iterator (Weakly Consistent)

```````Iterators from java.util package throw ConcurrentModificationException if

collection was modified by

collection's methods (add / remove) while iterating

Iterators from java.util.concurrent package typically iterate over

a snapshot and allow concurrent modifications but may not reflect collection

updates after the iterator was created.

if there is structural modification of the collection. Structural modification means adding,

removing or updating any element from collection while a thread is iterating over that

collection. Iterator on ArrayList, HashMap classes are some examples of fail-fast Iterator.

Fail-Safe iterators don’t throw any exceptions if a collection is structurally

modified while iterating over it. This is because, they operate on the clone of the

collection, not on the original collection and that’s why they are called fail-safe iterators.

Iterator on CopyOnWriteArrayList,

ConcurrentHashMap classes are examples of fail-safe Iterator.

FAILFAST CODE

// Java code to illustrate

// Fail Fast Iterator in Java

import java.util.HashMap;

import java.util.Iterator;

import java.util.Map;

public class FailFastExample {

public static void main(String[] args)

{

Map<String, String> cityCode = new HashMap<String, String>();

cityCode.put("Delhi", "India");

cityCode.put("Moscow", "Russia");

cityCode.put("New York", "USA");

Iterator iterator = cityCode.keySet().iterator();

while (iterator.hasNext()) {

System.out.println(cityCode.get(iterator.next()));

// adding an element to Map

// exception will be thrown on next call

// of next() method.

cityCode.put("Istanbul", "Turkey");

}

}

//using iteratot to remove will not throw exception

Iterator<Integer> itr = al.iterator();

while (itr.hasNext()) {

if (itr.next() == 2) {

// will not throw Exception

itr.remove();

}

}

System.out.println(al);

itr = al.iterator();

while (itr.hasNext()) {

if (itr.next() == 3) {

// will throw Exception on

// next call of next() method

al.remove(3);

}

}

}

Run on IDE

Output :

India

Exception in thread "main" java.util.ConcurrentModificationException

at java.util.HashMap$HashIterator.nextNode(HashMap.java:1442)

at java.util.HashMap$KeyIterator.next(HashMap.java:1466)

at FailFastExample.main(FailFastExample.java:18)

---------------->FAILSAFE

Fail-safe iterators allow modifications of a collection while iterating over it.

These iterators don’t throw any Exception if a collection is modified while iterating over it.

They use copy of original collection to traverse over the elements of the collection.

These iterators require extra memory for cloning of collection. Ex : ConcurrentHashMap, CopyOnWriteArrayList

FAIL safe may or may not create Copy of Collection, but are capable of hadling mofdification

COPY CREATED IN COPYONWRITEARRAYLIST<>(new INteger{1.2.3.4});

Example of Fail Safe Iterator in Java:

// Java code to illustrate

// Fail Safe Iterator in Java

import java.util.concurrent.CopyOnWriteArrayList;

import java.util.Iterator;

class FailSafe {

public static void main(String args[])

{

CopyOnWriteArrayList<Integer> list

= new CopyOnWriteArrayList<Integer>(new Integer[] { 1, 3, 5, 8 });

Iterator itr = list.iterator();

while (itr.hasNext()) {

Integer no = (Integer)itr.next();

System.out.println(no);

if (no == 8)

// This will not print,

// hence it has created separate copy

list.add(14);

}

}

}

------------->CONCURRENTHASHMAP DOESNT CREATE COPY

Example of Fail-Safe Iterator which does not create separate copy

// Java program to illustrate

// Fail-Safe Iterator which

// does not create separate copy

import java.util.concurrent.ConcurrentHashMap;

import java.util.Iterator;

public class FailSafeItr {

public static void main(String[] args)

{

// Creating a ConcurrentHashMap

ConcurrentHashMap<String, Integer> map

= new ConcurrentHashMap<String, Integer>();

map.put("ONE", 1);

map.put("TWO", 2);

map.put("THREE", 3);

map.put("FOUR", 4);

// Getting an Iterator from map

Iterator it = map.keySet().iterator();

while (it.hasNext()) {

String key = (String)it.next();

System.out.println(key + " : " + map.get(key));

// This will reflect in iterator.

// Hence, it has not created separate copy

map.put("SEVEN", 7);

}

}

}

/////////////////////////////////////////////////////////////////////////////

------------------->Why Iterator .remov dont throw Exception while CollectionObj.remove does

1```````

Consider this example:

List<String> list = new ArrayList<>(Arrays.asList("a", "b", "c", "d"));

for (Iterator<String> iter = list.iterator(); iter.hasNext(); ) {

if (iter.next().equals("b")) {

// iter.remove(); // #1

// list.remove("b"); // #2

}

}

If you uncomment line #1, it will work fine. If you uncomment line #2

(but leave #1 commented) then it will cause the subsequent call to iter.next() to

throw ConcurrentModificationException.

The reason is that the iterator is a separate object that has some

references to the internal state of the underlying list. If you modify the

list while the iterator is in operation, it could cause the iterator to behave badly,

e.g. by skipping elements, repeating elements, indexing off the end of the array, etc.

It attempts to detect such modifications and so it throws ConcurrentModificationException

if it does.

Removing elements through the iterator works and does not cause exceptions, because this

updates the underlying list and the iterator's state that refers to the internals of the,

so everything can stay consistent.

However, there is nothing special about iterator.remove() that makes it work in all cases.

If there are multiple iterators iterating over the same list, modifications made by one will

cause problems for the others. Consider:

Iterator<String> i1 = list.iterator();

Iterator<String> i2 = list.iterator();

i1.remove();

i2.remove();

We now have two iterators pointing into the same list. If we modify the list using one

of them, it disrupts the operation of the second, so the call to i2.remove() will result

in ConcurrentModificationException.

///////

///////////////////////////////////////////////////////////////////////////

------------->OCCURance of number of word in a list

`````import java.util.\*;

public class HelloWorld{

public static void main(String []args){

List<String> ls= new ArrayList<String>();

String s= "this is list of words that will define occurance of ea";

String []arr= s.split(" ");

ls = Arrays.asList(arr);

for(String ss: ls){

int freq = Collections.frequency(ls, ss);

System.out.println(ss+" occured "+ freq+" times");

}

// System.out.println("Hello World");

}

}

///////////////////////////////////////////////////////////////////////////

-------->Difference between HashMap and HashTable?

There are several differences between HashMap and Hashtable in Java:

1)Hashtable is synchronized, whereas HashMap is not.

2)Hashtable does not allow null keys or values. HashMap allows one null key

and any number of null values.

3)The third significant difference between HashMap vs Hashtable is that

Iterator in the HashMap

is a fail-fast iterator while the enumerator for the Hashtable is not.

///////////////////////////////////////////////////////////////////////////

--------------->Difference between Vector and ArrayList?

Lets note down the differences:

All the methods of Vector is synchronized. But, the methods of ArrayList is not synchronized.

Vector is a Legacy class added in first release of JDK.

ArrayList was part of JDK 1.2, when collection framework was introduced in java.

By default, Vector doubles the size of its array when it is re-sized internally.

But, ArrayList increases by half of its size when it is re-sized.

///////////////////////////////////////////////////////////////////////////

---------> Itrator vs Enumerator

```````

Iterators differ from enumerations in three ways:

1)Iterators allow the caller to remove elements from the underlying collection during the iteration with its remove() method.

You can not add/remove elements from a collection when using enumerator.

2)Enumeration is available in legacy classes i.e Vector/Stack etc.

whereas Iterator is available in all modern collection classes.

3)Another minor difference is that Iterator has improved method names e.g.

Enumeration.hasMoreElement() has become Iterator.hasNext(), Enumeration.nextElement() has become Iterator.next() etc.

Enumerator example

package com.myjava.Enumeration;

import java.util.Enumeration;

import java.util.Vector;

public class MyEnumeration {

public static void main(String a[]){

Vector<String> lang = new Vector<String>();

Enumeration<String> en = null;

lang.add("JAVA");

lang.add("JSP");

lang.add("SERVLET");

lang.add("EJB");

lang.add("PHP");

lang.add("PERL");

en = lang.elements();

while(en.hasMoreElements()){

System.out.println(en.nextElement());

}

}

}

///////////////////////////////////////////////////////////////////////////

----------------------->Iterator vs ListIterator

`````````What is the difference between Iterator and ListIterator ?

Iterator:-

An iterator over a collection.

By using Iterator we can retrieve the elements from Collection Object in forward direction only.

We can use Iterator to traverse Set and List and also Map type of Objects.

Iterator iterator = Set.iterator();

Iterator iterator = List.iterator();

Methods in Iterator :

hashNext()

next()

remove()

ListIterator:-

An iterator for lists that allows the programmer to traverse the list in

either direction, modify the list during iteration, and obtain the iterator's current

position in the list.

A ListIterator has no current element; its cursor position always lies between

the element that would be returned by a call to previous() and the element that would be

returned by a call to next().

But List Iterator can be used to traverse for List type Objects, but not for Set

type of Objects.

ListIterator listIterator = List.listIterator();

i.e., we can't get List Iterator object from Set interface.

Which allows you to traverse in either directions. That is List Iterators traverse

two directions. So it has another methods hasPrevious() & previous() other than Iterator.

Methods in ListIterator

hashNext()

next()

previous()

hashPrevious()

remove()

nextIndex()

previousIndex()

/////////////////////////////////////////////////////////////////////////////////////////

---------------> Difference between ArrayList and LinkedList?

```````````

1)LinkedList store elements within a doubly-linked list data structure.

ArrayList store elements within a dynamically resizing array.

2)LinkedList allows for constant-time insertions or removals, but only sequential

access of elements. In other words, you can walk the list forwards or

backwards, but grabbing an element in the middle takes time proportional to the size

of the list. ArrayLists, on the other hand, allow random access, so you can grab any

element in constant time. But adding or removing from anywhere but the end requires shifting

all the latter elements over, either to make an opening or fill the gap.

3)LinkedList has more memory overhead than ArrayList because in ArrayList each index only

holds actual object (data) but in case of LinkedList each node holds both data and address

of next and previous node.

//////////////////////////////////////////////////////////////////////////////////////////////

------------->How to make a collection read only?

Use following methods:

Collections.unmodifiableList(list);

Collections.unmodifiableSet(set);

Collections.unmodifiableMap(map);

//////////////////////////////////////////////////////////////////////////////////////////////

------------> How to make a collection thread safe?

Use below methods:

Collections.synchronizedList(list);

Collections.synchronizedSet(set);

Collections.synchronizedMap(map);

//////////////////////////////////////////////////////////////////////////////////////////////

------------>Why there is not method like Iterator.add() to add elements to the collection?

The sole purpose of an Iterator is to enumerate through a collection.

All collections contain the add() method to serve your purpose. There would

be no point in adding to an Iterator because the collection may or may not be ordered

. And add()

method can not have same implementation for ordered and unordered collections.

//////////////////////////////////////////////////////////////////////////////////////

-----------> How to avoid ConcurrentModificationException while iterating a collection?

You should first try to find another alternative iterator which

are fail-safe. For example if you are using List and you can use ListIterator.

If it is legacy collection, you can use enumeration.

If above options are not possible then you can use one of three changes:

If you are using JDK1.5 or higher then you can use ConcurrentHashMap and

CopyOnWriteArrayList classes. It is the recommended approach.

You can convert the list to an array and then iterate on the array.

You can lock the list while iterating by putting it in a synchronized block.

////////////////////////////////////////////////////////////////////

-------------->What is UnsupportedOperationException?

This exception is thrown on invoked methods which are not supported by actual collection type.

For example, if you make a read-only list list using

“Collections.unmodifiableList(list)” and then call add() or remove() method,

what should happen. It should clearly throw UnsupportedOperationException.

////////////////////////////////////////////////////////////////////////////////////

----------> Blocking queue

A queue implementation which let calling thrrad to get blocked while queueing (When queue is full)

and dequieing when queue is empty

its iternal structur is

public class BlockingQueue {

private List queue = new LinkedList();

private int limit = 10;

public BlockingQueue(int limit){

this.limit = limit;

}

public synchronized void enqueue(Object item)

throws InterruptedException {

while(this.queue.size() == this.limit) {

wait();

}

if(this.queue.size() == 0) {

notifyAll();

}

this.queue.add(item);

}

public synchronized Object dequeue()

throws InterruptedException{

while(this.queue.size() == 0){

wait();

}

if(this.queue.size() == this.limit){

notifyAll();

}

return this.queue.remove(0);

}

}

////////////////////////////////////////////////////////////////////////////////////

---------> Comparable vs Comparatoor

What is Comparable and Comparator interface?

In java. all collection which have feature of automatic sorting, uses compare methods to ensure the correct sorting of elements. For example classes which use sorting are TreeSet, TreeMap etc.

To sort the data elements a class needs to implement Comparator or Comparable interface. That’s why all Wrapper classes like Integer,Double and String class implements Comparable interface.

Comparable helps in preserving default natural sorting, whereas Comparator helps in sorting the elements in some special required sorting pattern. The instance of comparator if passed usually as collection’s constructor argument in supporting collections.

Sorting an ArrayList in ascending order

// Java program to demonstrate working of Collections.sort()

import java.util.\*;

public class Collectionsorting

{

public static void main(String[] args)

{

// Create a list of strings

ArrayList<String> al = new ArrayList<String>();

al.add("Geeks For Geeks");

al.add("Friends");

al.add("Dear");

al.add("Is");

al.add("Superb");

/\* Collections.sort method is sorting the

elements of ArrayList in ascending order. \*/

Collections.sort(al);

// Let us print the sorted list

System.out.println("List after the use of" +

" Collection.sort() :\n" + al);

}

}

output

List after the use of Collection.sort() :

[Dear, Friends, Geeks For Geeks, Is, Superb]

Sorting an ArrayList in descending order

// Java program to demonstrate working of Collections.sort()

// to descending order.

import java.util.\*;

public class Collectionsorting

{

public static void main(String[] args)

{

// Create a list of strings

ArrayList<String> al = new ArrayList<String>();

al.add("Geeks For Geeks");

al.add("Friends");

al.add("Dear");

al.add("Is");

al.add("Superb");

/\* Collections.sort method is sorting the

elements of ArrayList in ascending order. \*/

Collections.sort(al, Collections.reverseOrder());

// Let us print the sorted list

System.out.println("List after the use of" +

" Collection.sort() :\n" + al);

}

}

Run on IDE

Output:

List after the use of Collection.sort() :

[Superb, Is, Geeks For Geeks, Friends, Dear

SINCE STRING CLASS IMPLEMEMNTS COMPARABLE NO REQUIREEMENT OF passing instance in colelction sort or explicitly defining interface

Sorting an ArrayList according to user defined criteria.

We can use Comparator Interface for this purpose.

// Java program to demonstrate working of Comparator

// interface and Collections.sort() to sort according

// to user defined criteria.

import java.util.\*;

import java.lang.\*;

import java.io.\*;

// A class to represent a student.

class Student

{

int rollno;

String name, address;

// Constructor

public Student(int rollno, String name,

String address)

{

this.rollno = rollno;

this.name = name;

this.address = address;

}

// Used to print student details in main()

public String toString()

{

return this.rollno + " " + this.name +

" " + this.address;

}

}

class Sortbyroll implements Comparator<Student>

{

// Used for sorting in ascending order of

// roll number

public int compare(Student a, Student b)

{

return a.rollno - b.rollno;

}

}

// Driver class

class Main

{

public static void main (String[] args)

{

ArrayList<Student> ar = new ArrayList<Student>();

ar.add(new Student(111, "bbbb", "london"));

ar.add(new Student(131, "aaaa", "nyc"));

ar.add(new Student(121, "cccc", "jaipur"));

System.out.println("Unsorted");

for (int i=0; i<ar.size(); i++)

System.out.println(ar.get(i));

Collections.sort(ar, new Sortbyroll());

System.out.println("\nSorted by rollno");

for (int i=0; i<ar.size(); i++)

System.out.println(ar.get(i));

}

}

Run on IDE

Output :

Unsorted

111 bbbb london

131 aaaa nyc

121 cccc jaipur

Sorted by rollno

111 bbbb london

121 cccc jaipur

131 aaaa nyc

////////////////////////////////////////////////////////////////////////////////////---------------------->>Comparable interface

```````Implementing Comparable interface

Comparable interface provides one method compareTo(T o) to implement in any class so that two instances of that class can be compared. Signature of method is:

public int compareTo(T o);

Here, out of two instances to compare, one is instance itself on which method will be invoked, and other is passed as parameter o.

Lets see how our Employee class will look after implementing Comparable interface.

package corejava.compare;

public class Employee implements Comparable<Employee> {

private int id = -1;

private String firstName = null;

private String lastName = null;

private int age = -1;

public Employee(int id, String fName, String lName, int age) {

this.id = id;

this.firstName = fName;

this.lastName = lName;

this.age = age;

}

@Override

public int compareTo(Employee o) {

return this.id - o.id;

}

@Override

public String toString() {

return "Employee : " + id + " - " + firstName + " - " + lastName

+ " - " + age + "n";

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

// Other accessor methods

}

Default way to sort a list of employees, in our case, is by their id. Whatever, your default sorting order is, use in compare() method.

In implemented compare() method, we have simply returned the difference in employee ids of two instances. Two equal employee ids will return zero, indicating same object.

//////////////////////////////////////

-----------> Polymorphism

``````Ability by which we can create function and reference variable,which behave

differently in different programming context

"polymorphism in the context of object-oriented programming, is the ability to create a variable,

a function, or an object that has more than one form.”

An example of polymorphism is referring the instance of subclass, with reference variable of super-class. e.g.

Object o = new Object(); //o can hold the reference of any subtype

Object o = new String();

Object o = new Integer();

Compile timee Polymorphism--

program written in such a way that flow of control is decided in

compile time.

It is achieved using method overloading.

In method overloading, an object can have two or more methods with same name, BUT, with their method parameters different. These parameters may be different on two bases:

Parameters type

Type of method parameters can be different. e.g. java.util.Math.max() function comes with following versions:

public static double Math.max(double a, double b){..}

public static float Math.max(float a, float b){..}

public static int Math.max(int a, int b){..}

public static long Math.max(long a, long b){..}

-------------------------------> Runtime Polymorphism

`````````Runtime Polymorphism (dynamic binding or method overriding)

Runtime polymorphism is essentially referred as method overriding. Method overriding

is a feature which you get when you implement inheritance in your program.

A simple example can be from real world e.g. animals. An application can have Animal class,

and its specialized sub classes like Cat and Dog. These subclasses will override the

default behavior provided by Animal class + some of its own specific behavior.

public class Animal {

public void makeNoise()

{

System.out.println("Some sound");

}

}

class Dog extends Animal{

public void makeNoise()

{

System.out.println("Bark");

}

}

class Cat extends Animal{

public void makeNoise()

{

System.out.println("Meawoo");

}

}

public class Demo

{

public static void main(String[] args) {

Animal a1 = new Cat();

a1.makeNoise(); //Prints Meowoo

Animal a2 = new Dog();

a2.makeNoise(); //Prints Bark

}

}

Another term operator overloading is also there, e.g. “+” operator can be used to

add two integers as well as concat two sub-strings. Well, this is the only available support

for operator overloading in java,

and you can not have your own custom defined operator overloading in java.

Java dont have Operator overloading C# has

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

----------> Abstraction

``````Hiding up of inner detail is abstraction,

Like large arithmetic expression, you care of output not of which of operatior execute first.

types of abstrction

Data abstraction

Data abstraction is the way to create complex data types and exposing only meaningful operations to

interact with data type,

where as hiding all the implementation details from outside works.

Benefit of this approach involves capability of improving the implementation over time e.g.

solving performance issues is any. The idea is that such changes are not supposed to have any impact

on client code, since they involve no difference in the abstract behavior.

Control abstraction

A software is essentially a collection of numerous statements written in any programming language.

Most of the times, statement are similar and repeated over places multiple times.

Control abstraction is the process of identifying all such statements and expose them as a unit of work.

We normally use this feature when we create a function to perform any work.

ie same functionality statement in same block..

`````````````Use of Abstraction in application

--As abstraction is one of core principles of Object oriented programming practices, and

Java following all OOPs principles, abstraction is one of major building block of java language.

Data abstraction spans from creating simple data objects to complex collection

implementations such as HashMap or HashSet. Similarly, control abstraction can be seen

from defining simple function calls to complete open sourc

e frameworks. control abstraction is main force behind structured programming.

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

------------------>Encapsulation

````Wrapping data and methods within classes in combination with implementation

hiding (through access control) is often called encapsulation. The result is a data type with characteristics and behaviors. Encapsulation

essentially has both i.e. information hiding and implementation hiding.

----> mean wrapoing of data and method using implementation hiding(using access control) resulting into datatype with

behaviour

--->

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

----------->encapsulation vs Abstraction

Going forward, i will take example of our well known class HashMap. This class is responsible for storing key-value pair, searching based on key and do more things. From outside, client code only knows the method names and their behavior.

It calls these methods and live happily. This is actually what abstraction guidelines are.

Abstraction says that client code should call a method to add key-value pair, a method to retrieve

value based on key and so on. How it should be done? is not business of abstraction.

And here comes encapsulation, when you start writing actual code. You write HashMap.Entry class and create

variable table of type Entry[]. Then you declare all such things private and give public access to only put()

and get() methods etc. This is actually encapsulation. A realization of your desired abstraction.

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

------------------------>Abstraction vs Interface

An abstract method, is a method which is not implemented in place. An abstract method adds the

incompleteness to class, thus compiler wants to declare whole class abstract.

Only way to use an abstract class in your application is to extend this class. Its subclasses

if not declared abstract again, can be instantiated. The feature that subclass inherits the behavior

of super class, and super class can hold the

reference of subclass increases importance of abstract classes many fold.

'

Interface define contracts, which implementing classes

need to honor. These contracts are essentially unimplemented methods.

Java already has a keyword for unimplemented methods i.e. abstract. Java has

provision where any class can implement any interface, so all the methods declared in

interfaces need to be public only.

Are “public” and “public final” redundant for interface methods?

Yes.

All methods in an interface are implicitly public and abstract (but not final).

All fields in an interface are implicitly public, static and final.

The JLS states this. It also states that these modifiers can be left out.

Lets see an quick picture, how interface syntax looks like:

public interface TestInterface

{

void implementMe();

}

There is only one scenario, when you implement an interface and do

not override the method i.e. declare the implement class itself abstract.

public abstract class TestMain implements TestInterface

{

//No need to override implement Me

}

Otherwise, you must implement the method implementMe() in you class without any other exception.

public class TestMain implements TestInterface

{

@Override

public void implementMe() {

// TODO Auto-generated method stub

}

}

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

Let’s note down differences between abstract classes and interfaces for quick review:

Interfaces have all methods inherently public and abstract. You can not

override this behavior by trying to reduce accessibility of methods. You

can not even declare the static methods. Only public and abstract.

On other side, abstract classes are flexible in declaring the methods.

You can define abstract methods with protected accessibility also.

Additionally, you can define static methods as well, provided they are not abstract.

Non-abstract static methods are allowed.

Interfaces can’t have fully defined methods. By definition,

interfaces are meant to provide only contract.

Abstract classes can have non-abstract methods without any limitation.

You can use any keyword with non-abstract methods as you will do in any other class.

Any class which want to use abstract class can extend abstract class using keyword

extends, whereas for implementing interfaces keyword used is implements.

A class can extends only one class, but can implement any number of interfaces.

This property is often referred as simulation of multiple inheritance in java.

Interface is absolutely abstract and cannot be instantiated; A Java abstract

class also cannot be instantiated, but can be invoked if a main() exists.

////////////////////////////////////////////////////////////////////////////////////-----------------> Member varuable of interface is staticgfinal by default

interface inter{

int a=10; // It becomes final static by default

public void interFunc();

}

class cls implements inter{

public void interFunc(){

System.out.println("In Class Method WITH a's Value as --> "+a);

}

}

class Test{

public static void main(String[] args){

inter in= new cls();

in.interFunc();

}

}

o/p ==== 10

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////

--------------->Compile Time Means

```````The operations performed at compile time usually include syntax analysis,

various kinds of semantic analysis (e.g., type checks and instantiation of template) and code generation.

Programming language definitions usually specify compile time requirements that

source code must meet to be successfully compiled. For example, languages may stipulate

that the amount of storage required by types and variables can be deduced.

Properties of a program that can be reasoned about at compile time include range-checks

(e.g., proving that an array index will not exceed the array bounds), deadlock freedom in

concurrent languages, or timings (e.g., proving that a sequence of code takes no more than an

allocated amount of time).

Compile time occurs before link time (when the output of one or more compiled

files are joined together) and runtime (when a program is executed). In some programming

languages it may be necessary for some compilation and linking to occur at runtime. There is

a trade-off between compile-time and link-time in that many compile time operations can be deferred

to link-time without incurring extra run-time.

"Compile time" can also refer to the amount of time required for compilation.

///////////////////////////////////////////////////////////////////////////////////-------------------> Enum Type

````````Enumerations (in general) are generally a set of related constants

enums are a special type of class that always extends java.lang.Enum.

A simple usage will look like this:

public enum DIRECTION {

EAST,

WEST,

NORTH,

SOUTH //optionally can end with ";"

}

Here EAST, WEST, NORTH and SOUTH are final static inner classes of Direction of type Direction extends java.lang.Enum.

public abstract class Enum<E extends Enum<E>>

extends Object

implements Comparable<E>, Serializable

This clearly means that enums are comparable and serializable implicitly. Also, all enum types in java are singleton by default. So, you can compare enum types using ‘==’ operator also.

This also means that all enums extends java.lang.Enum, so they can not extend any other class because java does not support multiple inheritance this way. But, enums can implement any number of interfaces.

----To access enum inside a class,( enum is static)

-->outerObj.enum.enumMember

example for-->public class TestOuter

{

enum Direction

{

EAST,

WEST,

NORTH,

SOUTH

}

}

Like for above enum, if declared inside TestOuter.java, we can access a direction using TestOuter.Direction.NORTH.

`````````````````````````````````We can define enum type constructor

`````Though, you can give define your own constructors to initialize the state of enum types.

enum Direction {

// Enum types

EAST(0), WEST(180), NORTH(90), SOUTH(270);

// Constructor

private Direction(final int angle) {

this.angle = angle;

}

// Internal state

private int angle;

public int getAngle() {

return angle;

}

}

``````````````Extend an enum

. Enum types are final by default and hence can

not be extended. Yet, you are free to implement

any number of interfaces as you like.

----------------->Template method in enum

``````` the enum is basically a special class type, and can have methods and fields just like any other class. So, you can define a template for enum creation also

package enumTest;

public enum Direction {

// Enum types

EAST(0) {

@Override

public void shout() {

System.out.println("Direction is East !!!");

}

},

WEST(180) {

@Override

public void shout() {

System.out.println("Direction is West !!!");

}

},

NORTH(90) {

@Override

public void shout() {

System.out.println("Direction is North !!!");

}

},

SOUTH(270) {

@Override

public void shout() {

System.out.println("Direction is South !!!");

}

};

// Constructor

private Direction(final int angle) {

this.angle = angle;

}

// Internal state

private int angle;

public int getAngle() {

return angle;

}

// Abstract method which need to be implemented

public abstract void shout();

}

////////////////////////////////////////////////////////////////////////////////////////////

---------------------->Serialization

Serializability of a class is enabled by the class implementing the java.io.Serializable interface. Classes that do not implement this interface will not have any of their state serialized or deserialized. All subtypes of a serializable class are themselves serializable.

Serializable interface guarantees i.e. ability to serialize the classes. This interface recommends you to use serialVersioUID

Recommendations for serialVersionUID

The serialVersionUID is a universal version identifier for a Serializable class. Deserialization uses this number to ensure that a loaded class corresponds exactly to a serialized object. If no match is found, then an InvalidClassException is thrown.

Always include it as a field, for example: “private static final long serialVersionUID = 7526472295622776147L; ” include this field even in the first version of the class, as a reminder of its importance.

Do not change the value of this field in future versions, unless you are knowingly making changes to the class which will render it incompatible with old serialized objects. If needed, follow above given guidelines.

Other points to keep remember

Use javadoc’s @serial tag to denote Serializable fields.

The .ser extension is conventionally used for files representing serialized objects.

No static or transient fields undergo default serialization.

Extendable classes should not be Serializable, unless necessary.

Inner classes should rarely, if ever, implement Serializable.

Container classes should usually follow the style of Hashtable, which implements Serializable by storing keys and values, as opposed to a large hash table data structure.

Sample implementation class

package staticTest;

import java.io.Serializable;

import java.text.StringCharacterIterator;

import java.util.\*;

import java.io.\*;

public final class UserDetails implements Serializable {

/\*\*

\* This constructor requires all fields

\*

\* @param aFirstName

\* contains only letters, spaces, and apostrophes.

\* @param aLastName

\* contains only letters, spaces, and apostrophes.

\* @param aAccountNumber

\* is non-negative.

\* @param aDateOpened

\* has a non-negative number of milliseconds.

\*/

public UserDetails(String aFirstName, String aLastName, int aAccountNumber,

Date aDateOpened) {

super();

setFirstName(aFirstName);

setLastName(aLastName);

setAccountNumber(aAccountNumber);

setDateOpened(aDateOpened);

// there is no need here to call verifyUserDetails.

}

// The default constructor

public UserDetails() {

this("FirstName", "LastName", 0, new Date(System.currentTimeMillis()));

}

public final String getFirstName() {

return fFirstName;

}

public final String getLastName() {

return fLastName;

}

public final int getAccountNumber() {

return fAccountNumber;

}

/\*\*

\* Returns a defensive copy of the field so that no one can change this

\* field.

\*/

public final Date getDateOpened() {

return new Date(fDateOpened.getTime());

}

/\*\*

\* Names must contain only letters, spaces, and apostrophes. Validate before

\* setting field to new value.

\*

\* @throws IllegalArgumentException

\* if the new value is not acceptable.

\*/

public final void setFirstName(String aNewFirstName) {

verifyNameProperty(aNewFirstName);

fFirstName = aNewFirstName;

}

/\*\*

\* Names must contain only letters, spaces, and apostrophes. Validate before

\* setting field to new value.

\*

\* @throws IllegalArgumentException

\* if the new value is not acceptable.

\*/

public final void setLastName(String aNewLastName) {

verifyNameProperty(aNewLastName);

fLastName = aNewLastName;

}

/\*\*

\* Validate before setting field to new value.

\*

\* @throws IllegalArgumentException

\* if the new value is not acceptable.

\*/

public final void setAccountNumber(int aNewAccountNumber) {

validateAccountNumber(aNewAccountNumber);

fAccountNumber = aNewAccountNumber;

}

public final void setDateOpened(Date aNewDate) {

// make a defensive copy of the mutable date object

Date newDate = new Date(aNewDate.getTime());

validateAccountOpenDate(newDate);

fDateOpened = newDate;

}

/\*\*

\* The client's first name.

\*

\* @serial

\*/

private String fFirstName;

/\*\*

\* The client's last name.

\*

\* @serial

\*/

private String fLastName;

/\*\*

\* The client's account number.

\*

\* @serial

\*/

private int fAccountNumber;

/\*\*

\* The date the account was opened.

\*

\* @serial

\*/

private Date fDateOpened;

/\*\*

\* Determines if a de-serialized file is compatible with this class.

\* Included here as a reminder of its importance.

\*/

private static final long serialVersionUID = 7526471155622776147L;

/\*\*

\* Verify that all fields of this object take permissible values

\*

\* @throws IllegalArgumentException

\* if any field takes an unpermitted value.

\*/

private void verifyUserDetails() {

validateAccountNumber(fAccountNumber);

verifyNameProperty(fFirstName);

verifyNameProperty(fLastName);

validateAccountOpenDate(fDateOpened);

}

/\*\*

\* Ensure names contain only letters, spaces, and apostrophes.

\*

\* @throws IllegalArgumentException

\* if field takes an unpermitted value.

\*/

private void verifyNameProperty(String aName) {

boolean nameHasContent = (aName != null) && (!aName.equals(""));

if (!nameHasContent) {

throw new IllegalArgumentException(

"Names must be non-null and non-empty.");

}

StringCharacterIterator iterator = new StringCharacterIterator(aName);

char character = iterator.current();

while (character != StringCharacterIterator.DONE) {

boolean isValidChar = (Character.isLetter(character)

|| Character.isSpaceChar(character) || character == ''');

if (isValidChar) {

// do nothing

} else {

String message = "Names can contain only letters, spaces, and apostrophes.";

throw new IllegalArgumentException(message);

}

character = iterator.next();

}

}

/\*\*

\* AccountNumber must be non-negative.

\*

\* @throws IllegalArgumentException

\* if field takes an unpermitted value.

\*/

private void validateAccountNumber(int aAccountNumber) {

if (aAccountNumber < 0) {

String message = "Account Number must be greater than or equal to 0.";

throw new IllegalArgumentException(message);

}

}

/\*\*

\* DateOpened must be after 1970.

\*

\* @throws IllegalArgumentException

\* if field takes an unpermitted value.

\*/

private void validateAccountOpenDate(Date aDateOpened) {

if (aDateOpened.getTime() < 0) {

throw new IllegalArgumentException(

"Date Opened must be after 1970.");

}

}

/\*\*

\* Always treat de-serialization as a full-blown constructor, by validating

\* the final state of the de-serialized object.

\*/

private void readObject(ObjectInputStream aInputStream)

throws ClassNotFoundException, IOException {

// always perform the default de-serialization first

aInputStream.defaultReadObject();

// make defensive copy of the mutable Date field

fDateOpened = new Date(fDateOpened.getTime());

// ensure that object state has not been corrupted or tampered with

// malicious code

verifyUserDetails();

}

/\*\*

\* This is the default implementation of writeObject. Customise if

\* necessary.

\*/

private void writeObject(ObjectOutputStream aOutputStream)

throws IOException {

// perform the default serialization for all non-transient, non-static

// fields

aOutputStream.defaultWriteObject();

}

}

Lets see now how to do serialization and deserialization.

Serialization and deserialization of object

package serializationTest;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.util.Calendar;

import java.util.Date;

public class TestUserDetails {

public static void main(String[] args) {

// Create new UserDetails object

UserDetails myDetails = new UserDetails("Lokesh", "Gupta", 102825,

new Date(Calendar.getInstance().getTimeInMillis()));

// Serialization code

try {

FileOutputStream fileOut = new FileOutputStream("userDetails.ser");

ObjectOutputStream out = new ObjectOutputStream(fileOut);

out.writeObject(myDetails);

out.close();

fileOut.close();

} catch (IOException i) {

i.printStackTrace();

}

// De-serialization code

@SuppressWarnings("unused")

UserDetails deserializedUserDetails = null;

try {

FileInputStream fileIn = new FileInputStream("userDetails.ser");

ObjectInputStream in = new ObjectInputStream(fileIn);

deserializedUserDetails = (UserDetails) in.readObject();

in.close();

fileIn.close();

// verify the object state

System.out.println(deserializedUserDetails.getFirstName());

System.out.println(deserializedUserDetails.getLastName());

System.out.println(deserializedUserDetails.getAccountNumber());

System.out.println(deserializedUserDetails.getDateOpened());

} catch (IOException ioe) {

ioe.printStackTrace();

} catch (ClassNotFoundException cnfe) {

cnfe.printStackTrace();

}

}

}

Output:

Lokesh

Gupta

102825

Wed Nov 21 15:06:34 GMT+05:30 2012

Example of serialization:

Let's say you have a class person like the following:  
  
public class Person implements java.io.Serializable {  
 /\*\*  
 \*   
 \*/  
 private static final long serialVersionUID = 1L;  
 public String firstName;  
 public String lastName;  
 public int age;  
 public String address;  
  
 public void play() {  
 System.out.println(String.format(  
 "If I win, send me the trophy to this address: %s", address));  
 }  
 @Override  
 public String toString() {  
 return String.format(".....Person......\nFirst Name = %s\nLast Name = %s", firstName, lastName);  
 }  
}  
and then you create an object like this:  
  
Person william = new Person();  
 william.firstName = "William";  
 william.lastName = "Kinaan";  
 william.age = 26;  
 william.address = "Lisbon, Portugal";  
You can serialise that object to many streams. I will do that to two streams:  
  
Serialization to standard output:  
  
public static void serializeToStandardOutput(Person person)  
 throws IOException {  
 OutputStream outStream = System.out;  
 ObjectOutputStream stdObjectOut = new ObjectOutputStream(outStream);  
 stdObjectOut.writeObject(person);  
 stdObjectOut.close();  
 outStream.close();  
 }  
Serialization to a file:  
  
public static void serializeToFile(Person person) throws IOException {  
 OutputStream outStream = new FileOutputStream("person.ser");  
 ObjectOutputStream fileObjectOut = new ObjectOutputStream(outStream);  
 fileObjectOut.writeObject(person);  
 fileObjectOut.close();  
 outStream.close();  
 }  
Then:  
  
Deserialize from file:  
  
public static void deserializeFromFile() throws IOException,  
 ClassNotFoundException {  
 InputStream inStream = new FileInputStream("person.ser");  
 ObjectInputStream fileObjectIn = new ObjectInputStream(inStream);  
 Person person = (Person) fileObjectIn.readObject();  
 System.out.println(person);  
 fileObjectIn.close();  
 inStream.close();  
 }

//////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

------------------->Cloning

``````Jav cloning makes an identical copy of object,

By defau;t java cloning is field by field copy, ie as the oBject class

dont have idea about structure of class on which clone method will be invoked,

so jvm when called for cloning does--:

1) if class has only primitive members then a completely new copy

of the object will be created and the reference to the

new object copy will be returned.

2) if the class containes member of anuy class type then only the object refeence

to those members are copied and hence member references in both original object

as well as cloned object to the same object

````````

To make a clone of class following infrastructure is is followed

->A) You must implement Cloneable interface.

->B) You must override clone() method from Object class.

/\*

Creates and returns a copy of this object. The precise meaning of "copy" may depend on the class of the object.

The general intent is that, for any object x, the expression:

1) x.clone() != x will be true

2) x.clone().getClass() == x.getClass() will be true, but these are not absolute requirements.

3) x.clone().equals(x) will be true, this is not an absolute requirement.

\*/

protected native Object [More ...] clone() throws CloneNotSupportedException

--->First statement guarantees that cloned object will have separate memory address assignment.

seperate memory for both

-->Second statement suggest that original and cloned objects should have

same class type, but it is not mandatory.

same class type for both

-->Third statement suggest that original and cloned objects should have be equal using equals() method, but it is not mandatory.

both shld be equals but not mandatory for non primitive

java example---

public class Employee implements Cloneable{

private int empoyeeId;

private String employeeName;

private Department department;

public Employee(int id, String name, Department dept)

{

this.empoyeeId = id;

this.employeeName = name;

this.department = dept;

}

@Override

protected Object clone() throws CloneNotSupportedException {

return super.clone();

}

//Accessor/mutators methods will go there

}

Our Department class has two attributes. id and name.

public class Department

{

private int id;

private String name;

public Department(int id, String name)

{

this.id = id;

this.name = name;

}

//Accessor/mutators methods will go there

}

So, if we need to clone the Employee class, then we need to do something like this.

public class TestCloning {

public static void main(String[] args) throws CloneNotSupportedException

{

Department dept = new Department(1, "Human Resource");

Employee original = new Employee(1, "Admin", dept);

//Lets create a clone of original object

Employee cloned = (Employee) original.clone();

//Let verify using employee id, if cloning actually workded

System.out.println(cloned.getEmpoyeeId()); 1

//Verify JDK's rules

//Must be true and objects must have different memory addresses

System.out.println(original != cloned);

//As we are returning same class; so it should be true

System.out.println(original.getClass() == cloned.getClass());

//Default equals method checks for refernces so it should be false. If we want to make it true,

//we need to override equals method in Employee class.

System.out.println(original.equals(cloned));

}

}

Output:

1

true

true

false

Great, we successfully cloned the Employee object. But, remember we have two references of same object and now both will change the state of object in different parts of application. Want to see how?

Lets see:

public class TestCloning {

public static void main(String [] args) throws CloneNotSupportedException {

Department hr = new Department(1, "Human Resource");

Employee original = new Employee(1, "Admin", hr);

Employee cloned = (Employee) original.clone();

//Let change the department name in cloned object and we will verify in original object

cloned.getDepartment().setName("Finance");

System.out.println(original.getDepartment().getName());

}

}

Output: Finance

--------------->Shallow Cloning

This is default implementation in java. In overridden clone method, if you are not cloning all the object types (not primitives), then you are making a shallow copy.

All above examples are of shallow copy only, because we have not cloned the Department object on Employee class’s clone method. Now, i will move on to next section where we will see the deep cloning.

---------->>Deep cloning

It is the desired behavior in most the cases. We want a clone which is independent of original and making changes in clone should not affect original.

Let see how it can be done in our case.

//Modified clone() method in Employee class

@Override

protected Object clone() throws CloneNotSupportedException {

Employee cloned = (Employee)super.clone();

cloned.setDepartment((Department)cloned.getDepartment().clone());

return cloned;

}

I modified the Employee classes clone() method and added following clone method in Department class.

//Defined clone method in Department class.

@Override

protected Object clone() throws CloneNotSupportedException {

return super.clone();

}

---->Test deep cloning

public class TestCloning {

public static void main(String[] args) throws CloneNotSupportedException {

Department hr = new Department(1, "Human Resource");

Employee original = new Employee(1, "Admin", hr);

Employee cloned = (Employee) original.clone();

//Let change the department name in cloned object and we will verify in original object

cloned.getDepartment().setName("Finance");

System.out.println(original.getDepartment().getName());

}

}

Output:

Human Resource

Best practices

1) When you don’t know whether you can call the clone() method of a particular class as you are not sure if it is implemented in that class, you can check with checking if the class is instance of “Cloneable” interface as below.

if(obj1 instanceof Cloneable){

obj2 = obj1.clone();

}

//Dont do this. Cloneabe dont have any methods

obj2 = (Cloneable)obj1.clone();

/////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

----------------> Executor service

An advantage I see is in managing/scheduling several threads. With ExecutorService, you don't

have to write your own thread manager which can be plagued with bugs. This is especially useful if

your program needs to run several threads at once. For example you want to execute two threads at a time,

you can easily do it like this:

ExecutorService exec = Executors.newFixedThreadPool(2);

exec.execute(new Runnable() {

public void run() {

System.out.println("Hello world");

}

});

exec.shutdown();

The example may be trivial, but try to think that the "hello world"

line consists of a heavy operation and you want that operation to run in several

threads at a time in order to improve your program's performance. This is just one example,

there are still many cases that you want to schedule or run several threads and use ExecutorService

as your thread manager.

For running a single thread, I don't see any clear advantage of using ExecutorService.

``````````> we can seperte task creation and its execution using executor service

This is around the Executor interface, its sub-interface ExecutorService,

and the ThreadPoolExecutor class that implements both interfaces. This mechanism separates

the task creation and its execution. With an executor, you only

have to implement the Runnable objects and send them to the executor.

Sample java program------

1) Create a task to execute

Obviously, first step is to have a task which you would like to execute using Executors.

class Task implements Runnable

{

private String name;

public Task(String name)

{

this.name = name;

}

public String getName() {

return name;

}

@Override

public void run()

{

try

{

Long duration = (long) (Math.random() \* 10);

System.out.println("Doing a task during : " + name);

TimeUnit.SECONDS.sleep(duration);

}

catch (InterruptedException e)

{

e.printStackTrace();

}

}

}

2) Execute tasks using Executors

Now all you have to do is to create an instance of ThreadPoolExecutor and pass the tasks to be executed into it’s execute() method.

package com.howtodoinjava.demo.multithreading;

import java.util.concurrent.Executors;

import java.util.concurrent.ThreadPoolExecutor;

import java.util.concurrent.TimeUnit;

public class BasicThreadPoolExecutorExample

{

public static void main(String[] args)

{

//Use the executor created by the newCachedThreadPool() method

//only when you have a reasonable number of threads

//or when they have a short duration.

ThreadPoolExecutor executor = (ThreadPoolExecutor) Executors.newCachedThreadPool();

for (int i = 0; i <= 5; i++)

{

Task task = new Task("Task " + i);

System.out.println("A new task has been added : " + task.getName());

executor.execute(task);

}

executor.shutdown();

}

}

Output:

A new task has been added : Task 0

A new task has been added : Task 1

A new task has been added : Task 2

A new task has been added : Task 3

A new task has been added : Task 4

A new task has been added : Task 5

Doing a task during : Task 5

Doing a task during : Task 0

Doing a task during : Task 2

Doing a task during : Task 1

Doing a task during : Task 4

Doing a task during : Task 3

--------------------->>Executor service using callable..

------public class CallableExample {

public static class WordLengthCallable

implements Callable {

private String word;

public WordLengthCallable(String word) {

this.word = word;

}

public Integer call() {

return Integer.valueOf(word.length());

}

}

public static void main(String args[]) throws Exception {

ExecutorService pool = Executors.newFixedThreadPool(3);

Set<Future<Integer>> set = new HashSet<Future?Integer>>();

for (String word: args) {

Callable<Integer> callable = new WordLengthCallable(word);

Future<Integer> future = pool.submit(callable);

set.add(future);

}

int sum = 0;

for (Future<Integer> future : set) {

sum += future.get();

}

System.out.printf("The sum of lengths is %s%n", sum);

System.exit(sum);

}

}

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

///////////////////////////////////////////////////////// SPRING FRAMEWORKS ///////////////////////////////////////////////////////////////////////////

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

----> Inversion Control

, inversion of control (IoC) is a programming technique in which object

coupling is bound at run time by an assembler

object and is typically not known at compile time using static analysis.

In Java, dependency injection may happen through 3 ways:

A constructor injection

A setter injection

An interface injection

IOC is accomplished using Dependency INjection

/////////////////////////////////////////////////////////////////////////////////////////

--------------->Dispatcher servlet

``````After receiving an HTTP request, DispatcherServlet consults the HandlerMapping (configuration files) to call the appropriate Controller. The Controller takes the request and calls the appropriate service methods and set model data and then returns view name to the DispatcherServlet. The DispatcherServlet will take help from ViewResolver to pickup the defined view for the request. Once view is finalized, The DispatcherServlet passes the model data to the view which is finally rendered on the browser.

<web-app>

<display-name>Archetype Created Web Application</display-name>

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

By default, DispatcherServlet loads its configuration file using <servlet\_name>-servlet.xml. E.g. with above web.xml file, DispatcherServlet will try to find spring-servlet.xml file in classpath.

ContextLoaderListener reads the spring configuration file (with value given against “contextConfigLocation” in web.xml), parse it and loads the beans defined in that config file. e.g.

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/applicationContext.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Dispatcher servlet2

->The dispatcher-servlet.xml file contains all of your configuration for Spring MVC. So in it you will find beans such as ViewHandlerResolvers, ConverterFactories, Interceptors and so forth. All of these beans are part of Spring MVC which is a framework that structures how you handle web requests, providing useful features such as databinding, view resolution and request mapping.

The application-context.xml can optionally be included when using Spring MVC or any other framework for that matter. This gives you a container that may be used to configure other types of spring beans that provide support for things like data persistence. Basically, in this configuration file is where you pull in all of the other goodies Spring offers.

These configuration files are configured in the web.xml file as shown:

Dispatcher Config

<servlet>

<servlet-name>dispatcher</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>WEB-INF/spring/servlet-context.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>dispatcher</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Application Config

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/spring/application-context.xml</param-value>

</context-param>

<!-- Creates the Spring Container shared by all Servlets and Filters -->

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

To configure controllers, annotate them with @Controller then include the following in the dispatcher-context.xml file:

<mvc:annotation-driven/>

<context:component-scan base-package="package.with.controllers.\*\*" />

///////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

----------->>Bean scopes

`````` scope of an object at the Jaava class level. Beans can be defined to be

deployed in one of

a number of scopes: out of the box, the Spring Framework supports exactly five scopes (of

which three are available only if you are using a web-aware ApplicationContext).

Scope Description

```````````>singleton

--->Scopes a single bean definition to a single object instance

per Spring IoC container.

--> When scope is set as singlton only one

shared instance of shared instance of bean is managed

--> all future request to bean using that id will

result in id or ids matching that bean definition will result in that one

specific bean instance being returned by the Spring container.

-->Please be aware that Spring's concept of a singleton bean

is quite different from the Singleton pattern as defined in the seminal

Gang of Four (GoF) patterns book. The GoF Singleton hard codes the scope

of an object such that one and only one instance of a particular class will

ever be created per ClassLoader. The scope of the Spring singleton is best

described as per container and per bean. This means that if you define one

bean for a particular class in a single Spring container,

<bean id="accountService" class="com.foo.DefaultAccountService"/>

<!-- the following is equivalent, though redundant (singleton scope is the default); using spring-beans-2.0.dtd -->

<bean id="accountService" class="com.foo.DefaultAccountService" scope="singleton"/>

<!-- the following is equivalent and preserved for backward compatibility in spring-beans.dtd -->

<bean id="accountService" class="com.foo.DefaultAccountService" singleton="true"/>

``````````>prototype

```>Bean with scope prototype, result in creation of new bean instance, everythime

request for that bean with id is made.via a programmatic getBean() method call on the container)

Use prototype bean for stateful, singleton for stateless beans..

this is how we can define prototypebean...

<!-- using spring-beans-2.0.dtd -->

<bean id="accountService" class="com.foo.DefaultAccountService" scope="prototype"/>

<!-- the following is equivalent and preserved for backward compatibility in spring-beans.dtd -->

<bean id="accountService" class="com.foo.DefaultAccountService" singleton="false"/>

spring contaier does not manage complete protoype bean lifecycle

ie. for Prototype bean container instantiates, configures,

decorates and otherwise assembles a prototype object and hand to client.

no initializa or destruction callbakc are called.

-> client has responsibility to release prototype bean,

we can use custome bean post procesor, whih would hold reference to bean that need to be cleaned up

->------------\_\_---------\_\_\_-----------\_\_\_\_-----------

1)FOR REQUEST SESSION GLOBAL SESION requires some extra configuration

than singleton and prototype.

2) It require Aplication context only, not( XmlBeanFactory or ClassPathXmlApplicationContext,)

3) Dispatcher servlet is required

------------\_\_---------\_\_\_-----------\_\_\_\_-----------

Scopes a single bean definition to any number of object instances.

**request**

Scopes a single bean definition to the lifecycle of a single HTTP

request; that is each and every HTTP request will have

its own instance of a bean created off the back of a single bean definition.

Only valid in the context of a web-aware Spring ApplicationContext.

-><bean id="loginAction" class="com.foo.LoginAction" scope="request"/>

Bean will be created for each bean definition for each and every HTTP request

-> HTTP request. That is, the 'loginAction' bean will be effectively scoped at the HTTP request level.

->all bean will be unaffected isolated for independent request

**session**

Scopes a single bean definition to the lifecycle of a HTTP Session.

Only valid in the context of a web-aware Spring ApplicationContext.

->

<bean id="userPreferences" class="com.foo.UserPreferences" scope="session"/>

With the above bean definition in place, the Spring container

will create a brand new instance of the UserPreferences bean using the

'userPreferences' bean definition for the lifetime of a single HTTP Session.

In other words, the 'userPreferences' bean will be effectively scoped at the

HTTP Session level. Just like request-scoped beans, you can change the

internal state of the instance that is created as much as you want, safe in

the knowledge that other HTTP Session instances that are also using instances

created off the back of the same 'userPreferences' bean definition will not be

seeing these changes in state since they are particular to an individual HTTP Session. When the HTTP Session is eventually

discarded, the bean that is scoped to that particular HTTP Session will also

be discarded.

global session

Scopes a single bean definition to the lifecycle of a global HTTP Session.

Typically only valid when used in a portlet context. Only valid in the context

of a web-aware Spring ApplicationContext.

<bean id="userPreferences" class="com.foo.UserPreferences" scope="globalSession"/>

->GLobals session shared among alll portlets

->Both portlets and servlets receive an http

request and return a response, which is usally some HTML that can be rendered by a browser. A portlet is used in the context of a "Portal", the idea being that a single page seen by the user has lots of parts, think tiles, each coming from a different portlet.

Now, you can get that "tiled" effect

from normal servets (See Struts + Tiles for an example of how)

the extra bit from the portlets is that the portlets are in a richer

environment provided by the Portal, extra APIs are provided so that

what is displayed by any portlet can be configured by individual users

to their preferences, and the porlets can communicate with each other -

press a button in one, something happens in a another.

////////////////////////////////////////////////////////////////////////////

-------------->Stateful vs stateless bean

``````````For stateless session beans the server can maintain a variable amount of instances in a pool. Each time a client requests such a stateless bean (e.g. through a method) a random instance is chosen to serve that request. That means if the client does two subsequent requests it is possible that two different instances of the stateless bean serve the requests. In fact

there is no conversational state between the two requests.

Also if the client disappears, the stateless bean does not get

destroyed and can serve the next request from another client.

On the other hand a stateful session bean is closely connected to the

client. Each instance is created and bounded to a single client and serves

only requests from that particular client. So happens that if you do two

subsequent requests on a stateful bean, your request will be served always

from the same instance of the bean. That means you can maintain a conversational

state between the requests. At the end of the lifecyle the client calls a remove

method and the bean is being destroyed/ready for garbage collection.

**When to use stateless or stateful?**

That mainly depends on whether you want to maintain the conversational state.

For example if you have a method that adds up to numbers and return the result

you use a stateless bean because its a one time operation. If you call this method

a second time with other numbers you are not interested in the result of the previous addition anymore.

But if you want for example count the number of requests a client has done, you

have to use a stateful bean. In this scenario it is important to know how often

the client has requested the bean method before, so you have to maintain

conversational state in the bean (e.g. with a variable). If you would use a

stateless bean here the request of the client would be served each time from

a different bean what messes up your results.

EXAMPLE STATEFULL

## Counter

package org.superbiz.counter;  
  
import javax.ejb.Stateful;  
  
/\*\*  
 \* This is an EJB 3 style pojo stateful session bean  
 \* Every stateful session bean implementation must be annotated  
 \* using the annotation @Stateful  
 \* This EJB has 2 business interfaces: CounterRemote, a remote business  
 \* interface, and CounterLocal, a local business interface  
 \* <p/>  
 \* Per EJB3 rules when the @Remote or @Local annotation isn't present  
 \* in the bean class (this class), all interfaces are considered  
 \* local unless explicitly annotated otherwise. If you look  
 \* in the CounterRemote interface, you'll notice it uses the @Remote  
 \* annotation while the CounterLocal interface is not annotated relying  
 \* on the EJB3 default rules to make it a local interface.  
 \*/  
//START SNIPPET: code  
@Stateful  
public class Counter {  
  
 private int count = 0;  
  
 public int count() {  
 return count;  
 }  
  
 public int increment() {  
 return ++count;  
 }  
  
 public int reset() {  
 return (count = 0);  
 }  
}

## CounterTest

The Counter class is tested by obtaining a Context object and performing a JNDI lookup on it, to retrieve an instance of the Counter bean. After some state manipulation, a new instance is fetched from the container and we can see that it's a new instance.

package org.superbiz.counter;  
  
import junit.framework.TestCase;  
  
import javax.ejb.embeddable.EJBContainer;  
import javax.naming.Context;  
  
public class CounterTest extends TestCase {  
  
 //START SNIPPET: local  
 public void test() throws Exception {  
  
 final Context context = EJBContainer.createEJBContainer().getContext();  
  
 Counter counterA = (Counter) context.lookup("java:global/simple-stateful/Counter");  
  
 assertEquals(0, counterA.count());  
 assertEquals(0, counterA.reset());  
 assertEquals(1, counterA.increment());  
 assertEquals(2, counterA.increment());  
 assertEquals(0, counterA.reset());  
  
 counterA.increment();  
 counterA.increment();  
 counterA.increment();  
 counterA.increment();  
  
 assertEquals(4, counterA.count());  
  
 // Get a new counter  
 Counter counterB = (Counter) context.lookup("java:global/simple-stateful/Counter");  
  
 // The new bean instance starts out at 0  
 assertEquals(0, counterB.count());  
 }  
 //END SNIPPET: local  
}

# Running

-------------------------------------------------------  
 T E S T S  
-------------------------------------------------------  
Running org.superbiz.counter.CounterTest  
Apache OpenEJB 4.0.0-beta-1 build: 20111002-04:06  
http://tomee.apache.org/  
INFO - openejb.home = /Users/dblevins/examples/simple-stateful  
INFO - openejb.base = /Users/dblevins/examples/simple-stateful  
INFO - Using 'javax.ejb.embeddable.EJBContainer=true'  
INFO - Configuring Service(id=Default Security Service, type=SecurityService, provider-id=Default Security Service)  
INFO - Configuring Service(id=Default Transaction Manager, type=TransactionManager, provider-id=Default Transaction Manager)  
INFO - Found EjbModule in classpath: /Users/dblevins/examples/simple-stateful/target/classes  
INFO - Beginning load: /Users/dblevins/examples/simple-stateful/target/classes  
INFO - Configuring enterprise application: /Users/dblevins/examples/simple-stateful  
INFO - Configuring Service(id=Default Stateful Container, type=Container, provider-id=Default Stateful Container)  
INFO - Auto-creating a container for bean Counter: Container(type=STATEFUL, id=Default Stateful Container)  
INFO - Configuring Service(id=Default Managed Container, type=Container, provider-id=Default Managed Container)  
INFO - Auto-creating a container for bean org.superbiz.counter.CounterTest: Container(type=MANAGED, id=Default Managed Container)  
INFO - Enterprise application "/Users/dblevins/examples/simple-stateful" loaded.  
INFO - Assembling app: /Users/dblevins/examples/simple-stateful  
INFO - Jndi(name="java:global/simple-stateful/Counter!org.superbiz.counter.Counter")  
INFO - Jndi(name="java:global/simple-stateful/Counter")  
INFO - Jndi(name="java:global/EjbModule309142400/org.superbiz.counter.CounterTest!org.superbiz.counter.CounterTest")  
INFO - Jndi(name="java:global/EjbModule309142400/org.superbiz.counter.CounterTest")  
INFO - Created Ejb(deployment-id=Counter, ejb-name=Counter, container=Default Stateful Container)  
INFO - Created Ejb(deployment-id=org.superbiz.counter.CounterTest, ejb-name=org.superbiz.counter.CounterTest, container=Default Managed Container)  
INFO - Started Ejb(deployment-id=Counter, ejb-name=Counter, container=Default Stateful Container)  
INFO - Started Ejb(deployment-id=org.superbiz.counter.CounterTest, ejb-name=org.superbiz.counter.CounterTest, container=Default Managed Container)  
INFO - Deployed Application(path=/Users/dblevins/examples/simple-stateful)  
Tests run: 1, Failures: 0, Errors: 0, Skipped: 0, Time elapsed: 1.098 sec  
  
Results :  
  
Tests run: 1, Failures: 0, Errors: 0, Skipped: 0

////////////////////////////////////////////v//////////////////////////////////////////////////////////////////

---------------->> we can have mmultiple application

context/spring contaiers that manage spring bean with different config

````````>ApplicationContext (as an interface, and by the direct

implementation flavours) is the mean of implementing this IoC container,

as opposed to the BeanFactory, which is now (a sparsely used and) more direct

way of managing beans, which by the way provides the base implementation features

for the ApplicationContext.

As per your second question, you can have multiple

instances of ApplicationContexts, in that case, they

will be completely isolated, each with its own configuration.

/////////////////////////////////////////////////////////////////////////////////////////////////////

---------> What is dispatcher serlet

`````> Simply put, in the Front Controller design pattern,

a single controller is responsible for directing incoming HttpRequests

to all of an application’s other controllers and handlers.

he job of the DispatcherServlet is to take an incoming URI and find the right combination of handlers (generally methods on Controller classes) and views (generally JSPs) that combine to form the page or resource that's supposed to be found at that location.

I might have

a file /WEB-INF/jsp/pages/Home.jsp

and a method on a class

@RequestMapping(value="/pages/Home.html")

private ModelMap buildHome() {

return somestuff;

}

///////////////////////////////////////////////////////////////////////////////////

----------------> Simple spring app

`````Now add DispatcherServlet entry in web.xml file so that all incoming requests come though DispatcherServlet only.

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Now add below entries in spring configuration file.

<beans>

<!-- Scan all classes in this path for spring specific annotations -->

<context:component-scan base-package="com.howtodoinjava.demo" />

<bean class="org.springframework.web.servlet.mvc.annotation.DefaultAnnotationHandlerMapping" />

<bean class="org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter" />

<!-- Vierw resolver configuration -->

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/views/" />

<property name="suffix" value=".jsp" />

</bean>

</beans>

Add controller code.

@Controller

@RequestMapping("/employee-module")

public class EmployeeController

{

@Autowired

EmployeeManager manager;

@RequestMapping(value = "/getAllEmployees", method = RequestMethod.GET)

public String getAllEmployees(Model model)

{

model.addAttribute("employees", manager.getAllEmployees());

return "employeesListDisplay";

}

}

Additionally you should add manager and dao layer classes as well. Finally you add the jsp file to display the view.

///////////////////////////////////////////////////////////////////////////////////////////

Spring MVC Interview Questions with Answers

March 2, 2015 by Lokesh Gupta

These Spring MVC interview questions and answers have been written to help you prepare for the interviews and quickly revise the concepts in general. I will strongly suggest you to go deeper into each concept if you have extra time. The more you know, more you are confident.

What is Spring MVC framework?

The Spring web MVC framework provides model-view-controller architecture and ready components that can be used to develop flexible and loosely coupled web applications. The MVC pattern results in separating the different aspects of the application (input logic, business logic, and UI logic), while providing a loose coupling between model, view and controller parts of application. Spring framework provides lots of advantages over other MVC frameworks e.g.

Clear separation of roles – controller, validator, command object, form object, model object, DispatcherServlet, handler mapping, view resolver, etc. Each role can be fulfilled by a specialized object.

Powerful and straightforward configuration of both framework and application classes as JavaBeans.

Reusable business code – no need for duplication. You can use existing business objects as command or form objects instead of mirroring them in order to extend a particular framework base class.

Customizable binding and validation

Customizable handler mapping and view resolution

Customizable locale and theme resolution

A JSP form tag library, introduced in Spring 2.0, that makes writing forms in JSP pages much easier. etc.

**What is DispatcherServlet and ContextLoaderListener?**

Spring’s web MVC framework is, like many other web MVC frameworks, request-driven, designed around a central Servlet that handles all the HTTP requests and responses. Spring’s DispatcherServlet however, does more than just that. It is completely integrated with the Spring IoC container so it allows you to use every feature that Spring has.

After receiving an HTTP request, DispatcherServlet consults the HandlerMapping (configuration files) to call the appropriate Controller. The Controller takes the request and calls the appropriate service methods and set model data and then returns view name to the DispatcherServlet. The DispatcherServlet will take help from ViewResolver to pickup the defined view for the request. Once view is finalized, The DispatcherServlet passes the model data to the view which is finally rendered on the browser.

<web-app>

<display-name>Archetype Created Web Application</display-name>

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

</web-app>

By default, DispatcherServlet loads its configuration file using <servlet\_name>-servlet.xml. E.g. with above web.xml file, DispatcherServlet will try to find spring-servlet.xml file in classpath.

**ContextLoaderListener reads the spring** configuration file (with value given against “contextConfigLocation” in web.xml), parse it and loads the beans defined in that config file. e.g.

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/applicationContext.xml</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

**What is the front controller class of Spring MVC?**

A front controller is defined as “a controller which handles all requests for a Web Application.” DispatcherServlet (actually a servlet) is the front controller in Spring MVC that intercepts every request and then dispatches/forwards requests to an appropriate controller.

When a web request is sent to a Spring MVC application, dispatcher servlet first receives the request. Then it organizes the different components configured in Spring’s web application context (e.g. actual request handler controller and view resolvers) or annotations present in the controller itself, all needed to handle the request.

How to use Java based configuration?

To configure java based MVC application, first add required dependencies.

<!-- Spring MVC support -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-webmvc</artifactId>

<version>4.1.4.RELEASE</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-web</artifactId>

<version>4.1.4.RELEASE</version>

</dependency>

<!-- Tag libs support for view layer -->

<dependency>

<groupId>javax.servlet</groupId>

<artifactId>jstl</artifactId>

<version>1.2</version>

<scope>runtime</scope>

</dependency>

<dependency>

<groupId>taglibs</groupId>

<artifactId>standard</artifactId>

<version>1.1.2</version>

<scope>runtime</scope>

</dependency>

Now add DispatcherServlet entry in web.xml file so that all incoming requests come though DispatcherServlet only.

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

Now add below entries in spring configuration file.

<beans>

<!-- Scan all classes in this path for spring specific annotations -->

<context:component-scan base-package="com.howtodoinjava.demo" />

<bean class="org.springframework.web.servlet.mvc.annotation.DefaultAnnotationHandlerMapping" />

<bean class="org.springframework.web.servlet.mvc.annotation.AnnotationMethodHandlerAdapter" />

<!-- Vierw resolver configuration -->

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<property name="prefix" value="/WEB-INF/views/" />

<property name="suffix" value=".jsp" />

</bean>

</beans>

Add controller code.

@Controller

@RequestMapping("/employee-module")

public class EmployeeController

{

@Autowired

EmployeeManager manager;

@RequestMapping(value = "/getAllEmployees", method = RequestMethod.GET)

public String getAllEmployees(Model model)

{

model.addAttribute("employees", manager.getAllEmployees());

return "employeesListDisplay";

}

}

Additionally you should add manager and dao layer classes as well. Finally you add the jsp file to display the view.

I will suggest to read above linked tutorial for complete understanding.

Read More : Spring MVC Hello World Example

How can we use Spring to create Restful Web Service returning JSON response?

For adding JSON support to your spring application, you will need to add Jackson dependency in first step.

<!-- Jackson JSON Processor -->

<dependency>

<groupId>com.fasterxml.jackson.core</groupId>

<artifactId>jackson-databind</artifactId>

<version>2.4.1</version>

</dependency>

Now you are ready to return JSON response from your MVC controller. All you have to do is return JAXB annotated object from method and use @ResponseBody annotation on this return type.

@Controller

public class EmployeeRESTController

{

@RequestMapping(value = "/employees")

public @ResponseBody EmployeeListVO getAllEmployees()

{

EmployeeListVO employees = new EmployeeListVO();

//Add employees

return employees;

}

}

Alternatively, you can use @RestController annotation in place of @Controller annotation. This will remove the need to using @ResponseBody.

@RestController = @Controller + @ResponseBody

So you can write the above controller as below.

@RestController

public class EmployeeRESTController

{

@RequestMapping(value = "/employees")

public EmployeeListVO getAllEmployees()

{

EmployeeListVO employees = new EmployeeListVO();

//Add employees

return employees;

}

}

Read More : Spring REST Hello World JSON Example

**Can we have multiple Spring configuration files?**

YES. You can have multiple spring context files. There are two ways to make spring read and configure them.

a) Specify all files in web.xml file using contextConfigLocation init parameter.

<servlet>

<servlet-name>spring</servlet-name>

<servlet-class>

org.springframework.web.servlet.DispatcherServlet

</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>

WEB-INF/spring-dao-hibernate.xml,

WEB-INF/spring-services.xml,

WEB-INF/spring-security.xml

</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>spring</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

b) OR, you can import them into existing configuration file you have already configured.

<beans>

<import resource="spring-dao-hibernate.xml"/>

<import resource="spring-services.xml"/>

<import resource="spring-security.xml"/>

... //Other configuration stuff

</beans>

///////////////////////////////////////////////////////////////////////////////////////////////////v//////////////////////////////////////////////////////////////////

-------------->Difference between <context:annotation-config> vs <context:component-scan>?

1) First big difference between both tags is that <context:annotation-config>

is used to activate applied annotations in already registered beans in application

context. Note that it simply does not matter whether bean was registered by which mechanism e.g. using <context:component-scan>

or it was defined in application-context.xml file itself.

2) Second difference is driven from first difference itself. It registers the beans defined in config file into context + it also scans the annotations inside beans and activate them. So <context:component-scan> does what <context:annotation-config> does, but additionally it scan the packages and register the beans in application context.

////////////////////////////////////////////////////////////////////////////////////

------------------->Difference between @Component, @Controller, @Repository & @Service annotations?

1) The @Component annotation marks a java class as a bean so the component-scanning mechanism of spring can pick it up and pull it into the application context. To use this annotation, apply it over class as below:

@Component

public class EmployeeDAOImpl implements EmployeeDAO {

...

}

2) The @Repository annotation is a specialization of the @Component annotation

with similar use and functionality. In addition to importing the DAOs into

the DI container, it also makes the unchecked exceptions (thrown from DAO methods)

eligible for translation into Spring DataAccessException.

3) The @Service annotation is also a specialization of the component annotation.

It doesn’t currently provide any additional behavior over the @Component annotation,

but it’s a good idea to use @Service over @Component in service-layer classes because it specifies intent better.

4) @Controller annotation marks a class as a Spring Web MVC controller. It too

is a @Component specialization, so beans marked with it are automatically

imported into the DI container. When you add the @Controller annotation to a class,

you can use another annotation i.e. @RequestMapping;

to map URLs to instance methods of a class.

-->COMPONENT VS BEAN ANNOTATION

Component (and @Service and @Repository) are used to auto-detect and

auto-configure beans using classpath scanning. There's an implicit one-to-one

mapping between the annotated class and the bean (i.e. one bean per class).

Control of wiring is quite limited with this approach, since it's purely declarative.

@Bean is used to explicitly declare a single bean, rather than letting

Spring do it automatically as above. It decouples the declaration of the bean

from the class definition, and lets you create and configure beans exactly how you

choose.

//////////////////////////////////////////////////////////////////////////////////////////////

--------> What is inner bean in spring

`````` whenever a bean is used for only one particular property,

it’s advise to declare it as an inner bean. And the inner bean is

supported both in setter injection ‘property‘ and constructor injection

‘constructor-arg‘.

For example, let’s say we one Customer class having

reference of Person class. In our application, we will be

creating only one instance of Person class, and use it inside Customer.

public class Customer

{

private Person person;

//Setters and Getters

}

public class Person

{

private String name;

private String address;

private int age;

//Setters and Getters

}

Now inner bean declaration will look like this:

<bean id="CustomerBean" class="com.howtodoinjava.common.Customer">

<property name="person">

<!-- This is inner bean -->

<bean class="com.howtodoinjava.common.Person">

<property name="name" value="adminis"></property>

<property name="address" value="India"></property>

<property name="age" value="34"></property>

</bean>

</property>

</bean>

////////////////////////////////////////////////////////////////////////////////////////////////

--------------->Are Singleton beans thread safe in Spring Framework?

```````Spring framework does not do anything under the hood concerning

the multi-threaded behavior of a singleton bean. It is the developer’s

responsibility to deal with concurrency issue and thread safety of the

singleton bean.

While practically, most spring beans have no mutable state

(e.g. Service and DAO clases), and as such are trivially thread safe.

But if your bean has mutable state (e.g. View Model Objects), so you need to

ensure thread safety. The most easy and obvious solution for this problem

is to change bean scope of mutable beans from “singleton” to “prototype“.

///////////////////////////////////////////////////////////////////////////////////////////////////v//////////////////////////////////////////////////////////////////

-------------->What is autowiring

``````Spring comtainer is capable of autowiring collaboratng bean

This means that it is possible to automatically let Spring resolve

collaborators (other beans) for your bean by inspecting the contents of

the BeanFactory. Autowiring is specified per bean and can thus be enabled for

some beans, while other beans will not be autowired.

The following excerpt from the XML configuration file shows a bean being autowired

by name.

<bean id="employeeDAO" class="com.howtodoinjava.EmployeeDAOImpl" autowire="byName" />

Apart from the autowiring modes provided in bean configuration file, autowiring can be specified in bean classes also using @Autowired annotation. To use @Autowired annotation in bean classes, you must first enable the annotation in spring application using below configuration.

<context:annotation-config />

Same can be achieved using AutowiredAnnotationBeanPostProcessor bean definition

in configuration file.

<bean class ="org.springframework.beans.factory.annotation.AutowiredAnnotationBeanPostProcessor"/>

Now, when annotation configuration has been enables, you are free to a

utowire bean dependencies using @Autowired, the way you like.

@Autowired

public EmployeeDAOImpl ( EmployeeManager manager ) {

this.manager = manager;

}

/////////////////////////////////////////////////////////////////////////////////////////

------------->Explain different modes of bean autowiring?

``````````There are five auto wiring modes in spring framework. Lets discuss them one by one.

1)no: This option is default for spring framework and it means that autowiring

is OFF. You have to explicitly set the dependencies using tags in bean definitions.

2)byName: This option enables the dependency injection based on bean names.

When autowiring a property in bean, property name is used for searching a

injected in property. If no such bean is found, a error is raised.

3)byType: This option enables the dependency injection based on bean types. When autowiring a property in bean, property’s class type is used for searching a matching bean definition in configuration file. If such bean is found, it is injected in property. If no such bean is found, a error is raised.

constructor: Autowiring by constructor is similar to byType, but applies to constructor arguments. In autowire enabled bean, it will look for class type of constructor arguments, and then do a autowire by type on all constructor arguments. Please note that if there isn’t exactly one bean of the

4)constructor argument type in the container, a fatal error is raised.

5)autodetect: Autowiring by autodetect uses either of two modes

i.e. constructor or byType modes. First it will try to look

for valid constructor with arguments, If found the constructor

mode is chosen. If there is no constructor defined in bean, or

explicit default no-args constructor is present, the autowire byType mode

is chosen.

////////////////////////////////////////////////////////////////////////////////

``````````````````````>RequiredAnnotation

Explain @Required annotation with example?

In a production-scale application, there may be hundreds or

thousands of beans declared in the IoC container, and the

dependencies between them are often very complicated.

One of the shortcomings of setter injection is that it’s very

hard for you to check if all required properties have been set or not

. To overcome this problem, you can set “dependency-check”

attribute of <bean> and set one of four attributes i.e.

none, simple, objects or all (none is default option).

In real life application, you will not be interested in

checking all the bean properties configured in

your context files. Rather you would like to

check if particular set of properties have been

set or not in some specific beans only.

Spring’s dependency checking feature using

“dependency-check” attribute, will not able to help you i

n this case. So solve this problem, you can use @Required annotation.

To Use the @Required annotation over setter method of bean property

in class file as below:

public class EmployeeFactoryBean extends AbstractFactoryBean<Object>

{

private String designation;

public String getDesignation() {

return designation;

}

@Required

public void setDesignation(String designation) {

this.designation = designation;

}

//more code here

}

RequiredAnnotationBeanPostProcessor is a spring bean post processor that

checks if all the bean properties

with the @Required annotation have been set. To enable this bean post

processor for property checking, you must register it in the Spring IoC container.

<bean class="org.springframework.beans.factory.annotation.

RequiredAnnotationBeanPostProcessor" />

If any properties with @Required have not been set, a

BeanInitializationException will be thrown by this bean post processor.

/////////////////////////////////////////////////////////////////////////////////////////////////

-----------> Explain @Qualifier annotation with example?

@Qualifier means, which bean is qualify to autowired on a field. The qualifier annotation helps disambiguate bean references when Spring would otherwise not be able to do so.

See below example, it will autowired a “person” bean into customer’s person property.

public class Customer

{

@Autowired

private Person person;

}

And we have two bean definitions for Person class.

<bean id="customer" class="com.howtodoinjava.common.Customer" />

<bean id="personA" class="com.howtodoinjava.common.Person" >

<property name="name" value="lokesh" />

</bean>

<bean id="personB" class="com.howtodoinjava.common.Person" >

<property name="name" value="alex" />

</bean>

Will Spring know which person bean should autowired? NO. When you run above example, it hits below exception :

Caused by: org.springframework.beans.factory.NoSuchBeanDefinitionException:

No unique bean of type [com.howtodoinjava.common.Person] is defined:

expected single matching bean but found 2: [personA, personB]

To fix above problem, you need @Quanlifier to tell Spring about which bean should autowired.

public class Customer

{

@Autowired

@Qualifier("personA")

private Person person;

}

///////////////////////////////////////////////////////////////////////////////////////////////////////////////

----------->Setter vs Constructor injection

````````Difference between constructor injection and setter injection?

Please find below the noticeable differences:

In Setter Injection, partial injection of dependencies can possible, means if

we have 3 dependencies like int, string, long, then its not necessary to inject

all values if we use setter injection. If you are not inject it will takes

default values for those primitives. In constructor injection, partial injection

of dependencies is not possible,

because for calling constructor we must pass all the arguments right, if

not so we may get error.

Setter Injection will overrides the constructor injection value, provided if

we write setter and constructor injection for the same property. But, constructor

injection cannot overrides the setter injected values. It’s obvious because

constructors are called to first to create the instance.

Using setter injection you can not guarantee that certain dependency is injected

or not, which means you may have an object with incomplete dependency. On other hand

constructor Injection does not allow you to construct object, until your dependencies are ready.

In constructor injection, if Object A and B are dependent each other i.e A is depends on B and vice-versa, Spring throws ObjectCurrentlyInCreationException while creating objects of A and B because A object cannot be cre ated until B is created and vice-versa. So spring can resolve circular dependencies through setter-injection because Objects are constructed before setter methods invoked.

EXAMPLEOF SEETTER VS CONSTRUCTOR INJECTION

* It consists of the following folders:
* /src/main/java folder, that contains source files for the dynamic content of the application,
* /src/test/java folder contains all source files for unit tests,
* /src/main/resources folder contains configurations files,
* /target folder contains the compiled and packaged deliverables,
* the pom.xml is the project object model (POM) file. The single file that contains all project related configuration.

## 2. Add Spring 3.2.3 dependency

* Locate the “Properties” section at the “Overview” page of the POM editor and perform the following changes:
* Create a new property with name **org.springframework.version** and value **3.2.3.RELEASE**.
* Navigate to the “Dependencies” page of the POM editor and create the following dependencies (you should fill the “GroupId”, “Artifact Id” and “Version” fields of the “Dependency Details” section at that page):
* Group Id : **org.springframework** Artifact Id : **spring-web** Version : **${org.springframework.version}**

Alternatively, you can add the Spring dependencies in Maven’s pom.xml file, by directly editing it at the “Pom.xml” page of the POM editor, as shown below:

*pom.xml:*

|  |  |
| --- | --- |
| 01 | <project xmlns="<http://maven.apache.org/POM/4.0.0>"; xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>" |

|  |  |
| --- | --- |
| 02 | xsi:schemaLocation="<http://maven.apache.org/POM/4.0.0><http://maven.apache.org/xsd/maven-4.0.0.xsd>"> |

|  |  |
| --- | --- |
| 03 | <modelVersion>4.0.0</modelVersion> |

|  |  |
| --- | --- |
| 04 | <groupId>com.javacodegeeks.snippets.enterprise</groupId> |

|  |  |
| --- | --- |
| 05 | <artifactId>springexample</artifactId> |

|  |  |
| --- | --- |
| 06 | <version>0.0.1-SNAPSHOT</version> |

|  |  |
| --- | --- |
| 07 |  |

|  |  |
| --- | --- |
| 08 | <dependencies> |

|  |  |
| --- | --- |
| 09 | <dependency> |

|  |  |
| --- | --- |
| 10 | <groupId>org.springframework</groupId> |

|  |  |
| --- | --- |
| 11 | <artifactId>spring-core</artifactId> |

|  |  |
| --- | --- |
| 12 | <version>${spring.version}</version> |

|  |  |
| --- | --- |
| 13 | </dependency> |

|  |  |
| --- | --- |
| 14 | <dependency> |

|  |  |
| --- | --- |
| 15 | <groupId>org.springframework</groupId> |

|  |  |
| --- | --- |
| 16 | <artifactId>spring-context</artifactId> |

|  |  |
| --- | --- |
| 17 | <version>${spring.version}</version> |

|  |  |
| --- | --- |
| 18 | </dependency> |

|  |  |
| --- | --- |
| 19 | </dependencies> |

|  |  |
| --- | --- |
| 20 |  |

|  |  |
| --- | --- |
| 21 | <properties> |

|  |  |
| --- | --- |
| 22 | <spring.version>3.2.3.RELEASE</spring.version> |

|  |  |
| --- | --- |
| 23 | </properties> |

|  |  |
| --- | --- |
| 24 | </project> |

As you can see Maven manages library dependencies declaratively. A local repository is created (by default under {user\_home}/.m2 folder) and all required libraries are downloaded and placed there from public repositories. Furthermore intra – library dependencies are automatically resolved and manipulated.

## 3. Constructor-based dependency injection

Constructor-based DI is accomplished by the container invoking a constructor with a number of arguments, each representing a dependency.

### 3.1 Create simple Spring beans

We create a simple Spring bean, HelloWorld and add a dependency to another bean, Foo. In this case, another bean is referenced in the bean, so the type is known, and matching can occur.

*HelloWorld.java:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise.services; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | public class HelloWorld { |

|  |  |
| --- | --- |
| 04 |  |

|  |  |
| --- | --- |
| 05 | /\*\* Dependency on Foo class. \*/ |

|  |  |
| --- | --- |
| 06 | private Foo foo; |

|  |  |
| --- | --- |
| 07 |  |

|  |  |
| --- | --- |
| 08 | /\*\* a constructor so that the Spring container can 'inject' a Foo\*/ |

|  |  |
| --- | --- |
| 09 | public HelloWorld(Foo foo){ |

|  |  |
| --- | --- |
| 10 | this.foo = foo; |

|  |  |
| --- | --- |
| 11 | } |

|  |  |
| --- | --- |
| 12 | public String toString(){ |

|  |  |
| --- | --- |
| 13 | return " HelloWorld! foo : \n " + foo; |

|  |  |
| --- | --- |
| 14 | } |

|  |  |
| --- | --- |
| 15 | } |

We also add three new dependencies to Foo bean of simple types and add two new constructors.

*Foo.java:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise.services; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | public class Foo { |

|  |  |
| --- | --- |
| 04 |  |

|  |  |
| --- | --- |
| 05 | private String name; |

|  |  |
| --- | --- |
| 06 |  |

|  |  |
| --- | --- |
| 07 | private String telephoneNumber; |

|  |  |
| --- | --- |
| 08 |  |

|  |  |
| --- | --- |
| 09 | private int age; |

|  |  |
| --- | --- |
| 10 |  |

|  |  |
| --- | --- |
| 11 | public Foo(String name, String telephoneNumber, int age){ |

|  |  |
| --- | --- |
| 12 | this.name = name; |

|  |  |
| --- | --- |
| 13 | this.telephoneNumber = telephoneNumber; |

|  |  |
| --- | --- |
| 14 | this.age = age; |

|  |  |
| --- | --- |
| 15 | } |

|  |  |
| --- | --- |
| 16 |  |

|  |  |
| --- | --- |
| 17 | public Foo(String name, int age, String telephoneNumber){ |

|  |  |
| --- | --- |
| 18 | this.name = name; |

|  |  |
| --- | --- |
| 19 | this.age = age; |

|  |  |
| --- | --- |
| 20 | this.telephoneNumber = telephoneNumber; |

|  |  |
| --- | --- |
| 21 | } |

|  |  |
| --- | --- |
| 22 |  |

|  |  |
| --- | --- |
| 23 | public String toString(){ |

|  |  |
| --- | --- |
| 24 | return " name : " + name+ " \n telephoneNumber : " + telephoneNumber + "\n age : "+age; |

|  |  |
| --- | --- |
| 25 | } |

|  |  |
| --- | --- |
| 26 | } |

### 3.2 Add xml configuration

The configuration xml file is set for the above beans as shown below:

*applicationContext.xml:*

|  |  |
| --- | --- |
| 01 | <beans xmlns="<http://www.springframework.org/schema/beans>"xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>"xmlns:p="<http://www.springframework.org/schema/p>"xmlns:aop="<http://www.springframework.org/schema/aop>"xmlns:context="<http://www.springframework.org/schema/context>"xmlns:jee="<http://www.springframework.org/schema/jee>"xmlns:tx="<http://www.springframework.org/schema/tx>"xmlns:task="<http://www.springframework.org/schema/task>" xsi:schemaLocation=" <http://www.springframework.org/schema/aop> <http://www.springframework.org/schema/aop/spring-aop-3.2.xsd> <http://www.springframework.org/schema/beans><http://www.springframework.org/schema/beans/spring-beans-3.2.xsd><http://www.springframework.org/schema/context><http://www.springframework.org/schema/context/spring-context-3.2.xsd><http://www.springframework.org/schema/jee> <http://www.springframework.org/schema/jee/spring-jee-3.2.xsd> <http://www.springframework.org/schema/tx><http://www.springframework.org/schema/tx/spring-tx-3.2.xsd><http://www.springframework.org/schema/task><http://www.springframework.org/schema/task/spring-task-3.2.xsd>"> |

|  |  |
| --- | --- |
| 02 | <bean id="helloWorldBean" |

|  |  |
| --- | --- |
| 03 | class="com.javacodegeeks.snippets.enterprise.services.HelloWorld"> |

|  |  |
| --- | --- |
| 04 | <constructor-arg ref="fooBean" /> |

|  |  |
| --- | --- |
| 05 | </bean> |

|  |  |
| --- | --- |
| 06 |  |

|  |  |
| --- | --- |
| 07 | <bean id="fooBean" class="com.javacodegeeks.snippets.enterprise.services.Foo"> |

|  |  |
| --- | --- |
| 08 | <constructor-arg> |

|  |  |
| --- | --- |
| 09 | <value>fooname</value> |

|  |  |
| --- | --- |
| 10 | </constructor-arg> |

|  |  |
| --- | --- |
| 11 | <constructor-arg> |

|  |  |
| --- | --- |
| 12 | <value>100</value> |

|  |  |
| --- | --- |
| 13 | </constructor-arg> |

|  |  |
| --- | --- |
| 14 | <constructor-arg> |

|  |  |
| --- | --- |
| 15 | <value>25</value> |

|  |  |
| --- | --- |
| 16 | </constructor-arg> |

|  |  |
| --- | --- |
| 17 | </bean> |

|  |  |
| --- | --- |
| 18 | </beans> |

When a simple type is used in the bean, such as int, Spring cannot determine the type of the value, and so cannot match by type without help. For example, in fooBean definition, the values set for the first constructor might be used from the second one as well, since the value 100 can be converted either to String or to int. In order to avoid such type ambiguities, we must always specify the exact data type for constructor, via type attribute.

*applicationContext.xml fooBean:*

|  |  |
| --- | --- |
| 01 | <bean id="fooBean" class="com.javacodegeeks.snippets.enterprise.services.Foo"> |

|  |  |
| --- | --- |
| 02 | <constructor-arg type="java.lang.String"> |

|  |  |
| --- | --- |
| 03 | <value>fooname</value> |

|  |  |
| --- | --- |
| 04 | </constructor-arg> |

|  |  |
| --- | --- |
| 05 | <constructor-arg type="java.lang.String"> |

|  |  |
| --- | --- |
| 06 | <value>100</value> |

|  |  |
| --- | --- |
| 07 | </constructor-arg> |

|  |  |
| --- | --- |
| 08 | <constructor-arg type="int"> |

|  |  |
| --- | --- |
| 09 | <value>25</value> |

|  |  |
| --- | --- |
| 10 | </constructor-arg> |

|  |  |
| --- | --- |
| 11 | </bean> |

### 3.3 Run the application

Through the ApplicationContext the beans are loaded to App.class.

*App.java:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | import org.springframework.context.ApplicationContext; |

|  |  |
| --- | --- |
| 04 | import org.springframework.context.support.ClassPathXmlApplicationContext; |

|  |  |
| --- | --- |
| 05 |  |

|  |  |
| --- | --- |
| 06 | import com.javacodegeeks.snippets.enterprise.services.HelloWorld; |

|  |  |
| --- | --- |
| 07 |  |

|  |  |
| --- | --- |
| 08 | public class App { |

|  |  |
| --- | --- |
| 09 |  |

|  |  |
| --- | --- |
| 10 | @SuppressWarnings("resource") |

|  |  |
| --- | --- |
| 11 | public static void main(String[] args) { |

|  |  |
| --- | --- |
| 12 |  |

|  |  |
| --- | --- |
| 13 | ApplicationContext context = newClassPathXmlApplicationContext("applicationContext.xml"); |

|  |  |
| --- | --- |
| 14 | HelloWorld helloWorld = (HelloWorld) context.getBean("helloWorldBean"); |

|  |  |
| --- | --- |
| 15 | System.out.println(helloWorld); |

|  |  |
| --- | --- |
| 16 | } |

|  |  |
| --- | --- |
| 17 | } |

### 3.4 Output

When you execute the application you should see something like the output presented below:

HelloWorld! foo :   
 name : fooname   
 telephoneNumber : 100  
 age : 25

## 4. Setter-based dependency injection

Setter-based DI is accomplished by the container calling setter methods on the beans.

### 4.1 Create a simple Spring bean

We create a simple Spring bean, Bar and add a dependency to Foo. In this case, the Foo bean is injected via the setter method.

*Bar.java:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise.services; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | public class Bar { |

|  |  |
| --- | --- |
| 04 |  |

|  |  |
| --- | --- |
| 05 | private Foo foo; |

|  |  |
| --- | --- |
| 06 |  |

|  |  |
| --- | --- |
| 07 | public void setFoo(Foo foo){ |

|  |  |
| --- | --- |
| 08 | this.foo = foo; |

|  |  |
| --- | --- |
| 09 | } |

|  |  |
| --- | --- |
| 10 |  |

|  |  |
| --- | --- |
| 11 | public String toString(){ |

|  |  |
| --- | --- |
| 12 | return "Bar! Foo : \n" + foo; |

|  |  |
| --- | --- |
| 13 | } |

|  |  |
| --- | --- |
| 14 | } |

### 4.2 Add xml configuration

In applicationContext.xml the bean definition must be added.

*applicationContext.xml barBean:*

|  |  |
| --- | --- |
| 1 | <bean id="barBean" class="com.javacodegeeks.snippets.enterprise.services.Bar"> |

|  |  |
| --- | --- |
| 2 | <property name="foo"> |

|  |  |
| --- | --- |
| 3 | <ref bean="fooBean" /> |

|  |  |
| --- | --- |
| 4 | </property> |

|  |  |
| --- | --- |
| 5 | </bean> |

Another way to accomplish the Dependency Injection via the setter is using the @Autowired annotation. Thus, we can get rid of the <property> element in applicationContext.xml. The annotation is added to the setter of the injected bean. When Spring finds an @Autowired annotation used with setter methods, it tries to perform byType autowiring on the method.

*Bar.class:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise.services; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | import org.springframework.beans.factory.annotation.Autowired; |

|  |  |
| --- | --- |
| 04 |  |

|  |  |
| --- | --- |
| 05 | public class Bar { |

|  |  |
| --- | --- |
| 06 |  |

|  |  |
| --- | --- |
| 07 | private Foo foo; |

|  |  |
| --- | --- |
| 08 |  |

|  |  |
| --- | --- |
| 09 | @Autowired |

|  |  |
| --- | --- |
| 10 | public void setFoo(Foo foo){ |

|  |  |
| --- | --- |
| 11 | this.foo = foo; |

|  |  |
| --- | --- |
| 12 | } |

|  |  |
| --- | --- |
| 13 |  |

|  |  |
| --- | --- |
| 14 | public String toString(){ |

|  |  |
| --- | --- |
| 15 | return "Bar! Foo : \n" + foo; |

|  |  |
| --- | --- |
| 16 | } |

|  |  |
| --- | --- |
| 17 | } |

In applicationContext.xml <context:annotation-config/> attribute is defined. It looks for annotations on beans in the same application context it is defined in.

*applicationContext.xml:*

|  |  |
| --- | --- |
| 01 | <beans xmlns="<http://www.springframework.org/schema/beans>" |

|  |  |
| --- | --- |
| 02 | xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>"xmlns:p="<http://www.springframework.org/schema/p>" |

|  |  |
| --- | --- |
| 03 | xmlns:aop="<http://www.springframework.org/schema/aop>"xmlns:context="<http://www.springframework.org/schema/context>" |

|  |  |
| --- | --- |
| 04 | xmlns:jee="<http://www.springframework.org/schema/jee>"xmlns:tx="<http://www.springframework.org/schema/tx>" |

|  |  |
| --- | --- |
| 05 | xmlns:task="<http://www.springframework.org/schema/task>"xsi:schemaLocation="<http://www.springframework.org/schema/aop><http://www.springframework.org/schema/aop/spring-aop-3.2.xsd><http://www.springframework.org/schema/beans><http://www.springframework.org/schema/beans/spring-beans-3.2.xsd><http://www.springframework.org/schema/context><http://www.springframework.org/schema/context/spring-context-3.2.xsd><http://www.springframework.org/schema/jee> <http://www.springframework.org/schema/jee/spring-jee-3.2.xsd> <http://www.springframework.org/schema/tx><http://www.springframework.org/schema/tx/spring-tx-3.2.xsd><http://www.springframework.org/schema/task><http://www.springframework.org/schema/task/spring-task-3.2.xsd>"> |

|  |  |
| --- | --- |
| 06 |  |

|  |  |
| --- | --- |
| 07 | <context:annotation-config/> |

|  |  |
| --- | --- |
| 08 |  |

|  |  |
| --- | --- |
| 09 | <bean id="helloWorldBean" |

|  |  |
| --- | --- |
| 10 | class="com.javacodegeeks.snippets.enterprise.services.HelloWorld"> |

|  |  |
| --- | --- |
| 11 | <constructor-arg ref="fooBean" /> |

|  |  |
| --- | --- |
| 12 | </bean> |

|  |  |
| --- | --- |
| 13 |  |

|  |  |
| --- | --- |
| 14 | <bean id="fooBean" class="com.javacodegeeks.snippets.enterprise.services.Foo"> |

|  |  |
| --- | --- |
| 15 | <constructor-arg type="java.lang.String"> |

|  |  |
| --- | --- |
| 16 | <value>fooname</value> |

|  |  |
| --- | --- |
| 17 | </constructor-arg> |

|  |  |
| --- | --- |
| 18 | <constructor-arg type="java.lang.String"> |

|  |  |
| --- | --- |
| 19 | <value>100</value> |

|  |  |
| --- | --- |
| 20 | </constructor-arg> |

|  |  |
| --- | --- |
| 21 | <constructor-arg type="int"> |

|  |  |
| --- | --- |
| 22 | <value>25</value> |

|  |  |
| --- | --- |
| 23 | </constructor-arg> |

|  |  |
| --- | --- |
| 24 | </bean> |

|  |  |
| --- | --- |
| 25 | <bean id="barBean" class="com.javacodegeeks.snippets.enterprise.services.Bar"> |

|  |  |
| --- | --- |
| 26 | </bean> |

|  |  |
| --- | --- |
| 27 | </beans> |

### 4.3 Run the application

*App2.class:*

|  |  |
| --- | --- |
| 01 | package com.javacodegeeks.snippets.enterprise; |

|  |  |
| --- | --- |
| 02 |  |

|  |  |
| --- | --- |
| 03 | import org.springframework.context.ApplicationContext; |

|  |  |
| --- | --- |
| 04 | import org.springframework.context.support.ClassPathXmlApplicationContext; |

|  |  |
| --- | --- |
| 05 |  |

|  |  |
| --- | --- |
| 06 | import com.javacodegeeks.snippets.enterprise.services.Bar; |

|  |  |
| --- | --- |
| 07 |  |

|  |  |
| --- | --- |
| 08 | public class App2 { |

|  |  |
| --- | --- |
| 09 |  |

|  |  |
| --- | --- |
| 10 | @SuppressWarnings("resource") |

|  |  |
| --- | --- |
| 11 | public static void main(String[] args) { |

|  |  |
| --- | --- |
| 12 |  |

|  |  |
| --- | --- |
| 13 | ApplicationContext context = newClassPathXmlApplicationContext("applicationContext.xml"); |

|  |  |
| --- | --- |
| 14 | Bar bar = (Bar) context.getBean("barBean"); |

|  |  |
| --- | --- |
| 15 | System.out.println(bar); |

|  |  |
| --- | --- |
| 16 | } |

|  |  |
| --- | --- |
| 17 | } |

### 4.4 Output

The output of the setter-based dependency injection example is the one below:

Bar! Foo :   
 name : fooname   
 telephoneNumber : 100  
 age : 25

This was an example of how to use Dependency Injection via a Constructor and a Setter in Spring 3.2.3.

///////////////////////////////////////////////////////////////////////

------------->Difference between FileSystemResource and ClassPathResource?

In FileSystemResource you need to give path of spring-config.xml (Spring Configuration) file relative

to your project or the absolute location of the file.

In ClassPathResource spring looks for the file using ClassPath so

spring-config.xml should be included in classpath. If spring-config.xml

is in “src” so we can give just its name because src is in classpath path by default.

In one sentence, ClassPathResource looks in the class path and FileSystemResource

looks in the file system.

/.////////////////.//////////////////.//////////////////.//////////////////.//

Spring to JAX-RS Cheat Sheet  
This is not an exhaustive list, but it does include the most common annotations.  
  
Spring Annotation JAX-RS Annotation  
@RequestMapping(path = "/troopers" @Path("/troopers")  
@RequestMapping(method = RequestMethod.POST) @POST  
@RequestMapping(method = RequestMethod.GET) @GET  
@RequestMapping(method = RequestMethod.DELETE) @DELETE  
@ResponseBody N/A  
@RequestBody N/A  
@PathVariable("id") @PathParam("id")  
@RequestParam("xyz") @QueryParam('xyz")  
@RequestParam(value="xyz" @FormParam(“xyz”)  
@RequestMapping(produces = {"application/json"}) @Produces("application/json")  
@RequestMapping(consumes = {"application/json"}) @Consumes("application

/////////////////

--------------->Design pattern in spirng framework

```````Name some of the design patterns used in Spring Framework?

There are loads of different design patterns used, but there are a few obvious ones:

Proxy – used heavily in AOP, and remoting.

Singleton – beans defined in spring config files are singletons by default.

Template method – used extensively to deal with boilerplate repeated code e.g.

RestTemplate, JmsTemplate, JpaTemplate.

Front Controller – Spring provides DispatcherServlet to ensure an incoming

request gets dispatched to your controllers.

View Helper – Spring has a number of custom JSP tags, and velocity macros,

to assist in separating code from presentation in views.

Dependency injection – Center to the whole BeanFactory / ApplicationContext

concepts.

Factory pattern – BeanFactory for creating instance of an object.

///////////////////v//////////////////////////////////////////////////////////////////