**Experiment No:-08**

**Aim: -**To study and implement LL1 parser.

**Theory: -**

In [computer science](https://en.wikipedia.org/wiki/Computer_science), an **LL parser** is a [top-down parser](https://en.wikipedia.org/wiki/Top-down_parsing) for a subset of [context-free languages](https://en.wikipedia.org/wiki/Context-free_languages). It parses the input from **L**eft to right, performing [**leftmost**](https://en.wikipedia.org/wiki/Context-free_grammar#Derivations_and_syntax_trees) derivation of the sentence. An LL parser is called an LL(*k*) parser if it uses *k* [tokens](https://en.wikipedia.org/wiki/Token_(parser)) of [look ahead](https://en.wikipedia.org/wiki/Parsing#Lookahead) when parsing a sentence. If such a parser exists for a certain grammar and it can parse sentences of this grammar without [backtracking](https://en.wikipedia.org/wiki/Backtracking) then it is called an LL(*k*) grammar. LL(*k*) grammars can generate more languages the higher the number *k* of look ahead tokens.[[1]](https://en.wikipedia.org/wiki/LL_parser#cite_note-1) A corollary of this is that not all context-free languages can be recognized by an LL(k) parser. An LL parser is called an LL(*\**) parser (an LL-regular parser[[2]](https://en.wikipedia.org/wiki/LL_parser#cite_note-GruneJacobs2007-2)) if it is not restricted to a finite *k*tokens of look ahead, but can make parsing decisions by recognizing whether the following tokens belong to a [regular language](https://en.wikipedia.org/wiki/Regular_language) (for example by means of a [Deterministic Finite Automaton](https://en.wikipedia.org/wiki/Deterministic_Finite_Automaton)). LL grammars, particularly LL(1) grammars, are of great practical interest, as parsers for these grammars are easy to construct, and many [computer languages](https://en.wikipedia.org/wiki/Computer_language) are designed to be LL(1) for this reason. LL parsers are table-based parsers, similar to LR parsers. LL grammars can also be parsed by [recursive descent parsers](https://en.wikipedia.org/wiki/Recursive_descent_parser).

**Parser:**

The ![LL(k)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADMAAAAVBAMAAAAZessyAAAAMFBMVEX///+enp4WFhbMzMwwMDCKiopAQEAMDAzm5uZ0dHS2trZQUFAEBAQiIiJiYmIAAAAwCtEKAAAAAXRSTlMAQObYZgAAAVhJREFUeNpjYCAa8BlA6Flg8u2f2yCx+2c3AKlQBgbbb0CapYGBiYFB9q8qkP3pwuEABgbm1wwMh/8Duf8PgKRY/oM1O3wAEowJDAxczEDGX0aQGG8BWOo6iGACGQ3mi4DYTB/AUvIgYgrILDD/N0hqAZjJBTbWHqTzQx/Qxs8CQKkPYPf+B9kAciDDAgumGqCCBqDU2gawASdA5DwgtmAsUGRgYFcASlUAuQ0MHEAFHAwaQPYHdpAQ8wYmBmZToJgAgzHQV41ASQYGpdgFDBDXsv1iYGD7wJAA5McznAa5R+YCUOJHA9By1wUMussY/h5iYD79QPIwA+fbsy2q+xgY7zGBLOFyBNu4RIDhPMhbfxK4gXYFMLEpm6WUejMkGae5h25g8GVg+OrwW+8A0MQEtDhph7Oi0aOLTQDGugwOTyTAdADK4OrFiGU5KM2CmQBYoQlgBgMDADelU96dYiF2AAAAAElFTkSuQmCC) parser is a [deterministic pushdown automaton](https://en.wikipedia.org/wiki/Deterministic_pushdown_automaton) with the ability to peek on the next ![k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAAMFBMVEX///8wMDAWFhYEBAR0dHRQUFAMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAAAAAAA1UUEeAAAAAXRSTlMAQObYZgAAAFdJREFUeNpj5j3huYKBgYFvAQMDE8OEB0AmQxkDiB0KJFkY5DnybzJx/quZIsDM/PHUYx8GnhSQLNPjkwwMzNP5Ft1lYLrR8JdjAVMoQ/yfBAZNBsYqBgAhyxU/z2Us7QAAAABJRU5ErkJggg==) input symbols without reading. This capability can be emulated by storing the lookahead buffer contents in the finite state space, since both buffer and input alphabet are finite in size. As a result, this does not make the automaton more powerful, but is a convenient abstraction.

The stack alphabet ![\Gamma = N \cup \Sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFwAAAAPBAMAAACb27UyAAAAMFBMVEX///9QUFAWFhZ0dHS2trZiYmKenp7MzMyKiooEBAQiIiJAQEAMDAwwMDDm5uYAAABn9ebWAAAAAXRSTlMAQObYZgAAATlJREFUeNpjfPvoz4cvDwsYUADrqsIHfAvfJSMJ6a95wPTJiYGhv4GBfQIDGvD6wsDA+wBZJH8BAwPfXSYGoODP4+jKedkZGH4oABkGIF4fEM+JYGD4ZMAEkUVXvvMJA8M9EOMDiPAE4q8LgeZ+gShvQFfuMMGAYQmq0DWgTlaIchk01SwCcz8wnEQVm6fBwPCLCc7lVgIBLTD7f8PP6+gWMoJcwwLnfr2HkGJS4PvF9wBV+afPQK8zMWAHn3b8EEAT6mbApbyYgeFY/QFUMWZg+HBgd/sxBoZZCmDWAhBxAUQkAZnM2N0uBIykADDrOYiQBGJ279nAqGViUMDimAQGBrb/YNZioId5QSnqGVA7y2bm10Jqp16gqb5pmTThb9gMEPP+Tn/jV6BATdsiKN3ezUAIsEVLIPEAiSFXw378rUkAAAAASUVORK5CYII=), where:

* ![N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAOBAMAAADQ9FGEAAAAMFBMVEX///8MDAyKioqenp50dHRQUFBAQEDMzMy2trYwMDAEBATm5uYWFhYiIiJiYmIAAABDhkvSAAAAAXRSTlMAQObYZgAAAIJJREFUeNpjZGB4y8/CsNd2GgMDA8f9BgaG2QwsDAxsCx4yMLgChRhYOT8wcDswMDEwcP5iYfhuABJrZpBh4GNgYGZg4Lr98Of5nyDZqQwXHixjALEYGPwCWkCy7Gs//F3oPQEo9ncCw9/dDCBZrgAGhk1g1g8gqbAASHCunw0kgAwAbC8esMxyZV8AAAAASUVORK5CYII=)is the set of non-terminals;
* ![\Sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAOBAMAAADpk+DfAAAAMFBMVEX///+2trZiYmJ0dHTMzMwMDAwEBASKiorm5uaenp5QUFAiIiJAQEAwMDAWFhYAAAAshsj4AAAAAXRSTlMAQObYZgAAAGBJREFUeNpjfP/2A+Mna5YNggEMHFcZeL4zMDDwMv967XuAgYWJwTKAgeE/E0OeOgPDd2YGpudAUSAoBWImBgZ9MMX8hoGBnYFhEpDDw8SiB6TsGXqBJONbFo9Ehu9dvADpYhVtl3A5qgAAAABJRU5ErkJggg==)the set of terminal (input) symbols with a special end-of-input (EOI) symbol ![$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAARBAMAAAAS+PDrAAAAMFBMVEX///+KiooMDAyenp4EBARiYmIiIiJQUFBAQEAWFhYwMDC2trbMzMx0dHTm5uYAAABn9/x5AAAAAXRSTlMAQObYZgAAAGBJREFUeNoBVQCq/wAADgAAAgD/wAABC57eKQKvZDksArIAAHsC4gAAPgIaAABrAwsAvegBDfL65wAAB28gBAAGXd4C0wD0CwJUAADgAkkAABkCzQAMDwPlbgd8Av2XGACO+RYh5+KnLAAAAABJRU5ErkJggg==).

The parser stack initially contains the starting symbol above the EOI: ![[\ S\ $\ ]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAVBAMAAAD2uKAMAAAAMFBMVEX///8EBAR0dHQwMDC2traKiooMDAzMzMxiYmLm5uaenp5QUFAiIiIWFhZAQEAAAABaDI81AAAAAXRSTlMAQObYZgAAAPxJREFUeNpjYEAHE6A081uvBagy99+CSN1glssOEIHdzK+vNwBp59nXfIDUZR6GAxCJmgKGtgAgzWKgzlQAErBkgpoRPYGhE6Sbw4GBDWIKVIblJwPDF5DarwoMrBeQZf5NgDK5Axg+NyDLMM1ZwPAbrERsMdR8qMyfyYEmYMY3S9ObUAugKqrOv3YAO/PiXitUme+LeAUhrGwvhQdIpgG98hti+gKG6QeQ7GE3YGBgCwCbIQB3FJj8vYGBoV8AxGINYPhXgCTDuIqBUx0s8F+BoWQDkgu4Nd4xLIK4ultCtgVi3AH0+FGHUPAQRYCbqGGABeCR0T2AVVzXAAACPzyxsC/2MAAAAABJRU5ErkJggg==). During operation, the parser repeatedly replaces the symbol ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOBAMAAAA7w+qHAAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAHNJREFUeNpjZGB4K3TQYb/1NAYGBo7vDAzsCQwgEJ/A8IKBgRnIUvh5+/UFMOvBUesyBgYmIIuJK4cBCmRBBEiWJZ/xAUQ2/kMDA5jFUTvbAiTDwNCmwPQbInaI4d8rsI520QMMFwt3MDBpVQCNf9DVwAAAj1oc0CioW5cAAAAASUVORK5CYII=) on top of the stack:

* with some ![\alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwiIiKKiopiYmIwMDDMzMy2trYWFhaenp50dHRQUFBAQEDm5uYAAAAAAABPRdzJAAAAAXRSTlMAQObYZgAAAEpJREFUeNoBPwDA/wMADcVGqwACAIsFYMAKAg1PMPwgXwL4mQAGBtcCCcAA8/7wAmBQAA0I0AJw0AAA+wAAAqAAZBkGAwx0RelY71LxE58zy97CAAAAAElFTkSuQmCC), if ![X \in N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAPBAMAAABKPLFCAAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAASJJREFUeNpjZmB42+m4YP9s4R0MyMDqVitD1xoPIIvjOwMDewIDKmBZ78DAcALMjE9geIEmy8CcH8DAYMDABGR++MBcARXVKS83ADO45y5g4GhgYAEyd7w84gOR7bLY1wBhff3PzcC4ASzNxJUD1eyhBzPcft8dhl8LIGxZqBjrBrjdOxjsE5iBTgC5Mp/xAVjs/wq49JUXBZlSuxkYgcxknkAHsJiXDJCQAttucIGLTeQOyOUctbMtIFqU04AA7HK2BIYfL3nAgn0MTJ8h0uxws7mBRkgBFQJ1H2L49woi+M8BJv0DKH0VFDoM7aIHGC4WgkP8X9hRWJj+Ayr5+ICBSaviAgPzgy5IaIg8gdA8UsDgnnuAAexyJKBXeWHnBSQ+AFvuTLfQswLNAAAAAElFTkSuQmCC) and there is a rule ![X \to \alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAAPBAMAAACl/tp8AAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAN1JREFUeNpjZmB42+m4YP9s4R0MOADHdwYG9gQG3CA+geEFLjlmIFb4efv1BTz62T9sQeamInOYQJgrB1loRQOEbn39ACoii2IctwFEZwXDU4YNIBZLvQOKgkVgst+BwZ9NgQXk/g8NEAVtEANXv5AAkhaFDA4ic4HyHLVanRCNaRB5RmEQqcPA0KDFAJRvU2D6DZEXgVCzNgMJtv9A+YMg+UMM/14hW892bQLIeSCbPwD91w50btIEZPkPIPLHVga2dQ8SGLT+BzAwy0s1IOTbod7fvYUpGFtwtiBzAPMjNqSkArmCAAAAAElFTkSuQmCC);
* with ![\epsilon](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJBAMAAAD9fXAdAAAAMFBMVEX////MzMwMDAwwMDCKiooEBAR0dHQWFha2trbm5uZAQEBiYmKenp4AAAAAAAAAAAAaTcnNAAAAAXRSTlMAQObYZgAAADRJREFUeNpjZGA4fY+BoT2TgYEzhIGB+f/XDwxMXFGrBBh4HRgYmH4wAAnGBAYGRobs31EA+MgKas5Qs5wAAAAASUVORK5CYII=) (in some notations ![\lambda](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAOBAMAAADkjZCYAAAAMFBMVEX///+Kiorm5uYwMDAWFhZiYmIMDAy2trZAQEBQUFAEBASenp50dHQiIiLMzMwAAAC49DBwAAAAAXRSTlMAQObYZgAAAFBJREFUeNpjZnjrtYCBgYH7HwMDE8PX1SCS4SGY/FoAFGdgawCxmRXAZDRIZKszAzMD9wW1iwwMWxj0BZi5mc9/O8S0no/hvxLzkxUMv94AAK/SE4jAZImpAAAAAElFTkSuQmCC)), i.e. ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOBAMAAAA7w+qHAAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAHNJREFUeNpjZGB4K3TQYb/1NAYGBo7vDAzsCQwgEJ/A8IKBgRnIUvh5+/UFMOvBUesyBgYmIIuJK4cBCmRBBEiWJZ/xAUQ2/kMDA5jFUTvbAiTDwNCmwPQbInaI4d8rsI520QMMFwt3MDBpVQCNf9DVwAAAj1oc0CioW5cAAAAASUVORK5CYII=) is popped off the stack, if ![X \in \Sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAAPBAMAAABD1xE4AAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAPdJREFUeNpjZGB4K3TQYb/1tAIGJFDvNoE92B/I4PjOwMCewIAC9BcAxc+AWPEJDC9Q5RhYfwIJHmYgofDz9usLEEGmYyIWx4H0v6kVBxg4QCLsH7ZANXCs0YCZewCokgWknCsHZlrJAyjrriVQO5glC7MqGm4ph2ADhMFS7wAVEkA4aS5IAuTaDw0QWZZpIJtmgNmeEEmOWq1OqFvN1BgY/oMlua0YGDiBdB8D02eoWYhQUgY5j4mB4RDDv1dQoScwOTZdIJHKwNAOdJb9BIgYPBR7QDbWMGlVXGBgftAFcTijnwdE0rG8vFa6iRE1TJle9P7phfMANBg4magwOxkAAAAASUVORK5CYII=). In this case, an input symbol ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAJBAMAAAAWSsseAAAAMFBMVEX///+2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAAAAAAAAAA04qr2AAAAAXRSTlMAQObYZgAAAENJREFUeNpjYDi9kmsHAzO7e1T8OScGLgYWAx4Gpr8MnB++MACBLhAzMTCwgygeBlGGUgYmxYO/GLQZWOZ8MqvYygAAoyMNUzfg7XwAAAAASUVORK5CYII=) is read and if ![x \neq X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAUCAMAAADx/z7SAAADAFBMVEX///8EBAQICAgKCgoMDAy2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABEWPcWAAAAAXRSTlMAQObYZgAAARBJREFUeNqlU4uOgyAQHBSVR1D8/59sY1urghQfPYtt8XK3McGFHWdnWIFYyG8HNIbi5iUprMJwAaoEnUtjMEqHLbE8bW9+7UAbQ2JkYxfkirqTZ6VXIInA3E7BHRYo+TVqB6piv8NqVNnTEu2ca0piL7uijna7HQLRDuubpGcIkJH1K7taTgaXew23EJf+eFtO7L4ffXw1GauXHr0ldvLMAaewpBRvKM0ZXvXm9W/mQHqIqOV2StrgeiZtvWNzM5s2abxDpnjOh9fElN/loddvZGodnEVbTnSGHkgDxmJ/Z5KN8yrU/HkqTOIfBhMU2XMAymm+FJSNvgvybU4Kjj+EZEcVH0c5+l/8g+xz6MOKB8WmQzspgj5NAAAAAElFTkSuQmCC), the parser rejects the input.

If the last symbol to be removed from the stack is the EOI, the parsing is successful; the automaton accepts via an empty stack.

The states and the transition function are not explicitly given; they are specified (generated) using a more convenient *parse table* instead. The table provides the following mapping:

* row: top-of-stack symbol ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOBAMAAAA7w+qHAAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAHNJREFUeNpjZGB4K3TQYb/1NAYGBo7vDAzsCQwgEJ/A8IKBgRnIUvh5+/UFMOvBUesyBgYmIIuJK4cBCmRBBEiWJZ/xAUQ2/kMDA5jFUTvbAiTDwNCmwPQbInaI4d8rsI520QMMFwt3MDBpVQCNf9DVwAAAj1oc0CioW5cAAAAASUVORK5CYII=)
* column: ![|w| \le k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAUBAMAAAAjLUMaAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEAEBAQMDAy2trZiYmLMzMwwMDDm5uZQUFAAAAC2zrS5AAAAAXRSTlMAQObYZgAAAQ5JREFUeNpjeMsAAwgWAjDdgzPvoUlt+gaUxqKFgWUBiPT7jV2a0UgARHHyABViyrI2ehmAVTVjk+ZqcQLLMvx4AJbmXvikoLsppx3qwDVFUHW8G25dAUozJwVxppbyQMT4llfDjJlgVywBdJr1VwdGBwZ5iNhRN7gtnD82lAKlt+8R+LGBYSdETPe4Jky6oZpBGeSxJwG8CQyfoYJ5k1WgrLNBE8D+7mbYMAHhcpdJhhCzOZI/gKWDGRIMWBLg8l5rTaHe/nARJO3JcOECYwBCv9LVB2Bv/zlQD5IWWnVsqjdyyHxTAOk2+D/rAMNpuOBpbBHKgBegS282BoEH8KhFk/YFkwpw3XAWQgwJAAAsWUUVEYGmCQAAAABJRU5ErkJggg==) lookahead buffer contents
* cell: rule number for ![X \to \alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAAPBAMAAACl/tp8AAAAMFBMVEX///8EBASenp5iYmK2trZAQEDMzMwWFhbm5uaKiooiIiJ0dHQwMDAMDAxQUFAAAACQ0zJpAAAAAXRSTlMAQObYZgAAAN1JREFUeNpjZmB42+m4YP9s4R0MOADHdwYG9gQG3CA+geEFLjlmIFb4efv1BTz62T9sQeamInOYQJgrB1loRQOEbn39ACoii2IctwFEZwXDU4YNIBZLvQOKgkVgst+BwZ9NgQXk/g8NEAVtEANXv5AAkhaFDA4ic4HyHLVanRCNaRB5RmEQqcPA0KDFAJRvU2D6DZEXgVCzNgMJtv9A+YMg+UMM/14hW892bQLIeSCbPwD91w50btIEZPkPIPLHVga2dQ8SGLT+BzAwy0s1IOTbod7fvYUpGFtwtiBzAPMjNqSkArmCAAAAAElFTkSuQmCC) or ![\epsilon](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJBAMAAAD9fXAdAAAAMFBMVEX////MzMwMDAwwMDCKiooEBAR0dHQWFha2trbm5uZAQEBiYmKenp4AAAAAAAAAAAAaTcnNAAAAAXRSTlMAQObYZgAAADRJREFUeNpjZGA4fY+BoT2TgYEzhIGB+f/XDwxMXFGrBBh4HRgYmH4wAAnGBAYGRobs31EA+MgKas5Qs5wAAAAASUVORK5CYII=)

If the parser cannot perform a valid transition, the input is rejected (empty cells). To make the table more compact, only the non-terminal rows are commonly displayed, since the action is the same for terminals.

### Setup:

To explain an LL(1) parser's workings we will consider the following small LL(1) grammar:

1. S → F
2. S → ( S + F )
3. F → a

and parse the following input:

**( a + a )**

We construct a parsing table for this grammar by expanding all the terminals by column and all non terminals by row. Later, the expressions are numbered by the position where the columns and rows cross. For example, the terminal '(' and non-terminal 'S' match for expression number 2. The table is as follows:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | ( | ) | a | + | $ |
| S | 2 | - | 1 | - | - |
| **F** | - | - | 3 | - | - |

(Note that there is also a column for the special terminal, represented here as **$**, that is used to indicate the end of the input stream.)

### Parsing procedure:

In each step, the parser reads the next-available symbol from the input stream, and the top-most symbol from the stack. If the input symbol and the stack-top symbol match, the parser discards them both, leaving only the unmatched symbols in the input stream and on the stack. Thus, in its first step, the parser reads the input symbol '**(**' and the stack-top symbol 'S'. The parsing table instruction comes from the column headed by the input symbol '**(**' and the row headed by the stack-top symbol 'S'; this cell contains '2', which instructs the parser to apply rule (2). The parser has to rewrite 'S' to '**(** S **+** F **)**' on the stack by removing 'S' from stack and pushing '(', 'S', '+', 'F', ')' onto the stack and this writes the rule number 2 to the output. The stack then becomes:

[ **(**, S, **+**, F, **)**, **$** ]

Since the '**(**' from the input stream did not match the top-most symbol, 'S', from the stack, it was not removed, and remains the next-available input symbol for the following step. In the second step, the parser removes the '**(**' from its input stream and from its stack, since they now match. The stack now becomes:

[ S, **+**, F, **)**, **$** ]

Now the parser has an '**a'** on its input stream and an 'S' as its stack top. The parsing table instructs it to apply rule (1) from the grammar and write the rule number 1 to the output stream. The stack becomes:

[ F, **+**, F, **)**, **$** ]

The parser now has an '**a'** on its input stream and an 'F' as its stack top. The parsing table instructs it to apply rule (3) from the grammar and write the rule number 3 to the output stream. The stack becomes:

[ **a**, **+**, F, **)**, **$** ]

In the next two steps the parser reads the '**a'** and '**+'** from the input stream and, since they match the next two items on the stack, also removes them from the stack. This results in:

[ F, **)**, **$** ]

In the next three steps the parser will replace '**F'** on the stack by '**a'**, write the rule number 3 to the output stream and remove the '**a'** and '**)'** from both the stack and the input stream. The parser thus ends with '**$'** on both its stack and its input stream. In this case the parser will report that it has accepted the input string and write the following list of rule numbers to the output stream:

[ 2, 1, 3, 3 ]

This is indeed a list of rules for a [leftmost derivation](https://en.wikipedia.org/wiki/Context-free_grammar#Derivations_and_syntax_trees) of the input string, which is:

S → **(** S **+** F **)** → **(** F **+** F **)** → **( a +** F **)** → **( a + a )**

***Code: -***

#include <iostream.h>

#include <conio.h>

#include <string.h>

#include <stdio.h>

#include <stdlib.h>

void main()

{

clrscr();

int i=0,j=0,k=0,m=0,n=0,o=0,o1=0,var=0,l=0,f=0,c=0,f1=0;

char str[30],str1[40]="E",temp[20],temp1[20],temp2[20],tt[20],t3[20];

strcpy(temp1,'\0');

strcpy(temp2,'\0');

char t[10];

char array[6][5][10] = {

"NT", "<id>","+","\*",";",

"E", "Te","Error","Error","Error",

"e", "Error","+Te","Error","\0",

"T", "Vt","Error","Error","Error",

"t", "Error","\0","\*Vt","\0",

"V", "<id>","Error","Error","Error"

};

cout << "\n\tLL(1) PARSER TABLE \n";

for(i=0;i<6;i++)

{

for(j=0;j<5;j++)

{

cout.setf(ios::right);

cout.width(10);

cout<<array[i][j];

}

cout<<endl;

}

cout << endl;

cout << "\n\tENTER THE STRING :";

gets(str);

if(str[strlen(str)-1] != ';')

{

cout << "END OF STRING MARKER SHOULD BE ';'";

getch();

exit(1);

}

cout << "\n\tCHECKING VALIDATION OF THE STRING ";

cout <<"\n\t" << str1;

i=0;

while(i<strlen(str))

{

again:

if(str[i] == ' ' && i<strlen(str))

{

cout << "\n\tSPACES IS NOT ALLOWED IN SOURSE STRING ";

getch();

exit(1);

}

temp[k]=str[i];

temp[k+1]='\0';

f1=0;

again1:

if(i>=strlen(str))

{

getch();

exit(1);

}

for(int l=1;l<=4;l++)

{

if(strcmp(temp,array[0][l])==0)

{

f1=1;

m=0,o=0,var=0,o1=0;

strcpy(temp1,'\0');

strcpy(temp2,'\0');

int len=strlen(str1);

while(m<strlen(str1) && m<strlen(str))

{

if(str1[m]==str[m])

{

var=m+1;

temp2[o1]=str1[m];

m++;

o1++;

}

else

{

if((m+1)<strlen(str1))

{

m++;

temp1[o]=str1[m];

o++;

}

else

m++;}

}

temp2[o1] = '\0';

temp1[o] = '\0';

t[0] = str1[var];

t[1] = '\0';

for(n=1;n<=5;n++)

{

if(strcmp(array[n][0],t)==0)

break;

}

strcpy(str1,temp2);

strcat(str1,array[n][l]);

strcat(str1,temp1);

cout << "\n\t" <<str1;

getch();

if(strcmp(array[n][l],'\0')==0)

{

if(i==(strlen(str)-1))

{

int len=strlen(str1);

str1[len-1]='\0';

cout << "\n\t"<<str1;

cout << "\n\n\tENTERED STRING IS VALID";

getch();

exit(1);

}

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0');

goto again1;

}

if(strcmp(array[n][l],"Error")==0)

{

cout << "\n\tERROR IN YOUR SOURCE STRING";

getch();

exit(1);

}

strcpy(tt,'\0');

strcpy(tt,array[n][l]);

strcpy(t3,'\0');

f=0;

for(c=0;c<strlen(tt);c++)

{

t3[c]=tt[c];

t3[c+1]='\0';

if(strcmp(t3,temp)==0)

{

f=0;

break;

}

else

f=1;

}

if(f==0)

{

strcpy(temp,'\0');

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0');

i++;

k=0;

goto again;

}

else

{

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0');

goto again1;

}}}

i++;

k++; }

if(f1==0)

cout << "\nENTERED STRING IS INVALID";

else

cout << "\n\n\tENTERED STRING IS VALID";

getch();}

***OUTPUT:***
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**Conclusion:** Hence understood and implemented LL1 parser.