**Name: Khushi Nitinkumar Patel**

**PRN: 2020BTECS00037**

**Batch: T5**

**Design and analysis of algorithm Lab**

**Week 2 Assignment**

**Part 2: Sorting Algorithm**

**Q) Given an array A[0…n-1] of n numbers containing repetition of some number. Given an algorithm for checking whether there are repeated element or not. Assume that we are not allowed to use additional space (i.e., we can use a few temporary variable, O(1) storage).**

> Algorithm:

1. Traverse the given array from start to end.

2. For every element in the array increment the arr[i]%n‘th element by n.

3. Now traverse the array again and print all those indexes i for which

arr[i]/n is greater than 1. Which guarantees that the number n has been added to

that index

4. This approach works because all elements are in the range from 0 to n-1

and arr[i] would be greater than n only if a value “i” has appeared more than

once.

**Code:**

#include <bits/stdc++.h>

using namespace std;

int main()

{

    int n;

    cin >> n;

    int arr[n];

    for (int i = 0; i < n; i++)

    {

        cin >> arr[i];

    }

    // 1 6 3 1 3 6 6

    for (int i = 0; i < n; i++)

    {

        if (arr[arr[i] % n] > 0)

        {

            arr[arr[i] % n] = arr[arr[i] % n] + n;

        }

    }

    bool ans = false;

    for (int i = 0; i < n; i++)

    {

        if (arr[i] >= n \* 2)

        {

            // cout<<i<<" ";

            ans = true;

        }

    }

    cout << endl;

    if (ans == true)

    {

        cout << "Repeated elements present in array" << endl;

    }

    else

    {

        cout << "Repeated elements not present in array" << endl;

    }

}

**Output:**
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Time complexity: O(n)

Space complexity: O(1)

**Q) Given an array A[0…n-1] , where each element of the array represents a vote in the election. Assume that each vote is given as an integer representing the ID of the chosen candidate. Given an algorithm for determining who wins the election.**

> Algorithm:

1. Create unordered\_map m

2. Store frequency of voters

3. Search for maximum votes that is the winner.

**Code:**

#include <bits/stdc++.h>

using namespace std;

// 0 0 1 2 4 4 3 3 3 3 0 1 1

int main()

{

    int n;

    cin >> n;

    int arr[n];

    for (int i = 0; i < n; i++)

    {

        cin >> arr[i];

    }

    unordered\_map<int, int> m;

    for (int i = 0; i < n; i++)

    {

        m[arr[i]]++;

    }

    int maxVotes = INT\_MIN, winner = INT\_MIN;

    for (auto it : m)

    {

        if (it.second > maxVotes)

        {

            maxVotes = it.second;

            winner = it.first;

        }

    }

    cout << "Winner of election : " << winner << endl;

    cout << "Maximum votes : " << maxVotes << endl;

    return 0;

}

**Output:**
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Time complexity: O(n)

Space Complexity: O(n)

**Q) Given an array A of n elements, each of which is an integer in the range 1, n^2]. How do we sort the array in O(n) time?**

We can sort elements by using radix sort in O(n) time with some constant space.

> Algorithm:

1. Find the maximum element of the array, let it be max

2. Find the number of digits in max let it be k

3. For each, i ranging from 1 to k, apply the counting sort algorithm for the ith

least significant digit of each element. If any element has less than i digits

consider 0 at its place

**Code:**

#include <iostream>

using namespace std;

int getMax(int arr[], int n)

{

    int k = arr[0];

    for (int i = 0; i < n; i++)

    {

        k = max(k, arr[i]);

    }

    return k;

}

void countSort(int arr[], int n, int pos)

{

    int output[n], i;

    int count[10] = {0};

    for (i = 0; i < n; i++)

    {

        count[(arr[i] / pos) % 10]++;

    }

    for (i = 1; i < 10; i++)

    {

        count[i] += count[i - 1];

    }

    for (i = n - 1; i >= 0; i--)

    {

        output[--count[(arr[i] / pos) % 10]] = arr[i];

    }

    for (i = 0; i < n; i++)

    {

        arr[i] = output[i];

    }

}

void radixSort(int arr[], int n)

{

    int m = getMax(arr, n);

    for (int pos = 1; m / pos > 0; pos \*= 10)

    {

        countSort(arr, n, pos);

    }

}

int main()

{

    int n;

    cin >> n;

    int arr[n];

    for (int i = 0; i < n; i++)

    {

        cin >> arr[i];

    }

    radixSort(arr, n);

    for (int i = 0; i < n; i++)

    {

        cout << arr[i] << " ";

    }

}

**Output:**
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Time Complexity: O(n)

Space Complexity: O(n)

**Q) Let A and B two arrays of n elements, each. Given a number K, give an O (nlogn) time algorithm for determining whether there exists a ϵ A and b ϵ B such that a+b =K.**

> Algorithm:

1. Sort the given two arrays using sorting algorithm of time complexity

O(nlogn)

2. Traverse array A and search for element K-A[i] in array B, using Binary

search.

3. If element found then return true, elese search for other pair of elements.

HeapSort:

1. Build a max heap from the input data.

2. At this point, the maximum element is stored at the root of the heap.

Replace it with the last item of the heap followed by reducing the size of the

heap by 1. Finally, heapify the root of the tree.

3. Repeat step 3 while the size of the heap is greater than 1.

**Code:**

#include <bits/stdc++.h>

using namespace std;

void heapify(int arr[], int n, int i)

{

    int largest = i;

    int l = 2 \* i;

    int r = 2 \* i + 1;

    if (l < n && arr[l] > arr[largest])

        largest = l;

    if (r < n && arr[r] > arr[largest])

        largest = r;

    if (largest != i)

    {

        swap(arr[i], arr[largest]);

        heapify(arr, n, largest);

    }

}

void heapSort(int arr[], int n)

{

    for (int i = n / 2 - 1; i >= 0; i--)

    {

        heapify(arr, n, i);

    }

    for (int i = n - 1; i > 0; i--)

    {

        swap(arr[0], arr[i]);

        heapify(arr, i, 0);

    }

}

int binarySearch(int arr[], int n, int key)

{

    int l = 0, r = n;

    while (l <= r)

    {

        int mid = (l + r) / 2;

        if (arr[mid] == key)

        {

            return mid;

        }

        else if (arr[mid] > key)

        {

            r = mid - 1;

        }

        else

        {

            l = mid + 1;

        }

    }

}

int main()

{

    int n = 5;

    int a[5] = {2, 1, 4, 6, 3};

    int b[5] = {3, 1, 5, 2, 6};

    int x = 5;

    heapSort(a, n);

    heapSort(b, n);

    int index = -1;

    for (int i = 0; i < n; i++)

    {

        index = binarySearch(b, n, abs(a[i] - x));

        if (index != -1)

        {

            break;

        }

    }

    if (index != -1)

    {

        cout << "Pair a,b such that a+b=k is present." << endl;

    }

    else

    {

        cout << "Pair a,b such that a+b=k is not present." << endl;

    }

}

**Output:**

**![](data:image/png;base64,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)**

Time Complexity: O(nlogn)

Space Complexity: O(1)