**Name: Khushi Nitinkumar Patel**

**PRN: 2020BTECS00037**

**Batch: T5**

**Design and analysis of algorithm Lab**

**Week 3 Assignment**

**Part 1: Divide and conquer strategy**

**Q1) Implement algorithm to Find the maximum element in an array which is**

**first increasing and then decreasing, with Time Complexity O(Logn).**

* Algorithm:

The brute force approach is doing Linear Search which takes O(n) time.

The optimized approach is using Binary Search.

Step:

1. Find the middle element, if it is greater than both of its adjacent elements

then it is the maximum element.

2. If middle element is smaller than its next element, search in right half of

array i.e., l=mid+1

3. If middle element is greater than its next element, search in left half of

array i.e.

r=mid-1

**Code:**

#include <bits/stdc++.h>

using namespace std;

int maxElement(int arr[], int n, int l, int r)

{

    while (l <= r)

    {

        int mid = l + (r - l) / 2;

        if (arr[mid] > arr[mid - 1] && arr[mid] > arr[mid + 1])

        {

            return arr[mid];

        }

        else if (arr[mid] < arr[mid + 1])

        {

            l = mid + 1;

        }

        else

        {

            r = mid - 1;

        }

    }

    return arr[r];

}

int main()

{

    int n;

    cin >> n;

    int arr[n];

    for (int i = 0; i < n; i++)

    {

        cin >> arr[i];

    }

    int l = 0, r = n - 1;

    int ans = maxElement(arr, n, l, r);

    cout << "Max Element in array that is first increasing and then decreasing : "<<ans<<endl;

}

**Output:**
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Time Complexity: O(logn)

Space Complexity: O(1)

**Q2) Implement algorithm for Tiling problem: Given an n by n board where n is of form 2k where k >= 1 (Basically n is a power of 2 with minimum value as 2). The board has one missing cell (of size 1 x 1). Fill the board using L shaped tiles. An L shaped tile is a 2 x 2 square with one cell of size 1\*l missing.**

>Algorithm:

The given n\*n board is divided into (n/2)\*(n/2) board repeatedly which

produces 4 (n/2)\*(n/2) non-identical boards. To make these boards identical by

removing one cell from other three boards, place the L-shaped tile at the center.

1. Declare variable r, c to store index of missing tile and cnt to fill the tiles.

2. The base for this problem if 2\*2 board, fill the board such that it covers

all three cells which are not filled.

3. Find the index of missing cell.

4. If the missing cell is in 1st quadrant, call the place function which places

the L-shape tile at center making all the boards identical i.e., the 2nd ,3rd ,4th

quadrant now contains a missing cell.

5. If the missing cell is in 3rd quadrant, call the place function which places

the L-shape tile at center making all the boards identical i.e., the 1st ,2nd ,4th

quadrant now contains a missing cell.

6. If the missing cell is in 2nd quadrant, call the place function which

places the L-shape tile at center making all the boards identical i.e., the 1st ,3rd

,4th quadrant now contains a missing cell.

7. If the missing cell is in 4th quadrant, call the place function which places

the L-shape tile at center making all the boards identical i.e., the 2nd ,3rd ,1st

quadrant now contains a missing cell.

8. Now we have 4 sub boards, thus call the function tile for these

subboards.

**Code:**

#include <bits/stdc++.h>

using namespace std;

int size\_of\_grid, b, a, cnt = 0;

int arr[128][128];

void place(int x1, int y1, int x2, int y2, int x3, int y3)

{

    cnt++;

    arr[x1][y1] = cnt;

    arr[x2][y2] = cnt;

    arr[x3][y3] = cnt;

}

int tile(int n, int x, int y)

{

    int r, c;

    if (n == 2)

    {

        cnt++;

        for (int i = 0; i < n; i++)

        {

            for (int j = 0; j < n; j++)

            {

                if (arr[x + i][y + j] == 0)

                {

                    arr[x + i][y + j] = cnt;

                }

            }

        }

        return 0;

    }

    for (int i = x; i < x + n; i++)

    {

        for (int j = y; j < y + n; j++)

        {

            if (arr[i][j] != 0)

                r = i, c = j;

        }

    }

    if (r < x + n / 2 && c < y + n / 2)

    {

        place(x + n / 2, y + (n / 2) - 1, x + n / 2, y + n / 2, x + n / 2 - 1, y + n / 2);

    }

    else if (r >= x + n / 2 && c < y + n / 2)

    {

        place(x + (n / 2) - 1, y + (n / 2), x + (n / 2), y + n / 2, x + (n / 2) - 1, y + (n / 2) - 1);

    }

    else if (r < x + n / 2 && c >= y + n / 2)

    {

        place(x + n / 2, y + (n / 2) - 1, x + n / 2, y + n / 2, x + n / 2 - 1, y + n / 2 - 1);

    }

    else if (r >= x + n / 2 && c >= y + n / 2)

    {

        place(x + (n / 2) - 1, y + (n / 2), x + (n / 2), y + (n / 2) - 1, x + (n / 2) - 1, y + (n / 2) - 1);

    }

    tile(n / 2, x, y + n / 2);

    tile(n / 2, x, y);

    tile(n / 2, x + n / 2, y);

    tile(n / 2, x + n / 2, y + n / 2);

    return 0;

}

int main()

{

    size\_of\_grid = 4;

    memset(arr, 0, sizeof(arr));

    a = 0, b = 0;

    arr[a][b] = -1;

    tile(size\_of\_grid, 0, 0);

    for (int i = 0; i < size\_of\_grid; i++)

    {

        for (int j = 0; j < size\_of\_grid; j++)

            cout << arr[i][j] << " \t";

        cout << " \n";

    }

}

**Output:**

**![](data:image/png;base64,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)**

Time Complexity: O(n^2)

Space Complexity: O(n^2)

**Q3) Implement algorithm for The Skyline Problem: Given n rectangular**

**buildings in a 2-dimensional city, computes the skyline of these buildings,**

**eliminating hidden lines. The main task is to view buildings from a side and**

**remove all sections that are not visible.**

* Algorithm:

1. Store the start point of building and end point of building along with

height.

2. Sort the start point, end point.

3. Traverse from left to right, if we come across start point of building store

it in min heap, using height as key.

4. If we come across end point of building then remove it from heap until

we reach a building whose right node is still ahead.

**Code:**

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

vector<vector<int>> getSkyline(vector<vector<int>> &buildings)

{

    vector<vector<int>> edges;

    // push start\_point,height,end\_point

    for (int i = 0; i < buildings.size(); i++)

    {

        int x = edges.size();

        edges.push\_back(vector<int>());

        edges[x].push\_back(buildings[i][0]);

        edges[x].push\_back(-buildings[i][2]);

        edges[x].push\_back(buildings[i][1]);

    }

    // push end\_points and their ending will be 0 and no height so 1e9

    for (int i = 0; i < buildings.size(); i++)

    {

        int x = edges.size();

        edges.push\_back(vector<int>());

        edges[x].push\_back(buildings[i][1]);

        edges[x].push\_back(0);

        edges[x].push\_back(1e9);

    }

    // sort so that start point and end point are arranged correctly

    sort(edges.begin(), edges.end());

    // min heap of pair of integers

    priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>>

        prevHighest;

    prevHighest.push({0, 1e9});

    vector<vector<int>> skyline;

    for (int i = 0; i < edges.size(); i++)

    {

        int start = edges[i][0];

        int currHeight = -1 \* edges[i][1];

        int end = edges[i][2];

        // if end point of prev building is less than start point of next

        // building, then it will not be present in ans

        while (prevHighest.top().second <= start)

        {

            prevHighest.pop();

        }

        if (currHeight > 0)

        {

            prevHighest.push({-currHeight, end});

        }

        if (skyline.size() == 0)

        {

            skyline.push\_back(vector<int>());

            skyline[0].push\_back(start);

            skyline[0].push\_back(-prevHighest.top().first);

        }

        else if (skyline.back()[1] != -prevHighest.top().first)

        {

            int x = skyline.size();

            skyline.push\_back(vector<int>());

            skyline[x].push\_back(start);

            skyline[x].push\_back(-prevHighest.top().first);

        }

    }

    return skyline;

}

int main()

{

    //{start, end, height}

    vector<vector<int>>

        buildings = {{2, 9, 10}, {3, 7, 15}, {5, 12, 12}, {15, 20, 10}, {19, 24, 8}};

    //  vector<vector<int>>

    // buildings={{1,5,11},{2,7,6},{3,9,13},{12,16,7},{14,25,3},{19,22,18},

    //  {23,29,13},{24,28,4}};

    vector<vector<int>> ans = getSkyline(buildings);

    for (int i = 0; i < ans.size(); i++)

    {

        cout << ans[i][0] << " " << ans[i][1] << endl;

    }

    return 0;

}

**Output:**

**![](data:image/png;base64,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)**

Time Complexity: O(nlogn)

Space Complexity: O(n)